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#### Abstract

In this paper we describe a case study in the operational planning of the assembly of printed circuit boards. Given a line of placement machines and given a family of boards we develop a heuristic algorithm which focusses on the so-called feeder rack assignment problem. This problem addresses the question: where to attach the feeders alongside the feeder racks of the placement machines? Computational results on real-life instances indicate that the heuristic is superior to approaches currently used in practice. (C) 2000 Elsevier Science B.V. All rights reserved.
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## 1. Introduction

Assembling a printed circuit board (PCB) means that expensive, complex machines place hundreds of electronical components of different types on a board. To illustrate this, it is estimated in [1] that a typical plant in the PCB-industry has 29 placement machines with a total value of at least 1.5 million dollars. In order to use these machines efficiently (so as to achieve high throughput rates), automated planning procedures are generally regarded as an asset, or even a necessity.

Here, we describe a case study in the planning of the assembly of printed circuit boards. This

[^0]case study has been conducted in a plant of Philips NV. We focus on the operational planning problems which occur when a given line of placement machines assembles a given family of board types.

Before describing these problems in more detail, let us first sketch the modus operandi of the placement machine under consideration, which is a Fuji CP IV/3 (see Fig. 1). Basically, this placement machine consists of three elements:

- A PCB table. The PCB lies on this table which is able to move horizontally as well as vertically.
- A feeder rack. The feeder rack consists of the so-called slots. A rack contains feeders each of which stores components of a single type and which are attached to the slots. A feeder occupies a single slot.
- A carousel. This is a device which is able to transport components from the rack to the board.


Fig. 1. The Fuji CP IV/3.

Now, the machine operates as follows (see Fig. 1). The head in the grip station is able to grip a component from the feeder currently positioned under this head. Then, the feeder rack moves to get the next appropriate feeder in position. In a similar fashion, the head in the place position is able to place a component into the location of the board which is currently under this head. Then the board starts to move to get the next location under the place station. Moreover, when the gripping activity and the placing activity are both ended the carousel rotates 30 degrees, so that head $i$ comes into position of head $i+1$ (modulo 12). Then a new iteration starts. It is important to realize that the description above not only suits placement machines from the Fuji CP family; in fact different types of placement machines (see [2]) share the characteristics described above.

It follows from this description that between two consecutive gripping (or placing) activities a carousel movement must take place. The time needed for this movement, say $\Delta t$, can be used to move the feeder rack and the PCB table without adding to the processing time of the current board. More explicitly, any feeder rack movement and any table movement which takes less time than $\Delta t$ is for free. With respect to the feeder rack this amounts to 1 slot in the rack, and with respect to the PCB table this amounts to approximately 10 cm (see [3] for
a more precise description of time-related issues). It is clear that in general, due to the absence of some component types on some board types, it will not be possible to construct a feeder rack assignment such that all feeder rack movements for all board types are for free. Thus, the positions of the feeders in the racks determine to a large extent the throughput rates of the board types.

Before any placement machine of a type as described above can actually start placing components, or even more generally, before a line of placement machines is able to assemble a family of board types, a number of operational questions have to be answered. For instance:

- For each component type, how many feeders of this type should be present in the line? (The selection problem.)
- For each machine, which feeders should be attached to the feeder rack? (The allocation problem.)
- For each machine, where (in what slots) should the selected feeders be attached? (The feeder rack assignment problem.)
- For each machine and for each board type, in what sequence should the locations be visited? (The component placement sequence problem.)
- For each machine and for each board type: if more than one feeder of some type is present in
the rack, which feeder should be selected to retrieve a particular component of that type from? (The component retrieval problem.)

The questions listed here already suggest a hierarchical decomposition of this operational planning problem. But of course different possibilities exist to decompose the planning problem (see [2,4-7] for a discussion of such decompositions). However, no matter what hierarchical decomposition is chosen, and regardless of the particular type of placement machine, the feeder rack assignment problem should always be solved. Moreover, it seems to be a basic problem arising in any hierarchical decomposition.

It should be pointed out though, that the relevance of the feeder rack assignment problem stems from the assumption that the location of the feeders has an impact on the objective function, say the throughput. Although this seems quite reasonable, one can imagine situations in which the particular location of a feeder in the rack is assumed to have no impact on the time it takes to assemble a board (see for instance [8,9]).

However, in the particular setting we address here, the production environment is a high-volume, medium-mix environment. A typical situation is that a single line of placement machines produces a family of up to 20 board types during a month. In this period no feeder changes occur (other than for refilling purposes). Thus, when dealing with throughput rate objectives the solution to the feeder rack assignment problem is crucial for the performance of the line.

### 1.1. Related literature

Literature on the feeder rack assignment problem has mainly focused on the single-machine, single-board case. Drezner and Nof [10] were the first to identify the feeder rack assignment problem. Walas and Askin [11] considered a similar problem in a metal-cutting environment. In the singlemachine, single-board-type case it is possible to combine the feeder rack assignment problem with the component placement sequence problem. The resulting problem can be formulated as a (nonlinear) integer programming problem (see [11]). Next,
a popular approach is to develop a solution method which iterates between the feeder rack assignment problem and the component placement sequence problem. This is done by Leipälä and Nevalainen [12] and by Broad et al. [13] for the PANASERT machine. Another approach of this type is presented in [14,15].

Ahmadi et al. [16] consider the feeder rack assignment problem (which they call the reel positioning problem) for the DYNAPERT placement machine. They do this given a component placement sequence and show that for their setting the feeder rack assignment problem is NP-hard and provide an approximation algorithm with worst-case ratio $\frac{3}{2}$. Other approaches which use a component placement sequence as input are described in [17] and in [18] for the PANASONIC Mk 1 (which is similar to the machine described in Fig. 1). In [19] the Fuji CP II is addressed. They compute a feeder rack assignment (which they call a component assignment) by solving an integer program using Lagrangian relaxation. The feeder rack assignment problem for the so-called CSM-60 placement machine is adressed in [20] and in [21]. Heuristics are used in the first one (an iterative approach), simulated annealing in the latter one. Finally, approaches based on location theory are described by Francis et al. [22] (for an IBM placement machine), Foulds and Hamacher [23] and Younis and Cavalier [24]. In [25] it is shown that the algorithm proposed in Francis et al. [22] has a worst-case ratio of $\frac{3}{2}$.

Literature describing solution methods for the feeder rack assignment problem in a multipleboard type setting seems less abundant. The problem is mentioned in [26]. Dikos et al. [27] compute a feeder rack assignment for the PANASONIC machine given component placement sequences for each board type using a genetic algorithm. In [28] a heuristic is proposed. Further, this problem is specifically addressed in Crama et al. [20] who consider the Fuji placement machine.

An important issue is how often the feeder rack assignment problem should be solved. Should one solve it at the beginning of the planning period and leave the resulting solution intact
for the whole period for all machines (as is the case in our setting)? Or should one first assign the feeders corresponding to common component types, place these components, and next perform a setup for the feeders corresponding to the remaining component types, as proposed in Carmon et al. [30]? Or should a part of the rack be permanently reserved for the common feeders while remaining capacity is changed more often (see [31])? There are no clear-cut answers to these questions. These decisions depend to a large extent on the machine configuration and the production environment in the particular plant (see [32] for an interesting discussion of this subject).

### 1.2. Contents

Crama et al. [29] proposed an algorithm for solving the problems mentioned above, starting with the selection problem down to the component retrieval problem. However, it turned out that when implementing this algorithm in a Philips plant, some additional requirements came up. These requirements affected the selection problem and the feeder rack assignment problem, so our focus in this paper is on both of these problems. The purpose of this paper is twofold:

- to show how the approach presented in [29] can be modified so as to incorporate additional constraints, and
- to present new computational results that demonstrate the potential of our approach.

In Section 2 we describe our algorithm and the modifications proposed, and in Section 3 we give the computational results. Section 4 presents the conclusions.

## 2. The algorithm

As described in the previous section we consider a high-volume, medium-mix production environment. More explicitly, during the planning period (which is about a month) the board types of a family are produced in a predetermined sequence using
a constant feeder rack assignment. Thus, achieving high throughput rates for the boards of a type is of crucial importance. Obviously, the throughput rate of a board type is determined by the machine in the line on which a board of that type has the largest processing time over all machines. We refer to this largest processing time as the makespan of that board type. When assembling a set of board types using a line of placement machines, a first question to deal with concerns the objective function. What do we want to achieve? In light of the previous discussion we choose to minimize the sum over all board types of the makespans of these board types. Thus, we want to construct a single feeder rack assignment for all machines in the line that allows good component placement sequences for all board types in the family.

The following algorithm is described in [29] (see [29] for a more elaborate description). Consider the selection problem. First, it is stipulated that no more than two feeders of a type are present in the line. Then the remaining decision is: for each type, does it have one or two feeders in the line? We solve this in a heuristic fashion by considering individual board type characteristics. (Notice here that having more than one feeder of a type present in the line, i.e. feeder duplication, is allowed).

Let us now decide which feeder serves which locations on the board. Obviously, if for a component type only one feeder is present in the line, this becomes a trivial decision. Otherwise, we use a heuristic to split into two sets the locations of each component type on each board type. We refer to these sets of locations served by a single feeder as a cluster. (Recall that the feeders have not been placed yet.)

To assign the feeders to the racks of the machines we do the following (see [29]). First, we view the racks of the individual machines in the line as a single, large rack. Also, let us view a feeder (and its corresponding cluster) as a node in a complete graph. For each pair of nodes (feeders), say $i$ and $j$, we compute the length of edge $\{i, j\}$ in the following way. Find, for each board type in the family, a Hamiltonian path (as short as possible) through the locations of the clusters corresponding to feeders $i$ and $j$. We do this by applying an insertion algorithm. (Let us remark here that when
computing the length of such a Hamiltonian path, a lower bound for the time between any two locations is formed by the time needed for a carousel movement). The length of edge $\{i, j\}$ is then the sum, over all board types, of the lengths of these Hamiltonian paths. In fact, this length is intended as an approximation of the contribution to the processing times of the board types when feeder $i$ and are $j$ placed consecutively on the rack of a machine. The problem of finding a feeder rack assignment has now been reduced to finding a Hamiltonian path in a graph. Again, we solve this problem by applying an insertion algorithm. Next, we simply partition the path into disjoint subpaths which then correspond to the racks of the individual machines.

An important feature of the algorithm ([29]) is that given a feeder rack assignment it is able to compute an estimate of the makespan of each board type. This estimate makes use of the Hamiltonian paths described above. Consider machine 1 and board type A and sum over all consecutive feeders in the rack of machine 1 the lengths of the corresponding Hamiltonian paths for board type A , and divide this sum by 2 . The resulting number is used as an estimate for the processing time of board type A on machine 1 . From these estimated processing times, an estimate for the makespan is readily deduced.

When computing this estimate we simply assume that between two consecutive carousel movements, the feeder rack moves by a single slot from left to right only. In this way, each feeder rack movement takes place within the time needed for a carousel movement and hence is for free.

Finally, we apply a local search algorithm that swaps feeders and their corresponding clusters. In this way we are able to obtain a more balanced workload over the machines.

When we ran this algorithm in the Philips plant two issues came up: the concept of preassigned feeders (Section 2.1) and the issue of feeder duplication (Section 2.2).

### 2.1. Preassigned feeders

In the Philips plant feeders corresponding to expensive component types can be preassigned. In
other words, they are required to be in certain predetermined slots of the rack of the last machine in the line. The reason for this is that in case something goes wrong with the placement process and the board is lost, it will most probably not contain the expensive components. What are the consequences of this issue for the algorithm?

As described above, our heuristic approach views feeder rack assignments as Hamiltonian paths. Thus, the problem of determining an optimal feeder rack assignment for some machine can be viewed as finding a shortest Hamiltonian path, for which we employ an insertion heuristic. And indeed, from the literature on the Traveling Salesman Problem (see [34]) it is well known that insertion heuristics are among the best constructive heuristics in finding short paths or tours. Unfortunately, the concept of preassigned feeders does not combine well with insertion heuristics. To see this, notice that when a new feeder is inserted at slot $i$ in a feeder rack assignment, the feeder currently assigned to slot $i$ is reassigned to the slot with index $i+1$. Also, the feeder currently assigned to slot $i+1$ moves to slot $i+2$ and so on. It follows that this insertion approach is not suited to deal with situations where some feeders have fixed positions. Thus, for the feeder rack assignment problem with preassigned feeders we had to resort to a more primitive constructive heuristic to find an initial assignment. We have modified our algorithm so as to start with a random assignment of feeders to slots, except of course for the feeders of types for which there are preassigned feeders. In the solution of the selection problem we have ascertained that there is at least one feeder for each component type with a preassigned feeder, and hence in the initial feeder rack assignment the algorithm can and will assign a cluster containing components of the appropriate type to each of the preassigned feeders. The local search improvement strategy we now employ is to simply exchange feeders and their corresponding clusters if the estimated objective function value decreases. The potential feeder exchanges we allow are between pairs of feeders that are not preassigned, or pairs of preassigned feeders of a same type. Also, we do allow exchanges of feeders that are not preassigned with empty slots, that is repositioning a single feeder.

### 2.2. Feeder duplication

Another issue that turned out to be important was feeder duplication: the presence of more than one feeder of some type in the line. The possibility of ruling out feeder duplication is considered to be a necessary one, or in other words, an engineer at the Philips plant should have the option of constructing a feeder rack assignment that contains no feeder duplication. Again, this is caused by cost considerations: duplicating a feeder simply increases costs of assembly, since it requires more inventory. For a more elaborate discussion of the trade-off between throughput rates and inventory costs we refer to Rosenblatt and Lee [33]. However, this requirement can be simply incorporated: due to the no duplication requirement, we now have an immediate solution for the selection problem. Of course, an interesting question arises: how does ruling out feeder duplication affect the throughput rates? This issue is addressed in Section 3.

## 3. Computational results

This section presents computational results. For all these results it holds that either the results themselves or the software through which they are obtained have been validated by Philips. The algorithm we described is programmed in Borland Pascal and runs on a personal computer.

The computational results are carried out for placement lines consisting of 2 or 3 Fuji CP-IV/3 placement machines. Gripping as well as placing a component takes at least 150 milliseconds. Assuming that the printed circuit boards are assembled at this highest achievable placement rate yields a lowerbound for the assembly makespan. These lowerbounds are given in the tables below.

We use two data sets, one corresponding to a family of two board types (data set 1) and one corresponding to a family of 20 board types (data set 2); data set 1 concerns 873 components of 115 types and data set 2 concerns more than 8200 components of 123 types. Further, we consider two assembly lines, one consisting of two and one consisting of three machines. While the experiments
were in progress, Philips was using two different versions of (extensions of) the software that Fuji delivers to solve operational planning problems. We compare our results with the best of these versions.

In our first experiment we tested the algorithm described here using dataset 1 on both lines. The results are depicted in Tables 1 and 2 (bold figures indicate the makespans), where NoC means number of components to be placed on a board of that type by that machine and time indicates the number of seconds it took that machine to place these components. Notice that adding a machine to the line improves the objective function by about $30 \%$. Also notice that, particularly in the three machine case, the gap between the solution found and the lowerbound is relatively small (about $20 \%$ ), which implies that a lot of table movements and rack movements fall within the free movement.

When the feeders corresponding to eight expensive components are preassigned, the algorithm finds the makespans depicted in Tables 3 and 4. Notice that in both cases the effect from the preassigned feeders on the makespan is bounded by approximately $2 \%$.

In a second experiment, we tested the effect of feeder duplication on the makespans of board types within a family (data set 2 ). These results where

Table 1
Results data set 1 , two machines

| Board type | Machine 1 <br> NoC time | Machine 2 <br> NoC time | Lowerbound |
| :--- | :--- | :--- | :--- |
| 1 | 24042.8 | $223 \mathbf{4 3 . 2}$ | 35.6 |
| 2 | $213 \mathbf{3 8 . 1}$ | 19737.6 | 31.7 |

Table 2
Results data set 1 , three machines

| Board <br> type | Machine 1 <br> NoC time | Machine 2 <br> NoC time | Machine 3 <br> NoC time | Lowerbound |
| :--- | :--- | :--- | :--- | :--- |
| 1 | $159 \mathbf{3 0 . 2}$ | 14229.1 | 16229.3 | 24.1 |
| 2 | $140 \mathbf{2 6 . 3}$ | 12925.7 | 14126.2 | 21.4 |

Table 3
Results data set 1, preassigned feeders, two machines

| Board type | Machine 1 <br> NoC time | Machine 2 <br> NoC time | Lowerbound |
| :--- | :--- | :--- | :--- |
| 1 | 23543.9 | $228 \mathbf{4 4 . 1}$ | 35.6 |
| 2 | $207 \mathbf{3 8 . 9}$ | 20338.8 | 31.7 |

Table 4
Results data set 1 , preassigned feeders, three machines

| Board <br> type | Machine 1 <br> NoC time | Machine 2 <br> NoC time | Machine 3 <br> NoC time |  |
| :--- | :--- | :--- | :--- | :--- |
| 1 | $158 \mathbf{3 0 . 2}$ | 14729.2 | 15829.0 | 24.1 |
| 2 | $141 \mathbf{2 6 . 6}$ | 13025.7 | 13926.2 | 21.4 |

verified on site, and compared to both versions of the Fuji software in use at the time. Table 5 displays the makespans when no feeder duplication is allowed. We have omitted the number of components per board. The average makespan per board equals 42.2 . The software on site delivers an average makespan per board of 49.2. Thus in case feeder duplication is allowed, our method yields an improvement of about $14 \%$ for data set 2 over the current solution. If feeder duplication is not allowed, the difference is even larger. The algorithm proposed here yields an average makespan of 43.0 seconds (see Table 6 for the processing times/board type/machine). Notice that this yields an increase of only 0.8 seconds when compared to the case where feeder duplication is allowed. (In fact, for board type 20, the makespan actually decreases!). In contrast to this, the software on site delivers a solutions with an average makespan of 55.4 seconds when feeder duplication is not allowed. Apparently, the currently implemented solution method is quite sensitive to feeder duplication, since an increase of about $7 \%$ in makespan is incurred when compared to the solution in which feeder duplication is allowed (and the latter solution was already $14 \%$ higher than the one found by the algorithm discussed here).

Table 5
Results data set 2, feeder duplication allowed
Board Machine 1 Machine 2 Machine 3 Lowerbound
type

| 1 | 45.2 | $\mathbf{4 6 . 5}$ | 45.4 | 23.1 |
| ---: | ---: | ---: | :--- | :--- |
| 2 | $\mathbf{4 3 . 9}$ | 43.1 | 43.7 | 22.7 |
| 3 | 40.2 | 40.4 | $\mathbf{4 2 . 0}$ | 21.2 |
| 4 | 41.5 | $\mathbf{4 4 . 9}$ | 43.0 | 22.9 |
| 5 | 41.5 | $\mathbf{4 4 . 6}$ | 43.7 | 22.8 |
| 6 | 40.6 | $\mathbf{4 3 . 2}$ | 40.7 | 21.9 |
| 7 | 45.9 | $\mathbf{4 6 . 1}$ | 45.8 | 24.1 |
| 8 | 40.8 | 41.8 | $\mathbf{4 2 . 2}$ | 21.4 |
| 9 | 24.7 | 24.4 | $\mathbf{2 4 . 9}$ | 12.6 |
| 10 | 42.0 | 41.2 | $\mathbf{4 2 . 1}$ | 21.9 |
| 11 | 39.0 | $\mathbf{4 0 . 0}$ | $\mathbf{4 0 . 0}$ | 20.9 |
| 12 | 40.1 | $\mathbf{4 1 . 6}$ | 41.0 | 21.3 |
| 13 | 42.5 | 42.8 | $\mathbf{4 3 . 3}$ | 22.3 |
| 14 | 44.6 | $\mathbf{4 5 . 0}$ | 43.6 | 23.1 |
| 15 | $\mathbf{4 3 . 4}$ | 43.1 | $\mathbf{4 3 . 4}$ | 22.5 |
| 16 | 43.0 | $\mathbf{4 4 . 2}$ | 43.8 | 22.4 |
| 17 | 42.7 | 43.4 | $\mathbf{4 3 . 9}$ | 22.3 |
| 18 | 40.9 | 40.9 | $\mathbf{4 1 . 4}$ | 22.1 |
| 19 | 43.2 | 44.2 | $\mathbf{4 5 . 1}$ | 22.9 |
| 20 | $\mathbf{3 5 . 7}$ | 34.2 | 35.0 | 17.4 |

Table 6
Results data set 2, no feeder duplication allowed
Board Machine 1 Machine 2 Machine 3 Lowerbound type

| 1 | 45.9 | $\mathbf{4 6 . 6}$ | 44.7 | 23.1 |
| ---: | :--- | :--- | :--- | :--- |
| 2 | 43.6 | 44.7 | $\mathbf{4 5 . 7}$ | 22.7 |
| 3 | 39.9 | $\mathbf{4 2 . 9}$ | 41.0 | 21.2 |
| 4 | $\mathbf{4 4 . 9}$ | 44.8 | 44.7 | 22.9 |
| 5 | $\mathbf{4 4 . 9}$ | 44.8 | 44.3 | 22.8 |
| 6 | $\mathbf{4 3 . 2}$ | 43.1 | 42.3 | 21.9 |
| 7 | $\mathbf{4 7 . 5}$ | 46.5 | 46.9 | 24.1 |
| 8 | $\mathbf{4 3 . 2}$ | 40.8 | $\mathbf{4 3 . 2}$ | 21.4 |
| 9 | 25.2 | $\mathbf{2 6 . 4}$ | 23.6 | 12.6 |
| 10 | 42.6 | $\mathbf{4 2 . 9}$ | 42.4 | 21.9 |
| 11 | 39.7 | $\mathbf{4 1 . 1}$ | 40.1 | 20.9 |
| 12 | 41.5 | $\mathbf{4 2 . 3}$ | 42.2 | 21.3 |
| 13 | $\mathbf{4 4 . 0}$ | 43.6 | 42.8 | 22.3 |
| 14 | 44.5 | $\mathbf{4 5 . 5}$ | 45.0 | 23.1 |
| 15 | 43.0 | 44.2 | $\mathbf{4 6 . 1}$ | 22.5 |
| 16 | 42.6 | $\mathbf{4 4 . 9}$ | 43.1 | 22.4 |
| 17 | 42.6 | $\mathbf{4 5 . 9}$ | 43.1 | 22.3 |
| 18 | 40.0 | $\mathbf{4 2 . 3}$ | 39.6 | 22.1 |
| 19 | $\mathbf{4 5 . 1}$ | 44.8 | 44.7 | 22.9 |
| 20 | 33.5 | 34.1 | $\mathbf{3 4 . 7}$ | 17.4 |

## 4. Conclusions

In industries with thin profit margins such as consumer electronics (where the data sets used in this paper stem from), cost-effectiveness is of crucial importance to stay in competition. The results in this paper indicate that for different variations of the printed circuit board assembly problem, the use of clever heuristics may increase competitiveness significantly.
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