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ABSTRAK 

Kualiti perisian adalah sangat penting untuk kepuasan pengguna dan kejayaan 
perisian dalam pasaran. Kajian terkini mendapati beberapa atribut kualiti perisian 
yang tidak jelas menghasilkan perisian yang rendah kualiti, dan kekurangan amalan 
elisitasi dalam projek yang menggunakan metodologi Agile Software Development 
(ASD) terutamanya Scrum. Walau bagaimanapun, dari metodologi ASD semasa,  
semakan karya bersistematik, dan kajian dari penyelidik terdahulu tidak memberikan 
penjelasan tentang amalan elisitasi yang diperlukan. Oleh itu, kajian kualitatif ini 
adalah penting untuk mencapai dua objektif: meneroka amalan terbaik dan mengenal 
pasti proses untuk mendapatkan atribut kualiti yang jelas dalam projek berasaskan 
Scrum. Kajian ini menggunakan pendekatan kualitatif di mana data dikumpul 
melalui temu bual lapan pengamal perisian berpengalaman dari India dan analisis 
dokumen yang menerangkan dokumentasi atribut kualiti dalam Scrum. Untuk 
analisis data, kaedah analisis tematik digunakan untuk menganalisis skrip dan 
dokumen temu bual berkenaan untuk mendapatkan atribut kualiti yang jelas. 
Dapatan kajian terdiri daripada tiga tema awal yang mewakili tiga langkah dalam 
proses elisitasi dan enam subtema yang mewakili amalan elisitasi. Langkah pertama 
ialah pendedahan proaktif kepada atribut kualiti yang terdiri daripada dua amalan: 
memahami skop perisian dan memikirkan potensi atribut kualiti. Langkah kedua 
ialah perbincangan pembelajaran bersama yang terdiri daripada dua amalan: 
meningkatkan pengetahuan teknikal pelanggan dan pengguna dan menyusun 
perincian atribut yang berkualiti. Langkah ketiga ialah mengesahkan pemahaman 
umum yang terdiri daripada dua amalan: penggunaan artifak visual dan dokumentasi 
atribut kualiti. Sumbangan kajian ini memberikan lanjutan kepada badan 
pengetahuan ASD mengenai keberkesanan penggunaan istilah yang jelas dalam 
domain perisian, memudahkan istilah teknikal, mewakili artifak perisian boleh guna 
semula, menunjukkan perisian serupa, membina model kasar dan membangunkan 
bukti konsep untuk mendapatkan sifat kualiti yang jelas. Tambahan pula, penemuan 
ini menekankan sumbangan praktikal  kepada pembangun perisian seperti 
mengurangkan usaha, masa dan kos mereka bentuk dan pembinaan perisian. 
 
 
Kata kunci: Sifat kualiti yang jelas, Kaedah Agile, Scrum, Amalan elisitasi 

keperluan. 
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ABSTRACT 

Software quality is very crucial for users’ satisfaction and software success in the 
market. Recent studies found some ambiguous software quality attributes that may 
lead to low-quality software, and lack of elicitation practices in projects that apply 
Agile Software Development (ASD) methodology especially Scrum. However, 
current ASD methodologies, systematic literature reviews and surveys did not 
provide explanation of the necessary elicitation practices. Therefore, this qualitative 
study was essential to achieve two objectives: exploring the best practices and 
identifying process of eliciting unambiguous quality attributes in Scrum-based 
projects. The study used qualitative approach in which data was collected via 
interviewing eight experienced software practitioners from India and documents 
analysis that explains documentation of quality attributes in Scrum.  For data 
analysis, the thematic analysis method was used for analysing interviews scripts and 
documents. The findings resulted in three initial themes that represent three steps in 
the elicitation process and six sub-themes that represent the elicitation practices. The 
first step is proactive exposure to quality attributes which consists of two practices: 
understanding software scope and envisaging potential quality attributes. The second 
step is mutual learning discussion which consists of two practices: ameliorating 
technical knowledge of customers and users and compiling details of quality 
attributes. The third step is verifying common understanding which consists of two 
practices: utilization of visual artefacts and documentation of quality attributes. The 
contribution of the study provides an extension to ASD body of knowledge regarding 
the effectiveness of disambiguation of terminologies in software domain, simplifying 
technical terms, representing reusable software artefacts, showing similar software, 
drawing mock-up and developing proof of concept in eliciting unambiguous quality 
attributes. Furthermore, the findings accentuate practical contributions to the 
software developers such as reducing effort, time and cost of designing and 
construction of software. 
 

 
Keywords: Unambiguous quality attributes, Agile methods, Scrum, Requirements 

elicitation practices. 
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 CHAPTER ONE

INTRODUCTION 

1.1 Introduction  

This chapter highlights the main aspects of the study which starts with the 

background of the study, followed by the discussion on the problem. Then, research 

questions are elucidated in order to construct the objectives. Finally, this chapter 

presents research scope, research approach and research significance. 

1.2 Background of the Study 

The findings of a phenomenological study (Bonuke, 2020), multiple case study 

(Otiji, 2020), a ground theory (Gibbs, 2015) and a large-scale survey with 

practitioners from software industry (Fricker, Grau & Zwingli, 2015) underlined that 

a common understanding of requirements among all stakeholders in software 

projects is a prerequisite for software success. Requirements define what customers 

and users need in the software to be developed (Sommerville, 2015; Hull, Jackson, & 

Jeremy, 2010). While users ordinarily use the software, customers are those persons 

who request for software development (Nuseibeh & Easterbrook, 2000). Therefore, a 

common understanding of requirements among customers and users who need the 

software and practitioners who are responsible for developing the software is 

indispensable to guarantee software success.  

In order to ensure a common understanding of requirements among all stakeholders, 

requirements must be unambiguous. A requirement is unambiguous if it has only one 
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Appendix A  

First Version of Interview Protocol 
 

 A heading 
1. Participant Name: 
2. Participant Gender: 
3. Participant Number: 
4. Date of Interview: 
5. Interview Duration:  
 

 Background Questions 
1. Please, what is your role based on Scrum Agile method (e.g., product owner, 

Scrum master or software developer)? 
2. Please, how many years of experience in eliciting quality attributes from 

customers and users based on Scrum Agile method? 
3. Please, what are the projects types (e.g., onshore and offshore) that you involved 

in during your experience in eliciting quality attributes from customers and users 
based on Scrum Agile method? 

4. Please, what is the size of your software company (e.g., big, medium, small)? 
 

 Interview Questions 
1. Please, can you tell me how do you elicit (i.e., collect, gather, define) 

quality attributes from customers and users? 
2. Please, to what extent customers and users are familiar with quality 

attributes concepts and have the capability to discuss them? 
3. Please, how do you manage to overcome neglect quality attributes and 

ensure paying attention to all quality attributes during requirements 
elicitation? 

4. Please, how do you manage to achieve common understanding of quality 
attributes with customers and users? 

5. Please, how do you document quality attributes during requirements 
elicitation? 

 
 Interview Instructions 

1. Start the interview by greeting the participant, ensure receiving the 
Informed Consent Form and download the Informed Consent Form to 
your computer. 

2. Establish warm-up discussion with a participant and build rapport with 
the participant. Moreover, encourage the participant to state positive and 
negative experiences as well that can help to know any challenges or 
benefits related to eliciting quality attributes in Scrum.  
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3. After the warm-up discussion, start asking the participants about their 
background information from interview protocol. 

4. After finishing the background questions, start asking the participants the 
interview questions from the interview protocol. Moreover, use initial 
probes from probes table to gain additional information. 

5. Ask the participant any additional probes when it becomes necessary to 
gain in-depth explanation about the research phenomena.  

6. Before finishing the interview, review the questions and answers to 
ensure covering of all necessary questions. 

7. Request from the participant to review the findings of the interview 
analysis after finishing the analysis. 

8. When you finish the interview, express your gratitude to the participant 
and appreciate his efforts and cooperation for involving in the interview. 

9. Transfer the answers of background questions from instant messaging 
box to the document of participant profile. 

10. Transfer the answers of all interview questions from instant messaging 
box to the document of interview transcript. 
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Appendix B 
Second Version of Interview Protocol 

 

 A heading 
1. Participant Name: 
2. Participant Gender: 
3. Participant Number: 
4. Date of Interview: 
5. Interview Duration:  
 

 Background Questions 
1. Please, what is your role based on Scrum Agile method (e.g., product owner, 

Scrum master or software developer)? 
2. Please, how many years of experience in eliciting quality attributes from 

customers and users based on Scrum Agile method? 
3. Please, what are the projects types (e.g., onshore and offshore) that you involved 

in during your experience in eliciting quality attributes from customers and users 
based on Scrum Agile method? 

4. Please, what is the size of your software company (e.g., big, medium, small)? 
 

 Interview Questions 
1. Please, can you tell me how do you elicit (i.e., collect, gather, define) quality 

attributes from customers and users? 
2. Please, to what extent customers and users are familiar with quality attributes 

concepts and have the capability to discuss them? 
3. Please, how do you manage to overcome neglect quality attributes and ensure 

paying attention to all quality attributes during requirements elicitation? 
4. Please, how do you manage to achieve common understanding of quality 

attributes with customers and users? 
5. Please, how do you document quality attributes during requirements elicitation?  
 

 Probes from Pilot Interview 
1. Please, specify who attend the discussion of quality attributes?  
2. Please, can you explain the roles of Scrum team members during the interaction 

with customers and users?  
3. Please, to what extent you invite users to participate in elicitation of quality 

attributes? 
 
 

 Interview Instructions 
1. Start the interview by greeting the participant, ensure receiving the Informed 

Consent Form and download the Informed Consent Form to your computer. 



 

260 

 

2. Establish warm-up discussion with a participant and build rapport with the 
participant. Moreover, encourage the participant to state positive and negative 
experiences as well that can help to know any challenges or benefits related to 
eliciting quality attributes in Scrum.  

3. During this rapport, encourage the participant to associate his answers and 
perspectives with real examples from his projects as much as he can when he 
answers any question. 

4. After the warm-up discussion, start asking the participants about their 
background information from interview protocol. 

5. After finishing the background questions, start asking the participants the 
interview questions from the interview protocol. Moreover, use initial probes 
from probes table to gain additional information. 

6. Ask the participant any additional probes when it becomes necessary to gain in-
depth explanation about the research phenomena.  

7. Before finishing the interview, review the questions and answers to ensure 
covering of all necessary questions. 

8. Request from the participant to review the findings of the interview analysis after 
finishing the analysis. 

9. When you finish the interview, express your gratitude to the participant and 
appreciate his efforts and cooperation for involving in the interview. 

10. Transfer the answers of background questions from instant messaging box to the 
document of participant profile. 

11. Transfer the answers of all interview questions from instant messaging box to the 
document of interview transcript. 
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Appendix C  

 Third Version of Interview Protocol 
 A heading 

1. Participant Name: 
2. Participant Gender: 
3. Participant Number: 
4. Date of Interview: 
5. Interview Duration:  
 

 Background Questions 
1. Please, what is your role based on Scrum Agile method (e.g., product owner, Scrum 

master or software developer)? 
2. Please, how many years of experience in eliciting quality attributes from customers and 

users based on Scrum Agile method? 
3. Please, what are the projects types (e.g., onshore and offshore) that you involved in 

during your experience in eliciting quality attributes from customers and users based on 
Scrum Agile method? 

4. Please, what is the size of your software company (e.g., big, medium, small)? 
 

 Interview Questions 
1. Please, can you tell me how do you elicit (i.e., collect, gather, define) quality attributes 

from customers and users? 
2. Please, to what extent customers and users are familiar with quality attributes concepts 

and have the capability to discuss them? 
3. Please, how do you manage to overcome neglect quality attributes and ensure paying 

attention to all quality attributes during requirements elicitation? 
4. Please, how do you manage to achieve common understanding of quality attributes with 

customers and users? 
5. Please, how do you document quality attributes during requirements elicitation?  
 

 Probes from Pilot Interview 
1. Please, specify who attend the discussion of quality attributes?  
2. Please, can you explain the roles of Scrum team members during the interaction with 

customers and users?  
3. Please, to what extent you invite users to participate in elicitation of quality attributes? 
 

 Probes during Interview with Participants 
1. Please, can you give more details to describe what happens through the interaction with 

customers and users during elicitation of quality attributes? 
2. Please, can you give additional details about the structure of questionnaire that you 

follow to gain information about quality attributes? 
3. Please, in the case of offshore projects, how do you communicate with customers and 

users? 
4. Please, can you explain what do you do to be knowledgeable of quality attributes 

domain and what advantages you can get from knowing quality attributes domain? 
5. Please, what is the importance and impact of documentation of quality attributes? 
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6. Please, based on your answers, can you describe the chronology of your actions and 
guidelines (i.e. sequence and arrangement of what you do) regarding eliciting 
unambiguous quality attributes? 

 
 

 Interview Instructions 
1. Start the interview by greeting the participant, ensure receiving the Informed Consent 

Form and download the Informed Consent Form to your computer. 
2. Establish warm-up discussion with a participant and build rapport with the participant. 

Moreover, encourage the participant to state positive and negative experiences as well 
that can help to know any challenges or benefits related to eliciting quality attributes in 
Scrum.  

3. During this rapport, encourage the participant to associate his answers and perspectives 
with real examples from his projects as much as he can when he answers any question. 

4. After the warm-up discussion, start asking the participants about their background 
information from interview protocol. 

5. After finishing the background questions, start asking the participants the interview 
questions from the interview protocol. Moreover, use initial probes from probes table to 
gain additional information. 

6. Ask the participant any additional probes when it becomes necessary to gain in-depth 
explanation about the research phenomena.  

7. Before finishing the interview, review the questions and answers to ensure covering of 
all necessary questions. 

8. Request from the participant to review the findings of the interview analysis after 
finishing the analysis. 

9. When you finish the interview, express your gratitude to the participant and appreciate 
his efforts and cooperation for involving in the interview. 

10. Transfer the answers of background questions from instant messaging box to the 
document of participant profile. 

11. Transfer the answers of all interview questions from instant messaging box to the 
document of interview transcript. 
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Appendix D  
            Informed Consent Form 

 

COLLEGE OF ARTS AND SCIENCES 

UNIVERSITI UTARA MALAYSIA 

INFORMED CONSENT FORM 

 

Exploring the Practices and the Process of Eliciting Unambiguous Quality 

Attributes in Scrum-based Projects 

Dear Respected Participant, 

This is a consent form for the participants who agree to participate in an interview to 

explore the practices and the process of eliciting unambiguous quality attributes in 

Scrum-based projects. You are invited to participate in this study because you fulfil 

the following four criteria: knowledge of quality attributes, experience in eliciting 

unambiguous quality attributes from customers and users for more than 3 years, 

following Scrum Agile method in your projects and spent your experience in Indian 

software organization. If you decide to participate, the researcher will ask you to sign 

this consent form. The purpose of this study is to explore the practices and the 

process that can help to elicit unambiguous quality attributes from customers and 

users in projects that follow Scrum Agile method. Your participation will provide 



 

264 

 

significant help to develop high-quality software in the market and enlighten 

academic research regarding this important topic. The expected duration of the 

interview will be approximately 2 hours. The interview will be conducted based on 

your free time and via instant messaging. Your confidentiality is of high concern and 

it will be highly protected and maintained. The results of this study may be 

published, but your name will not be presented to protect your privacy. Your 

participation in this study is voluntary. There is no compulsion to complete the 

interview; you have the right to withdraw from the interview at any time.  

Please, if you have any questions regarding this study, please send a message to the 

researcher: Hussin Ahmed at hussin_ahmed@ahsgs.uum.edu.my or the supervisor: 

Prof. Madya Dr. Azham Bin Hussain at azham.h@uum.edu.my. Thank you. 

I have read the consent form. I understand the information and I agree to participate 

in this study. 

Name of Participant: ...................................................................................................... 

Signature:............................................. Date: ................................................................ 

 

 

 

mailto:hussin_ahmed@ahsgs.uum.edu.my
mailto:azham.h@uum.edu.my
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Appendix E 
       Samples from Analytic Memo 

 

1- Section 1:  Interview Questions and Answers 

 Sample from Participant 1 
Question: Please, can you tell me how do you elicit (i.e., collect, gather, define) quality 
attributes from customers and users? 
 
Answer: I would like to say that eliciting quality attributes is part of our responsibility for 
developing high-quality software. In the very beginning, I conduct a meeting with customer 
to ask him about important matters for future discussion of requirements. The most 
important matters in the beginning are to know quality attributes domain and crucial 
challenges that need to be solved. Then, I conduct a meeting for discussing the required 
requirements where project team, customer and some users attend the discussion to ask 
questions such as the common problems that users face during executing any function or the 
required response time for certain functionality. Also, I can show previous user interfaces 
from previous projects to customer and users during the discussion of quality attributes 
which were prepared before the discussion. In most cases, I request from software designer 
to prepare a portfolio of relevant user interfaces design to use them in elicitation of 
requirements. 

 Sample from Participant 2 
Question: Please, can you explain what do you do to be knowledgeable of quality attributes 
domain and what advantages you can get from knowing quality attributes domain? 
 
Answer: In our company we check software market which can be a guide to know the 
quality attributes domain. The advantages of knowing domain include covering all 
necessary requirements which may be forgotten during the elicitation of quality attributes 
and familiarization with common concepts in quality attributes domain to prevent any 
misunderstanding of these concepts from the side of development team. 
 

 Sample from Participant 3 
Question: Please, can you give additional details about the structure of questionnaire that 
you follow to gain information about quality attributes? 
 
Answer: The survey or questionnaire contains questions about important services that will 
be provided by the system, important qualities, and deadline for finishing the project. As I 
mentioned before, we only use this questionnaire to provide us top level information about 
quality attributes before second session with customer and Scrum team members.  

 Sample from Participant 4 
Question: Please, can you give more details to describe what happens through the 
interaction with customers and users during elicitation of quality attributes? 
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Answer: I share examples with customer of other portals that faced challenges like Flipkart, 
a popular Indian website that suffered from downtime. Sharing these cases of low-quality 
software is important for two reasons. The first reason is considering the cost to test quality 
attributes because we may hire testers from outside the company and the second reason is 
considering sufficient time for development and testing quality attributes. The key guidance 
in interviewing customer is using understood terms. So, I need to define these terms in a way 
that can be understood by non-technical people. Using terms that are not popular or normal 
to customer can act as a barrier to understanding quality attributes. For instance, while 
Scrum team considers using vulnerability a normal word in our technical conversation when 
we talk about security, it may not be normal to the customer. 

 Sample from Participant 5 
Question: Please, to what extent customers and users are familiar with quality attributes 
concepts and have the capability to discuss them? 
 
Answer: “As I said before, customers and users are not technical people and they do not 
have technical background like software developers. So, our knowledge of their domain is 
important to get over this issue before we make them tell us about their quality attributes .It 
is also important to inform them about the importance of quality attributes. This can help to 
allocateadd itionalbud getf ormaki ngsu re that quality attributesar ecompl ete”. 

 Sample from Participant 6 
 
Question: Please, how do you manage to achieve common understanding of quality 
attributes with customers and users? 

Answer: “Since there are hundreds of systems in the market, I can capitalize on this
advantage to let customer select from these systems functionalities and qualities that are 
quite similar to his expectation. These systems make requirements of customers obvious, 
clear, understandable and less ambiguous. Additionally, these systems in the market cover 
plenty of requirements which encourage customers to discuss what they not discussed before 
duringt hei nterview”.  
 

 Sample from Participant 7 
Question: Please, how do you document quality attributes during requirements elicitation? 

Answer: “I focus on defining what I have to do as a software developer for making a 
function usable and reliable without failure. I also focus on defining function name, users of 
the function and actions of users like loading a file or downloading a file. If downloading 
file is finished completely, I let the user know that downloading a file was complete. 
Sometimes, it is possible to lose connection with database, so, I let the user know that he 
needs to try downloading the file again”. 
 

 Sample from Participant 8 
Question: Please, what is the importance and impact of documentation of quality attributes. 

Answer: “When I start development with other developers, documentation of requirements 
guides us to consider what we may forget. Moreover, documenting requirements assists 
Scrum team to show these requirements to customers in future projects which are similar to 
theon ewed evelopedbe fore”. 
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2- Section 2: Familiarization with Data 

 Sample from Participant 1 
 
It is interesting that Participant 1 has shown her positive attitude towards elicitation of 
quality attributes. She takes elicitation of quality attributes seriously as she referred in her 
first answer that “I would like to say that eliciting quality attributes is part of our 
responsibility for developing high-quality software”. This is important in software industry 
to make software projects successful.  
 
She posited that she conducts a meeting with customer for the purpose of receiving answers 
about significant matters from her perspective as she said “In the very beginning, I conduct a 
meeting with customer to ask him about important matters for future discussion of 
requirements”. According to her view, these matters consist of knowing exactly the domain 
of interest and the problems that challenged customer in his company as she said “The most 
important matters in the beginning are to know quality attributes domain and crucial 
challenges that need to be solved”. Of course, identifying domain is important to know the 
scope of project and identifying challenges is important to solve them.   
 
She also demonstrated that she conducted additional meeting to ask several questions to 
customers and users to know their requirements as she said “Then, I conduct a meeting for 
discussing the required requirements where project team, customer and some users attend 
the discussion to ask questions such as the common problems that users face during 
executing any function or the required response time for certain functionality”.  
 
She also referred to using user interfaces during the discussion with customer and users as 
she noted “Also, I can show previous user interfaces from previous projects to customer and 
users during the discussion of quality attributes which were prepared before the discussion”. 
Furthermore, she referred to her request from software designer in her Scrum team to 
prepare a group or collection of user interfaces as she said “I request from software designer 
to prepare a portfolio of relevant user interfaces design to use them in elicitation of 
requirements”. This is interesting matter to take elicitation seriously and prepare what can 
help in elicitation of requirements. 
 

 
 Sample from Participant 2 

 
Participant 2 has defined the way to be knowledgeable about quality attributes which is   
checking software market. This checking possibly means to know the features of domain by 
launching some software from the market and understanding their features. As he said “In 
our company we check software market which can be a guide to know the quality attributes 
domain”.  
 
He stated the advantages he can get from being knowledgeable about domain which contains 
two advantages. The first advantage is avoid forgetting any requirement as he said “The 
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advantages of knowing domain include covering all necessary requirements which may be 
forgotten during the elicitation of quality attributes” and the second advantage is achieving 
common understanding of domain concepts as he said “familiarization with common 
concepts in quality attributes domain to prevent any misunderstanding of these concepts 
from the side of development team”. This means that this familiarization of domain concepts 
helps to reduce ambiguity. 
 

 Sample from Participant 3 
 
From the answer of Participant 3, the structure of questionnaire consists of three sections or 
three type of questions related to the services, qualities and deadline of the project. As he 
said “The survey or questionnaire contains questions about important services that will be 
provided by the system, important qualities, and deadline for finishing the project.” The 
services possibly represent the functions of software that will provide to users and qualities 
represent quality attributes like usability and reliability. Deadline of finishing the project is 
possibly important to know when exactly they will deliver the final version of software.  
 
The participant referred again to the importance of conducting additional session with 
customer in addition to sending questions in a questionnaire as he said “As I mentioned 
before, we only use this questionnaire to provide us top level information about quality 
attributes before second session with customer and Scrum team members”. This means that 
questionnaire precedes another session with customers and users.  
 
 

 Sample from Participant 4 
 
Participant 4 added additional details about what happens during the interaction with 
customers to know quality attributes. It is very interesting that she referred to sharing 
examples of software portals or website which had low-quality. She mentioned specific 
website which is Flipkart as she said “I share examples with customer of other portals that 
faced challenges like Flipkart, a popular Indian website that suffered from downtime”. 
 
According to her explanation, she aims to make customer understand that there is cost 
associated for developing high-quality software. Furthermore, she wants to make customer 
understand that enough time is needed. This means that she does not want customer to put 
them under pressure to finish quickly the development of software as she said “The first 
reason is considering the cost to test quality attributes because we may hire testers from 
outside the company and the second reason is considering sufficient time for development 
and testing quality attributes”. 
 
She also referred to an important guideline which is defining terms for customers to make 
communication effective as she said “The key guidance in interviewing customer is using 
understood terms. So, I need to define these terms in a way that can be understood by non-
technical people. Using terms that are not popular or normal to customer can act as a 
barrier to understanding quality attributes”. She gave example of these terms which is 
vulnerability that maybe not understood by non-technical people as she said “For instance, 
while Scrum team considers using vulnerability a normal word in our technical conversation 
when we talk about security, it may not be normal to the customer”.  I think this guidance 
has significant value to reduce ambiguity and need to be taken into consideration.  
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 Sample from Participant 5 
 
Participant 5 mentioned again that based on her experience that customers and users do not 
have the technical knowledge like any professional in software industry when she said “As I 
said before, customers and users are not technical people and they do not have technical 
background like software developers”. 
 
From her perspective, the ideal way to overcome this limited technical knowledge is being 
knowledgeable about possible quality attributes in the domain. She said “So, our knowledge 
of their domain is important to get over this issue before we make them tell us about their 
quality attributes”. This quote refers to the necessity to prepare seriously before meeting 
customers or users to guide them. This means that Scrum team have to be active and serious 
in preparation for ultimate guidance to customers and users to elicit quality attributes from 
them. 
 
Furthermore, the Participant 5 referred to the significance of teaching customer that quality 
attributes are important as she said “It is also important to inform them about the importance 
of quality attributes. This can help to allocate additional budget for making sure that quality 
attributes are complete”. The reason behind this act is to encourage customer to allocate 
enough money for meeting and fulfilling these quality attributes.  
 

 Sample from Participant 6 
 
Participant 6 has mentioned and focused on a guideline that helps Scrum team to achieve 
common understanding and reduce ambiguous requirements. This guidance is using systems 
in the market as he said “Since there are hundreds of systems in the market, I can capitalize 
on this advantage to let customer select from these systems functionalities and qualities that 
are quite similar to his expectation”.  
 
He emphasized the value that can result from this guidance in terms to making requirements 
clear to Scrum team and sure that developing these requirements will meet the expectations 
of customers and users as he said “These systems make requirements of customers obvious, 
clear, understandable and less ambiguous.” The quote also refers to another value which is 
discussing more requirements which maybe forgotten before to mention by customer during 
the discussion as he said “Additionally, these systems in the market cover plenty of 
requirements which encourage customers to discuss what they not discussed before during 
the interview”. 
 

 Sample from Participant 7 
 
Participant 7 has shown his approach for documenting quality attributes and focused on the 
importance of documenting the required response to achieve quality attributes such as 
making a function usable or reliable as he said “I focus on defining what I have to do as a 
software developer for making a function usable and reliable without failure”. 
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Moreover, he represents key elements of function like function name, actions, and actors as 
he said “. I also focus on defining function name, users of the function and actions of users 
like loading a file or downloading a file”. 
 

 Sample from Participant 8 
 
Participant 8 acknowledged the benefit from documentation is twofold. The first benefit is 
remembering information that can be guidance for them during software development as he 
said “When I start development with other developers, documentation of requirements 
guides us to consider what we may forget”. This is natural because developers need written 
description of what will be developed, otherwise, they will assume requirements that maybe 
not the actual requirements that needed by customers and users.  
 
Furthermore, he said that documentation has another benefit which is using documentation 
again in future projects “Moreover, documenting requirements assists Scrum team to show 
these requirements to customers in future projects which are similar to the one we developed 
before”. Of course, the projects have to be similar or maybe have some common functions 
like login functionality that have similar quality attributes like security and usability.  
 
 Sample of Memoing during Familiarization of data 
 I have to clearly discover or notice what actions or guidelines participants do or follow? 

When they do these actions or follow these guidelines? Why or for what reasons? 
 I think that some participants set an introductory appointment of quality attributes. From 

the answers of five participants, participant1, participant 2, participant 5, participant 7 
and participant 8 they do similar action or follow a same guideline which is having 
introductory or initial or first session of interview with customer. This action of these 
participants can raise a question: why do they need this first session? 

 I think this earlier discussion of these of five participants means that the participants are 
serious about elicitation of unambiguous quality attributes and they need to be organized 
and involve in the discussion with prior knowledge to effectively elicit unambiguous 
quality attributes. This prior knowledge leads them to know the exact domain, the 
business goal, end users and software type. 

 I can see from some quotes reasons for having introductory session. An interesting 
reason is checking their previous projects to see what they have done or developed in the 
past in other software that maybe similar to the one they will develop.  Another 
interesting reason is downloading similar projects to the one they will develop with 
customer. This attitude means that these participants are professional and they are 
interested to cover what needs to elicit unambiguous quality attributes.  

 I discovered that other participants seem to set interview immediately without 
preparation or conducting interview in advance. From the answers of three participants: 
participant 3, participant 4 and participant 6 they set interview directly with customers 
and users. But there is a difference between these participants that I have to mention, 
remember and emphasize. This difference is sending questionnaire or a collection of 
questions to customer by two participants: participant 3 and participant 6.  This means 
that two participants: participant 3 and participant 6 also do an action before setting 
another interview.   

 From my reading, I think that the purpose of sending these questions in questionnaire is 
having a prior understanding or prior coverage of requirements that include functional 
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and quality attributes. I must understand the structure of these questionnaires and review 
the answers of these two participants who use questionnaire. 

 I found significant matter that makes me astonished which is appreciation of participant 
1, participant 2 and participant 8 to software reuse. I assume that they don’t want to 
waste their time in designing or developing what they already have designed before. But, 
they consider that reusing these designs will not be blindly but with consulting 
customers and users. I mean they discuss with customers and users whether customer 
and users accept these designs or not.  

 I have to remember and highlight the attitude of all participants towards their seriousness 
of eliciting unambiguous quality attributes. I can see clearly they take elicitation 
seriously and try to do what it takes to ensure developing quality software.  

 I noticed significant guidelines to elicit unambiguous quality attributes like mock-ups, 
software in the market that are similar to the software being developed, prototypes and 
previous user interface design. I have to pay attention to these guidelines because they 
are related directly to the research questions. I need to know why these guidelines can 
make a difference or add value to elicitation of quality attributes? 

 It is important to ask myself during coding what participants are looking for during 
elicitation? I mean what is the information they want to know? Of course, they need to 
know functional requirements and quality attributes, but what exactly they want to know 
from asking customers and users? Apparently, they focus on knowing the actors and 
actions of any function. They also need to know what exactly will happen to achieve 
quality attributes. 

 
3- Section 3: Coding 

 Sample from Participant 1 
 

 
Figure D.1: Attaching Code to One Answer Of Participant 1 
 

Commitment is a code that refers to the willing of Scrum team to do the required effort to 
make eliciting quality attributes successful. The quote that refers to this code is “I would like 
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to say that eliciting quality attributes is part of our responsibility for developing high-quality 
software”. 

Setting an Interview for Pre-elicitation is a code that refers to conducting an interview to 
know essential matters before conducting second interview with customers and users. The 
quote that manifests this code is “In the very beginning, I conduct a meeting with customer 
to ask him about important matters for future discussion of requirements”. 

Knowing Software Domain is a code that refers to refers to the subject area in which the 
software system is intended to apply (e.g., airline reservation, E-commerce, supply chain 
management). The quote that manifests this code is “The most important matters in the 
beginning are to know quality attributes domain”. 

Delineating Business Goals is a code that refers to underscoring the objectives of customer 
behind developing the software. The quote that manifests this code is “The most important 
matters in the beginning aret ok now… crucialcha llenges thatnee dt ob es olved”. 

Cooperation in a Focus Group is a code that refers to the collaboration of Scrum team 
members during elicitation of requirements. The quote that manifests this code is “Then, I 
conduct a meeting for discussing the required requirements where project team, customer 
and some users attend the discussion”. 

Asking open-ended Questions is a code that refers to the questions that enable customers and 
users to elaborate on their challenges. The quote that manifests this code is “to ask questions 
such as the common problems that users face during executing any function”. 

Asking Direct Questions is a code that refers to the questions that need to be answered 
directly to identify key elements of functions and quality attributes. The quote that manifests 
this code is “or the required response time for certain functionality”. 

Representing Reusable Software Artefact is a code that refers to presenting artefacts from 
previous projects to customer and users for compiling the details of functions and quality 
attributes during elicitation. The quote that manifests this code is “Also, I can show previous 
user interfaces from previous projects to customer and users during the discussion of quality 
attributes”. 

Preparation of Reusable Software Artefact is a code that refers to preparation of oft software 
artefacts from previous projects to customer and users for compiling the details of functions 
and quality attributes. The quotes that manifest this code are “which were prepared before 
the discussion. In most cases, I request from software designer to prepare a portfolio of 
relevant user interfaces design to use them in elicitation of requirements”. 

 

Table D.1 

List of Codes 

Code Name Code Description Quotes 
 Commitment  The willing of Scrum  “I would like to say 
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team to do the required 
effort to make eliciting 
quality attributes 
successful.  

that eliciting quality 
attributes is part of 
our responsibility 
for developing high-
quality software”. 

 Setting an 
Interview for Pre-
Elicitation 

 Conducting an 
interview to know 
essential matters 
before conducting 
second interview with 
customers and users.  

 

 “In the very
beginning, I 
conduct a meeting 
with customer to 
ask him about 
important matters 
for future 
discussion of 
requirements”. 

 Knowing Software 
Domain 

 Knowing Software 
Domain is a code that 
refers to refers to the 
subject area in which 
the software system is 
intended to apply (e.g., 
airline reservation, E-
commerce, supply 
chain management).  

 

 “The most 
important matters 
in the beginning are 
to know quality 
attributes domain”. 

 Delineating 
Business Goals 

 Underscoring the 
objectives of customer 
behind developing the 
software.  

 “The most 
important matters 
in the beginning are 
to know … crucial
challenges that 
need to be solved”. 

 

 Cooperation in 
Focus Group 

 The collaboration of 
Scrum team members 
during elicitation of 
requirements.  

 

 “Then, I conduct a
meeting for 
discussing the 
required 
requirements where 
project team, 
customer and some 
users attend the 
discussion”. 

 Asking Open-
ended Questions 

 The questions that 
enable customers and 
users to elaborate on 
their challenges.  

 

 “to ask questions 
such as the common 
problems that users 
face during 
executing any 
function”. 

 Representing 
Reusable Software 
Artefact 

 Presenting artefacts 
from previous projects 
to customer and users 
for compiling the 

 “Also, I can show 
previous user 
interfaces from 
previous projects to 



 

274 

 

 

 Sample from Participant 2 

 

 
Figure D.2: Attaching codes to one answer of Participant 2 

 

Exploring Similar Software in Market is a code that refers to investigating software systems 

that share the same domain of interest.  The quote that refers to this code is “In our company 

we check software market which can be a guide to know the quality attributes domain”. 

Avoiding Neglecting Requirements is a code that refers to reminding customers and users to 

recall additional details about any forgotten quality attribute during the elicitation of 

requirements. The quote that refers to this code is “The advantages of knowing domain 

details of functions 
and quality attributes 
during elicitation.  

customer and users 
during the 
discussion of 
quality attributes”. 

 

 Preparation of 
Reusable Software 
Artefacts 

 Preparation of 
software artefacts from 
previous projects to 
customer and users for 
compiling the details 
of functions and 
quality attributes.  

 “…which were 
prepared before the 
discussion. In most 
cases, I request 
from software 
designer to prepare 
a portfolio of 
relevant user 
interfaces design to 
use them in 
elicitation of 
requirements”. 
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include covering all necessary requirements which may be forgotten during the elicitation of 

quality attributes”. 

Disambiguation of Terminologies is a code that refers to understanding business jargon and 

associated terminologies helps to establish effective communication with customers and 

users and underpinning their needs in a precise manner. The quote that refers to this code is 

“familiarization with common concepts in quality attributes domain to prevent any 

misunderstanding of these concepts from the side of development team”. 

Table D.2 

List of Codes 

 

 

 

 

 

 

Code Name Code Description Quotes 

 Exploring Similar 
Software in Market 

 Investigating 
software systems that 
share the same 
domain of interest 

 “In our company we
check software 
market which can be 
a guide to know the 
quality attributes 
domain” 

 Avoiding 
Neglecting 
Requirements 

 Reminding customers 
and users to recall 
additional details 
about any forgotten 
quality attribute 
during the elicitation 
of requirements. 

 “The advantages of
knowing domain 
include covering all 
necessary 
requirements which 
may be forgotten 
during the elicitation 
ofqua litya ttributes” 

 Disambiguation of 
Terminologies 

 Understanding 
business jargon and 
associated 
terminologies helps 
to establish effective 
communication with 
customers and users 
and underpinning 
their needs in a 
precise manner 

 “familiarization with
common concepts in 
quality attributes 
domain to prevent 
any 
misunderstanding of 
these concepts from 
the side of 
developmentt eam” 



 

276 

 

 

 

 

 Sample from Participant 3 

 

 
Figure D.3: Attaching codes to one answer of Participant 3 

 

Conducting questionnaire is a code that refers to sending a set of questions to be answered 
by customer. The quote that refers to this code is “The survey or questionnaire contains 
questions”. 

Listing Essential Functions is a code that refers to the primary and basic functionalities that 
will be provided by software. The quote that refers to this code is “questions about 
important services that will be provided by the system”. 

Listing Essential Quality Attributes is a code that refers to the primary and basic quality 
attributes that will be provided by software. The quote that refers to this code is “important 
qualities” 

Setting Project Schedule is a code that refers to knowing the deadline of finishing the project 
to set a timetable for finishing the project. The quote that refers to this code is “deadline for 
finishing the project”. 

Cooperation in Focus Group is a code refers to the collaboration of Scrum team members 
during elicitation of requirements. The quote that refers to this code is “second session with 
customer and Scrum team members”. 

 
Table D.3 

List of Codes 

Code Name Code Description Quotes  
 Conducting 

questionnaire 
 Sending a set of 

questions to be 
 “The survey or

questionnaire 
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 Sample from Participant 4 

 

 
Figure D.4: Attaching codes to one answer of Participant 

Raising Awareness is a code that refers to emphasising the importance of quality attributes 

and showing the possible consequences that result from neglect quality attributes. The quote 

that refers to this code is “I share examples with customer of other portals that faced 

challenges like Flipkart, a popular Indian website that suffered from downtime”. 

answered by 
customer. 

contains 
questions” 

 Listing Essential 
Functions  

 Listing the primary 
and basic 
functionalities that 
will be provided by 
software.  

 “questions about 
important services 
that will be 
provided by the 
system”. 

 

 Listing Essential 
Quality Attributes  

 Listing the primary 
and basic quality 
attributes that will be 
provided by software.  

 “important 
qualities” 

 

 Setting Project 
Schedule  

 Knowing the deadline 
of finishing the 
project to set a 
timetable for finishing 
the project.  

 “deadline for 
finishing the 
project”. 

 

 Cooperation in Focus 
Group  

 

 The collaboration of 
Scrum team members 
during elicitation of 
requirements.  

 

 “second session 
with customer and 
Scrum team 
members”. 
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Considering Necessary Cost is a code that refers to taking into consideration necessary cost 

that maybe necessary for developing high-quality software. The quote that refers to this code 

is “The first reason is considering the cost to test quality attributes because we may hire 

testers from outside the company”. 

Appreciation of time is a code that refers to taking into consideration the required time for 

developing high-quality software. The quote that refers to this code is “the second reason is 

considering sufficient time for development and testing quality attributes” 

Simplification of Technical terms is a code that refers to making the concepts of quality 

attributes less complicated by avoiding using the technical jargon and transforming the 

technical terminologies into definitions that are easier to grasp by customer and users. The 

code that refers to this code is “The key guidance in interviewing customer is using 

understood terms”. 

Understanding Technical Terms is a code that refers to achieving common understanding of 

technical terms after simplification of technical terms. The quote that refers to this code is 

“So, I need to define these terms in a way that can be understood by non-technical people. 

Using terms that are not popular or normal to customer can act as a barrier to 

understanding quality attributes”. 

Table D.4 

List of Codes 

Code Name Code Description Quotes  

 Raising Awareness  
 

 Emphasising the 
importance of quality 
attributes and 
showing the possible 
consequences that 
result from neglect 
quality attributes.  

 “I share examples 
with customer of 
other portals that 
faced challenges 
like Flipkart, a 
popular Indian 
website that 
suffered from 
downtime”. 

 Considering 
Necessary Cost  

 Taking into 
consideration 
necessary cost that 

 “The first reason 
is considering the 
cost to test quality 

https://dictionary.cambridge.org/dictionary/english/complicated
https://dictionary.cambridge.org/dictionary/english/easy
https://dictionary.cambridge.org/dictionary/english/understand
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maybe necessary for 
developing high-
quality software.  

attributes because 
we may hire 
testers from 
outside the 
company”. 

 

 Appreciation of time  

 Taking into 
consideration the 
required time for 
developing high-
quality software.  

 “the second
reason is 
considering 
sufficient time for 
development and 
testing quality 
attributes” 

 

 Simplification of 
Technical terms  

 

 Making the concepts 
of quality attributes 
less complicated by 
avoiding using the 
technical jargon and 
transforming the 
technical 
terminologies into 
definitions that are 
easier to grasp by 
customer and users.  

 “The key guidance 
in interviewing 
customer is using 
understood 
terms”. 

 Understanding 
Technical Terms  

 Achieving common 
understanding of 
technical terms after 
simplification of 
technical terms.  

 “So, I need to 
define these terms 
in a way that can 
be understood by 
non-technical 
people. Using 
terms that are not 
popular or normal 
to customer can 
act as a barrier to 
understanding 
quality 
attributes”. 

 

https://dictionary.cambridge.org/dictionary/english/complicated
https://dictionary.cambridge.org/dictionary/english/easy
https://dictionary.cambridge.org/dictionary/english/understand
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 Sample from Participant 5 
 
 

 

  Figure D.5: Attaching codes to one answer of Participant 5 
 
Overcoming Limited Technical Knowledge is a code that refers to overcoming the problem 
regarding insufficient technical knowledge of customers and users by having the knowledge 
of software domain to guide customers and users on technical matters. The code that refers 
to this code is “As I said before, customers and users are not technical people and they do 
not have technical background like software developers. So, our knowledge of their domain 
is important to get over this issue before we make them tell us about their quality 
attributes”.  
 
Raising Awareness is a code that refers to emphasising the importance of quality attributes 
and showing the possible consequences that result from neglect quality attributes. The code 
that refers to this code is “It is also important to inform them about the importance of quality 
attributes”. 
 
 
 Considering Necessary Cost is a code that refers to taking into consideration necessary cost 
that maybe necessary for developing high-quality software. The code that refers to this code 
is “This can help to allocate additional budget for making sure that quality attributes are 
complete” 
 

Table D.5 

List of Codes 

Code Name Code Description Quotes  

 Overcoming Limited  Overcoming the  “As I said before, 
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 Sample from Participant 6 
 

 

 Figure D.6: Attaching codes to one answer of Participant 6 
 

Technical 
Knowledge  

problem regarding 
insufficient technical 
knowledge of 
customers and users 
by having the 
knowledge of 
software domain to 
guide customers and 
users on technical 
matters 

customers and 
users are not 
technical people 
and they do not 
have technical 
background like 
software 
developers. So, our 
knowledge of their 
domain is 
important to get 
over this issue 
before we make 
them tell us about 
their quality 
attributes”.  

 

 Raising Awareness  

 Emphasising the 
importance of quality 
attributes and 
showing the possible 
consequences that 
result from neglect 
quality attributes 

 “It is also
important to inform 
them about the 
importance of 
quality attributes”. 

 

 Considering 
Necessary Cost  

 Taking into 
consideration 
necessary cost that 
maybe necessary for 
developing high-
quality software 

 “This can help to 
allocate additional 
budget for making 
sure that quality 
attributes are 
complete” 
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Showing Similar Software is a code that refers to presenting and enabling customers and 

users to see similar software from the market during requirements elicitation. The quote that 

refers to this code “Since there are hundreds of systems in the market, I can capitalize on 

this advantage to let customer select from these systems functionalities and qualities that are 

quite similar to his expectation” 

Making Needs in Tangible Form is a code that refers to making requirements in visual form 

like user interfaces to make customers and users express their need more precisely. The 

quote that refers to this code is “These systems make requirements of customers obvious, 

clear, understandable and less ambiguous” 

Remembering Missing Requirements is a code that refers to reminding customers and users 

what they did not remember during discussing requirements. The quote that refers to this 

code is “Additionally, these systems in the market cover plenty of requirements which 

encourage customers to discuss what they not discussed before during the interview”. 

 

Table D.6 

List of Codes 

Code Name Code Description Quotes  

 Showing Similar 
Software  

 

 Presenting and 
enabling 
customers and 
users to see 
similar 
software from 
the market 
during 
requirements 
elicitation.  

 “Since there are 
hundreds of 
systems in the 
market, I can 
capitalize on this 
advantage to let 
customer select 
from these 
systems 
functionalities 
and qualities that 
are quite similar 
to his 
expectation” 

 Making Needs in 
Tangible Form  

 Making 
requirements 
in visual form 
like user 

 “These systems 
make 
requirements of 
customers 
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 Sample from Participant 7 
 

 

  Figure D.7: Attaching codes to one answer of Participant 7 
 

Response is a code that refers to reaction to any action performed by actors and is 
determined by a condition and can be in the form of showing an error message or 
notification of success. The quote that refers to this code is “I focus on defining what I have 
to do as a software developer for making a function usable and reliable without failure” 
 
Artefact is a code that refers to part of software such as a user interface to which the 
requirement applies. The quote that refers to this code is “defining function name” 
 

interfaces to 
make 
customers and 
users express 
their need 
more 
precisely.  

obvious, clear, 
understandable 
and less 
ambiguous” 

 

 Remembering 

Missing 

Requirements  

 Reminding 
customers and 
users what 
they did not 
remember 
during 
discussing 
requirements. 

 “Additionally,
these systems in 
the market cover 
plenty of 
requirements 
which encourage 
customers to 
discuss what they 
not discussed 
before during the 
interview”. 
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Actor is a code that refers to a person who interacts with software for the sake of providing 
inputs that can be processed by software and lead to generating outputs. The quote that refers 
to this code is “users of the function”. 
 
Action is a code that refers to the act performed by actors when they interact with part of 
software. The quote that refers to this code is “actions of users like loading a file or 
downloading a file”.  
 
Condition is a code that refers to an occasion that changes the response of software 
regarding actions done by actors that can be in the form of if statements. The quote that 
refers to this code is “If downloading file is finished completely, I let the user know that 
downloading a file was complete”. 
 

Table D.7 

List of Codes 

 

Code Name Code Description Quotes  

 Response  

 The reaction to any 
action performed by 
actors and is 
determined by a 
condition and can be 
in the form of 
showing an error 
message or 
notification of 
success. 

 “I focus on defining what 
I have to do as a software 
developer for making a 
function usable and 
reliable without failure” 

 Artefact  

 A part of software 
such as a user 
interface to which 
the requirement 
applies.  

 “defining function name” 
 

 Actor  
 

 A person who 
interacts with 
software for the sake 
of providing inputs 
that can be processed 
by software and lead 
to generating 
outputs.  

 “users of the function”. 

 Action  
 

 The act performed 
by actors when they 
interact with part of 
software.  

 “actions of users like 
loading a file or 
downloading a file”. 
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 Sample from Participant 8 
 

 

 Figure D.8:  Attaching codes to one answer of Participant 8 
 
Remembering Information is a code that refers to remembering all necessary information 
related to key elements of functions and key elements of quality attributes during software 
development. The quote that refers to this code is “When I start development with other 
developers, documentation of requirements guides us to consider what we may forget.  

Reusing Information in Future is a code that refers to reusing all information related to key 
elements of functions and key elements of quality attributes in future projects. The quote that 
refers to this code is “Moreover, documenting requirements assists Scrum team to show 
these requirements to customers in future projects which are similar to the one we developed 
before”. 

Table D.8 

Code Name Code Description Quotes  

 Remembering 
Information  

 Remembering all necessary 
information related to key 
elements of functions and 
key elements of quality 
attributes during software 
development.  

 “When I start 
development with other 
developers, 
documentation of 
requirements guides us to 
consider what we may 
forget”.  

 

 Reusing 
Information in 
Future 

 Reusing all information 
related to key elements of 
functions and key elements 
of quality attributes in future 
projects.  

 “Moreover, documenting
requirements assists 
Scrum team to show 
these requirements to 
customers in future 
projects which are 
similar to the one we 
developedbe fore”. 



 

286 

 

List of Codes 

 Sample of Memoing during Coding 
 

 I decided to give a label of Commitment to answers and responses of participants that 
show the seriousness or exerting the required effort of participants. This code seems 
relevant and depicts the underlying meaning behind the responses of participants where 
all participants (P1, P2, P3, P4, P5, P6, P7 and P8) have shown different responses that 
have same meaning which is commitment. 

 I decided to give a label of knowing software domain to the answers that refer to 
software domain that refers to the subject area in which the software system is intended 
to apply (e.g.,  airline reservation,  Ecommerce, supply chain management). The 
responses of five participants (P1, P2, P5, P7 and P8) contributed to decide this label 
that seems descriptive to the exact meaning of the five participants.  

 I decided to give a label of delineating business goals to the answers that refer to the 
main goals behind developing software. This code is descriptive to the nature of 
statements of participants.  The responses of three participants (P1, P2 and P5) have 
encouraged me to select the label of delineating business goals.  

 I decided to give a label of determination of target users to the answer of participant 2 
that refers to the potential users of the software who are going to access the services 
provided by the software. While there is only one participant who is participant 2, who 
provided a response that influenced me to select this label, it is significant and need to be 
taken into consideration.  

 I decided to give a label of conducting questionnaire to the answers of two participants 
(P3 and P6) who used questionnaire. This code is relevant because it refers to the 
technique of sending a set of questions to be answered by customer before setting an 
interview. 

4- Section 4: Generating Initial Themes 

 Description of Initial Theme: Proactive Exposure of Quality Attributes 
 
The first theme which is proactive exposure to quality attributes was constructed by 
grouping wide array of codes which have similar characteristic which is getting elementary 
knowledge during and after the first contact of customers. These codes vary between 
participants based on their readiness and appreciation of the importance of getting this 
elementary knowledge in the very beginning before conducting a second interview with 
customers and users. These codes are: Setting Interview for Pre-Elicitation, Knowing 
Software Domain, Delineating Business Goals, Determination of Target Users, Defining 
Software Type, Reviewing Previous Projects, Exploring Similar Software in Market, 
Avoiding Neglecting Requirement, Disambiguation of Terminologies, Overcoming Limited 
Technical Knowledge, Preparation of Reusable Software Artefacts, Conducting 
Questionnaire, Listing Essential Functions, Listing Essential Quality Attributes, Listing 
Terminologies Definitions and Setting Project Schedule. 
 
Proactive exposure to quality attributes is the first initial theme that is defined as getting 
elementary knowledge and insights about quality attributes during and after the first contact 
of customer with software organization for the sake of requesting developing software. 
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Getting this elementary knowledge about quality attributes is proactive in the sense that it 
precedes conducting a long period of discussion with customer and users about quality 
attributes. This elementary knowledge helps to lay the ground for successful elicitation of 
quality attributes from prospective customers and users. 
 
 

 The Codes that construct First Initial Theme from Participants 
 
 Proactive exposure to quality attributes consists of six codes from Participant 1: Setting 

Interview for Pre-Elicitation, Knowing Software Domain, Delineating Business Goals, 
Reviewing Previous Projects, Disambiguation of Terminologies and Preparation of 
Reusable Software Artefacts. 
 

 Proactive exposure to quality attributes consists of nine codes from Participant 2: Setting 
Interview for Pre-Elicitation, Knowing Software Domain, Delineating Business Goals, 
Determination of Target Users, Exploring Similar Software in Market, Avoiding 
Neglecting Requirement, Disambiguation of Terminologies, Overcoming Limited 
Technical Knowledge and Preparation of Reusable Software Artefacts. 
 

 Proactive exposure to quality attributes consists of four codes from Participant 3: 
Conducting Questionnaire, Listing Essential Functions, Listing Essential Quality 
Attributes and Setting Project Schedule. 
 

 Proactive exposure to quality attributes consists of seven codes from Participant 5: 
Setting Interview for Pre-Elicitation, Knowing Software Domain, Delineating Business 
Goals, Defining Software Type, Reviewing Previous Projects, Avoiding Neglecting 
Requirement and Overcoming Limited Technical Knowledge. 
 

 Proactive exposure to quality attributes consists of five codes from Participant 6: 
Conducting Questionnaire, Listing Essential Functions, Listing Essential Quality 
Attributes, Listing Terminologies Definitions and Setting Project Schedule. 
 

 Proactive exposure to quality attributes consists of six codes from Participant 7: Setting 
Interview for Pre-Elicitation, Knowing Software Domain, Reviewing Previous Projects, 
Avoiding Neglecting Requirement, Disambiguation of Terminologies and Overcoming 
Limited Technical Knowledge. 
 

 Proactive exposure to quality attributes consists of five codes from Participant 8: Setting 
Interview for Pre-Elicitation, Knowing Software Domain, Exploring Similar Software in 
Market, Avoiding Neglecting Requirement, and Preparation of Reusable Software 
Artefacts. 
 

Table D.9  

Codes of First Initial Theme: Proactive Exposure of Quality Attributes 

Codes Participants 
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 Setting Interview for Pre-Elicitation P1, P2, P5, P7, P8 
 Knowing Software Domain P1, P2, P5, P7, P8 
 Delineating Business Goals P1, P2, P5 
 Determination of Target Users  P2 
 Defining Software Type P5 
 Reviewing Previous Projects  P1, P5, P7 
 Exploring Similar Software in the Market  P2, P8 
 Avoiding Neglecting Requirements  P2, P5, P7, P8 
 Disambiguation of Terminologies  P1, P2, P7 
 Overcoming Limited Technical Knowledge P2, P5, P7 
 Preparation of Reusable Software Artefacts  P1, P2, P8 
 Conducting Questionnaire  P3, P6 
 Listing Essential Functions  P3, P6 
 Listing Essential Quality Attributes  P3, P6 
 Listing Terminologies Definitions  P6 
 Setting Project Schedule  P3, P6 

 

5- Section 5: Reviewing Themes 

 Reviewing Initial Theme: Proactive Exposure of Quality Attributes 
 
The first initial theme (i.e. proactive exposure to quality attributes) consists of two sub-
themes, namely understanding software scope and envisaging potential quality attributes. 
Firstly, understanding software scope is a sub-theme that is defined as knowing four 
essential matters, namely software domain, business goals, target users and software type 
from customers that Scrum team has to take into consideration when developing the 
software. Knowing these essential matters is a prerequisite before setting an appointment for 
the long discussion about quality attributes with customer and users. The quotes from five 
participants (P1, P2, P5, P7 and P8) contributed to develop ten primary codes that construct 
the sub-theme of understanding software scope. These codes are setting interview for pre-
elicitation, knowing software domain, delineating business goals, determination of target 
users, defining software type, reviewing previous projects, exploring similar software in the 
market, avoiding neglecting requirements, disambiguation of terminologies and overcoming 
limited technical knowledge.  
 

 The Codes of First Sub-theme: Understanding Software Scope 
 

 Understanding Software Scope consists of five codes from Participant 1: Setting Interview 
for Pre-Elicitation, Knowing Software Domain, Delineating Business Goals, Reviewing 
Previous Projects and Disambiguation of Terminologies. 
 

 Understanding Software Scope consists of nine codes from Participant 2: Setting Interview 
for Pre-Elicitation, Knowing Software Domain, Delineating Business Goals, Determination 
of Target Users, Reviewing Previous Projects, Exploring Similar Software in Market, 
Avoiding Neglecting Requirement, Disambiguation of Terminologies and Overcoming 
Limited Technical Knowledge. 
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 Understanding Software Scope consists of seven codes from Participant 5: Setting Interview 

for Pre-Elicitation, Knowing Software Domain, Delineating Business Goals, Defining 
Software Type, Reviewing Previous Projects, Avoiding Neglecting Requirement and 
Overcoming Limited Technical Knowledge. 
 
 

 Understanding Software Scope consists of six codes from Participant 7: Setting Interview 
for Pre-Elicitation, Knowing Software Domain, Reviewing Previous Projects, Avoiding 
Neglecting Requirement, Disambiguation of Terminologies and Overcoming Limited 
Technical Knowledge. 
 

 Understanding Software Scope consists of four codes from Participant 8: Setting Interview 
for Pre-Elicitation, Knowing Software Domain, Exploring Similar Software in Market and 
Avoiding Neglecting Requirement. 

 
Table D.10: 

Codes of First Sub-theme: Understanding Software Scope 

Code Name Participants 
 Setting Interview for Pre-Elicitation P1, P2, P5, P7, P8 
 Knowing Software Domain P1, P2, P5, P7, P8 
 Delineating Business Goals P1, P2, P5 
 Determination of Target Users  P2 
 Defining Software Type P5 
 Reviewing Previous Projects  P1, P5, P7 
 Exploring Similar Software in the Market  P2, P8 
 Avoiding Neglecting Requirements  P2, P5, P7, P8 
 Disambiguation of Terminologies  P1, P2, P7 
 Overcoming Limited Technical Knowledge P2, P5, P7 
 

Secondly, Envisaging potential quality attributes is the second-sub-theme that can be defined 
as expecting the potential quality attributes in the software to be developed. The data suggest 
that this expectation of quality attributes is not arbitrary, but based on understanding the 
software scope and dependent on using two techniques. These two techniques are 
questionnaire and software reuse that help Scrum team to make valid expectations of quality 
attributes. The quotes from five participants (P1, P2, P3, P6 and P8) contributed to develop 
six primary codes that construct the sub-theme of envisaging potential quality attributes, 
namely preparation of reusable software artefacts, conducting questionnaire, listing essential 
functions, listing essential quality attributes, listing terminologies definitions and setting 
project schedule.  
 
 

 The Codes of Second Sub-theme: Envisaging Potential Quality Attributes 
 
 Envisaging Quality Attributes consists of one code from three participants (P1, P2 and 

P8): Preparation of Reusable Software Artefact. 
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 Envisaging Quality Attributes consists of four codes from Participant 3: Conducting 

Questionnaire, Listing Essential Functions, Listing Essential Quality Attributes and 
Setting Project Schedule. 
 

 Envisaging Quality Attributes consists of five codes from Participant 6: Conducting 
Questionnaire, Listing Essential Functions, Listing Essential Quality Attributes, Listing 
Terminologies Definitions and Setting Project Schedule. 

 
 

 
Table D.11  

Codes of Second Sub-theme: Envisaging Potential Quality Attributes 

Primary Code Name Quotes from Participants 
 Preparation of Reusable Software Artefacts  P1, P2, P8 
 Conducting Questionnaire  P3, P6 
 Listing Essential Functions  P3, P6 
 Listing Essential Quality Attributes  P3, P6 
 Listing Terminologies Definitions  P6 
 Setting Project Schedule  P3, P6 

 
 

6- Section 6: Defining and Naming Themes 

1. Proactive exposure to quality attributes is the first initial theme that is defined as getting 
elementary knowledge and insights about quality attributes during and after the first contact 
of customer with software organization for the sake of requesting developing software. 
Getting this elementary knowledge about quality attributes is proactive in the sense that it 
precedes conducting a long period of discussion with customer and users about quality 
attributes. This elementary knowledge helps to lay the ground for successful elicitation of 
quality attributes from prospective customers and users.  
 

1.1 Understanding software scope is a sub-theme that is defined as knowing four essential 
matters, namely software domain, business goals, target users and software type from 
customers that Scrum team has to take into consideration when developing the software. 
Knowing these essential matters is a prerequisite before setting an appointment for the long 
discussion about quality attributes with customer and users. This sub-theme consists of ten 
primary codes that construct the sub-theme of understanding software scope. These codes 
are setting interview for pre-elicitation, knowing software domain, delineating business 
goals, determination of target users, defining software type, reviewing previous projects, 
exploring similar software in the market, avoiding neglecting requirements, disambiguation 
of terminologies and overcoming limited technical knowledge.  
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1.2 Envisaging potential quality attributes is the second-sub-theme that can be defined as 
expecting the potential quality attributes in the software to be developed. The data suggest 
that this expectation of quality attributes is not arbitrary, but based on understanding the 
software scope and dependent on using two techniques. These two techniques are 
questionnaire and software reuse that help Scrum team to make valid expectations of quality 
attributes. This sub-theme consists of six primary codes that construct the sub-theme of 
envisaging potential quality attributes, namely preparation of reusable software artefacts, 
conducting questionnaire, listing essential functions, listing essential quality attributes, 
listing terminologies definitions and setting project schedule.  
 
 

2. Mutual learning discussion is the second initial theme that is defined as discussing quality 
attributes with customers and users in a mutual learning fashion between customers, users 
and Scrum team. Mutual learning discussion means that customers and users learn from 
Scrum team technical matters that related to quality attributes and Scrum team learn about 
details of quality attributes from customers and users. This discussion is expected to be 
established after the customer sets an agreeable appointment for eliciting requirements 
which includes functional requirements and quality attributes as well.  

 

2.1 Ameliorating technical knowledge of customers and users can be defined as increasing 
the level of technical knowledge of customers in terms of raising the awareness of customers 
regarding quality attributes importance and simplifying the concepts of quality attributes to 
customers and users. The aim of this sub-theme is to overcome the limited technical 
knowledge of customers to make them participate actively in the discussion. This sub-theme 
consists of nine primary codes: one-on-one discussion, cooperation in focus group, setting 
virtual meeting, involving users, raising awareness, appreciation of time, considering 
necessary cost, simplification of technical terms and understanding technical terms. 
 
 
2.2 Compiling the details of quality attributes is the second sub-theme which can be defined 
as collecting sufficient information that is necessary to draw a comprehensive picture of 
quality attributes. This sub-theme consists of ten primary codes: asking open-ended 
questions, shedding light on challenges, asking direct questions, identifying elements of 
functions, identifying elements of quality attributes, representing reusable software artefacts, 
showing similar software, making needs in tangible form, remembering missing 
requirements and thinking like users.  
 
 
 

3. Verifying common understanding is the third initial theme that is defined as examining and 
approving the mutual understanding of quality attributes between customers, users and 
Scrum team. This verification happens instantly after compiling the details of some set of 
requirements and can be considered as a logical extension of the second step (i.e. mutual 
learning discussion).  
 

3.1 Utilization of visual artefacts is a sub-theme that is defined as employing visual artefacts 
that enable customers and users to see quality attributes in visual form for ensuring common 
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understanding of quality attributes among stakeholders. This sub-theme consists of four 
primary codes: Drawing Mock-up, developing proof of concept, making requirements 
unambiguous and deriving additional requirements. 
 
3.2 Documentation of quality attributes is a sub-theme that is defined as writing down the 
details of quality attributes to enable customers and users come to an agreement with Scrum 
team about the quality attributes that should be included in the software. This sub-theme 
consists of ten primary codes: specifying artefact, specifying actors, specifying actions, 
specifying inputs, specifying conditions, specifying response, specifying output, specifying 
response measure, remembering information, creating a definition of done and reusing 
information in future. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 



 

293 

 

Appendix F  

               Peer Debriefing Report 
 

30 August 2020 

TO WHOM IT MAY CONCERN 

Dear Sir/Madam, 

 

I hereby certify that I reviewed the thematic analysis that belongs to a PhD study of Mr. 

Hussin Ahmed Abdel-Kader Mahmoud. I found that all main procedures followed for 

interpretation of interviews were taken with care and in line with academic discipline. The 

interpretation of all quotes were delineated and supported by literature from published and 

coherent sources and all themes are well-explained and justified in academic way. The 

researcher fairly stated the themes, explained them, organized them based on their logical 

flow, and supported his interpretation with logic and reasonable justification. Moreover, the 

included figures in the writing-up document wrapped up the discussion in a clear manner. 

Since some quotes have shown limited technical knowledge of participants with certain 

aspects of quality attributes, the researcher was right to raise a flag against this limited 

technical knowledge for further improvement of software quality. In addition, the 

comparison made between the eight participants through the interpretation highlighted some 

differences where they collectively gave more insights of the themes investigated. In 

general, the comments, interpretations, and justifications are constructive and I strongly 

believe that the researcher was felicitous in his interpretation. 

 

Dr. Taufiq Hail Ghilan 

Certified Reviewer (Publons, Web of Science) 

Researcher ID: AAV-3792-2020 
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Appendix G  

         Member Checking Report 
 

It was a great pleasure to conduct an interview with you to explore the practices and the 

process of eliciting unambiguous quality attributes in Scrum-based projects. The findings of 

the interview resulted in three steps that construct the process of eliciting unambiguous 

quality attributes. Moreover, every step consists of two practices that act as guidelines for 

eliciting unambiguous quality attributes. Given the significance of your feedback, it will be 

highly valuable to review the figure that illustrates the steps, the practices and the 

chronology of the practices during requirements elicitation. This figure is equipped with 

brief definitions of the steps and the practices based on the interpretation of the interview. 

Moreover, the chronology is represented by a set of arrows in the figure to portray 

the order of following the practices during requirements elicitation. Thus, please, give your 

comments regarding the steps of the process of eliciting unambiguous quality attributes, the 

practices that help to elicit unambiguous quality attributes and the chronology of the 

practices during requirements elicitation. Thank you.  

 

 

 

Figure F.3 The process and the practices of eliciting unambiguous quality attributes in 

Scrum  

https://dictionary.cambridge.org/dictionary/english/order
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Table F.1 

The definitions of the steps and the practices of eliciting unambiguous quality attributes in 

Scrum Agile method 

Steps Practices 

1- Proactive exposure to quality attributes 
is the first step in the process of 
eliciting unambiguous quality 
attributes from customers and users. 
The purpose of this step is getting 
elementary knowledge and insights 
about quality attributes during the first 
contact of customer with software 
organization for the sake of requesting 
developing software. Getting this 
elementary knowledge about quality 
attributes is proactive in the sense that 
it precedes conducting a long period of 
discussion and interview with customer 
and users about quality attributes. This 
step consists of two practices: 
understanding software scope and 
envisaging potential quality attributes. 

 Understanding software scope is 
defined as knowing the essential 
matters (i.e. software domain, 
target users, business goals and 
software types) from customer 
that Scrum team has to take into 
consideration when developing the 
software. Knowing these essential 
matters is a prerequisite before 
setting an appointment for the 
long discussion about quality 
attributes with customer and users. 
These essential matters are known 
by asking customers about them 
and complement that with 
software domain analysis via 
reviewing previous projects and 
exploring similar software in the 
market whenever it becomes 
necessary.  

 Envisaging potential quality 
attributes is defined as expecting 
the potential quality attributes in 
the software to be developed. The 
data suggest that this expectation 
of quality attributes is not 
arbitrary, but based on 
understanding the software scope 
and dependent on using two 
techniques, namely conducting 
questionnaire and preparation of 
reusable software artefacts. 

2- Mutual learning discussion is the second 
step in the process of eliciting 
unambiguous quality attributes from 
customers and users that is defined as 
discussing quality attributes with 
customers and users in a mutual learning 
fashion between customers, users and 
Scrum team. Mutual learning discussion 
means that customers and users learn from 
Scrum team technical matters that related 
to quality attributes and Scrum team learn 

 Ameliorating the technical 
knowledge of customers and users 
can be defined as increasing the 
level of technical knowledge of 
customers in terms of raising the 
awareness of customers regarding 
quality attributes importance and 
simplifying the concepts of quality 
attributes to customers and users. 

 Compiling the details of quality 
attributes is defined as collecting 
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about details of quality attributes from 
customers and users. This discussion is 
expected to be established after the 
customer sets an agreeable appointment for 
eliciting requirements via an interview with 
customer and users. The second step 
consists of two practices: ameliorating the 
technical knowledge of customers and 
users and compiling the details of quality 
attributes. 

 

sufficient information that is 
necessary to draw a 
comprehensive picture of quality 
attributes. The purpose of this 
practice is to identify the key 
elements of functions and the key 
elements of quality attributes. 
Compiling the details of quality 
attributes is achieved via multiple 
techniques: asking open-ended 
and direct questions to customers 
and users, representing reusable 
software artefacts and showing 
similar software from Market and 
thinking like a user to suggest 
what can benefit customers and 
users. 

3- Verifying common understanding is the 
third step in the process of eliciting 
unambiguous quality attributes that is 
defined as examining the mutual 
understanding of quality attributes between 
customers, users and Scrum team. This 
step consists of two practices: utilization of 
visual artefacts and documentation of 
quality attributes.  

 Utilization of visual artefacts is 
defined as employing visual 
artefacts that enable customers and 
users to see quality attributes in 
visual form for ensuring common 
understanding of quality attributes 
among stakeholders. This 
utilization of visual artefacts is 
centred upon using two 
techniques: proof of concept and 
mock-ups. 

 Documentation of quality 
attributes is defined as writing 
down the details of quality 
attributes to enable customers and 
users come to an agreement with 
Scrum team about the quality 
attributes that should be included 
and incorporated in the software. 
Documentation of quality 
attributes includes eight key 
elements of functional 
requirements and quality 
attributes: artefact, actors, actions, 
inputs, outputs, conditions, 
responses and responses 
measurement. 

 

 

Table F.2 
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The Comments on the Findings: the Steps, the Practices and the Chronology of the Practices 

Findings Type Comment 

The steps of the process 
.................................................................................................. 
.................................................................................................. 

 

The practices 
.................................................................................................. 
.................................................................................................. 

 
The chronology of the 

practices 
.................................................................................................. 
.................................................................................................. 
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