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Abstract

A new algorithm for Boolean operations on general planar polygons is presented. It is available for general planar polygons (manifold or non-manifold, with or without holes). Edges of the two general polygons are subdivided at the intersection points and touching points. Thus, the boundary of the Boolean operation resultant polygon is made of some whole edges of the polygons after the subdivision process. We use the simplex theory to build the basic mathematical model of the new algorithm. The subordination problem between an edge and a polygon is reduced to a problem of determining whether a point is on some edges of some simplices or inside the simplices, and the associated simplicial chain of the resultant polygon is just an assembly of some simplices and their coefficients of the two polygons after the subdivision process. Examples show that the running time required by the new algorithm is less than one-third of that by the Rivero and Feito algorithm.
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1. Introduction

Computing Boolean operations between general planar polygons is one of the most important problems in many areas such as computational geometry [1–4], computer graphics [5–10], geometric modeling [11,12] and computer aided design (CAD) [13–15]. In the literature, extensive research efforts have resulted in very efficient algorithms for Boolean operations on polygons [1,3−5,8−10,16–23]. However, most of these are either limited to certain types of polygons or tend to be complex and time consuming. The polygon clipping algorithms introduced by Liang and Barsky [18] and Mailiot [19] assume that the clip polygon is a rectangle with edges parallel to the coordinate axes. The algorithms presented by O’Rourke [3], Preparata and Shamos [4], Foley et al. [5] and Sutherland and Hodgeman [8] are limited to convex clip polygons. That of Schutte does not permit concave polygons with holes [20]. Both the algorithm presented by Weiler [9,10] and the one by Sutherland and Hodgeman [8] are non-closed algorithms for Boolean operations on polygons, i.e. the output is possible to contain self-touching polygons, which is not allowed as input for these algorithms. Zhou [23] and Wu [22] give algorithms with a high time complexity of $O(n \log n)$. Vatti’s algorithm [21] and Andreev’s algorithm [16] can handle the general cases in reasonable time. However, their implementation is complex [16,21]. Greiner and Hormann have presented an efficient and simple algorithm for clipping arbitrary polygons, which assumes that the two polygons are not degenerate, i.e. each vertex of one polygon does not lie on an edge of the
other polygon [17]. de Berg et al. provide a note on
Boolean operations for planar polygons using the map
overlay algorithm [1].

Recently, Rivero and Feito [25] presented a simple
and efficient algorithm for Boolean operations on planar
polygons. It is suitable for general planar polygons
(manifold or non-manifold, with or without holes). It is
based on a mathematical model of simplicial chains [24],
and is very easy to be implemented. Comparison
between their work and previous work has been made
in Ref. [25]. Ref. [25] shows that their algorithm is at
present the most efficient algorithm among all the
available ones that can be used to calculate the three
Boolean operations.

This paper gives a simpler, more robust and more
efficient Boolean operation algorithm with respect to the
algorithm by Rivero and Feito. As with this algorithm,
we also adopt the simplex theory to handle general
polygons. However, we do not need to calculate the level
of each simplex and the subordination between two
simplices. We only need to judge whether a point is on
an edge of a simplex or inside a simplex. Therefore, our
algorithm is simpler than their algorithm. The new
algorithm is robust. It can deal with general planar
polygons (manifold or non-manifold, with or without
holes, non-degenerate or degenerate). For example, it
does not handle cases that cause the Rivero and Feito
algorithm to fail. The new algorithm is efficient. Its execution
time is less than one-third of one of the Rivero and Feito
algorithm.

The remaining part of the paper is organized as
follows. The necessary definitions and principles for our
algorithm are given in Section 2. The algorithm is
presented in Section 3. Some examples as well as some
comparison, which are made in Section 4, will illustrate
the efficiency and robustness of our algorithm. The
concluding remarks are presented in Section 5.

2. Definitions and principles

A general planar polygon is a single polygon or a
polygon consisting of a set of non-intersecting single
polygons. The boundary of a single polygon consists of
one outer contour and several non-intersecting inner
contours. Each contour is represented by several
directed edges and may be convex or concave. The
outer contour is oriented in counterclockwise fashion
and the inner contours in clockwise fashion. Thus, the
interior of the polygon is on the left side of each directed
edges. Some examples of general polygons are shown in
Fig. 1. In our subsequent discussion, all polygons are
assumed to be general planar polygons.

This paper assumes that the general polygons are
defined in the first quadrant. A translation is enough to
move any general polygon into the first quadrant if it is
necessary to do so. We first introduce three preliminary
definitions and a lemma of previous work [24,26,27]
which are referred to in this paper. The definition of a
simplicial chain is as follows:

Definition 1. As shown in Fig. 2(a), a two-dimensional
simplex is an ordered triangle. Given a sequence of
simplices \( S_1, S_2, \ldots, S_n \), where \( n \in \mathbb{Z} \), the signed areas of
\( S_i \) (\( i = 1, 2, \ldots, n \)) are denoted by \( [S_i] \), and the coeffi-
cients of \( S_i \) (\( i = 1, 2, \ldots, n \)) are given by

\[
\alpha_i = \text{sign}([S_i]) = \begin{cases} 
1 & \text{if } [S_i] \text{ is positive}, \\
-1 & \text{if } [S_i] \text{ is negative}, \\
0 & \text{if } [S_i] \text{ is zero}.
\end{cases}
\]

The collection of the sequence \( [S_i]_{i=1}^n \) and the sequence
\( \alpha_i \) is called a two-dimensional simplicial chain, and
is denoted by \( \lambda = \sum_{i=1}^{n} \alpha_i \cdot S_i \).

In the remainder of the paper, when a coefficient of
one simplex equals ‘+1’ or ‘−1’, we write ‘+’ or ‘−’ for
short before the simplex for brevity, and we follow Ref.
[24] to override the symbol ‘\( \sum \)’. When it operates on
two sequences (one that refers to simplices and the other
to their coefficients), it signifies the collection; and when
it operates on numbers, it signifies their algebraic
sum. Thus, no confusion could arise over the symbol
overriding.

Definition 2. A simplex is an original simplex if and
only if the origin \( O \) is a vertex of the simplex. Let \( OV_1V_2 \)
be an original simplex. The edge \( OV_1 \) and the edge \( OV_2 \)
are called original edges, and the other edge \( V_1V_2 \) is
called a non-original edge.

We suppose that the simplicial chains in the remainder
of the paper are made of original simplices with their
coefficients. From a two-dimensional simplicial chain,
we could obtain a polygon associated with it. Fig. 2(b)
gives such an example, and the definition is as follows:

**Definition 3.** Given a simplicial chain \\
\[ \lambda = \sum_{i=1}^{n} x_i \cdot S_i \] where \( n \in \mathbb{Z} \) and \( x_i \) \((i = 1, 2, \ldots, n)\) are the coefficients of \( S_i \),

for any point \( Q \in \mathbb{R}^2 \), a characteristic function \( f_\lambda \) on \( \lambda \) is defined by

\[ f_\lambda(Q) = \begin{cases} 1 & \text{if } Q \text{ is on the non-original edge of some } S_i, (i = 1, 2, \ldots, n), \\ \sum_{i=1}^{n} \beta_i & \text{otherwise}, \end{cases} \]

where

\[ \beta_i = \begin{cases} x_i & \text{if } Q \text{ is inside the open region of } S_i, \\ \frac{1}{2} x_i & \text{if } Q \text{ is on some original edge of } S_i, \\ 0 & \text{otherwise}. \end{cases} \]

The closed set of the point set given by

\[ P_\lambda = \{ Q | f_\lambda(Q) = 1, \ Q \in \mathbb{R}^2 \} \]

is a polygon, called the polygon associated with \( \lambda \).

Thus, from an arbitrary simplicial chain, we could obtain a polygon associated with it. Inversely, from a general polygon, we could find its associated simplicial chain as well. The method for generating an associated simplicial chain of a polygon is given by the following lemma.

**Lemma 1.** Let \( P \) be a general polygon determined by \( n \) \((n \in \mathbb{Z})\) edges \( e_1, e_2, \ldots, e_n \). Let \( S_i \) be the original simplex determined by the origin \( O \) and the edge \( e_i \), and let \( x_i \) be the coefficient of \( S_i \), where \( i = 1, 2, \ldots, n \). Then \( P \) is a general polygon associated with the simplicial chain \( \lambda = \sum_{i=1}^{n} x_i \cdot S_i \), and \( \lambda \) is called the associated simplicial chain of the polygon \( P \).

An example of an associated simplicial chain of a triangle is shown in Fig. 3. The associated simplicial chain of the triangle has three simplices \( (S_1, S_2, S_3) \) see Fig. 3). In this example, the coefficients of \( S_i \) \((i = 1, 2, 3)\) are \(-1, -1, 1\), respectively. According to Definition 3, the procedure for calculating the polygon associated with \( \lambda = -S_1 - S_2 + S_3 \) is also given in Fig. 3. At each point \( Q \), the characteristic function \( f_\lambda(Q) \) may equal 0, 1 or \(-1\) for \( \lambda = -S_1 \), \( \lambda = -S_1 - S_2 \) and \( \lambda = -S_1 - S_2 + S_3 \), respectively. Those three different values are represented by three different gray values at the corresponding points in Fig. 3. As shown in Fig. 3, the resultant polygon (Fig. 3(d)) associated with the
simplicial chain $\lambda = -S_1 - S_2 + S_3$ is exactly the given triangle (Fig. 3(a)).

In order to obtain an efficient and robust algorithm, we need some new definitions and theorems. Definition 4 gives the fundamental definition that a directed edge is contained within one general polygon.

**Definition 4.** A directed line segment $\overline{e}$ (for example, a directed edge of a general polygon) is contained within one general polygon $P$ (denoted as $\overline{e} \subset P$) if and only if exactly one of the following three conditions is satisfied:

- $\overline{e}$ is totally contained in the open region of $P$ (for example $e_1$ in Fig. 4),
- $e$ is totally contained in the open region of $P$, except at the start point or/and at the end point (for example $e_2, e_3$ in Fig. 4),
- both the start point and the end point of $\overline{e}$ lie on a directed edge of the polygon, which has the same orientation as $\overline{e}$ (for example $\overline{e}_4, \overline{e}_5$ in Fig. 4).

All possible cases of intersection between two edges $e_1$ and $e_2$ are as follows:

- $e_1$ and $e_2$ have no intersection point,
- $e_1$ and $e_2$ have exactly one intersection point that does not coincide with any of the vertices of $e_1$ or $e_2$,
- $e_1$ and $e_2$ have exactly one intersection point, and this point is a vertex of $e_1$ or $e_2$,
- the intersection result between $e_1$ and $e_2$ is a line segment.

In the remainder of this paper, the intersection point between two edges $e_1$ and $e_2$ is assumed to be of the second type. Thus, the number of the intersection points between two given edges is no more than 1, and that of the intersection points between the boundaries of two general polygons is always finite. For a case of the third type, a vertex of one edge, which lies on the other edge, will be called a touching point. For a case of the forth type, i.e. when one edge overlaps the other edge, the two endpoints of the shared line segment will be called touching points as well. The definition of touching points is summarized as follows.

**Definition 5.** Given two polygons, if an edge of one polygon overlaps an edge of the other or if a vertex of one polygon lies on an edge of the other, then the endpoints of the overlapped line segment and the vertex are called touching points.

Thus, the number of the intersection points and touching points of two general polygons is finite, and we could subdivide the two general polygons in the following way:

- calculate the intersection points and touching points of all edges from the two general polygons,
- subdivide the directed edges of the two general polygons into smaller directed edges at the intersection points and touching points,
- establish the new general polygons from the subdivided directed edges.

**Fig. 5** gives an example of the subdivision process of two general polygons. Let $P_1$ and $P_2$ be two polygons, and $\overline{e}$ be an arbitrary directed edge of $P_1$.

After the subdivision process, there are only three possible cases for the position relationship between $\overline{e}$ and $P_2$:

- $\overline{e}$ is a directed edge of $P_2$,
- $\overline{e}$ is contained within $P_2$, i.e., $\overline{e} \subset P_2$,
- $\overline{e}$ has no point in the open region of $P_2$.

Hence, we have the following theorem.

**Theorem 1.** Let $P_1$ and $P_2$ be two general planar polygons after the subdivision process, and $\overline{e}$ be a directed edge of $P_1$. Assume that neither $\overline{e}$ nor $-\overline{e}$ is a directed edge of $P_2$. Then, $\overline{e} \subset P_2$ if and only if the midpoint of $\overline{e}$ is in $P_2$.

In Theorem 1, the definition of $\overline{e} \subset P_2$ is given by Definition 4. Let $\lambda$ be the associated simplicial chain of $P_2$, which is created according to Lemma 1. Definition 3 implies that the characteristic function $f_{\lambda}(Q)$ can decide whether a two-dimensional point $Q$ belongs to $P_2$. Therefore, simplex theory could be used to determine whether a directed edge is contained within a polygon or not.

**Definition 6.** Let $P_1$ and $P_2$ be two general planar polygons after the subdivision process and let $\lambda$ be the simplicial chain of $P_2$. Then, for any directed edge $e$ of $P_1$, the characteristic function $f$ of $e$ on
where \( f \) is the Boolean operation result of two polygons.

6.

By Definition

The following theorem uses simplex theory to obtain the associated simplicial chain of the resultant intersection polygon \( P_3 = P_1 \cap P_2 \) is

\[
\gamma_p = \sum_{i=1}^{k} a_m \cdot S_m + \sum_{j=1}^{l} b_n \cdot U_n, \quad \text{if } E \cap E' = \emptyset \quad (1)
\]

or

\[
\gamma_p = \sum_{i=1}^{k} a_m \cdot S_m + \sum_{j=1}^{l} b_n \cdot U_n - \sum_{h=1}^{r} b_n \cdot U_h,
\]

if \( E \cap E' = \{ \bar{e}_1, \bar{e}_2, \ldots, \bar{e}_l \} \),

\[
\text{where } n_1 \leq l_1 \leq l_2 \leq \cdots \leq l_r \leq n_r.
\]

\textbf{Proof.} Let \( \bar{G} = \{ \bar{g}_1, \bar{g}_2, \ldots, \bar{g}_r \} \) be the directed edge set of \( P_2 \), and \( \bar{G} = \{ \bar{g}_1, \bar{g}_2, \ldots, \bar{g}_r \} \) be the non-directed edge set of \( P_2 \). Let \( \hat{E} = \{ \hat{e}_1, \hat{e}_2, \ldots, \hat{e}_m \} \) and \( \hat{F} = \{ \hat{f}_1, \hat{f}_2, \ldots, \hat{f}_n \} \) be the non-directed edge sets of \( P_1 \) and \( P_2 \), respectively. From \( P_3 = P_1 \cap P_2 \), where \( P_1 \) and \( P_2 \) are the polygons after the subdivision process, we have

\[ \hat{G} \subseteq \hat{E} \cup \hat{F}. \]

The interior area of \( P_3 \) is that of \( P_1 \) or that of \( P_2 \), and the interior area of a general polygon is on the left side of a directed edge of the polygon. Therefore, any directed edge from \( P_3 \) has the same orientation as the corresponding directed edge from \( P_1 \) or \( P_2 \). Thus, we have

\[ G \subseteq E \cup F. \]

For any directed edge \( \bar{g} \) from \( P_3 \), i.e. \( \bar{g} \in G \), because \( G \subseteq E \cup F \), we have \( \bar{g} \in E \) or \( \bar{g} \in F \). Without loss of generality, assume that \( \bar{g} \in E \). Because \( P_3 = P_1 \cap P_2 \), \( \bar{g} \) is fully contained by \( P_2 \). The interior area of \( P_3 \) is the interior area of \( P_2 \) as well. Therefore, if the non-directed
edge $\tilde{g}$ of $\tilde{f}$ is not a non-directed edge of $P_2$; we have that $\tilde{g} \subset P_2$ through Definition 4. Otherwise, the non-directed edge $\tilde{g}$ of $\tilde{g}$ is equivalent to a non-directed edge $f$ of $P_2$. Because the interior area of $P_1$ is on the left side of directed edges of both $P_1$ and $P_2$, the corresponding directed edge $f$ of $\tilde{g}$ has the same orientation as $\tilde{g}$. Thus, $\tilde{g} = f$. According to Definition 4, we have $g \subset P_2$ in the case that $\tilde{g}$ is a non-directed edge of $P_2$. From these two cases, we can conclude that $\tilde{g} \subset P_2$. Hence, we have $\tilde{g} \in E'$ in the case that $\tilde{g} \in E$, whence $\tilde{g} \in E' \cup F'$. Similarly, we could show that $\tilde{g} \in E' \cup F'$ for the case where $\tilde{g} \in F$ as well. Therefore, we have $G \subseteq E' \cup F'$.

Similarly, we could show that $E' \cup F' \subseteq G$. From $G \subseteq E' \cup F'$ and $E' \cup F' \subseteq G$, we have $G = E' \cup F'$, i.e. we obtain all directed edges of the resultant polygon $P_3$. According to Lemma 1, we build the associated simplicial chain of the general polygon $P_3$ as shown in Eqs. (1) and (2).

3. Boolean operation algorithm

The new Boolean operation algorithm is based on the simplicial chain theory presented in Section 2. At first, the subdivision process is performed on the two general polygons $P_1$ and $P_2$. Then, we build the simplicial chains for both general polygons after the subdivision process according to Lemma 1, and we calculate the value of the characteristic function for each edge of one polygon on the other’s original polygon (i.e. the polygon before the subdivision process) according to Corollary 1. At last, the simplicial chain of the Boolean operation resultant polygon $P_3$ is obtained according to Theorem 2, and we have the polygon $P_3$ from the simplicial chain according to Definition 1. Thus, the pseudo code for the Boolean operation algorithm is as shown in Fig. 6.

The subdivision process is already described in Section 2. How to build a simplicial chain is presented in Lemma 1. Fig. 7 gives the pseudo code for calculating the values of the characteristic functions of the edges of one polygon on the other polygon.

According to Definition 6, when a directed edge is shared by two polygons, both values of the characteristic functions of this edge on the polygons are 1. In Theorem 2, this edge belongs to $E'$ as well as $F'$. Therefore, according to Eq. (2), the corresponding simplex of this edge will be added to the resultant simplicial chain twice and then removed once. In the above pseudo code, we force $f(u'_0 \wedge F_1) = 0$ when $u'_0$ is such an edge shared by both $P_1$ and $P_2$. Hence, the corresponding simplex of this edge will be added to the resultant simplicial chain only once. The pseudo code for calculating the resultant simplicial chain is as shown in Fig. 8.

After the resultant simplicial chain is obtained, we could obtain the resultant polygon directly according to Definition 3. Since the two general polygons and the resultant polygon are represented by their simplicial chains (i.e. they are the same as those in the Rivero and Feito algorithm), we can use Rivero and Feito’s union/subtraction approaches to calculate the union polygon and the subtraction polygon with the simplicial chain of the intersection polygon.

Let $n$ and $m$ be the number of edges of the two polygons $P_1$ and $P_2$, respectively, and let $k$ be the number of intersection points and touching points of $P_1$ and $P_2$. For the subdivision process, we extend the plane sweep algorithm introduced in Refs. [1,3,4] to calculate the intersection points and touching points. Therefore, the execution time required by the subdivision process is $O((n + m) \log(n + m) + k)$. While calculating the values

INTERSECTION $(P_1$, $P_2$, $P_3)$ // Input two general polygon $P_1$ and $P_2$, and output the Boolean operation resultant polygon $P_3 = P_1 \cap P_2$. 

}
of the characteristic functions, two double-nested loops are used, so its execution time is $O((m+n+k) + m(n + k)) = O(2nm + k(n + m))$. The subroutine CALSETCHAIN uses two consecutive loops, so its execution time is $O(n + m)$.

Compared to the Rivero and Feito algorithm, the new algorithm is more efficient, as the execution time required by their algorithm is $O((n + k)(m + k))$. The new algorithm does not need to calculate the levels of all simplices of the two general polygons as a preprocessing step as does the Rivero and Feito algorithm, since the execution time needed for the calculation of the levels is $O((n + k)\log(n + k))$. Furthermore, the subordination problem between an edge and a polygon in the subroutine INTERSECTION of the Rivero/Feito algorithm is reduced to the problem for determining whether a
point is on some edges of some simplices or inside the simplices in the new algorithm. The determination as to whether a point belongs to a simplex used by this paper is much simpler and more efficient than the determination of the subordination between two simplices.

4. Experimental results

Rivero and Feito [25] have shown that their algorithm is robust. This paper compares the results of our algorithm with those of Rivero and Feito’s. The first example shows that our algorithm is more robust than the Rivero and Feito algorithm. In this example, the Rivero and Feito algorithm produces an incorrect result, while our algorithm achieves the correct result.

The two general polygons are shown in Fig. 9(a), and the coordinates of their vertices are also shown in this figure. The first step of the Rivero and Feito algorithm calculates the intersection points of the edges of the two polygons, subdivides the edges at these intersection points, and forms the associated simplicial chains as shown in Fig. 9(b), which are

$$\lambda_{P_1} = S_{11} + S_{12} + S_2 - S_{31} - S_{32} + S_{41} + S_{42} - S_5 + S_{61} + S_{62} - S_{71} - S_{72} + S_{81} + S_{82}$$

and

$$\lambda_{P_2} = - U_{11} - U_{12} + U_{21} + U_{22} - U_{31} - U_{32} - U_{41} - U_{42} + U_{51} + U_{52} + U_{61} + U_{62} + U_7.$$  

The second step of the Rivero and Feito algorithm calculates the levels of all simplices, and classifies all simplices in layers according to their levels. In this example, the result of this step is

- $P_1^*$: layer 1: $S_{11}, S_{12}, S_2, S_{61}, S_{81}, S_{82}$;
  layer 2: $S_{31}, S_{32}, S_{71}, S_{72}$;
  layer 3: $S_{41}, S_{42}, S_{62}$;
  layer 4: $S_5$;

and

- $P_2^*$: layer 1: $U_{22}, U_{51}, U_{52}, U_{61}, U_{62}, U_7$;
  layer 2: $U_{11}, U_{12}, U_{32}, U_{41}, U_{42}$;
  layer 3: $U_{21}$;
  layer 4: $U_{31}$.

The third step of the Rivero and Feito algorithm, which obtains the associated simplicial chain of the resultant Boolean operation polygon $P_3 = P_1 \cap P_2$, computes the data shown in Table 1. In Table 1, the first row and the first column list the simplices with their levels in brackets of $P_1^*$ and $P_2^*$, respectively. The second row and the second column list the numbers of layers, in which the simplices contain the given simplex. In the interior of the table, the entries of two numbers in brackets represent the combination of subordination and the coefficients of the given simplices. An asterisk indicates that the corresponding data should be ignored. At each row, the sum of the first numbers of the entries at this row is

CALRESULTCHAIN($\lambda_1^*, \lambda_2^*, f(x^*, S_1), f(y^*, P_1), \lambda_3$)
// Input: the simplicial chains $\lambda_1^*$ and $\lambda_2^*$ of $P_1^*$ and $P_2^*$, respectively;
// the characteristic functions $f(x^*, S_1)$ and $f(y^*, P_1)$;
// Output: the resultant simplicial chain $\lambda_3$;
{
  for each simplex $S_1^*$ of $\lambda_1^*$ do
    if ($f(x^*, P_1)$ is equal to 1) // Here, $x^*$ is the non-original edge of $S_1^*$;
      Add the simplex $S_1^*$ and its coefficient to $\lambda_3$;
    end if
  end for
  for each simplex $U_2^*$ of $\lambda_2^*$ do
    if ($f(y^*, P_1)$ is equal to 1) // Here, $y^*$ is the non-original edge of $U_2^*$
      Add the simplex $U_2^*$ and its coefficient to $\lambda_3$;
    end if
  end for
}
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The resultant polygon calculated by the Rivero and Feito algorithm is in the gray area as shown in Fig. 9(c). However, this result is incorrect. It has one extra triangle with shading. The correct result is shown in Fig. 9(d).

We believe that the reason for this incorrect result is as follows. From Theorem 3 in Ref. [25], if a simplex is subordinated to two or more simplices from another polygon in the same layer, only one of these could make a contribution to the simplex. In this example, $S_3$ is subordinated to $U_{31}$, $U_{32}$, $U_{41}$, $U_{42}$, $U_{51}$, $U_{52}$, $U_{61}$ and $U_{62}$. From this theorem, $U_{31}$, $U_{32}$ and $U_{51}$ make contributions to $S_3$, i.e. the coefficient of $S_5$ in the resultant simplicial chain is $(-1)^{i}(-1) + (-1)^{i}(-1) + (-1)^{i}1 = 1 + 1 - 1 = 1$. Therefore, the theorem leads us to the erroneous conclusion that $S_3$ is a simplex from the resultant simplicial chains associated with the intersection polygon.

To illustrate the procedure for calculating the values of the characteristic functions, in the remainder of the paper, $P_1$ and $P_2$ are replaced by $P^*_1$ and $P^*_2$ in the characteristic functions of the subroutine **CALCHARACTEROFEDGE** respectively. As $P^*_1$ and $P^*_2$ are equivalent to $P_1$ and $P_2$ in shape (the latter have fewer vertices), respectively, the resultant simplicial chains associated with the intersection polygons made from them are the same.

The new algorithm first performs the subdivision process on the two general polygons not only according to the intersection points but also the touching points. In this example, after the subdivision process, the two simplicial chains are the same as those of the Rivero and Feito algorithm. The simplices and their coefficients are shown in the first row and the first column of Table 2, respectively. Table 2 also shows the procedure for calculating the values of the characteristic functions of the edges of one polygon on the other. In the interior of Table 2, each table cell contains an entry of two numbers in brackets. Suppose that each cell corresponds to a simplex $S$ (the first row above this cell) of $P^*_1$ and a simplex $U$ (the first column on the left side of the cell) of $P^*_2$, and that the non-original edges of $S$ and $U$ are $s$ and $u_i$ respectively. Then, according to the subroutine **CALCHARACTEROFEDGE** in our algorithm, the entry in this cell is obtained as follows. The following conditions

<table>
<thead>
<tr>
<th>Table 2</th>
<th>Data calculated for Example 1 using the Rivero and Feito algorithm</th>
</tr>
</thead>
<tbody>
<tr>
<td>$S_1$</td>
<td>$S_2$</td>
</tr>
<tr>
<td>1.2</td>
<td>1.1</td>
</tr>
</tbody>
</table>

recorded at the last column; and at each column, the sum of the second numbers of the entries at this column is recorded at the last row. Then, the simplices, whose corresponding numbers appear at the last column (for simplices of $P^*_2$) and at the last row (for simplices of $P^*_1$) are not zero, are selected to build the resultant simplicial chain. Hence, the resultant simplicial chain of the Rivero and Feito algorithm for Example 1 is

$$
\hat{\lambda}_{P^*_1,P^*_2} = S_{11} - S_{32} + S_{41} + S_{53} + S_{62} - S_{71} + S_{92} - U_{12} + U_{21} - U_{32} - U_{41} + U_{52} + U_{61}.
$$

\[\text{(Theorem 5)}\]
are checked one by one from top to bottom. Once this cell is filled with an entry, no further more checks are needed:

- if \( s \) is a directed edge of \( P_2 \), then the entry is \((0,*)\), and the number at the last row under this cell is filled with the number 1,
- if \( \neg s \) is a directed edge of \( P_1 \), then the entry is \((*,0)\), and the number at the last row under this cell is filled with the number 0,
- if \( u \) or \( \neg u \) is a directed edge of \( P_1 \), then the entry is \((*,0)\), and the number at the last column on the right side of this cell is filled with the number 0,
- if the midpoint of \( s \) lies inside \( U \), then the entry is \((0,b)\), where \( b \) is the coefficient of \( U \); otherwise, if the midpoint lies on an original edge of \( U \), then the entry is \((0,b/2)\),
- if the midpoint of \( u \) lies inside \( S \), then the entry is \((a,0)\), where \( a \) is the coefficient of \( S \); otherwise, if the midpoint lies on an original edge of \( S \), then the entry is \((a/2,0)\),
- if none of the above conditions are satisfied, then the entry is \((0,0)\).

After the interior cells of the table are filled, then we begin to calculate the numbers at the last row and the last column of the table. At each row, the sum of the first numbers of each entry of this row is recorded at the last column of the table; and at each column, the sum of the second numbers of each entry of this column is recorded at the last row of the table. Then, the simplices, whose corresponding numbers appear at the last column (for simplices of \( P_2 \)) and at the last row (for simplices of \( P_1 \)) are 1, respectively, are selected to build the resultant simplicial chain. Hence, the resultant simplicial chain using the new algorithm for Example 1 is

\[
\lambda_{P_1 P_2} = S_{11} - S_{32} + S_{41} + S_{62} - S_{71} + S_{82} - U_{12} + U_{21} - U_{32} - U_{41} + U_{52} + U_{61}.
\]

The resultant intersection polygon calculated by the new algorithm is indicated by the gray area shown in Fig. 9(d).

Example 2 shows that our algorithm can deal with general polygons which share some common edges. The two general polygons and their associated simplicial chains after the subdivision process are shown in Fig. 10(a). The associated simplicial chains of the general polygons are

\[
\lambda_{P_1} = S_1 - S_{21} - S_{22} - S_{23} + S_{31} + S_{32} + S_{33}
\]

and

\[
\lambda_{P_2} = -U_1 - U_2 + U_3 - U_{41} - U_{42} + U_5 + U_6.
\]

In this example, the simplex \( S_{22} \) is equivalent to the simplex \( U_2 \), and the simplex \( S_{33} \) has the opposite
Fig. 10. Example 2: (a) two polygons with their associated simplicial chains, (b) the resultant polygon (in gray).

Table 3
Data calculated for Example 2 using the new algorithm

<table>
<thead>
<tr>
<th></th>
<th>$S_1(1)$</th>
<th>$S_{21}(-1)$</th>
<th>$S_{22}(-1)$</th>
<th>$S_{23}(-1)$</th>
<th>$S_{31}(1)$</th>
<th>$S_{32}(1)$</th>
<th>$S_{33}(1)$</th>
<th>$f(U, P_1^*)$</th>
</tr>
</thead>
<tbody>
<tr>
<td>$U_1(-1)$</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>(0,*)</td>
<td>(0,0)</td>
<td>(0,*)</td>
<td>(1,0)</td>
<td>(0,0)</td>
<td>1</td>
</tr>
<tr>
<td>$U_2(-1)$</td>
<td>(*,0)</td>
<td>(*,0)</td>
<td>(<em>,</em>)</td>
<td>(*,0)</td>
<td>(<em>,</em>)</td>
<td>(*,0)</td>
<td>(*,0)</td>
<td>0</td>
</tr>
<tr>
<td>$U_3(1)$</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>(0,*)</td>
<td>(0,0)</td>
<td>(1,*)</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>1</td>
</tr>
<tr>
<td>$U_{21}(-1)$</td>
<td>(*,0)</td>
<td>(*,0)</td>
<td>(<em>,</em>)</td>
<td>(*,0)</td>
<td>(<em>,</em>)</td>
<td>(*,0)</td>
<td>(*,0)</td>
<td>0</td>
</tr>
<tr>
<td>$U_{22}(-1)$</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>(0,*)</td>
<td>(0,0)</td>
<td>(0,*)</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>0</td>
</tr>
<tr>
<td>$U_{31}(1)$</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>(0,*)</td>
<td>(0,1)</td>
<td>(0,*)</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>0</td>
</tr>
<tr>
<td>$U_{32}(1)$</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>(0,*)</td>
<td>(0,0)</td>
<td>(0,1)</td>
<td>(0,0)</td>
<td>(0,0)</td>
<td>0</td>
</tr>
</tbody>
</table>

$f(S, P_2^*)$ 0 0 1 $-1 + 1 = 0$ 0 1 0

Fig. 11. Example 3: (a) two polygons with their associated simplicial chains; (b) the resultant polygon (in gray).
orientation to the simplex \( U_{41} \). Table 3 shows the procedure for calculating the values of the characteristic functions.

Therefore, we have the resultant simplicial chain
\[ \mathcal{L}_{2} - \mathcal{L}_{1} = S_{22} + S_{32} - U_{1} + U_{3} \]
and the resultant intersection polygon is shown in Fig. 10(b).

Example 3 is shown in Fig. 11. The two general polygons \( P_1 \) and \( P_2 \) are concave. \( P_2 \) has a hole, and some vertices of \( P_1 \) lie on some edges of \( P_2 \). The associated simplicial chains of \( P_1 \) and \( P_2 \) after the subdivision process are
\[ \mathcal{L}_{P_1} = S_{11} + S_{12} - S_{21} - S_{22} - S_{31} - S_{32} + S_{41} + S_{42} \]
\[ + S_{43} + S_{44} + S_{51} + S_{52} - S_{61} - S_{62} - S_{63} \]
and
\[ \mathcal{L}_{P_2} = 0U_{11} + 0U_{12} + 0U_{13} - U_{2} + U_{31} + U_{32} - U_{4} \]
\[ - U_{51} - U_{52} - U_{6} + U_{71} + U_{72} + U_{73} - U_{8} \]
\[ + U_{9} + U_{10} \]
In the above formula, some coefficients are equal to 0. Those entries should not be removed. Zero coefficient values indicate that the simplices have degenerated into line segments. Table 4 shows the procedure for calculating the values of the characteristic functions.

Therefore, we have the resultant simplicial chain
\[ \mathcal{L}_{P_1 \cap P_2} = S_{42} + S_{44} + S_{51} - S_{62} + 0U_{11} + 0U_{13} - U_{2} \]
\[ + U_{31} - U_{52} - U_{6} + U_{71} + U_{73} \]
and the resultant intersection polygon is shown in Fig. 11(b).

Performance data of the de Berg et al. algorithm, the Rivero and Feito algorithm and the new algorithm are shown in Table 5. The data is shown in a chart in Fig. 12 which makes the comparison easier to follow. All algorithms were implemented on a personal computer with a 1.7 GHz Intel Pentium IV CPU and 256 MB RAM, and the source code of all three algorithms was compiled with the Microsoft Visual C++ 6.0 compiler using the same byte alignment (8 bytes) and optimization options. In Table 5, the numbers of edges in both general polygons are listed in the first column, i.e. both polygons have the same number of edges. The numbers below the Berg, \( t_{\text{Rivero}} \) and \( t_{\text{New}} \) are the execution times (in millisecond), respectively, used to calculate the Boolean operation results for the de Berg et al. algorithm, the Rivero and Feito algorithm and the new algorithm. We used a very large number of examples to test the three algorithms. The execution time is obtained by averaging. The improvement factors of the new algorithm over the other two algorithms are also listed in Table 5. Table 5 and Fig. 12 show that our algorithm is more efficient than the de Berg et al. algorithm, and the execution time required by the new algorithm is less than one-third of
that required by the Rivero and Feito algorithm. The de Berg algorithm needs to correct the situation of half-edges around each intersection point after it is calculated. The Rivero and Feito algorithm has to calculate the levels of all simplices of the two polygons.

5. Conclusions

A new algorithm for Boolean operations on general planar polygons is presented. The new algorithm uses simplex theory to solve the Boolean operation problem. The associated simplicial chains of general polygons have played a very important role while calculating the result of Boolean operation. At the beginning, the associated simplicial chains of the two general polygons are created; and in the end, the Boolean operation resultant polygon is obtained via its associated simplicial chain. The new algorithm is very simple. After the subdivision process, the algorithm only requires some inclusion tests to determine whether a point is on an edge of a simplex or inside a simplex, and a few addition operations of some real numbers.
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