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I. INTRODUCTION

A. OVERVIEW

Give a man a hammer, and he will begin to see the world as a collection of nails.

This is precisely what is happening to the software of today. On a random survey of 50 articles from software journals, it was revealed that the authors of 45 of them were mathematicians, physicists, scientists or electrical/electronics engineers. This has led the software literature and software development to be biased towards science and technology. These scientifically oriented people have been trying hard to hammer the software crisis with a collection of mathematical and technical tools, for instance software engineering, software science and software physics. Treating software development as equivalent to the blueprints of construction engineering and electronic circuit diagrams further supports this bias.

The proliferation of scientific and technical persons in the computer industry can be attributed to the involvement of electrical/electronics engineers, in the manufacture and maintenance of the hardware. Moreover, automated computing was regarded as an off-shoot of mathematics during the evolutionary stages of automated computing. In the early days, software was developed mainly for accounting and financial purposes, which was largely mathematically oriented. Therefore, the job of programming was also entrusted to mathematicians and engineers. With the acceptance of computer as a useful tool in every walk of life, a host of large, complex and non-scientific programs were
required. Software was therefore no more a bunch of formulas, but was something encompassing the entire body of knowledge. The technological innovations of these technical persons certainly benefitted the hardware but the cheaper and more powerful hardware demanded equally powerful software. With the knowledge limited to the technical aspects, they were not able to provide the large amount of interdisciplinary software. The declining costs of hardware made it affordable to many organizations. To make the hardware function, increasing amounts of software was required, which was not readily available. Thus, demand exceeded supply causing disequilibrium in the market forces which led to the software crisis.

In every time of crisis, every time of troubles, prophets have come roaring out of the desert, preaching baptism and repentance of sins. The software case is no different. Even today, various groups are taken to the high places and told that salvation is found only in the use of a new high order language, structured programming, software tools, requirements specifications languages, proofs of correctness etc. And the desert is littered with the bones of those who believed and followed. [Ref. 1]. Several books and magazine articles have appeared in the recent years chronicling the recognition of a "software crisis" in the late 1960's and subsequent attempts to deal with it [Ref. 2].

As an attempt to overcome this crisis, several techniques have been proposed. Systems developers are reluctant to use these techniques both because their usefulness has not been proven for programs with stringent resource limitations and because there are no fully worked-out examples of some of these [Ref. 3]. However, a few of these techniques have proved to be useful in developing software as well as in promoting further research.
B. APPROACH

Life is a flowing stream. Some people climb aboard a raft and float comfortably downstream, relaxing and enjoying the scene. Others paddle furiously upstream, determined to explore what is there. [Ref. 4]. This is an upstream thesis. It is expected to be controversial because it takes the difficult approach of solving the software crisis, rather than accepting the mere existence of the crisis.

This thesis is about the crisis being faced by the software—the programs that are needed to make the computer perform its intended tasks. It is intended to be a guide for the managers, and is therefore in purely non-technical language. Buzzwords and jargon have been avoided to a large extent, except when their use was extremely necessary for the sake of clarity. It is based on hammering the software crisis with a common sense approach of management, rather than with complicated equations and formulas. Technical tools and techniques are therefore not discussed in this thesis. Software has not been considered as something special, mystical, or unique. Instead, it has been treated like any other product. Being a product, all the managerial theories and practices are applicable to it. It needs planning, control, and project management techniques such as PERT and CPM. However, they are not discussed in this thesis. The reason for this is that it is not the scarcity of techniques or tools for software development, or tools for project management, or planning and control at the organization level, which are responsible for the crisis. On the other hand, it is the lack of managerial attention at the macro level, which is plaguing the software industry. Therefore, the focus of this thesis is on the management of issues for which the software industry as a whole is responsible. There are plenty of software development tools,
techniques, and methodologies available for use; and there are many planning and control, and project management tools that can be utilized. In fact, these are being used by almost every organization dealing with software, but the crisis still remains. It is therefore the macro issues which need to be looked into, and it is the problems at the software industry level which need to be rectified. Unless these are remedied, no number of tools and techniques, how sophisticated they may be, can take the software out of the crisis.

The terms programmer, software engineer, software developer, software person, software practitioner and software professional are used at different places in the text. They are used just to highlight that all these terms can be encountered by a manager in the real world. They all are, however, synonymous.
II. SOFTWARE CRISIS

A. WHAT IS THE SOFTWARE CRISIS?

The software crisis refers to a set of problems that are encountered in the development of computer software. The problems are not limited to software that does not function properly. Rather the software crisis includes problems attached with the development of software, maintenance of the mammoth amount of software, and keeping pace with the ever-increasing demand of software. The software crisis is characterized by many problems: Schedules and cost estimates are often grossly inaccurate, cost overruns of an order of magnitude have been experienced, schedules slip by months or years and software quality is often suspect. [Ref. 5].

Every engineering discipline has its collapses but they occur more frequently in the area of software development. The collapse of a building or a bridge during construction is a newsworthy event because it occurs rarely. Another point is that whenever these errors are discovered, the perpetrator is expected, and is normally legally obliged to make amends. Major collapses are so frequent in the software field that almost none of them receive much attention. They are accepted as the norm and so the perpetrator is not expected to make amends. Moreover, he cannot usually be identified. [Ref. 7].

According to an established rule of thumb in software production, testing accounts for about half of the development effort of a typical software system [Ref. 6]. The remaining half is divided equally between program design and coding. After development is pronounced complete, considerable additional cost--often more than the development cost,
is incurred during the system's lifetime for maintenance (i.e. finding and correcting mistakes not found during testing, implementing design changes and finding and correcting mistakes introduced thereby). The large amount of effort expended in testing should be a clear signal that something is fundamentally wrong with our approach to software development. However, this message is not apparently getting through to the concerned people. [Ref. 7].

B. CAUSES OF SOFTWARE CRISIS

Why do we have this software crisis? There are several reasons for this.

1. Disequilibrium

One reason which has already been mentioned is that due to technological breakthroughs in the mature hardware industry, the hardware costs are going down. As the hardware is becoming more affordable, software is becoming more complex and expensive. Cheaper, affordable, and better hardware demands more and more of software, which is scarce. Demand has far exceeded the supply causing disequilibrium in the market.

2. Shortage of Software Practitioners

Another reason is that there are too few programmers and they are not as good as they should be, as will be evident from the discussion on variances in programmers' productivity, in Chapter IV. Right now, it appears that the software industry needs every living, breathing programmer it can get, almost regardless of quality. While marginally qualified practitioners are normally squeezed out of a field by economic and competitive forces, these forces are more than counteracted in today's software market by the large
gap between supply and demand. Marginal practitioners are seldom forced out of the software market. They are instead moved to another employer, usually with a raise in salary. Thus, we have simultaneously a shortage of quantity and quality. This shortage stems, basically, from a bottleneck in the educational process. It is customary that a prospective hardware designer have a sound education. If he does not, he is expected to demonstrate that he possesses equivalent knowledge and experience. Lacking this, he may be engaged as a technician or designer's assistant, but not in a designing capacity. In the software field the situation is different. Any previous experience, almost regardless of quality and length, is implicitly assumed to be a more than adequate preparation for designing software systems. Seldom is a prospective software system designer expected to have fulfilled any particular formal educational requirements. While the persons selecting these designers are not really satisfied with the results, they do not, in their opinion have any other choice. Truly qualified software designers are simply not available in the quantities needed. The bottleneck, caused fundamentally by the rapid growth of the computer field, is aggravated by concentration on short term benefits. To obtain maximum benefit now, valuable resources are being diverted from the education of future programmers. Potential teachers go to the industry or are doing research; potential students are deployed as poorly prepared programmers instead of as good software engineers. [Ref. 7].

The shortage of qualified software practitioners is further aggravated by frequent conversions of a technical nature. Considerable manpower is required to convert from one computer system to another, from one operating system to another, from batch to on-line operation, from traditional file management systems to data base management systems, etc. While most such conversions are motivated by the
expectation of increased productivity, too frequently they consume more resources than they free. [Ref. 7].

3. Managerial Error

Many failures of software projects are attributed to managerial error. Management failures result from setting of unrealistic goals and expectations, over-estimation of ability of the organization to design, develop, implement and absorb software systems, and employing underqualified people on software projects. Good advice based on sound knowledge of the technical possibilities and limitations is not always available. When it is, the manager cannot always recognize good and bad advice as such, and to distinguish between the two. When faced with a choice between foregoing a software system because qualified developers are not available or trying to develop it with underqualified persons, the decision process is often dominated by the hope that this time everything will work out well, somehow. Usually, it does not and as a result the scarce resources are wasted.

4. Trial and Error

In every engineering discipline, trial and error also has its place, but only when the designer is knowingly and intentionally working in new areas, "pushing the state-of-the-art" as it is sometimes called. In such cases, the trial and error approach normally takes the form of scientific experimentation. Experiments are designed to yield answers to the open questions, to discriminate between alternative hypothesis, to extend the limiting frontiers of knowledge. The risks are consciously accepted and appropriate precautions are taken. Trial and error is not acceptable when the designer is working in areas in which his own personal expertise is lacking and is not up to the
state-of-the-art. In such a case, the engineer is expected to familiarize himself with the relevant literature and accumulated experience of others before embarking into what is, for him, a new territory. To do otherwise is considered irresponsible. This attitude is not the norm in software development. Experiments designed to yield specific information needed by the designer are not common. Often, the software developer makes use of the "trial and error" approach in its crudest form instead of consulting the existing literature and other competent people. In fact, the programmer is usually unaware of the limitations in his knowledge and experience until an unexpected failure occurs in his program.

5. **Unending Search for Technical Tools**

Another important factor leading to the software crisis is that instead of emphasizing the nature of software development, emphasis has been on unorganized and confusing technical details. A tremendous amount of effort has been spent in finding the right kit bag of tools which could solve all the software problems. None of these tools such as structured programming, modular design, and top-down coding, have helped in overcoming the crises. They have instead, succeeded in confusing the programmers. The situation is that a promising new tool is proposed, but when applied it fails to solve the problem. After much discussion, the proponents announce that the tool is fine, but is not being applied properly. The search then begins for the right technique for applying the tool and the vicious cycle begins again. No one tries to understand that magical tools for software development do not and will not exist. [Ref. 7].
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C. IMPACT OF SOFTWARE CRISIS

Software is becoming increasingly complex and costly. The annual cost of software in the United States in 1980 was around $40 billion, or about 2% of the gross national product, which is expected to grow to 13% by 1990 [Ref. 8]. The growth rate of software is greater than the economy in general. As compared to hardware, the software costs are continuing to rise as shown in Figure 2.1 [Ref. 9].

![Figure 2.1 Hardware/Software Cost Trends](image)

Due to the trend exhibited in this figure, the impact of software, while making capital investment decisions for computer systems, is much greater than hardware.

An important impact of software crisis is directly on the finances. Software-hardware costs ratio has become lop-sided as is evident from Figure 2.1. It is not uncommon to find that 90% of the total system costs in many
organizations are software [Ref. 10]. These are only the
direct costs of software. Indirect costs are even bigger.
Delay in the delivery of software delays the delivery of the
entire computer system. This in turn, entails additional
costs for the organization. Return on investment of huge
amounts in the system is delayed and pay-back period is
extended. Until the system is delivered, the tasks which
are intended to be automated continue to be performed manu-
ally, which affects the productivity and profitability of
the organization. If opportunity costs of not reaping the
benefits of automation for a long period are considered, the
indirect costs go much higher. Furthermore, if substandard
software is accepted, all the possible and desired benefits
are not obtained even after incurring tremendous costs.
Finally, there are social costs of the organization's
inability to provide the required benefits to the society
because of software. Boehm illustrates this phenomenon with
the example of software development for a large defense
system [Ref. 10].

It (computer system) was planned to have an operational
lifetime of seven years and a total cost of about $1.4
billion--or about $200 million a year worth of capa-
bility. However, a six-month software delay caused a
six-month delay in making the system available to the
user, who thus lost about $100 million worth of needed
capability--about 50 times the direct cost of $2 million
for the additional software effort. Moreover, in order
to keep the software from causing further delays,
several important functions were not provided in the
initial delivery to the user.

Computers and its software are having a deeper and
deeper impact on personal lives. More and more of the activ-
ities, such as personal records, bank accounts, traffic
control, and medical services are being entrusted to
computers and its software. Tassel, in his book "The
Compleat Computer", gives abstract from an article published
earlier in "Newsweek." [Ref. 11] This article presents a
Welcome! Always glad to show someone from the early '80s around the place. The biggest change of course, is the smart machines (computer)—they're all around us. No need to be alarmed, they're very friendly. Can't imagine how you lived without them. The telephone, dear old thing, is giving a steady busy signal to a bill collector I'm avoiding. Unless he starts calling from a new number my phone doesn't know, he'll never get through. TURN OFF! Excuse me for shouting—almost forgot the bedroom television was on. Let's see, anything else before we go? The oven already knows the menu for tonight and the kitchen robot will mix us a mean martini. Guess we're ready. Oh no, you won't need a key. We'll just program the lock to recognize your voice and let you in whenever you want.

A revolution is under way. Most Americans are already well aware of the gee-whiz gadgetry that is emerging, in rapidly accelerating bursts, from the world's high-technology laboratories. But most of us perceive only dimly how pervasive and profound the changes of the next twenty years will be. We are at the dawn of the era of the smart machine—an "information age" that will change forever the way an entire nation works, plays, travels and even thinks. Just as the industrial revolution dramatically expanded the strength of man's muscles and the reach of his hand, so the smart-machine revolution will magnify the power of his brain. But unlike industrial revolution, which depended on finite resources such as iron and oil, the new information age will be fired by a seemingly limitless resource—the inexhaustible supply of knowledge itself. Even computer scientists, who best understand the galloping technology and its potential, are wonderstruck by its implications. "It is really awesome," says L.C.Thomas of Bell Laboratories.

Eventually, for example, they will make possible the full automation of many factories, displacing millions of blue-collar workers with a new "steel-collar" class. Even office workers will feel the crunch, as smart machines do more and more of the clerical work. Traditional businesses such as television, networks, and publishing companies will encounter new competition as programmers and advertisers beam information directly into the consumer's home.

The picture presented above is a small subset of what the computers are capable of doing and what they eventually will do. If there is any delay in application of computer for the benefit of mankind, it will be because of the software and not the hardware. Software crisis is impeding the progress in applying computer systems to many tasks that are possible and socially desirable. The social costs of the
delay in such applications will soon be high. From a simple economic standpoint, the major impact of software crisis is on the society, which is due to a considerable gap between supply and demand in the software market. Customers are paying unnecessarily high costs for software and its use and they are not getting the maximum benefits. Avoidable costs are also being incurred which are due to errors and failures. Such costs are sometimes shifted unfairly onto persons who are not responsible for the errors and failures that caused them and therefore cannot protect themselves from the consequences of such errors and failures. In many situations the customers, apart from incurring these avoidable costs, loose time when the mistakes are being corrected and are inconvenienced. Even when the costs to any particular person are low, the total economic loss can be high when the many persons who are so affected, are considered.

When incidents with consequences as serious as those mentioned above begin to occur with considerable frequency, a public reaction can be expected. It may consist of calls - some rational, some emotional - for legal and political action. The result will be some combination of restricting and curtailing new developments based on computer technology and social, political, legal and economic pressure to improve the quality of software products and the capabilities of software producers. Such public reactions are not a new thing. They have already occurred with other engineering fields. For instance, nuclear reactors for electric power generation and proposed nuclear fuel reprocessing plants have been the targets of demonstrations and legal actions by groups of citizens in several countries.

These pressures to improve the quality of software products and the capabilities of the software producers can also be expected to have a restrictive effect on new applications of computer technology. The introduction of legal liability
for damages resulting from the the effects of software errors would force software suppliers to take the correctness of their products more seriously. This may lead them to employ only those programmers who are capable of producing correspondingly reliable software. The registration and licensing of software engineers will be proposed more frequently and will certainly be considered more seriously in the future. If the supply of appropriately qualified software engineers is not increased substantially, software output will be restricted. [Ref. 7].

The tremendous social and economic impact of software is posing a great challenge for the managers--a challenge to eliminate the crisis and to put software to productive use.
A major cause of software crisis is that software development has not been understood. Some of the software managers and practitioners are not clear about what software development really is. It is being related to almost every existing field of knowledge in the pursuit of making the theories and principles of that particular field applicable to software development. Software Science and Software Physics are the well-known and mostly unsuccessful examples of such relationships. If this practice continues, soon one will find software chemistry and software mathematics, and there is no end to such relationships. This state of affairs of trial and error is not encouraging. The nature of software development must be decided, so that the future research effort is put in the right direction.

A. SOFTWARE DEVELOPMENT AS A CRAFT

Is software development an engineering discipline or a craft? This question is crucial for effective management of software development. To answer this question we must first understand what is an engineering discipline and how it differs from craftsmanship.

At the first instance, the time before the emergence of engineering methods to the age of master craftsman needs to be looked into. Only then realistic comparison can be made with engineering. The engineering achievements of the master craftsmen were extraordinary. They created many excellent buildings, bridges, ships, furniture and many other remarkable things which are unmatched in more recent times. With the materials and tools available then, no engineer could
have achieved more. These primitive craftsmen were in fact, good engineers. Therefore, an engineer is distinguished from a craftsman because of his tools and methods, and not because of his achievements as an engineer. The craftsman has full knowledge of what he is going to build and knows how to build it. He does not require elaborate plans, scaled blueprints, exact quantities, careful measurements, delivery schedules, progress charts and cost estimates. When he tries to make something, he succeeds because he knows how to make it and his customer knows what to expect. If by chance something goes wrong, he knows how to adapt his work or his design to compensate for the error. Finally, his product works, provides good service and lasts for a considerable time. If it doesn't, then it merely indicates that the craftsman was not such a master as he thought he was and so he would not get the next job. So, "survival of the fittest" was the rule for a long time i.e. only the fittest craftsmen and the fittest designs survived.

A similar kind of situation can be found in the software arena. A software developer starts with a description of what his client thinks he wants. However, the description is so imprecise, inconsistent and even inconstant that it can serve only as a rough diagram and not as a firm plan for implementation. Nonetheless, a good programmer knows how to proceed. He seems to have an intuitive grasp of his programming language and an ingrained feeling for what his operating system can be made to do. He starts writing and testing his code, and when it is all finished, it all miraculously fits together and works. If anything goes wrong, he hacks a bit at his already written code, modifies his plans a bit, and after some delay, delivers his product. If it is not exactly what his client wanted, he can continue to hack until the client is satisfied, or more often, he gets tired of waiting. If the product never works at all, or is too
inefficient or expensive to put into use, nothing happens to
the programmer. Unlike the traditional craftsman, he does
not get eliminated from the market. The reason for this is
that there are less programmers available in the market.

The method of training of the craftsman is also distinc-
tive. No formal instruction in reading, writing or arith-
metic is required. A young boy would be apprenticed for
several years to a master, and serve as his drudge, assist-
tant and a whipping boy. In return, he would have the privi-
lege of watching the master at work. At the end of a
satisfactory apprenticeship, he might be worthy of employ-
ment as a paid assistant. After an even longer time, he
might become an independant craftsman and hand on the craft
to a new generation of apprentices.

This method of training seems to be similar to the
methods of training of software developers. Reading, writing
and other educational knowledge is not considered important
and relevant for the software developer. After a few weeks
acquaintance with the esoteric mysteries of some standard
programming language, he is thrust into a team engaged in
some half-finished project. Some small and unimportant part
of the project is allocated to him. When the project is
complete, or even before, the experienced members of the
team go off to start a new project, and he is left behind on
care and maintenance duties. If he is lucky as well as wise,
he may learn the software development process by trial and
error and by watching the other experienced programmers.
[Ref. 12].

It is apparent from the above discussion that treating
software development as a craft is a major cause of the
problems existing in the software arena. This approach may
be all right for simple and trivial projects, but is
certainly not appropriate for large and complex projects
which require much more than merely the skills and experi-
ence of a craftsman.
B. SOFTWARE ENGINEERING

Since the craftsman approach is not suitable for the software of today and tomorrow, it is proposed that the activity of software development is by nature an engineering discipline which is not generally regarded as such in the society, today. Some of the most serious consequences of our current non-engineering approach to programming are: [Ref. 8]

- disappointing and shoddy products, often containing simple errors of a fundamental nature.
- Unnecessarily low productivity.
- diversion of a tremendous amount of effort to unproductive tasks.
- frequent failures of such size that major projects must be aborted at a later stage of development.
- generation of fear, confusion, frustration and misunderstanding among direct and indirect users of computer based systems.

The solution therefore lies in going for an engineering approach; but the question is, is programming an engineering discipline? In 1828, on the granting of a charter to the Institution of Civil Engineers, Thomas Tredgold defined Civil Engineering as "the art of directing the great sources of power in Nature to the use and convenience of man." A computer is not a natural force, but its raw computational power outstrips the mere human calculating ability even more than the steam engine outstrips the puny muscular strength of man. So, this can be taken as the definition of the ideals and objectives of Software Engineering: to direct the great computational power of electronic digital computers to the use and convenience of man.

So far as engineering in general is concerned, one can define engineering as those fields of activities which are
concerned with applying the physical laws of matter and energy to the construction and operation of useful machines, buildings, bridges etc. While this was an adequate definition a century ago, it is too restrictive today. It seems to miss, for example, the essence of that part of electrical engineering concerned with electronics. While matter and energy are necessary aspects of the implementation of electronic devices and systems, the purely mathematical aspects of signal processing would seem to be of more fundamental importance. The abstract aspects of the various building blocks used by the electronics engineer and the manner in which he interconnects them to form a system with characteristics different from those of its constituent parts seem somehow to be more essential than the physical embodiment of those elements and systems.

In deciding whether programming is an engineering discipline, the following questions must be considered:

1. Does a significant body of scientific and mathematical knowledge exist which is relevant to programming?
2. Has the programmer mastered a substantial part of that body of knowledge?
3. Does the programmer actually make use of this knowledge while performing his work?
4. Does the final output (software) take an identifiable, tangible form?
5. Is the software produced of practical value?

To answer the first question, whether the body of knowledge relevant to programming is significant and whether a substantial part of it has been mastered by any particular programmer are, of course, subjective judgements. To make these judgements, it is useful to draw comparisons with other accepted engineering fields. We can ask if the body of scientific and mathematical knowledge relevant to
programming is similar in character and size to that relevant to accepted engineering disciplines. On going through the professional literature, we find that the body of scientific and mathematical knowledge relevant to programming has become qualitatively and quantitatively comparable to other engineering disciplines. Before 1960, this was probably not true. Around 1970, the point could be argued. Today, it is true.

The answer to the second question is somewhat in negative. Few programmers have acquired formal academic education in software engineering. The others have tried to acquire similar knowledge through other academic degrees, short courses and experience. At the moment, most of the programmers cannot be classified as engineers so far as formal educational standards are concerned. However, as proposed in the next chapter, it is possible to overcome this setback.

The third question should cause a little controversy. Most programmers do regularly use in their work much of the relevant computer science knowledge they have. They may also make use of a larger fraction of their store of professional knowledge in their daily work than engineers in other disciplines typically do. They could also use much more of software development knowledge, provided they have the opportunity to acquire it.

The fourth question can also be answered affirmatively. A finished piece of software takes on several identifiable, tangible forms: printed listings, magnetic recordings, electronically stored patterns, video displays as well as various types of documents intended for human readers. The behavior exhibited by a software system (or more precisely, by a computer executing the software) can be observed, tested and measured.
While not all software, after it has been produced, has any practical value, much of it must be of considerable practical value—otherwise we would not expend ever increasing amounts of effort to produce more and more. Almost all, if not all, software produced or attempted was at least originally intended to have practical value, that is, to satisfy some real need. Even the recent wave of game software for microcomputer systems must be recognized as satisfying a demand for entertainment and therefore as having practical value. Much of it certainly has economic value.

Thus, after answering the above five questions, it is evident that programming is an engineering discipline. However, few writers and professional groups have recognized it as such. The term "software engineering" was used, more in a provocative than in a descriptive manner, as early as 1968, when the NATO Science Committee sponsored a conference in Europe on that subject. The term "software engineering" was chosen as the title of the conference to express the need for software manufacture to be based on the types of theoretical foundations and practical disciplines that are traditional in the established branches of engineering. Since 1975, the Institute of Electrical and Electronics Engineers (IEEE) has been publishing a journal entitled "Transactions on Software Engineering". Also, since the mid-1970's, several professional societies have sponsored various conferences and symposia with titles including the term "Software Engineering". The Association for Computing Machinery (ACM) has founded a Special Interest Group on Software Engineering (SIGSOFT).

While a definite trend toward the recognition of programming as an engineering discipline can be discerned in the professional, technical and trade literature, this trend is not a strong one. Such recognition has not yet become
widespread by any means. Programming is probably more widely recognized as an engineering discipline in academic computer science circles and among graduates of computer science programs than anywhere else. Such recognition is probably less pronounced among software houses and other software producers. Most purchasers and users of software products would undoubtedly respond to the suggestion that programming is an engineering discipline with an unbelieving smile. While they might wish that this were the case, and might feel that it should be the case, few, if any, would agree that this is the case today. Only few people connected with the software industry have ever really given the matter any serious thought at all. [Ref. 7]. It is high time that managers in the software industry give full recognition to software as an engineering discipline and direct future research and development in this direction.
IV. SOLUTIONS

A. ALTERNATIVES

On examining the serious impact of software crisis on every walk of life, it seems prudent to find ways to overcome it. The following alternatives will be discussed in an attempt to come up with viable solutions to the software crisis.

2. The Technical Approach.
3. The Missing Link.

1. Status Quo

A computer is such a useful tool that even when sloppily applied by beginners and amateurs, the net benefit--after due consideration of the collapses--is still great. Since the benefits are so great, one might ask, "What is really so bad about the current state of affairs? Large quantities of software are being produced which is of considerable value to its users. While this situation prevails, there is really no problem." While the software industry can be proud of the abilities acquired and of positive results achieved, it must be aware of unjustified self-laudation and its likely consequences. The success of software should not be interpreted to mean that a good job is being done, but that more or less by accident, the industry has stumbled onto a good thing. The damage done by software failures in the past was almost always reversible; in the future, it is likely that more and more irreversible damage will be done if serious effort is not applied to change the status-quo. [Ref. 7].
An argument in favor of maintaining the status quo is that attempting to seek perfection is not really necessary in software. If a bug in software affects the system once in several years and causes, say 1% error in a non-critical result, the intuitive conclusion one draws is that no attempt should be made to achieve perfection. However, the question arises that how will it be possible to ascertain that an imperfect program contains only minor errors. Therefore, logically, it should be endeavored to minimize errors to the maximum extent, to foster confidence in the program. Though perfection is not practically possible, trying to achieve it, is a path towards gaining confidence in programs.

Another argument is that only that software should be developed, which is humanly possible. This scaling down of aspirations can eliminate software problems. This argument also does not carry weight because it is a human instinct to look forward and grasp things which are beyond reach i.e. to never be satisfied with the status quo. [Ref. 13]. Moreover, what is there to be satisfied with? The problems are immense and the impact of software is so great on all human activities that maintaining the status-quo does not appear to be a plausible alternative at all.

2. The Technical Approach

Several concepts, technical tools and methodologies are being proposed without analyzing them in pragmatic depth. Structured programming, Top-down coding, modular design, HIPO (Hierarchy plus input-process-output), are just a few examples of such concepts. No one ever does cost-benefit analysis of these concepts, before proposing them for implementation. It has never been ascertained if elimination of "GO TOs" is worth the price of pre-compilers, or if "top-down coding" is really practicable. [Ref. 14].
The person suggesting a new concept is confident in his mind and makes others believe that this one will somehow work, and the world will be relieved of the software crisis. When it doesn't work, the argument is given that it was not applied properly. Even after proper application, not much fruitful results are achieved. Then the software world believes that this was not the right concept, and waits for the right one to be discovered to solve their problems. The next concept is however, no better than the previous ones.

Having tried so many concepts, it is time that the software world understands that emergence of omnipotent, magical, and panacean concepts, tools, and methodologies, to wipe away the software problems, is not likely.

3. The Missing Link

Having seen that the above three alternatives are not feasible, active steps must be taken to change the status-quo. The most important change which must be made is to "get down to basics." On getting down to basics, it becomes evident that a vital link is missing. Several software development techniques and tools are available and much research is going on in this direction. What is missing is the link of management which is so important a link that it forms the base of all software activity taking place in any part of the world. Yet management has been overlooked, due to the dominance of scientists and technicians in the software industry.

The management discipline can be divided into project management, general management and higher-level management. Project management is involved with the day-to-day activities of a project. General management is at a level above a particular project organization. Higher-level management is at a level further above, going beyond the
boundaries of organizations and falling in the domain of the industry as a whole. Even though the first two categories have not been totally exploited and made fully applicable, it is heartening to observe that at least there is a considerable awareness of these among the software developers and managers. It is the absence of higher-level management, which is plaguing the software industry. To overcome the crisis, it is imperative to strengthen the base of the software industry. Hence, the ensuing discussion will be devoted to this high leverage category of management.

B. EDUCATION

Just as a fine surgical instrument is of value only when in the hands of a professionally trained and skilled surgeon, so are the tools and techniques of software technology of full value only when applied by professionally trained and skilled software engineers. Much more emphasis should be placed on building the educational base of the software developers. Much less emphasis should be placed on the search for magical, panacean tools and techniques.

If one traces the productive ancestry of any software system, ultimately the human brain will be found to be its original progenitor. The human brain is, therefore, the primary factor of production of software. In hardware, there is much emphasis on the factors of production like technology and technological skills, but unfortunately much emphasis is not found on the software's factors of production. A software system can be only as good as its developers' intellects are capable of making it. To improve the quality of software, the quality of the intellects which produce it must, therefore, be improved. To increase the quantitative capacity to create software, the requisite knowledge and skills must be transferred to a great number
of human minds. In other words, to improve the quality of software, better education must be provided for the software practitioners; to increase the much talked of "programmer productivity", more practitioners must be educated. Providing more and better tools and techniques to practitioners inadequately equipped intellectually to employ them creatively will not solve the software problems.

Only a small fraction of the programmers of today have completed formal academic programs. While some others have acquired comparable knowledge in other ways, many practitioners have not mastered a substantial part of the relevant body of knowledge. Thus, even if one does conclude that programming is an engineering discipline, not all programmers of today can be considered as engineers. When considering the educational needs resulting from the application of software technology, it will be worthwhile to consider the educational paths followed by those persons technically responsible for the application of older technologies to society's various needs. The designers and developers of any product e.g. buildings, ships, aircraft, are all required to have completed a several years of academically oriented, university level course of instruction, before practicing their professions. The situation is different in the software field. Instead of a university education, reliance is on short courses in programming in the hope that the programmers will do wonders on completion of such courses. Only two institutions, Seattle University and Wang Institute, have awarded master's degrees in software engineering. The demand for such University graduates is much more than the supply. Therefore, it is imperative to widely introduce undergraduate and graduate degree courses in software engineering. Software practitioners should also specialize in a particular application area, such as business software, and scientific software, so that they have
adequate knowledge of the system they are developing. Managers must ensure that they are deployed on software development in their area of specialty. Unless concerted efforts are applied in this direction, the gap between supply and demand of software engineers will continue to widen.

It is striking that the developers of computer hardware are academically trained engineers in contrast to the software developers, most of whom do not possess academic degrees in their area of specialty. It in no way implies that all the credit for this state of affairs goes to the hardware people; nor does it mean that the software managers are dummies. It is just that the academic programs of the hardware designers evolved naturally from already well established courses of study in electrical/ electronics engineering. The evolution took place for the most part within the existing large departments of electrical engineering at recognized academic institutions. It was not necessary to found new departments and faculties to establish the organizational base for sound engineering programs in computer hardware development. In the software field, the situation was much different. Academia experienced much greater problems as no natural base existed on which software engineering could grow in a natural way. However, the sad part is that even after about thirty years of software life, the situation has not changed much. [Ref. 7]. A few curricula for graduate and under-graduate degrees in Software Engineering Engineering have been proposed but not widely implemented. A curriculum for Masters degree in Software Engineering was proposed by Peter Freeman in 1978 [Ref. 15]. Seven years have passed but this curriculum is still in the proposal stage. When long delays in the software development development process, are observed, it becomes clear that the people in the software industry have
become accustomed to procrastination, which explains why the curriculum is yet a proposal. In fact, there is need for a much comprehensive curriculum which includes more of managerial courses and application area courses. The proposed curricula are dominated by courses dealing with various tools and techniques of software development, some of which can easily be substituted by managerial courses. The introduction of an equal amount of management courses is also supported by the definition of software engineering, which states that software engineering is the application of sound, established engineering and management principles to the analysis, design, construction, and maintenance of software and its associated documentation.

One of the causes of the software crisis is that instead of emphasizing education for the software engineers, an alternate route has been taken. In an attempt to circumvent the shortage of qualified software engineers, conscious efforts have been made to deskill programming. By creating the impression that programming requires only minimal skills, highly capable persons have been discouraged from becoming programmers and too many with marginal aptitude and marginal educational qualifications have been encouraged to join the rank of programmers. This effect is more pronounced in the European and Asian countries, where until recently it was socially unacceptable to place a college graduate in the position of a programmer. This effect still persists in the underdeveloped countries. It is therefore, understandable that the quality of the software being produced would be low. If aircraft piloting was deskillled, an increase in the number of crashes would certainly be expected; or if civil engineering was deskillled, a drastic increase in the number of collapses would be observed. [Ref. 7]. Deskillment of programming is therefore, not acceptable. Managers must take cognizance of the consequences of this approach and make serious efforts to curtail progress in this direction.
There is no kit bag of tools and techniques which if learned can ensure success of the software engineer. Software engineers must have a university education comprising of courses in business, management, mathematics, and computer hardware and software plus an application area in which they desire to specialize. Education is also vital for the users and the management. They need not be programmers but at least they should have enough knowledge of the important tool they are using as an aid to their day to day activities. If they expect the computer to provide aid to them, they should also learn to provide aid in the development of its software.

C. SHORT-TERM ALTERNATIVE TO EDUCATION

It is understandable that the revision and implementation of software engineering curricula will take considerable time. Meanwhile organizations have only two choices. One is to hire people with degrees in other technical disciplines such as computer science, electrical engineering or mathematics. The other choice is to lure software engineers from other organizations. None of these choices are satisfactory. Persons with degrees in other disciplines will be lacking in the requisite knowledge required of a software engineer. Robbing Peter to pay Paul is also not a wise solution, as it only shifts the problem to other organization. The problem of the industry still remains.

McGill gives a third choice of cross-training of own experienced engineers in the discipline of software engineering, by various organizations. [Ref. 16]. This training can be conducted in-house with the help of qualified and experienced software engineers and managers. Such training should cover managerial as well as technical subjects deemed essential for effective and efficient
software development. This is however, not a substitute for education, but merely a short-term alternative.

D. SOFTWARE RECOGNITION

Managers regard software as a coat of paint on the hardware. What they fail to see is that the hardware to which the paint is applied is like a street sign. It is useless without the coat of paint. Furthermore, the paint on the street sign must be durable, highly visible, in sharply contrasting colors, and perhaps reflective. The cost of the paint applied to the sign is low, the time necessary to apply it is short, and it can be changed easily. Moreover, the research and development that made the paint durable and visible and made the graphics of the sign meaningful, is also substantial. The same paint and graphics applied to a piece of cardboard convey most of the sign's utility without any metal. The intrinsic value of the sign, therefore, is not in the hardware at all, but in the software. [Ref. 17].

From the earliest days of computing, the purchaser has subconsciously felt that what he was really buying was the hardware. The software was a minor accessory. This attitude reflected the cost structure of computer systems up to the early 1950's, reasonably well. Beginning in the late 1950's and during the 1960's and 1970's, however, the industry's pricing policy did not reflect this cost structure and the typical computer user still had the impression that he was buying the valuable hardware and getting the cheap software as an accessory.

The users must realize that the solution to their problems lies not in the hardware but in the software. When a need for computer arises, they must determine the requirement of software. Only then should they select the hardware required to execute the software. They should really buy the
software and treat hardware as the accessory. This is easier said than done. Even if the user consciously recognizes this fact, his subconscious, however, will still perceive the hardware to be the object being purchased and the software to be an unimportant accessory. There is an understandable reason for this psychological effect. To every human being, even software experts, computer hardware is more tangible than software. The choice of the words "hardware" and "software" can be attributed to this common human perception. The more tangible thing, having more substance, is perceived subjectively to be of greater value. While software takes a tangible form, its essence is perceived as largely intangible and hence of less intrinsic value. No matter how difficult it may be, this deeply ingrained aspect of human psychology must be overcome to subconsciously and genuinely recognize that software is the actual good being purchased.

Software needs to be recognized not only by the entire body of users but also by the industry at large. The importance of software recognition is essential to demand optimum educational standards of software practitioners and to induce the academia to take cognizance of this vital demand.

E. PROFESSIONALIZATION

Should software practitioners be professionalized? This is an important question to be answered. Before coming to any conclusions, we must have an understanding of the difference between a professional and a non-professional. A main difference relates to what they guarantee. The professional never guarantees results, he guarantees instead a certain level of personal qualification for performing the service offered. For example, physicians, lawyers, architects and engineers do not guarantee success. For the non-professional, the situation is reversed. He does not
make any formal representation regarding his personal qualifications or abilities; instead he guarantees that the services rendered or goods delivered will satisfy previously agreed standards or specifications.

At present, software is a no man's land. Neither a guarantee of the correctness of the software is given nor any formal representations regarding the qualifications of the software developers are made. This is obviously unfair to the purchaser who has a right to demand some guarantee of the quality of the software he is obtaining. The typical software developer neither has the qualifications of a professional level to guarantee the product nor is he capable of developing a complex software system in which he can have enough confidence that he can guarantee its performance. Thus, the inability to guarantee the software is due in both instances to the inadequate qualifications of the software developer.

As a step towards overcoming the software crisis, the qualifications of software practitioners must be improved so that they are able to guarantee something. We have to make a choice between professionalization and non-professionalization. Since most of the complex software being developed is not well within the state-of-the-art, professionalization seems to be a plausible alternative. Moreover if the electrical, mechanical, civil and other engineers are professionals, why can't software engineers be professionals. Apart from providing a solution to the guarantee dilemma, professionalization will help enhance the abilities and skills of the software engineers. For this purpose a professional body must be formed on the same lines as other professional bodies like Institute of Electrical and Electronics Engineering (IEEE), Data Processing Management Association (DPMA), American Medical Association (AMA), Institute of Management Accounting (IMA), etc.
Software Engineering should be taken out of the domain of IEEE and the Institute of Software Engineers (ISE) be established. ISE can lay down standards and code of ethics for the software engineers. It can also carry out certification of the software engineers based on qualifying on an examination encompassing all the required disciplines. Besides the long-term benefits, ISE can also provide a short-term solution to the problem of inadequate qualifications of the software engineers. Finally, it can foster wide-spread recognition of the importance of software and thus facilitate elimination of the software crisis.

F. PROGRAMMER'S PRODUCTIVITY

1. Why Increase Programmer's Productivity?

Mankind should not strive to do everything which is technologically possible. This statement stems from the following two propositions.

1. Man should strive to achieve the technological capability to do whatever he decides he should do.
2. Man should not do everything which his technological capability enables him to do.

The application of the first proposition places a responsibility on managers to strive to improve the abilities of programmers to create software which does what has been specified and does not do anything else which could cause injury, loss or inconvenience to the society. This proposition also places a responsibility on managers to strive to improve the programmers productivity. While productivity does not effect what one can in principle do with a given technology, it does effect, what society can in practice do with it. [Ref. 7]. Hence the importance and need for increasing the programmers productivity.
2. Factors Affecting Programmer's Productivity

While all the factors discussed earlier affect the programmers productivity, there are certain other factors which must be taken into consideration. One factor crucial to productivity is that there are tremendous differences between programmers. In 1968, three SDC researchers - Sackman, Erikson and Grant concluded that the most important practical finding of their research was that striking individual differences existed in programmer performance [Ref. 30]. They found that

- Capability to debug differed by factors up to 28-1.
- Capability to code differed by factors up to 25-1.
- Timing efficiency of the resulting program differed by up to 11-1.
- Sizing efficiency differed by up to 6-1.

Schwartz, while studying the problem of developing large software systems came up with similar findings. He found human factors at the heart of the problems and stated "within a group of programmers, there may be an order of magnitude difference in capability" [Ref. 31]. In 1973, Barry Boehm observed productivity variation of 5:1 between individual programmers. In 1978, Myers found [Ref. 32].

There is a tremendous amount of variability in the individual results. For instance, two people found only one error, but five people found seven errors. The variability among student programmers is generally well known, but the high variability among these highly experienced subjects was somewhat surprising--The detection of individual type of errors varies widely from individual to individual.

Raymond Rubey, while exploring the impact of higher order languages on avionics software, wrote [Ref. 33].

A programmer having no prior experience wrote a program that was 100% inefficient, while an experienced programmer wrote a version of the same program that was 20% inefficient. Another study reported a 25%
improvement in efficiency with greater programmer experience. Clearly the programmer's experience is a major factor in achieving high efficiency.

3. How to Increase Programmer's Productivity

a. Skills

The problem is evident from the work of these researchers, but the solution is not clear, i.e. How to get the right people? There has been a period of aptitude tests that did not prove successful. There was not much correlation between test scores and performance. The SDC study also substantiated this fact apart from proving that there was not a consistent correlation between class grades and performance, as well. It means that neither the aptitude tests nor the academic performance are true predictors of on-the-job-performance. The challenge, therefore is to improve the individual skills to increase the programmer's productivity. To face the challenge objectively, first, educational standards of the programmers must be improved. If education has no correlation with on-the-job performance, something is wrong with the educational system. If the programmer's efficiency increases with experience, it is an indication that there is plenty of room for improvement in his skills when he graduates. This gap between the quality of education and the skills required by the software industry must be bridged. There is no short-cut to experience, but proper academic programs leading to a degree in software engineering can certainly enhance the skills of the software engineer. The existing programs in computer science or information systems are not bad. These programs are sure to provide good computer scientists or managers to the industry but not good software engineers. One or two courses in programming languages are not sufficient. Six or seven
basic programs cannot make a student a programmer. Much more exposure to programming and to other software development tools and techniques is required.

b. Certification
The second solution to increasing programmer's productivity is certification of software engineers. There is certified data processor exam and the ACM self-assessment program, but their results also show no correlation with on-the-job performance, because the persons who obtain such certification are obviously better data processing or computer professionals but not better software engineers. Therefore, as proposed earlier ISE must be established soon, which should provide certification of software professionals.

c. Right Man for the Right Job
With appropriate education and certification, individual differences in programmers efficiency will be reduced but not totally eliminated. After all programmers are also human beings and they are not meant to be alike. The programmer armed with educational and professional qualifications, needs to be evaluated by the management. On the basis of this on-the-job evaluation and experience, programmers must specialize in the areas of interest in which they have natural aptitude. Some programmers will be better in coding, some will have a natural talent for debugging and some will be good in planning or maintenance. Onus lies on the management to ensure that right man gets the right job, if overall productivity has to be increased.

d. Environment
The programmer of today has a rich variety of projects at hand. The environment in which the programmer works, varies with the projects on which he is involved.
From air-conditioned, carpeted offices to temporary buildings at a far-flung site, there is not and cannot be a "one-only" working environment for the typical programmer.

The idea of providing a good working environment as a step towards increasing programmer's productivity, and thereby overcoming software crisis, sounds trivial. Nevertheless, this apparently trivial aspect has serious implications on the long run. Working environment does affect performance. The famous Hawthorn studies dealing with the effect of lighting on productivity, supports this contention. Now the question arises that what is really a good working environment for a programmer? Unfortunately, the computer literature has not much to say on this subject.

Apart from the normal comfort requirements like lighting, air-conditioning, and heating, there are some aspects of programming which call for unique needs in a working environment. The programmer must understand the "big picture" of the problem he is involved in, and be able to discuss it meaningfully with his management and customers. He must also work at the nitty-gritty level with coding sheets and memory dumps in a foreign language. The working environment should cater for these diverse requirements. In the big picture realm, there should be conference rooms to which the programmer and his superiors may retreat to haggle with a customer, without disturbing others. Conference rooms can also be used for meetings of team members involved in a project. In the nitty-gritty realm, the programmer must have an independant office where he can go for thinking and coding. [Ref. 4] Apart from providing an isolated environment suited for thinking and coding, separate office will also enhance the status of the programmer. After all, he is a human being first, and then a programmer. His needs are therefore, more or less same as any other employee in the organization.
G. BRIDGING THE GAP BETWEEN ACADEMIA AND INDUSTRY

Let us look at the academic and industrial world of software. Researchers in the academic world go for those things which they consider interesting. They are rewarded for this by the recognition of their peers. In the industrial world, researchers go for those things which they consider useful. They are rewarded for this by the recognition of their management.

This conflict of interests is not a minor thing to be ignored. The academician looks with some disdain on things which are merely useful. The industrial person looks with some disdain on things which are merely interesting. Each side is thus making judgements about the basic goals of the other. Actually, the pursuit of interesting work is an ethic to the academician, and the pursuit of useful work is an ethic to the industrial person. Proofs of correctness, requirements language and symbolic execution are examples of things which are interesting but not really useful, and so they interest the academician. Testing, requirements reviews and peer code reviews are useful but not really interesting, and so they interest the industrial person. Where does this dichotomy leads to? Well, it leads to lack of knowledge sharing. The researcher who pursues primarily interesting problems communicates poorly with the researcher who pursues the useful ones.

It is time for academic and industrial people to review their ethics. There is no problem in working on interesting or useful problems as both are legitimate. The problem is disdain on each others part and lack of knowledge sharing.

There are other differences too between the academicians and the industrial people. One major problem is that they don't talk to each other, and even if they do, they will not understand each other. Journal of ACM kind of article will
never be published in Datamation, and even if it does, no one will understand it, as the jargon of academicians are different form the industrial world. Then, one can find mutually exclusive audience in academic computing conferences and industrial computing conferences. Academicians do not understand the immense complexity of the industrial world and industrial people do not understand what the academicians are doing for them.

One more problem is that the practitioners don't write. The "Publish or Perish" syndrome forces academics to write, and write too much. The "Proprietary" syndrome forces the practitioners in the opposite direction. There are brilliant practitioners who can benefit the software industry by sharing their experiences with others. Managers must therefore, encourage them to write, and bring their experiences to the public's knowledge, by remaining within the confidentiality limits of their organization. [Ref. 14].

The gap between both these professionals must be bridged if the computer industry in general and software industry in particular, is desirous of attaining any synergy. One way to bridge this gap is to have greater contact between them through university-industry exchange programs. The practitioners should take regular courses at universities and the academicians should spend regular periods in an industrial environment. This can make the academicians/researchers aware of the needs of the practitioners, and make practitioners capable of meeting the demands of changing technology. [Ref. 18]. Both these factions can gain a lot from each other, which will in turn be beneficial to the industry as a whole. If the academicians and the industrial people join hands and work in the same direction, there is no doubt that the days of software crisis will be numbered.
H. MANAGEMENT - TECHNOLOGY OVERLAP

In software development, there are both technical and management problems, and there is some overlap between them. Technical problems include coding techniques, design methods and programming standards. Management problems include, for example the aspects dealing with people, like training, motivation, turnover, scheduling of jobs, etc. However, overlap occurs on many items. For instance, documentation of software is both a technical and a management problem.

Generally, documentation is regarded as the thing to be checked to ascertain quality of the software package, which is not correct. Quality can be evaluated only from the listing of the program, as it truly represents a software product. It is the only fully accurate and up-to-date representation of the code which computer executes. Managers are charged with the responsibility of evaluating the quality of the software product, whether they accept it or not. Nonetheless, they tend to avoid reading the program listings because they lack the required technical competence. They like reading English like documentation and evaluating the quality on a wrong basis. Managers who do not read program listings cannot tell whether the documentation is correct or not. Therefore, the programmers take advantage of this handicap of the managers. Programmers are too bored with each others code and testers do not have to look beneath the behavior of the program. Ultimately managers are responsible for the quality and they also do not do the right evaluation. It is not because they do not want to, but it is because they do not have the ability to do so. As a result, the poor software suffers.

Therefore, managers must learn some of the technical aspects of software development. Likewise, the technical persons must learn some of the managerial and organizational
issues, to carry out their job efficiently. There is a word of caution, however. The management-technology overlap emphasizes learning of the required discipline by both the parties. It in no way implies taking over the jobs of each other. A common problem observed in developing software is that competent technical people become managers and spend most of their time dealing with administrative problems at which they are less competent. There are several solutions to this problem. First, technical people should not be promoted to managerial positions, on the pretext of job-recognition. Their career paths should be established within their own specialty. This point is covered in depth in a later chapter. The second solution is the inclusion of managers/administrators in software projects. Finally, team form of leadership, with one person providing technical guidance, and the other handling administrative matters, is another alternative. [Ref. 19]. In no event, the technical people, no matter how competent they are, should be made managers, as they will always make either mediocre or poor managers. Loosing a good technician, and getting a bad manager is not a plausible alternative.

I. REINVENTING THE WHEEL

It has been said that programmers always try to reinvent the wheel. They waste a considerable amount of time in discovering facts which are already known. The only way to avoid this syndrome is to share. If the programmers share each others work, they can increase their productivity and reduce frustration.

Programs can be divided into two broad categories.
- Private.
- Public.
1. **Private Programs**

Private programs are written by students which do not have to be reliable, portable or documented. Such programs are a kind of one-to-one communication between the programmer and the computer. They are considered as personal objects whose sole owner is the programmer. The tasks of specification, design and implementation, all are undertaken by one person. These programs are discarded soon after they are run.

2. **Public Programs**

Public programs are usually written by more than one person. They are generally large and complex, and so it is not possible for one person to undertake all the tasks of specification, design, and implementation. They have to be reliable, portable and documented. They usually tend to have a long life.

Programmers are not trained to write public programs. Their training process focuses on writing small private programs. Such type of training creates an attitude that programs are personal property and if the authors can run them, it is a job well done. The students learn to write small programs which do not have any practical utility and are merely for getting to know a certain programming language. Partly, due to time constraints in an academic courses, the programmers get the misconception of writing private programs. These poor programming habits and attitudes, which are ingrained in the programmer by the educational system are hard to change later. They keep thinking that programs are personal property and so cannot be shared. Moreover, building on programs of others is questionable in the academic circles whereas it is common sense in the real world. In the academic world copying is considered wrong,
whereas in the real world, cutting and pasting from other programs to make new ones is expeditious and wise. Sharing is therefore, considered bad by the programmers even when they are confronted with large public programs.

The solution to this "re-inventing the wheel" syndrome is to teach programmers to share. They should be taught to develop large public programs, but the conversion from private to public programs should not be sudden and abrupt. At first, they should be given experience in working with small public programs and then they should be involved in larger programs. Managers should make the programmers understand that any program worth writing will be useful to someone, sooner or later. Therefore, they should make the software reliable at the first instance, keeping others in mind. For this purpose, they should plan for the software to be public, and should design and document the programs and label all outputs. [Ref. 20].

J. TRANSITION FROM LABOR-INTENSIVE TO CAPITAL-INTENSIVE INDUSTRY

Software development is predominantly a labor-intensive activity. Research efforts are going on to automate the development process, but it still remains a manual task. If the situation does not improve, the requirement of software engineers which are already scarce, will increase manifold. Martin estimates that there are presently 300,000 programmers in the United States, and predicts that 28 million programmers will be required ten years hence, unless there are drastic changes in the manner in which software is developed [Ref. 21]. On the other hand, hardware which is capital-intensive, is getting cheaper. IBM 370 equivalent computer has got down to a single card with three microprocessor chips, and it is expected that eventually, it will
be available on a single chip. The software development tasks should therefore, be shifted to hardware, as much as possible. Software crisis is due to increasing amount of automation requiring more, better, and complex software. Automation is the cause of software problems, and it is automation which can reduce these problems.
V. SOFTWARE AS A PRODUCT

A. THE PRODUCT CONCEPT

Products do not just emerge. They are planned and designed to meet certain specifications and are built because management recognizes certain needs which they have the potential to fulfil in a profitable manner.

Products perform useful functions. Moreover, many copies of it can be made, manufactured or replicated so that there is usually a large customer base (users/clients) for the product. Then, they are supported with promotion, training and maintenance.

Another attribute of a product is that it has concrete external specifications. Documentation is usually supplied with the product that describes in detail the functions that it performs and also how they are performed.

Usually a product is part of a system of products and must be assembled and installed either by the end-user or by a specialist representing the supplier. To assist this assembly, additional documentation is provided by the supplier.

If a product is new, complex, or different from other products, then training is often provided. Training can be given in two ways. It can be a self-instruction process, by making use of the manuals provided by the manufacturer. Else, supplier arranges formal classroom instruction, in case the product is highly complex. Training covers what is given in the documentation i.e. how to install the product and how to use the product.

The documentation and training mentioned above covers the external features of the product. Apart from this, there
is other documentation which includes features internal to the product i.e., how the product works, how it was built and what parts it uses. Manufactured products can include manufacturing drawings and specifications, bills of materials, and sources of supply for parts and raw materials. For software it includes specifications, listings, programs, data generators and bills of materials. For maintenance of the product, more internal documentation is required, which includes enough of the principles of operation of the product to satisfy the needs of the person carrying out the maintenance. It also includes specific instructions for trouble-shooting and for repairing common malfunctions. User must also have access to maintenance service or he should be prepared to maintain it himself, throughout the useful life of the product.

In case of a product having a long useful life, the documentation also includes adequate internal description of its operation to allow modification of the product, either by the user himself or by his technical agent. A major example of such attribute is the automotive market. Considerable internal documentation is required by auto enthusiasts to facilitate performance enhancements or to exchange engines. Such documentation is used to tailor or customize the product for a unique use. It is also used to enhance or upgrade the product when design changes come about through experience gained in using the product or when new features are introduced by the manufacturer. Aircraft industry is a good example: worn out engines are often replaced with new designs.

Another important attribute of products is quality control. The product must behave reliably and predictably as described in the documentation, and identical copies of the product must behave in exactly the same manner. [Ref. 17].
If we examine the above attributes of products, we come to the conclusion that almost all these attributes are present in software. Yet, many managers do not treat software as a product. A reason often given is that software cannot be seen or felt. It may be worth noting that products in gaseous form cannot be felt either, but they are still considered as products, for example gas filled in a cylinder can neither be seen or felt, but the fact remains that it is a product.

B. REQUIREMENTS - THE SOREST SPOT

1. Import and Impact

Requirements definition is the most important phase of software development as the entire life of the software product, right from inception to obsolescence depends, on it. A considerable research is going on to find out means to automate the software development process. All the phases of software development can be automated except the requirements definition. Human interface will still be required to determine the needs for the product, and it will thus remain for the most of the part, a manual and labor-intensive process.

It is also a well accepted fact that maintenance occupies a major portion of the software costs. Industry surveys have indicated that 70% of the software costs are attributed to its maintenance, and 40 to 95% of the manpower effort in typical industrial applications occur during the software maintenance [Ref. 22]. Moreover, most of the maintenance is due to changes in the requirements, of which an over-whelming portion is of the avoidable changes.
2. The Users Dilemma

The most common reason of software failure is inadequate requirements definition. Maintenance occupies a major portion of the software costs because the requirements are not fully defined before proceeding with the development of the software. The software developers do not know what their product is required to do. As a result, they produce software which is not what it was meant for. Requirements definition is an essential and most important input to the software development process. Requirements are needed by the developer, but are to be obtained from the users, over whom he has no control. Yet he is responsible. It certainly sounds odd. How can a person be responsible for something over which he does not have any control. It is not only against the basic management principles, it is against common sense. Nevertheless, the fact remains that the software developer is at the mercy of the users.

Users are busy and so is everyone. Software developers have to urge and beg the users to spare some time for the requirements. After considerable effort, the requirements are given, which are incomplete and usually incorrect. Users do not take any interest and do not devote much time to this process on the plea that they are already hung up in their day-to-day activities. More often, they are not aware of what they want the computer system to do for them - they are not cognizant of their needs. In other times, they know what they want but are not able to articulate it. Consequently, they develop the following strategies, which are nicely explained by Laura Scharer [Ref. 23].

a. The Kitchen Sink

This strategy is employed by those users who throw everything into their requirements definition. The
outstanding characteristics of this strategy are exaggeration and a protective overstatement of needs. An overabundance of reports, exception processing, and politically motivated system features are also symptomatic. The Kitchen Sink also provides a marvelous cover-up for the user who doesn't know what he wants but who can bury that fact in the sheer volume of his requests.

b. Smoking

Known also by its full name, "Smoke Gets in Your Eyes," this strategy is practiced by the user who sets up a smokescreen by requesting ten software features, knowing that he really wants only one of them. The nine extra gives him a bargaining power, at least he thinks so. The smoker is usually an experienced user who is consciously manipulating the definition process as opposed to the Kitchen Sink user, who is usually naive in believing that he really needs everything he asks for.

c. The Same Thing

Sometimes a euphemism for the embarrassing words, "I don't know," sometimes a sign of laziness "Just give me the same thing I am getting now," are the hallmarks of this strategy. The latter statement is sometimes qualified in many ways such as "... but more accurately," or "... but more timely," or "... but computerize it. "The user who employs the "Same Thing" strategy is often satisfied that he has told the analysts everything they need to know to proceed. In fact, the only thing the analysts really come to know is that the user is not aware of what his current system does, and that he does not want to take the time for an introspective review of his own functions and problems.

In all of these three strategies, we observe that the requirements are not adequately defined. The more
interesting aspect is that no sooner the requirements are given, they are changed. These changes keep coming even up to the eleventh hour, and the developers keep accepting them whole-heartedly on the plea that "programs must evolve." "I didn't mean that," "Actually I want this," "It was then, I wanted that, but now I want this." These kind of statements are often heard by the software developers during and after the development process. One can hear such comments from the users, minutes before the acceptance phase. Even after acceptance and implementation, these phrases are not too uncommon.

3. The Effects

The above state of affairs leads to schedule slippages, excessive maintenance, costs overruns, and software failures, which is exactly what is known as software crisis. With constant changes the job has to be redone or code modified, which consumes time, causes delays and involves costs. This, therefore makes it difficult for the software developers to adhere to the schedules and remain within budget. Inadequate and incorrect requirements definitions, does not meet the users' requirements, so the software fails to perform the functions desired by the users, or more precisely meant by the users.

Another impact is on software productivity. It appears from the foregoing discussion that software productivity is dependant on the quality of the users. If users are cooperative and knowledgeable, the productivity will be higher and vice versa. Generally, the users do not possess such attributes, and consequently the software productivity suffers.
4. The Answer

It is obvious that we have a dilemma which warrants serious consideration. As mentioned earlier, software is a product. Therefore, this problem can be solved by treating software as similar to any other industrial product. For illustration purposes, let us take the example of automobiles. While manufacturing automobiles, the manufacturer is not required to go to each user to ascertain what they want. He simply carries out market research, either in-house or through an outside agency. This research establishes the general preference of the users/customers. The automobile is then manufactured keeping in view these preferences and other factors such as economics and technology, into consideration. There is no doubt that that the automobile will not meet the needs of every potential user. However, it is brought to the market and sold. Customers buy it, if it meets most of their needs as compared to any other make available in the market. Thereafter, they either match their needs/preferences with this particular automobile, or they modify it if they feel like. For instance, they may like to modify the engine to make it work with diesel instead of gasoline. There is, however, another alternative, of buying a customized one if the customer's budget permits or if it is considered absolutely necessary. This analogy is not unique for automobiles only, it holds good for any other product.

Software can be treated in the same manner as automobiles, or for that matter any other product. What is meant here is that software should be standardized, as far as possible. It should be developed after obtaining the requirements/preferences of the general body of users. Specific users should then match their needs with the software product, and not the other way around, as is being done
at present. However, it may not always be possible to match own needs with the product. In that case, users can modify the software either in-house or through the manufacturer. This should however, only be done if the need for modification is too pressing. For instance, when a company wants to maintain confidentiality about data and type of business practices being implemented or when a scientific program is required for special purposes, or when there is a change in legal requirements. The trade-off between modifying and matching to the needs versus adapting own needs to the software product, must be examined and evaluated. In other words, software should be modified only if the benefits outweigh the other approach of its adaptation to own needs. It must also be kept in mind that programs have limitations, and they should therefore, be used only for what their capabilities permit. An automobile cannot be driven beyond the maximum speed limit imposed by the manufacturer. Similarly, programs should not be run for purposes not specified by the manufacturer. Another alternative to extensive modifications is to have modules available separately, just like spare parts for any other product. These modules should have the properties of coupling and cohesiveness, so that several modules can be assembled together and a program made.

Modifications should in no way be done for trivial reasons. Modifying an inventory or payroll package, just because a company has different formats of forms, is not advisable. In such a case, the formats of the forms can be changed, if all the information can be provided by the software package. Often modifications will not be required. Moreover, modifications will involve lesser costs as compared to in-house development of a new product or development of a customized product outside. The standardized software product will be much cheaper as compared to the customized one. Therefore, several similar products will be
available in the market for the user to choose from. The user can pick the one which caters for the maximum number of his needs.

There is another advantage of this product approach. Costs of manufacturer of the software product will be spread out and so the customer will pay little price. When software will be cheaper, it will be more affordable. With hardware already being cheaper and affordable, more and more applications of computers will be seen, which will benefit the society as a whole.

If due to peculiar needs, a company decides to have a customized software developed, whether in-house or outside, then the onus of providing accurate, adequate and specific requirements must lie with the management. For this purpose, management must develop sufficient awareness of computers. Managers should not consider computers as an evil but as an aid to their decision making. Similarly, they should ensure that the lower level users also consider it as a helpful tool in their day-to-day operations. Once this awareness is there, the management can press the users to define the correct requirements. After the requirements are given to the software developers, they should not be changed unless it is unavoidable. By unavoidable changes I mean those necessitated by virtue of new legislation or new technology etc. Software recognition and education of all concerned can help in this regard as contemplated in the previous chapter.

C. USER ORIENTATION VS CUSTOMER ORIENTATION

By discounting the importance of user, it is by no means implied that software developers should develop what and how they feel like. Of course, they must give due consideration to the potential market and to the utility of the software
product, once it comes into the market. What is meant here is that a different stance should be taken. In the product concept, the software needs to be marketed, and as in marketing of any other product, customer is always the king. Therefore, his needs have to be met. It must be remembered that there is a difference between the earlier version of user satisfaction versus this customer satisfaction. The former denotes total dependency, whereas it is not so for the latter. The following points will further differentiate and clarify this issue.

1. User Orientation

- The developer is acquainted to the user to some extent or is organizationally related to the user.
- The user specifies his requirements directly to the developer.
- The user has one to one communication with the developer.
- The user participates in design reviews.
- The developer installs the software for the user.
- Problems in using the software are resolved by direct interaction between the user and the developer/maintainer.

2. Customer Orientation

- The developer is neither acquainted with the users nor he has any organizational relationship with them.
- Requirements of the users are either deduced by the developer or are presented to him by an intermediary, such as a market research organization.
- There is no one to one communication between the user and the developer.
- Users do not participate in design reviews.
Software is installed by the users themselves or someone else other than the developer does it for them.

Problems are resolved through correspondence, sometimes through an intermediary.
VI. THE HUMAN FACTORS

Programming is a human activity and programmers are human beings. Elimination of the software crisis demands effective management, which in turn requires the managers to treat programmers as human beings and not as another machine constituting the computer configuration. Programming is a labor-intensive activity and human beings are the principal factor of software production. Therefore, to increase software productivity, the human factors warrant serious consideration by the managers.

Once we accept software developers as people first and then programmers, we have reason to believe that managerial theories and practices such as Herzberg's two factor theory of motivation, Maslow's hierarchy of needs, McGregor's theories X and Y, are all applicable to the software people to the same extent as they are to any other category of people.

A. MOTIVATION

Motivation is the means by which the potent wellsprings of human energy and creativity are directed towards people's desired goals. Most productivity studies have found that motivation is a stronger influence of productivity than any other contributing factor. [Ref. 24].

Motivation of software people is vital if we want to increase their productivity. First, we need to understand their objectives and then we need to incorporate these into the corporate decisions. We must also understand how the motivating factors of software people differ from other groups of people. A programming experiment was conducted by Weinberg which concluded that programmers have high
achievement motivation [Ref. 25]. If good achievement is defined with regards to what managers want form the project, the programmers will tend to work hard to give what is asked for. Another survey indicates that data processing people which consisted of a dominance of software people, are better motivated by growth needs than by social needs as shown in Figure 6.1 [Ref. 28]. One more study highlighted that distinction made by Herzberg between "hygienic factors" (supervision, administration, working conditions, salary, and inter-personal relations) and "motivating factors" (achievement, recognition, the work itself, advancement, self fulfillment, and participation), held good for data processing persons [Ref. 26]. However, marked differences were observed between the factor profiles of data processing persons and the overall population taken by Herzberg.

![Figure 6.1](image)

**Figure 6.1** Comparative Growth Needs and Social Needs
TABLE 1
Comparison of First Level Motivational Factors
Data Processing Professionals Vs General Population

<table>
<thead>
<tr>
<th>General Population (Herzberg and others, 1959)</th>
<th>Data Processing Professionals (Fitz-Enz, 1973)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Achievement</td>
<td>1. Achievement</td>
</tr>
<tr>
<td>2. Recognition</td>
<td>2. Possibility for growth</td>
</tr>
<tr>
<td>3. Work itself</td>
<td>3. Work itself</td>
</tr>
<tr>
<td>4. Responsibility</td>
<td>4. Recognition</td>
</tr>
<tr>
<td>5. Advancement</td>
<td>5. Advancement</td>
</tr>
<tr>
<td>7. Possibility for growth</td>
<td>7. Responsibility</td>
</tr>
<tr>
<td>8. Interpersonal relations, subordinate</td>
<td>8. Interpersonal relations, peers</td>
</tr>
<tr>
<td>10. Interpersonal relations, superior</td>
<td>10. Salary</td>
</tr>
<tr>
<td>11. Interpersonal relations, peers</td>
<td>11. Personal life</td>
</tr>
<tr>
<td>12. Supervision, technical</td>
<td>12. Interpersonal relations, superior</td>
</tr>
<tr>
<td>15. Personal life</td>
<td>15. Company policy and administration</td>
</tr>
</tbody>
</table>

The rank order of motivational factors in the survey of Herzberg and in Fitz-Enz survey are given in Table 1, which summarizes the differences in both. This summary also supports the results of Cougar-Zawacki [Ref. 27], which indicates high preference for growth amongst the data processing people. Growth was ranked seventh in Herzberg's survey, whereas it is second in Fitz-Enz survey. The other major differences were that data processing persons are more strongly motivated by opportunities for technical supervision, by peer relations, and by personal life. They are less strongly motivated by responsibility, salary, and status. Another interesting point is that these differences were more pronounced in case of software people than they were among other computer people.

Sometimes managers assume that lack of performance implies lack of motivation, and of course they are wrong.
Nonetheless, what they do is that they then try to supplement the lack of inner driving force with a little outer driving force, just when the programmer is suffering from too much. They should understand that increasing driving force will first increase performance to a maximum, beyond which addition of further driving forces will soon drive the performance to zero. It has been observed in research that this rapid fall-off is more pronounced in complex tasks, and programming is a considerably complex task. For instance, programmers are pressed hard to find out errors in their programs, quickly. Consequently, they try hard for the rapid elimination of the errors but they do not succeed.

In view of the findings of the surveys mentioned above, managers should keep in mind that the motivating factors for software people are different from those for other people. In the interest of having a better product, managers must give high priority to motivation of the software producers.

B. WATCH OUT FOR THE COMPULSIVE PROGRAMMER

In every computer center, one can find bright young men of disheveled appearance, often with sunken glowing eyes, sitting at computer consoles, their arms tensed and waiting to fire their fingers, already poised to strike, at the keys on which their attention seems to be riveted as a gambler’s on the rolling dice. If not in such a situation, they sit at tables full of computer printouts. They work for twenty to thirty hours at a stretch. They are not much concerned about food, and they sleep a few hours and then go back to the computer. They are not much concerned about their hygiene and bodies, and about the rest of the world. When they are involved in any job, they exist only for the computers. These are the kind known as compulsive programmers.
The compulsive programmers are distinguished from the professional ones, as the latter address themselves to the problem to be solved, whereas the former see the problem merely as an opportunity to interact with the computer. The ordinary professional programmer usually discusses his programming problems with others. He does considerable planning before proceeding with the actual design and coding. He therefore, spends considerably less time on the computer, and may even allow others to key in his program. He is usually, organized and goes about doing his job systematically with a slow and steady pace. If he encounters some errors in the program, he will get away from the computer and look for the errors and bugs in a peaceful, non-computerized atmosphere. He will allow others to run his program, and thus the time which he saves, he spends on documenting the program and doing other beneficial works. He regards programming as a means to the end, not as an end itself. He gets satisfaction from solving a big problem, and not from bending the computer to his will.

The compulsive programmer is usually a good technician. He knows every detail of the computer he is working on. He is often tolerated in computer centers because of his knowledge of the system and because he can write small programs quickly, in one or two sessions of say, twenty hours, each. His programs are used in the computer center after some time, but there is a drawback to that. Since he can hardly be motivated to do anything except programming, his programs are not documented. Therefore, he is the only one who can understand his own programs. Consequently, he is assigned to teach his programs to others. He is like a bank employee who doesn't do much for the bank and yet he is retained because he knows combination to the safe. Usually, he likes to work on large programs. In making such programs, he has ambitious but imprecise goals. For example, he would like to create a
new computer language or create a system which can make it easier for others to write super-systems. He has the conviction that all such projects require nothing but computers and programming. Of course, he has lots of such knowledge, but during the process, when knowledge from outside the computer world is required, he is stuck.

The compulsive programmer spends almost all of his time, working on computer, but he doesn't call it working. Instead, he calls it "hacking." The dictionary meaning of "to hack" is "to cut irregularly, without skill or definite purpose; to mangle by or as if by repeated strokes of a cutting instrument." As mentioned earlier, he does have enough skills, but he is without definite purpose. He does not believe in setting forth a plan and goals, because he has the technique, no doubt, but he lacks knowledge.

Software systems can be built without plan and without knowledge, just as houses and buildings can be built in a similar manner. The important point here is that as the system becomes large, it also becomes unstable, when built in such a way. Eventually, it results in failure of the software and in extensive chaos. There is therefore, a word of caution for the managers. Managers! if you want to avoid software failures, set objectives and goals, plan and design properly, and have plenty of documentation. In other words, managers! watch out for the compulsive programmer. [Ref. 29].

C. STAFFING

Software productivity varies from individual to individual. This high degree of variation is ideally suited to enhance productivity by using the right people. The question of having the right mix of people leads us to the staffing principles which should be followed by the managers with
regards to the software persons. Boehm discusses five basic principles of software staffing, which are as follows [Ref. 28]. These principles are as follows.

1. The Principle of Top Talent
2. The Principle of Job Matching
3. The Principle of Career Progression
4. The Principle of Team Balance
5. The Principle of Phase Out

1. The Principle of Top Talent

Since there is a wide variation in productivity among different software practitioners, only the better people should be hired. Few better people will give a better output than many bad ones. Of course, they are going to cost more, but the additional cost will be offset by the benefits of having increased productivity.

2. The Principle of Job Matching

This principle suggests that the tasks should be fitted to the skills and motivation of the people. Managers should ensure that jobs are matched to the skills a person has, for instance, a person good in coding may not be good in documenting. A common violation of this principle arises when the programmers are promoted to management cadre. This usually does not work, and consequently much more mismatches, frustrations and damaged careers are observed in software engineering than in any other field. The reason for this is that on the average the data processing personnel have low social needs, whereas managers generally rank it high.

3. The Principle of Career Progression

The basic premise of this principle lies in helping the software people to self-actualize i.e. enabling them to
bring out the best in them. Software people achieve a good deal of self-actualization by becoming better software professionals. This principle highlights that that managers should help the software people determine how they want to grow professionally, and to provide them career development opportunities. Managers should curb the tendency amongst the software people to become irreplaceable. Instances do occur when a person does a job exceptionally well and thereafter he is always assigned that job. Such instances are frequently found in maintenance of software. Some software professionals become expert in maintaining certain piece of software, and so the managers do not allow them to work on anything else. Consequently, these people get stuck in this particular job, and eventually they feel better to quit the organization.

4. The Principle of Team Balance

This principle indicates that people should be selected who will complement and harmonize with each other. Apart from balancing the technical skills, the psychological factors peculiar to the software people, should also be balanced.

5. The Principle of Phase Out.

Survival of the fittest is what this principle stands for. Therefore, the software professionals who are not giving their optimum, should be eliminated. However, this should be the last resort. Before that, efforts should be made to rotate the person to some other job in which it is felt that he has interest. If all such efforts fail, then it is better to phase out the misfit person.
D. CAREER PATHS

As mentioned in the section on motivation, software professionals are motivated highly by growth, achievement and recognition. Therefore, managers must ensure that adequate career paths are established for them. Several ladders can be established, like

- Associate Software Engineer
- Assistant Software Engineer
- Software Engineer
- Senior Software Engineer
- Executive Software Engineer
- Chief Software Engineer

Alternatives for Engineer should also be established, such as "Evaluator" for the test function, "Writer" for the publications function, and "Analyst" for the support function. Formal descriptions should also be provided which define increasing responsibility and comparable experience for comparable titles. For instance if Senior Software Engineer requires ten years of experience, Senior Software Evaluator should also require the same amount of experience.
VII. CONCLUSIONS AND RECOMMENDATIONS

The preceding discussion somewhat understates the success of the software-producing sector of our society. Obviously, there have been substantial successes, which more than offset the negative effects. Scientists and technicians have done a lot and are still doing much. They have toiled hard, shedding enough of their sweat in developing a host of techniques and tools for software development. It's now time for the managers to step in and contribute their share. The situation is not so dismal as projected by most of the pundits in the software field—probably as a result of frustration.

In the not too distant future, our way of life is going to depend on the computer technology as it depends on technologies like electrical power, aircraft, automobile, radio and television. If there is a delay in the wide-spread application of computer technology, it will be because of software and not hardware. Managers must realize the existence of software crisis, and its serious impact on every walk of life in general, and to the business sector in particular. If optimum benefits are to be obtained from the new technology of computers, concerted efforts are required to eliminate the software crisis. Importance of software must be recognized and research efforts be put on the right path. For this purpose, software should be treated as an engineering discipline.

Omnipotent, panacean tools and techniques for software development do not exist. No software development tools or project management tools can compensate for the software engineer's lack of knowledge, skill and understanding. The
onus lies on the managers to ensure proper education of the software engineers, the users, and last but not the least, their own selves. Curriculas for under-graduate and graduate education in software engineering need to be prepared, which should include an equal amount of managerial and technical courses. The curriculas proposed several years ago should be modified accordingly, and then implemented. A graduate course of study leading to the degree of Master of Science in Software Engineering (MSE), should be introduced widely. In-house training of experienced and qualified engineers in other disciplines can serve as a short-term solution.

To overcome the problem of guaranteeing the software product, the software engineers should be regarded as professionals. The Institute of Software Engineering (ISE), needs to be established, to carry out the tasks of certification of software engineers, and enforcement of code of ethics for them. Due to the acute shortage of software professionals, increasing their productivity warrants serious consideration. Enhancing their skills, and catering to the environmental and human factors can go a long way in obtaining optimum performance from the programmers.

Academicians and practitioners need to work more closely, and share their knowledge and experiences with each other. Similarly, managers and the technicians should learn the broad aspects of each others' disciplines. They should however, retain their existing jobs. In no event, the technical people should be made managers. They should have career paths in their own specialties. Sharing of knowledge extends to the programmers as well. Instead of "re-inventing the wheel," they should share each others' programs and learn lessons from each others' experiences.
Software should be treated as a product, similar to any other industrial product. It should be standardized, as much as possible. The organizations need to be encouraged to make use of the standard software product, unless there are other pressing requirements. In-house development and modifications of software be discouraged by the management. Software should be developed in-house only if there are peculiar needs of the organization. It should be modified only if there are inevitable changes. Requirements for software development should be ascertained from the market as a whole, and not from a few specific users, unless it is a customized product.

Managers must realize that software developers are human beings first and then programmers. Therefore, the personnel management theories and practices, are equally applicable to them as they are to any other category of people. They need to be motivated, and their peculiar needs are required to be fulfilled. They should be staffed properly, and career paths need to be established for them.

Shifting of software development tasks to the cheaper hardware provides the potentials of reducing the time and costs involved in the development process. A data bank of standard algorithms and modules needs to be established and economic evaluation of the technical tools and techniques is warranted.

If the fore-mentioned actions are taken, there is no doubt that technical and project management tools will yield fruitful results. The software industry in general, and the managers in particular, must strive to take the required actions, if there is a will to wipe out the software crisis, thereby obtaining the optimum advantages from the computer technology for the benefit of mankind.
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