Abstract

The development of complex software systems is driven by many diverse and sometimes contradictory requirements such as correctness and maintainability of resulting products, development costs, and time-to-market. To alleviate these difficulties, we propose a development method for distributed systems that integrates different basic approaches. First, it combines the use of the formal description technique SDL with software reuse concepts. This results in the definition of a use-case driven, incremental development method with SDL-patterns as the main reusable artifacts. Experience with this approach has shown that there are several other factors of influence, such as the quality of reuse artifacts or the experience of the development team. Therefore, we further combined our SDL-pattern approach with an improvement methodology known from the area of experimental software engineering. In order to demonstrate the validity of this integrating approach, we sketch some representative outcomes of a case study.

1. Introduction

The development of complex software systems is driven by many diverse and sometimes contradictory requirements, for instance, correctness, performance, and maintainability of resulting products as well as development costs or time-to-market. Existing software engineering concepts such as software reuse, formal methods, code inspection, or software measurement, each address some of the existing requirements. Thereby, other requirements may be influenced in a negative way. For instance, the use of formal methods increases correctness and maintainability of a product, but may have a bad influence on time-to-market. This paper introduces a development method for distributed systems that integrates formal methods and software reuse as well as the experience base concept to alleviate some of the difficulties.

For developing distributed systems, formal methods are often applied to ensure high quality of the resulting products. A well-tried combination is UML (Unified Modeling Language [10]) together with MSC (Message Sequence Charts [13]) for object-oriented system analysis and SDL (Specification and Description Language [12]) for detailed design. Analysis of current SDL-based reuse technology yields that component-based reuse (in the form of SDL procedures and classes) is well supported. High-level reuse as in the case of frameworks [18] or patterns, however, has just recently become a topic of interest in the SDL community. In [9] we present the SDL pattern approach that extends pattern-based reuse [8] for formal SDL design. It comprises a product model for reusable SDL patterns together with an iterative, use-case driven design process.

Experience with our SDL-pattern approach made apparent that reusing SDL patterns is a promising way for transferring existing design knowledge into new projects. However, as a matter of fact, developing such artifacts is quite expensive and time consuming. Additionally, the latest state of the art is always expected, as reuse benefits strongly depend on the quality of reuse artifacts. Another influencing factor is the experience of the development team with the applied methods as well as its familiarity with the application domain. This all calls for a systematic and efficient instrument for detecting and capturing improvement potential for our approach as well as offering existing knowledge to other developers. We therefore combine our SDL-pattern approach with an approach introduced by Basili et. al. [2] that defines a basic improvement
process supported by a reuse repository, namely the experience base, and, measures this process with the help of goal-oriented measurement programs [3]. In accordance with our pattern-based reuse process, an improvement cycle is established, which is triggered upon the demand of application engineers and directly exploits practical experience with the reuse artifacts, the reuse process, and the application domain. Thereby, gained knowledge is systematically and directly captured through a tailored measurement program, which is executed in parallel to the development projects. The approach is organized by a reuse repository, an instantiation of the experience base, which stores the reuse artifacts and interrelates them with further experience elements that are essential to the improvement cycle.

The remainder of this paper is organized as follows: Section 2 describes the SDL-pattern approach that combines pattern-based reuse with SDL as design language. In Section 3, we integrate Basili’s approach. This results in the definition of an improvement process as well as an advanced repository for comprehensive reuse. Example measurement data from a case study that illustrates how to benefit from this integrating approach is presented in Section 4. Finally, we discuss related work in Section 5 and conclude with a summary in Section 6.

2. The SDL-pattern approach: combining pattern-based reuse with SDL

2.1. The specification and description language SDL

SDL is a graphical, object-oriented description technique with a formal syntax and semantics. It is under standardization by the International Telecommunication Union (ITU). An SDL system specification is hierarchically structured into subsystems (SDL blocks) and active objects with data attributes (SDL processes), resulting in a tree-like architecture with the system as root, blocks as intermediate nodes, and processes as leaves. SDL processes are defined in terms of extended finite state machines. They run concurrently and communicate asynchronously by signal exchange. SDL adopts the object-oriented paradigm. Classes of objects are specified by so-called SDL types, which can be specialized by certain inheritance mechanisms. Associations that can be modeled with SDL are block aggregation and object communication. However, multiple inheritance and dynamic binding are not supported.

<table>
<thead>
<tr>
<th>Table 1. SDL pattern description template</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Name</strong>: the name of the pattern, which should intuitively describe its purpose.</td>
</tr>
<tr>
<td><strong>Intent</strong>: a short informal description of the particular design problem and its solution.</td>
</tr>
<tr>
<td><strong>Motivation</strong>: a short description of one or more examples where the design problem arises. This is appropriate for illustrating the relevance and need of the pattern.</td>
</tr>
<tr>
<td><strong>Structure</strong>: a graphical representation of the structural aspects of the design solution using an UML object model. This defines the involved design elements and their relations.</td>
</tr>
<tr>
<td><strong>Message scenario</strong>: example scenarios illustrating typical interactions between the objects involved in the design solution are specified by using MSC diagrams.</td>
</tr>
<tr>
<td><strong>SDL fragment</strong>: the mere syntactical part of the design solution is defined by a generic SDL fragment representing the context invariant parts of the solution. If more than one SDL version of the design solution is possible (e.g., interaction by message passing or shared variables), fragments for the most frequent versions are included. The fragments must be adapted and textually embedded into the context specification when applying the pattern. For each fragment, this is prescribed in terms of syntactical embedding rules [9].</td>
</tr>
<tr>
<td><strong>Semantic properties</strong>: the formal basis provided by SDL allows to specify semantic properties of a pattern expressed in an assumption/commitment style. That means, if the assumptions on the embedding context hold, applying the pattern results in the specified commitments. Normally, for verifying the assumptions, a tool supported verification technique based on state space exploration such as model checking is needed. In order to simplify verification, an assumption can be complemented with one or more sufficient conditions that imply the considered assumption and that can be analyzed statically.</td>
</tr>
<tr>
<td><strong>Refinement</strong>: an embedded pattern instance can be further refined, e.g., by the embedding of another pattern instance in subsequent development steps. Care has to be taken not to destroy a pattern’s intent by such refinement steps. Therefore, refinements compatible with the pattern’s intent are specified.</td>
</tr>
<tr>
<td><strong>Cooperative usage</strong>: possible usage with other patterns is described. This links the pattern with other patterns of the repository and distinguishes our SDL pattern repository from a mere pattern catalogue where the patterns are unrelated or only loosely related.</td>
</tr>
</tbody>
</table>

2.2. SDL patterns

Scattered parts of a given SDL specification may collaborate and thereby offer a certain functionality. By analysis, abstraction, and documentation, such a design solution can be reused whenever the design problem arises again. This is the main idea of software patterns in general and of SDL patterns in particular. Roughly speaking, an SDL pattern is defined as a reusable software artifact representing a generic solution for a recurring design problem with SDL as applied design language. SDL patterns describe design
expertise and experience gained in prior projects and allow to pass this knowledge on to other developers.

Design reuse as in the case of patterns is more flexible than code reuse, but the learning curve required before a pattern can be reused could be very high. It is therefore important to keep the specification of SDL patterns precise but intelligible. For this purpose, a standard description template is defined (Table 1).

2.3. A reuse-driven SDL process

An SDL system development process [14, 17] generally encompasses the following development phases: object-oriented analysis, SDL-based design, formal validation, and, finally, code generation. In [9] we present an iterative, use-case driven design process tailored to SDL patterns (Figure 2). First, system requirements are decomposed into single protocol functions, which are further analyzed and designed one after the other in single development steps. Analysis includes developing (or improving) an outline system architecture, finding and exploring use cases, and breaking them down into single collaborations between the design elements. Detailed design is done incrementally by incorporating the discovered collaborations step by step. In each design step we analyze whether existing SDL patterns can be applied, or an ad hoc solution must be developed. If a pattern has been selected, it must be adapted and finally composed with the embedding context specification according to its application rules. The result of each development step is an executable SDL design specification, which is validated before entering the next step. A comprehensive case study is described in [15]. Tool support including automatic code generation is offered by several SDL development environments together with SDL-pattern specific tool components [4].

3. Extending the SDL-pattern approach to allow continuous improvement

The initial driving factor for this integration was the desire to systematically evaluate and improve our SDL reuse artifacts [7]. However, the resulting approach also takes into account other products, such as training material for unexperienced developers, as well as applied processes and tools, and hands them over to new projects when requested.

3.1. The experience base concept for comprehensive reuse

In [2] Basili et. al. suggest a logical and/or physical organization that supports the continuous improvement of an organization by: a) transferring experience from former projects into new projects, b) systematically analyzing each project to gain new or validate existing experience, and c) package, i. e., (re-)structure and store, the results from the analysis, so that they can be used as valuable input for future projects. Every single project is consequently seen as an experiment from which the organization can gain new experience to improve its competence. Therefore, each project is conducted according to the six steps of the Quality Improvement Paradigm (QIP) [2] to ensure capturing of the projects’ experience for future projects. In addition, each project is monitored by carefully planned, goal-oriented measurement programs. They are used to provide quantitative data for the analyzing and packaging steps of the QIP. During these two steps, the newly gained experience is fixed and transferred into the experience base, a comprehensive reuse repository that, on demand, offers the existing experience to new projects that are being planned or executed.

3.2. An improvement cycle for the SDL-pattern approach

Our integrating approach supports an incremental improvement of the SDL-pattern approach that is essentially driven by immediate practical experience and triggered upon the request of application engineers. Figure 1 shows a graphical representation of the suggested improvement cycle (bold lines) and its interaction with the reuse process (thin lines). It is shown that reuse activities during the execution phase of a project are monitored by means of a measurement program, which, for instance, gives feedback concerning the quality of the artifacts or the processes.
Figure 2. Reuse process model (partial)
in use. The achievements flow directly into a proposal for improvements. The suggested improvements need to be related to experience from other application projects. This is done in a subsequent packaging step, so that the improved artifact or process can finally be stored in the reuse repository, a specialized instantiation of the experience base. The reuse repository plays a central role in the improvement cycle, because it enables the transfer of reuse experience between different project contexts, which is decisive for a successful packaging activity.

Measurement program
The measurement program is based on the description models of the artifacts and the applied processes. Through the use of measurement, we aim at evaluating the current reuse practice as well as systematically identifying the potential of improvements. Therefore, the process model is supplemented with certain measurement points (see MP1 - MP6 in Figure 3). They indicate where metrics can be collected with the help of some questionnaires that must be filled out by members of the development team during project execution. Typical measurement points are the entry or exit points of a (sub-)process, or the occurrence of a special event or exception. According to the GQM paradigm [3], we defined a set of evaluation and improvement goals and subsequently refined them into more detailed questions and metrics. As an example, we show an excerpt of the GQM plan for our 'errors and faults' model in the upper left corner of Figure 3. Within a GQM plan, all metrics for a certain measurement goal are listed. For each new project a measurement plan is set up to list all selected measurement goals and define the needed questionnaires. A measurement plan is basically a table that comprises information about all metrics that need to be collected, in order to meet selected measurement goals for the project. One column of the measurement plan denotes the point-in-time when data must be collected. Each point-in-time is matched to the measurement point(s) of the process model. Roughly speaking, a measurement plan integrates the different information from the GQM plans and the process model. Once the measurement plan is fixed, the table is resorted according to the different point-in-time entries. The number of different points-in-time defines the needed questionnaires for the data acquisition of the project. As an example, we illustrate an excerpt of a measurement plan and parts of two of the resulting questionnaires in Figure 3. Note that each measurement program for a certain project can be easily composed from directly reusable artifacts stored in our reuse repository (i.e., predefined standard measurement goals or questionnaire skeletons).

We have, for instance, developed measurement programs for monitoring design errors and reuse effort [5] that enable the evaluation of benefits when compared to historical data. Evaluation plans are directly related to the classical SE goals of reducing development costs and increasing product quality. However, these direct measures give only few hints for improving a specific SDL pattern. With the assumption that the SDL-pattern approach works in principle, we can derive measurement programs from the description model that better help to continuously improve the approach. We defined different maturity levels for SDL patterns that allow the developers to participate in the improvement cycle while reusing premature artifacts. The maturity levels are presented in [7]. It can generally be stated that the effort in reusing an artifact decreases with higher maturity levels. In other words, the higher the previous investment in reuse, the higher the benefits. As long as the quality is low, the developer is mainly forced to develop a solution from scratch, but she may add value to the reuse artifact in two ways. First, by collecting experience with the premature artifact in practice and providing suggestions for improvement and, second, she justifies the necessity and adequacy of the artifact to some extent, since it has just turned out to be valuable. If the pattern maturity level is automatic and the static analyzer [4] was not able to verify some assumption on the pattern application, the developer is asked for a (statically checkable) sufficient condition that might be used. As the developer must validate the pattern application anyway, this does not cause any extra effort. As another example, the time to understand certain items of a pattern is measured, in order to get an idea of the intelligibility. Furthermore, deviations from the UML structure or the SDL fragment during pattern application are recorded for (possible) incorporation into new pattern releases.

Analysis and packaging
Due to the fact that the description model of SDL patterns (and the accompanying reuse process model) is rather detailed, project-specific analysis proceeds straightforward. As illustrated above, the outputs from the measurement program capture many areas of possible improvements, so that “ad hoc” analysis is often avoided. In addition to the quantitative measurement data, lessons learned are also fixed textually. They may trigger an extension of the measurement program and eventually result in an improvement of processes or products. Before the analysis results can be deposited in the reuse repository, they must be compared and related to experience from other projects. Only if the suggested improvements turn out to be general enough, can they be stored in the repository as common experience. Otherwise, they keep their preliminary status. How the packaging activity is supported by the repository itself is further discussed in Section 3.3.
Figure 3. Excerpts from the GQM-based measurement program artifacts
4. Some outcomes of the integrating approach

As already indicated before, we developed measurement programs for monitoring design errors and reuse effort [5,6]. Figure 4 shows the resulting measurement data for one of the questions of this measurement program that deals with the error distribution to ad hoc and SDL pattern supported design steps (compare to question Q4 of the GQM plan in Figure 3). As can be seen, all SDL-pattern supported design steps turned out to be error free. This holds for some of the applied ad hoc design steps, too. Comparing the number of error free ad hoc design steps with the number of error prone ad hoc design steps, however, showed that about 40% of the ad hoc design steps are afflicted by errors. This is a typical number that had already been observed in former conventional student projects. For the most serious error types (e.g., deadlocks), we had fixed some design rationales in the form of SDL patterns to guide developers in future projects. The measured results indicate that the SDL patterns, indeed, help prevent these design errors [6]. However, as can be seen in Figure 5, we underestimated the analysis errors, which were not directly supported by our SDL pattern approach (compare to question Q2 of the GQM plan in Figure 3). This offers potential for further improvement of the collection of reuse artifacts and of the reuse process.

It turned out, furthermore, that in more than 40% of all design steps the developer freely decided to use the offered SDL patterns solution, instead of trying an ad hoc one. To set this number into a relation, we calculated the maximum possible number of SDL pattern supported design steps at the end of the project. It turned out that at this time we were able to provide SDL pattern solutions for up to 57% of all design steps. In other words, developers currently recognize the applicability of SDL patterns in seven out of ten cases without spending much training effort. This again indicates that our current description of SDL patterns is quite intelligible, but also that some of them should be improved.

After the project we took a closer look at the error prone ad hoc design steps together with the accompanying lessons learned. It turned out that in three of these error prone ad hoc design steps, there was a similar reason for the error to occur. A closer analysis showed that it is possible to extract an SDL pattern that, in the future, can help to prevent errors of this special type. Hence, we detected another potentially useful SDL pattern.

5. Related work

5.1. Developing reusable (SDL) artifacts

In [14] the methodology framework SDL+ is described, which combines SDL and MSC for system development and suggests to reuse “material from previous designs stored in a re-use library”. It defines an activity for archiving documents that may be useful in later SDL projects. This activity corresponds to the analysis and packaging step of our approach. However, SDL+ does not define what kind of reusable artifacts can be stored and how they are identified or designed. Neither is the internal structure of the reuse library (that also holds current project documentations) determined. This must be put in concrete form when instantiating the methodology framework for a certain project or company. In this sense, our approach could be seen as an advanced instantiation of SDL+.

TIME (The Integrated Method) [18] is a methodology that supports the definition and reuse of SDL frameworks. Given a system specification with an infrastructure that seems to be common to a family of systems, TIME advocates the redesign of that system into an SDL framework.
It is defined what a framework design should look like and how an SDL framework is instantiated. However, no further support is offered concerning the initial discovery or continuous improvement of SDL frameworks, nor is the administration of a reuse repository discussed.

The BACKDOOR approach [16] proposes a discovery cycle for OO design patterns that takes completed, successful designs from the development organization, and in return, delivers workable patterns as input to the development process. That is, pattern development and the rest of the software development life cycle are separated. The basic idea is to conduct reverse engineering in order to identify design structures that are pattern candidates. However, as structural analysis is not sufficient, the approach additionally relies on semantical input from the responsible designers and implementors. Different from our approach, though, pattern improvement is not considered.

Furthermore, we came to a different decision regarding the separation of pattern development activities from normal development activities. We actually trigger pattern engineering when the pattern event takes place and therefore, avoid expensive reverse architecting of patterns. Nevertheless, we definitely agree that pattern development must not avoid expensive reverse architecting of patterns. Nevertheless, as structural analysis is not sufficient, the approach additionally relies on semantical input from the responsible designers and implementors. Different from our approach, though, pattern improvement is not considered.

6. Conclusion

We have presented an integrating approach for developing distributed systems that combines formal methods and software reuse with an approach for continuous improvement. The described approach extends the previously introduced SDL-pattern approach that combines pattern-based reuse and SDL with a repository supported improvement cycle. We captured practical reuse experience during project execution with the help of a customized goal-oriented measurement program in order to systematically identify possible improvements. To transfer gained knowledge between development projects, an extended instantiation of the experience base that stores and interrelates experience elements that go far beyond the reusable SDL artifacts is implemented. First experience with our integrating approach showed the following results:

• When comparing to former conventional SDL projects, it turned out that using SDL patterns results in less design errors (e.g., deadlocks) when specifying distributed systems.
• The quality of products increases, as good artifacts depend on practical and long-term experience and several engineers contribute to quality improvement over time.
• Our approach triggers the development of new reuse artifacts by clearly identifying error prone design steps that can then be analyzed to isolate the underlying design problem. The solution that is finally applied can be used as input to a first version of a new reuse artifact that, in the future, might help to avoid this particular error.

We did not describe implementation details of our reuse repository so far. However, we have developed an Internet-based implementation for distributed, collaborative usage of the repository.
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