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#### Abstract

[57] ABSTRACT Adaptive compressive gain and level dependent spectral shaping circuitry for a hearing aid include a microphone to produce an input signal and a plurality of channels connected to a common circuit output. Each channel has a preset frequency response. Each channel includes a filter with a preset frequency response to receive the input signal and to produce a filtered signal, a channel amplifier to amplify the filtered signal to produce a channel output signal. a threshold register to establish a channel threshold level, and a gain circuit. The gain circuit increases the gain of the channel amplifier when the channel output signal falls below the channel threshold level and decreases the gain of the channel amplifier when the channel output signal rises above the channel threshold level. A transducer produces sound in response to the signal passed by the common circuit output.
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## BACKGROUND OF THE INVENTION

The present invention relates to adaptive compressive gain and level dependent spectral shaping circuitry for a sound reproduction system and, more particularly, to such circuitry for a hearing aid.

The ability to perceive speech and other sounds over a wide dynamic range is important for employment and daily activities. When a hearing impairment limits a person's dynamic range of perceptible sound, incoming sound falling outside of the person's dynamic range should be modified to fall within the limited dynamic range to be heard. Soft sounds fall outside the limited dynamic range of many hearing impairments and must be amplified above the person's hearing threshold with a hearing aid to be heard. Loud sounds fall within the limited dynamic range of many hearing impairments and do not require a hearing aid or amplification to be heard. If the gain of the hearing aid is set high enough to enable perception of soft sounds; however. intermediate and loud sounds will be uncomfortably loud. Because speech recognition does not increase over that obtained at more comfortable levels, the hearing-impaired person will prefer a lower gain for the hearing aid. However, a lower gain reduces the likelihood that soft sounds will be amplified above the hearing threshold. Modifying the operation of a hearing aid to reproduce the incoming sound at a reduced dynamic range is referred to herein as compression.

It has also been found that the heating-impaired prefer a hearing aid which varies the frequency response in addition to the gain as sound level increases. The hearing-impaired may prefer a first frequency response and a high gain for low sound levels, a second frequency response and an intermediate gain for intermediate sound levels, and a third frequency response and a low gain for high sound levels. This operation of a hearing aid to vary the frequency response and the gain as a function of the level of the incoming sound is referred to herein as "level dependent spectral shaping."

In addition to amplifying and filtering incoming sound effectively. a practical ear-level hearing aid design must accommodate the power, size and microphone placement limitations dictated by current commercial hearing aid designs. While powerful digital signal processing techniques are available, they can require considerable space and power
so that most are not suitable for use in an ear-level hearing aid. Accordingly, there is a need for a hearing aid that varies its gain and frequency response as a function of the level of incoming sound, i.e., that provides an adaptive compressive gain feature and a level dependent spectral shaping feature each of which operates using a modest number of computations, and thus allows for the customization of variable gain and variable filter parameters according to a user's preferences.

## SUMMARY OF THE INVENTION

Among the several objects of the present invention may be noted the provision of a circuit in which the gain is varied in response to the level of an incoming signal; the provision of a circuit in which the frequency response is varied in 15 response to the level of an incoming signal; the provision of a circuit which adaptively compresses an incoming signal occurring over a wide dynamic range into a limited dynamic range according to a user's preference; the provision of a circuit in which the gain and the frequency response are varied in response to the level of an incoming signal; and the provision of a circuit which is small in size and which has minimal power requirements for use in a hearing aid.
Generally. in one form the invention provides an adaptive compressing and filtering circuit having a plurality of channels connected to a common output. Each channel includes a filter with preset parameters to receive an input signal and to produce a filtered signal, a channel amplifier which responds to the filtered signal to produce a channel output signal, a threshold circuit to establish a channel threshold level for the channel output signal, and a gain circuit. The gain circuit responds to the channel output signal and the channel threshold level to increase the gain setting of the channel amplifier up to a predetermined limit when the channel output signal falls below the channel threshold level and to decrease the gain setting of the channel amplifier when the channel output signal rises above the channel threshold level. The channel output signals are combined to produce an adaptively compressed and filtered output signal. The circuit is particularly useful when incorporated in a hearing aid. The circuit would include a microphone to produce the input signal and a transducer to produce sound as a function of the adaptively compressed and filtered output signal. The circuit could also include a second amplifier in each channel which responds to the filtered signal to produce a second channel output signal. The hearing aid may additionally include a circuit for programing the gain setting of the second channel amplifier as a function of the gain setting of the first channel amplifier.

Another form of the invention is an adaptive gain amplifier circuit having an amplifier to receive an input signal in the audible frequency range and to produce an output signal. The circuit includes a threshold circuit to establish a threshold level for the output signal. The circuit further includes a gain circuit which responds to the output signal and the threshold level to increase the gain of the amplifier up to a predetermined limit in increments having a magnitude dp when the output signal falls below the threshold level and to decrease the gain of the amplifier in decrements having a magnitude dm when the output signal rises above the threshold level. The output signal is compressed as a function of the ratio of dm over dp to produce an adaptively compressed output signal. The circuit is particularly useful in a hearing aid. The circuit may include a microphone to produce the input signal and a transducer to produce sound 65 as a function of the adaptively compressed output signal.

Still another form of the invention is a programmable compressive gain amplifier circuit having a first amplifier to
receive an input signal in the audible frequency range and to produce an amplified signal. The circuit includes a threshold circuit to establish a threshold level for the amplified signal. The circuit further includes a gain circuit which responds to the amplified signal and the threshold level to increase the gain setting of the first amplifier up to a predetermined limit when the amplified signal falls below the threshold level and to decrease the gain setting of the first amplifier when the amplified signal rises above the threshold level. The amplified signal is thereby compressed. The circuit also has a second amplifier to receive the input signal and to produce an output signal. The circuit also has a gain circuit to program the gain setting of the second amplifier as a function of the gain setting of the first amplifier. The output signal is programmably compressed. The circuit is useful in a hearing aid. The circuit may include a microphone to produce the input signal and a transducer to produce sound as a function of the programmably compressed output signal.

Still another form of the invention is an adaptive filtering circuit having a plurality of channels connected to a common output. each channel including a filter with preset parameters to receive an input signal in the audible frequency range to produce a filtered signal and an amplifier which responds to the filtered signal to produce a channel output signal. The circuit includes a second filter with preset parameters which responds to the input signal to produce a characteristic signal. The circuit further includes a detector which responds to the characteristic signal to produce a control signal. The time constant of the detector is programmable. The circuit also has a $\log$ circuit which responds to the detector to produce a $\log$ value representative of the control signal. The circuit also has a memory to store a preselected table of $\log$ values and gain values. The memory responds to the log circuit to select a gain value for each of the amplifiers in the channels as a function of the produced log value. Each of the amplifiers in the channels responds to the memory to separately vary the gain of the respective amplifier as a function of the respective selected gain value. The channel output signals are combined to produce an adaptively filtered output signal. The circuit is useful in a hearing aid. The circuit may include a microphone to produce the input signal and a transducer to produce sound as a function of the adaptively filtered output signal.

Yet still another form of the invention is an adaptive filtering circuit having a filter with variable parameters to receive an input signal in the audible frequency range and to produce an adaptively filtered signal. The circuit includes an amplifier to receive the adaptively filtered signal and to produce an adaptively filtered output signal. The circuit additionally has a detector to detect a characteristic of the input signal and a controller which responds to the detector to vary the parameters of the variable filter and to vary the gain of the amplifier as functions of the detected characteristic.

Other objects and features will be in part apparent and in part pointed out hereinafter.

## BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a block diagram of an adaptive compressive gain circuit of the present invention.
FIG. 2 is a block diagram of an adaptive compressive gain circuit of the present invention wherein the compression ratio is programmable.
FIG. 3 is a graph showing the input/output curves for the circuit of FIG. 2 using compression ratios ranging from 0-2.

FIG. 4 shows a four channel level dependent spectral shaping circuit wherein the gain in each channel is adaptively compressed using the circuit of FIG. 1.

FIG. 5 shows a four channel level dependent spectral shaping circuit wherein the gain in each channel is adaptively compressed with a programmable compression ratio using the circuit of FIG. 2.

FIG. 6 shows a four channel level dependant spectral shaping circuit wherein the gain in each channel is adaptively varied with a level detector and a memory.

FIG. 7 shows a level dependant spectral shaping circuit wherein the gain of the amplifier and the parameters of the filters are adaptively varied with a level detector and a memory.

FIG. 8 shows a two channel version of the four channel circuit shown in FIG. 6.

FIG. 9 shows the output curves for the control lines leading from the memory of FIG. 8 for controlling the amplifiers of FIG. 8.

## DETAILED DESCRIPTION OF PREFERRED EMBODIMENTS

An adaptive filtering circuit of the present invention as it would be embodied in a hearing aid is generally indicated at reference number 10 in FIG. 1. Circuit 10 has an input 12 which represents any conventional source of an input signal such as a microphone, signal processor. or the like. Input 12 also includes an analog to digital converter (not shown) for analog input signals if circuit 10 is implemented with digital components. Likewise, input 12 includes a digital to analog converter (not shown) for digital input signals if circuit 10 is implemented with analog components.

Input 12 is connected by a line 14 to an amplifier 16. The gain of amplifier 16 is controlled via a line $\mathbf{1 8}$ by an amplifier 20. Amplifier $\mathbf{2 0}$ amplifies the value stored in a gain register 24 according to a predetermined gain setting stored in a gain register 22 to produce an output signal for controlling the gain of amplifier 16. The output signal of amplifier 16 is connected by a line 28 to a limiter 26. Limiter 26 peak clips the output signal from amplifier 16 to provide an adaptively clipped and compressed output signal at output 30 in accordance with the invention, as more fully described below. The output 30. as with all of the output terminals identified in the remaining Figs. below, may be connected to further signal processors or to drive the transducer (not shown) of a hearing aid.

With respect to the remaining components in circuit 10. a comparator 32 monitors the output signal from amplifier 16 via line 28. Comparator 32 compares the level of said output with a threshold level stored in a register 34 and outputs a comparison signal via a line 36 to a multiplexer 38. When the level of the output signal of amplifier 16 exceeds the threshold level stored in register 34. comparator 32 outputs a high signal via line 36. When the level of the output of amplifier 16 falls below the threshold level stored in register 34. comparator 32 outputs a low signal via line 36. Multiplexer 38 is also connected to a register $\mathbf{4 0}$ which stores a magnitude dp and to a register 42 which stores a magnitude dm . When multiplexer 38 receives a high signal via line 36. multiplexer 38 outputs a negative value corresponding to dm via a line 44. When multiplexer 38 receives a low signal via line 36. multiplexer 38 outputs a positive value corresponding to dp via line 44. An adder 46 is connected via line 44 to multiplexer 38 and is connected via a line 54 to gain register 24 . Adder 46 adds the value output by multiplexer $\mathbf{3 8}$ to the value stored in gain register 24 and outputs the sum
via a line 48 to update gain register 24 . The circuit components for updating gain register 24 are enabled in response to a predetermined portion of a timing sequence produced by a clock 50. Gain register 24 is connected by a line 52 to amplifier 20. The values stored in registers 22 and 24 thereby control the gain of amplifier 20. The output signal from amplifier $\mathbf{2 0}$ is connected to amplifier $\mathbf{1 6}$ for increasing the gain of amplifier 16 up to a predetermined limit when the output level from amplifier 16 falls below the threshold level stored in register 34 and for decreasing the gain of amplifier 16 when the output level from amplifier 16 rises above the threshold level stored in register 34.
In one preferred embodiment. gain register 24 is a 12 bit register. The six most significant bits are connected by line 52 to control the gain of amplifier 16. The six least significant bits are updated by adder 46 via line 48 during the enabling portion of the timing sequence from clock 50 . The new values stored in the six least significant bits are passed back to adder $\mathbf{4 6}$ via line 54 . Adder $\mathbf{4 6}$ updates the values by dm or dp under the control of multiplexer 38. When the six least significant bits overflow the first six bits of gain register 24, a carry bit is applied to the seventh bit of gain register 24, thereby incrementing the gain setting of amplifier 20 by one bit. Likewise, when the six least significant bits underflow the first six bits of gain register 24, the gain setting of amplifier 20 is decremented one bit. Because the magnitudes dp and dm are stored in $\log$ units, the gain of amplifier 16 is increased and decreased by a constant percentage. A one bit change in the six most significant bits of gain register 24 corresponds to a gain change in amplifier 16 of approximately $1 / 4 \mathrm{~dB}$. Accordingly, the six most significant bits in gain register 24 provide a range of 32 decibels over which the conditions of adaptive limiting occur.
The sizes of magnitudes dp and dm are small relative to the value corresponding to the six least significant bits in gain register 24. Accordingly, there must be a net contribution of positive values corresponding to dp in order to raise the six least significant bits to their full count, thereby incrementing the next most significant bit in gain register 24. Likewise, there must be a net contribution of negative values corresponding to dm in order for the six least significant bits in gain register 24 to decrement the next most significant bit in gain register 24. The increments and decrements are applied as fractional values to gain register 24 which provides an averaging process and reduces the variance of the mean of the gain of amplifier 16 . Further, since a statistical average of the percent clipping is the objective, it is not necessary to examine each sample. If the signal from input 12 is in digital form, clock 50 can operate at a frequency well below the sampling frequency of the input signal. This yields a smaller representative number of samples. For example. the sampling frequency of the input signal is divided by 512 in setting the frequency for clock 50 in FIG. 1.

In operation, circuit 10 adaptively adjusts the channel gain of amplifier 16 so that a constant percentage clipping by limiter 26 is achieved over a range of levels of the signal from input 12. Assuming the input signal follows a Laplacian distribution. it is modeled mathematically with the equation:

$$
\begin{equation*}
p(x)=1 /(\operatorname{sqrt}(2) R) e^{-(\operatorname{sgrg}(2) \cos / R)} \tag{1}
\end{equation*}
$$

In equation (1). R represents the overall root means square signal level of speech. A variable $F_{L}$ is now defined as the fraction of speech samples that fall outside of the limits ( L . $-\mathrm{L})$. By integrating the Laplacian distribution over the intervals ( $-\infty,-\mathrm{L}$ ) and ( $\mathrm{L},+\infty$ ), the following equation for $\mathrm{F}_{L}$ is derived:

As seen above. the rate of adaption depends on the magnitudes of dp and dm which are stored in registers 40
and 42. These 6 -bit registers have a range from $1 / 128 \mathrm{~dB}$ to $63 / 128(\mathrm{~dB})$. Therefore, at a sampling rate of 16 kHz from clock 50. the maximum slope of the adaptive gain function ranges from $125 \mathrm{~dB} / \mathrm{sec}$ to $8000 \mathrm{~dB} / \mathrm{sec}$. For a step change of 32 dB , this corresponds to a typical range of time constant from 256 milliseconds to four milliseconds respectively. If dm is set to zero, the adaptive compression feature is disabled.

FIG. 2 discloses a circuit 60 which has a number of common circuit elements with circuit 10 of FIG. 1. Such common elements have similar functions and have been marked with common reference numbers. In addition to circuit 10, however. circuit 60 of FIG. 2 provides for a programmable compression ratio. Circuit 60 has a gain control 66 which is connected to a register 62 by a line 64 and to gain register 24 by a line 68. Register 62 stores a compression factor. Gain control 66 takes the value stored in gain register 24 to the power of the compression ratio stored in register 62 and outputs said power gain value via a line 70 to an amplifier 72. Amplifier 72 combines the power gain value on line 70 with the gain value stored in a register 74 to produce an output gain on a line 76. An amplifier 78 receives the output gain via line 76 for controlling the gain of amplifier 78. Amplifier 78 amplifies the signal from input 12 accordingly. The output signal from amplifier 78 is peak clipped by a limiter 80 and supplied as an output signal for circuit 60 at an output 82 in accordance with the invention.
To summarize the operation of circuit 60 , the input to limiter $\mathbf{8 0}$ is generated by amplifier 78 whose gain is programmably set as a power of the gain setting stored in gain register 24, while the input to comparator 32 continues to be generated as shown in circuit 10 of FIG. 1. Further, one of the many known functions other than the power function could be used for programmably setting the gain of amplifier 78.

The improvement in circuit 60 of FTG. 2 over circuit 10 of FIG. 1 is seen in FIG. 3 which shows the input/output curves for compression ratios ranging from zero through two. The curve corresponding to a compression ratio of one is the single input/output curve provided by circuit 10 in FIG. 1. Circuit 60 of FIG. 2. however. is capable of producing all of the input/output curves shown in FIG. 3.

In practice, circuit 10 of FIG. 1 or circuit 60 of FIG. 2 may be used in several parallel channels, each channel filtered to provide a different frequency response. Narrow band or broad band filters may be used to provide maximum flexibility in fitting the hearing aid to the patient's hearing deficiency. Broad band filters are used if the patient prefers one hearing aid characteristic at low input signal levels and another characteristic at high input signal levels. Broad band filters can also provide different spectral shaping depending on background noise level. The channels are preferably constructed in accordance with the filter/limit/filter structure disclosed in U.S. Pat. No. 5,111.419 (hereinafter "the '419 patent") and incorporated herein by reference.

FIG. 4 shows a 4 -channel filter/limit/filter structure for circuit $\mathbf{1 0}$ of FIG. 1. While many types of filters can be used for the channel filters of FIG. 4 and the other Figs., FIR filters are the most desirable. Each of the filters F1. F2. F3 and F4 in FIG. 4 are symmetric FIR filters which are equal in length within each channel. This greatly reduces phase distortion in the channel output signals, even at band edges. The use of symmetric filters further requires only about one half as many registers to store the filter co-efficients for a channel. thus allowing a simpler circuit implementation and lower power consumption. Each channel response can be programmed to be a band pass filter which is contiguous
with adjacent channels. In this mode, filters F1 through F4 have preset filter parameters for selectively passing input 12 over a predetermined range of audible frequencies while substantially attenuating any of input 12 not occurring in the predetermined range. Likewise, channel filters F1 through F4 can be programmed to be wide band to produce overlapping channels. In this mode. filters F1 through F4 have preset filter parameters for selectively altering input 12 over substantially all of the audible frequency range. Various combinations of these two cases are also possible. Since the filter coefficients are arbitrarily specified, in-band shaping is applied to the band-pass filters to achieve smoothly varying frequency gain functions across all four channels. An output 102 of a circuit 100 in FIG. 4 provides an adaptively compressed and filtered output signal comprising the sum of the filtered signals at outputs 30 in each of the four channels identified by filters F1 through F4.

FIG. 5 shows a four channel filter/limit/filter circuit 110 wherein each channel incorporates circuit 60 of FIG. 2. An output 112 in FIG. 5 provides a programmably compressed and filtered output signal comprising the sum of the filtered signals at outputs $\mathbf{8 2}$ in each of the four channels identified by filters F1 through F4.
The purpose of the adaptive gain factor in each channel of the circuitry of FIGS. 4 and $\mathbf{5}$ is to maintain a specified constant level of envelope compression over a range of inputs. By using adaptive compressive gain, the input/output function for each channel is programmed to include a linear range for which the signal envelope is unchanged, a higher input range over which the signal envelope is compressed by a specified amount, and the highest input range over which envelope compression increases as the input level increases. This adaptive compressive gain feature adds an important degree of control over mapping a widely dynamic input signal into the reduced auditory range of the impaired ear.

The design of adaptive compressive gain circuitry for a hearing aid presents a number of considerations, such as the wide dynamic range, noise pattern and bandwidth found in naturally occurring sounds. Input sounds present at the microphone of a hearing aid vary from quiet sounds (around 4030 dB SPL ) to those of a quiet office area (around 50 dB SPL) to much more intense transient sounds that may reach 100 dB SPL or more. Sound levels for speech vary from a casual vocal effort of a talker at three feet distance ( 55 dB SPL) to that of a talker's own voice which is much closer to the microphone ( 80 dB SPL). Therefore, long term averages of speech levels present at the microphone vary by 25 dB or more depending on the talker. the distance to the talker. the orientation of the talker and other factors. Speech is also dynamic and varies over the short term. Phoneme intensities vary from those of vowels. which are the loudest sounds. to unvoiced fricatives, which are 12 dB or so less intense, to stops. which are another 18 dB or so less intense. This adds an additional 30 dB of dynamic range required for speaking. Including both long-term and short-term variation, the over55 all dynamic range required for speech is about 55 dB . If a talker whispers or is at a distance much greater than three feet, then the dynamic range will be even greater.
Electronic circuit noise and processing noise limit the quietest sounds that can be processed. A conventional hear60 ing aid microphone has an equivalent input noise figure of 25 dB SPL, which is close to the estimated 20 dB noise figure of a normal ear. If this noise figure is used as a lower bound on the input dynamic range and 120 dB SPL is used as an upper bound. the input dynamic range of good hearing aid system is about 100 dB . Because the microphone will begin to saturate at 90 to 100 dB SPL. a lesser dynamic range of 75 dB is workable.

Signal bandwidth is another design consideration. Although it is possible to communicate over a system with a bandwidth of 3 kHz or less and it has been determined that 3 kHz carries most of the speech information, hearing aids with greater bandwidth result in better articulation scores. Skinner. M. W. and Miller, J. D., Amplification Bandwidth and Intelligibility of Speech in Quiet and Noise for Listeners with Sensorineural Hearing Loss, 22:253-79 Audiology (1983). Accordingly, the embodiment disclosed in FIG. 1 has a 6 kHz upper frequency cut-off.
The filter structure is another design consideration. The filters must achieve a high degree of versatility in programming bandwidth and spectral shaping to accommodate a wide range of hearing impairments. Further, it is desirable to use shorter filters to reduce circuit complexity and power consumption. It is also desirable to be able to increase filter gain for frequencies of reduced hearing sensitivity in order to improve signal audibility. However, studies have shown that a balance must be maintained between gain at low frequencies and gain at high frequencies. It is recommended that the gain difference across frequency should be no greater than 30 dB. Skinner, M. W.. Hearing Aid Evaluation. Prentice Hall (1988). Further, psychometric functions often used to calculate a "prescriptive" filter characteristic are generally smooth, slowly changing functions of frequency that do not require a high degree of frequency resolution to fit.
Within the above considerations, it is preferable to use FIR filters with transition bands of 1000 Hz and out of band rejection of 40 dB . The required filter length is determined from the equation:

$$
\begin{equation*}
L=\left(\left(-20 \log _{10}(\sigma)-7.95\right)\left(14.36 T B / f_{s}\right)\right)+1 \tag{10}
\end{equation*}
$$

In equation (10). L represents the number of filter taps, $\sigma$ represents the maximum error in achieving a target filter characteristic, $-20 \log _{10}(\sigma)$ represents the out of band rejection in decimals. TB represents the transition band, and $\mathrm{f}_{s}$ is the sampling rate. See Kaiser, Nonrecursive Filter Design Using the $I_{0}$-SINH Window Function, Pros., IEEE Int. Symposium on Circuits and Systems (1974). For an out of band rejection figure of 35 dB with a transition band of 1000 Hz and a sampling frequency of 16 kHz . the filter must be approximately 31 taps long. If a lower out of band rejection of 30 dB is acceptable, the filter length is reduced to 25 taps. This range of filter lengths is consistent with the modest filter structure and low power limitations of a hearing aid.

All of the circuits shown in FIGS. 1 through 9 use $\log$ encoded data. See the '419 patent. Log encoding is similar to u-law and A-law encoding used in Codecs and has the same advantages of extending the dynamic range, thereby making it possible to reduce the noise floor of the system as compared to linear encoding. Log encoding offers the additional advantage that arithmetic operations are performed directly on the log encoded data. The log encoded data are represented in the hearing aid as a sign and magnitude as follows:

$$
\begin{equation*}
x=\operatorname{sgn}(y) \log (|y| y \log (B) \tag{11}
\end{equation*}
$$

In equation (11). B represents the $\log$ base. which is positive and close to but less than unity. $x$ represents the log value and $y$ represents the equivalent linear value. A reciprocal relation for y as a function of x follows:

$$
\begin{equation*}
y=\operatorname{sgn}(x) B^{k x \mid} \tag{12}
\end{equation*}
$$

If $x$ is represented as sign and an 8-bit magnitude and the $\log$ base is 0.941 , the range of $y$ is $\pm 1$ to $\pm 1.8 \times 10^{-7}$. This impractical to implement. A compromise solution entries without increasing the table size. The number of
nonzero entries increases somewhat. Therefore, in implementing the table lookup in the digital processor, two additional bits of precision are added to the table values. This is equivalent to using a temporary log base which is the fourth root of 0.941 ( 0.985 ) for calculating the FIR filter summation. The change in log base increases the number of nonzero entries in each of the tables by 22 , but reduces the average error by a factor of four. This increases the output SNR of a given filter by 12 dB . The $\mathrm{T}_{+}$and $\mathrm{T}_{-}$tables are still sparsely populated and implemented efficiently in VLSI form.

In calculating the FIR equation, the table lookup operation is applied recursively $\mathbf{N}-1$ times, where $\mathbf{N}$ is the order of the filter. Therefore, the total error that results is greater than the average table roundoff error and a function of filter order. If it is assumed that the errors are uniformly distributed and that the input signal is white, the expression for signal to roundoff noise ratio follows:

$$
\begin{equation*}
\epsilon_{y}^{2} \sigma_{y}^{2}=\epsilon^{2}\left(c_{1}^{2}+2 c_{2}^{2}+\ldots+(N-1) c_{N} 2\right)\left(c_{1}^{2}+c_{2}^{2}+\ldots+c_{N}^{2}\right) \tag{14}
\end{equation*}
$$

In equation (14) $\epsilon_{y}{ }^{2}$ represents the noise variance at the output of the filter $\sigma_{y}{ }^{2}$ represents the signal variance at the output of the filter, and $\epsilon$ represents the average percent table error. Accordingly, the filter noise is dependent on the table lookup error, the magnitude of the filter coefficients. and the order of summation. The coefficient used first introduces an error that is multiplied by $\mathbf{N}-1$. The coefficient used second introduces an error that is multiplied by $\mathrm{N}-2$ and so on. Since the error is proportional to coefficient magnitude and order of summation. it is possible to minimize the overall error by ordering the smallest coefficients earliest in the calculation. Since the end tap values for symmetric filters are generally smaller than the center tap value, the error was further reduced by calculating partial sums using coefficients from the outside toward the inside.

In FIGS. 4 and 5, FIR filters F1 through F4 represent channel filters which are divided into two cascaded parts. Limiters 26 and 80 are implemented as part of the log multiply operation. $\mathrm{G}_{1}$ is a gain factor that. in the $\log$ domain. is subtracted from the samples at the output of the first FIR filter. If the sum of the magnitudes is less than zero (maximum signal value), it is clipped to zero. $\mathrm{G}_{2}$ represents an attenuation factor that is added (in the log domain) to the clipped samples. $G_{2}$ is used to set the maximum output level of the channel.

Log quantizing noise is a constant percentage of signal level except for low input levels that are near the smallest quantizing steps of the encoder. Assuming a Laplacian signal distribution. the signal to quantizing noise ratio is given by the following equation:

$$
\begin{equation*}
S N R(\mathrm{~dB})=10 \log _{10}(12)-20 \log _{10}(\mid \ln (B) \mathrm{I}) \tag{15}
\end{equation*}
$$

For a $\log$ base of 0.941 , the SNR is 35 dB . The quantizing noise is white and, since equation (15) represents the total noise energy over a bandwidth of 8 kHz , the spectrum level is 39 dB less or 74 dB smaller than the signal level. The ear inherently masks the quantizing noise at this spectrum level. Schroeder, et al., Optimizing Digital Speech Coders by Exploiting Masking Properties of the Human Ear. Vol. 66(6) J. Acous. Soc. Am. pp.1647-52 (December 1979). Thus, log encoding is ideally suited for auditory signal processing. It provides a wide dynamic range that encompasses the range of levels of naturally occurring signals. provides sufficient SNR that is consistent with the limitation of the ear to resolve small signals in the presence of large signals, and provides a significant savings with regard to hardware.

The goal of the fitting system is to program the digital hearing aid to achieve a target real-ear gain. The real-ear gain is the difference between the real-ear-aided-response (REAR) and the real-ear-unaided-response (REUR) as measured with and without the hearing aid on the patient. It is assumed that the target gain is specified by the audiologist or calculated from one of a variety of prescriptive formulae chosen by the audiologist that is based on audiometric measures. There is not a general consensus about which prescription is best. However. prescriptive formulae are generally quite simple and easy to implement on a small host computer. Various prescriptive fitting methods are discussed in Chapter 6 of Skinner. M. W., Hearing Aid Evaluation. Prentice Hall (1988).
Assuming that a target real-ear gain has been specified. the following strategy is used to automatically fit the four channel digital hearing aid where each channel is programmed as a band pass filter which is contiguous with adjacent channels. The real-ear measurement system disclosed in U.S. Pat. No. 4.548.082 (hereinafter "the '082 patent") and incorporated herein by reference is used. First. the patient's REUR is measured to determine the patient's normal. unoccluded ear canal resonance. Then the hearing aid is placed on the patient. Second, the receiver and earmold are calibrated. This is done by setting G2 of each channel to maximum attenuation ( -134 dB ) and turning on the noise generator of the adaptive feedback equalization circuit shown in the ' 082 patent. This drives the output of the hearing aid with a flat-spectrum-level, pseudorandom noise sequence. The noise in the ear canal is then deconvolved with the pseudorandom sequence to obtain a measure of the output transfer characteristic $\left(\mathbf{H}_{r}\right)$ of the hearing aid. Third. the microphone is calibrated. This is done by setting the channels to a flat nominal gain of 20 dB . The crosscorrelation of the sound in the ear canal with the reference sound then represents the overall transfer characteristic of the hearing aid and includes the occlusion of sound by the earmold. The microphone calibration ( Hm ) is computed by subtracting $\mathrm{H}_{r}$ from this measurement. Last, the channel gain functions are specified and filter coefficients are computed using a window design method. See Rabiner and Schafer, Digital Processing of Speech Signals, Prentice Hall (1978). The coefficients are then downloaded in bit-serial order to the coefficient registers of the processor. The coefficient registers are connected together as a single serial shift register for the purpose of downloading and uploading values.

The channel gains are derived as follows. The acoustic gain for each channel of the hearing aid is given by:

$$
\begin{equation*}
\text { Gain }=H_{m}+H_{r}+H_{n}+G_{1 n}+G_{2 n} \tag{16}
\end{equation*}
$$

The filter shape for each channel is determined by setting the Gain in equation (16) to the desired real-ear gain plus the open-ear resonance. Since $G_{1 n}$ and $G_{2 n}$ are gain constants for the channel and independent of frequency, they do not enter into the calculation at this point. The normalized filter characteristics is determined from the following equation.

$$
\begin{equation*}
H n=0.5 \text { (Desired Real-ear gain+open ear cal }-H_{m}-H_{r}+G_{n} \text { ) } \tag{17}
\end{equation*}
$$

$\mathrm{H}_{\boldsymbol{m}}$ and $\mathrm{H}_{r}$ represent the microphone and receiver calibration measures, respectively, that were determined for the patient with the real ear measurement system and $\mathrm{G}_{n}$ represents a normalization gain factor for the filter that is included in the computation of $\mathrm{G}_{1 n}$ and $\mathrm{G}_{2 n} . \mathrm{H}_{m}$ and $\mathrm{H}_{r}$ include the transducer transfer characteristics in addition to the frequency response of the amplifier and any signal conditioning filters.

Once $\mathrm{H}_{n}$ is determined, the maximum output of each channels which is limited by $L$, are represented by $G_{2 n}$ as follows:

$$
\begin{equation*}
G_{2 n}=M P O_{n}-L-\operatorname{avg}\left(H_{n}+H_{r}\right)-G_{n} \tag{18}
\end{equation*}
$$

In equation (18), the "avg" operator gives the average of filter gain and receiver sensitivity at filter design frequencies within the channel. L represents a fixed level for all channels such that signals falling outside the range $\pm \mathrm{L}$ are peakclipped at $+\mathrm{L} . \mathrm{G}_{n}$ represents the filter normalization gain. and $\mathrm{MPO}_{n}$ represents the target maximum power output. Overall gain is then established by setting $\mathrm{G}_{1 n}$ as follows:

$$
\begin{equation*}
G_{1 n}=2 G_{n}-G_{2 n} \tag{19}
\end{equation*}
$$

$\mathrm{G}_{n}$ represents the gain normalization factor of the filters that were designed to provide the desired linear gain for the channel.
By using the above approach, target gains typically are realized to within 3 dB over a frequency range of from 100 Hz to 6000 Hz . The error between the step-wise approximation to the MPO function and the target MPO function is also small and is minimized by choosing appropriate crossover frequencies for the four channels.

Because the channel filters are arbitrarily specified, an alternative fitting strategy is to prescribe different frequencygain shapes for signals of different levels. By choosing appropriate limit levels in each channel. a transition from the characteristics of one channel to the characteristics of the next channel will occur automatically as a function of signal level. For example, a transparent or low-gain function is used for high-level signals and a higher-gain function is used for low-level signals. The adaptive gain feature in each channel provides a means for controlling the transition from one channel characteristic to the next. Because of recruitment and the way the impaired ear works. the gain functions are generally ordered from highest gain for soft sounds to the lowest gain for loud sounds. With respect to circuit 100 of FIG. 4. this is accomplished by setting G1 in gain register 22 very high for the channel with the highest gain for the soft sounds. The settings for G1 in gain registers 22 of the next succeeding channels are sequentially decreased. with the G1 setting being unity in the last channel which channel has the lowest gain for loud sounds. A similar strategy is used for circuit 110 of FIG. 5, except that G1 must be set in both gain registers 22 and 74. In this way, the channel gain settings in circuits 100 and 110 of FIGS. 4 and 5 are sequentially modified from first to last as a function of the level of input 12.

The fitting method is similar to that described above for the four-channel fitting strategy. Real-ear measurements are used to calibrate the ear. receivers and microphone. However. the filters are designed differently. One of the channels is set to the lowest gain function and highest ACG threshold. Another channel is set to a higher-gain function, which adds to the lower-gain function and dominates the spectral shaping at signal levels below a lower ACG threshold setting for that channel. The remaining two channels are set to provide further gain contributions at successively lower signal levels. Since the channel filters are symmetric and equal length, the gains will add in the linear sense. Two channels set to the same gain function will provide 6 dB more gain than either channel alone. Therefore, the channels filters are designed as follows:

$$
\begin{align*}
& H_{1}=1 / 2 D_{1}  \tag{20}\\
& H_{2}=1 / 2 \log _{10}\left(10^{D 2_{2}}-10^{D 1}\right) \tag{21}
\end{align*}
$$

where: $D_{1}<D_{2}<D_{3}<D_{4} . D_{n}$ represents the filter design target in decibels that gives the desired insertion gain for the hearing aid and is derived from the desired gains specified by the audiologist and corrected for ear canal resonance and receiver and microphone calibrations as described previously for the four-channel fit. The factor, $1 / 2$, in the above 0 expressions takes into account that each channel has two filters in cascade.

The processor described above has been implemented in custom VLSI form. When operated at 5 volts and at a $16-\mathrm{kHz}$ sampling rate, it consumes 4.6 mA . When operated 5 at 3 volts and at the same sampling rate. it consumes 2.8 mA . When the circuit is implemented in a low-voltage form. it is expected to consume less than 1 mA when operated from a hearing aid battery. The processor has been incorporated into a bench-top prototype version of the digital hearing aid. 0 Results of fitting hearing-impaired subjects with this system suggest that prescriptive frequency gain functions are achieved within 3 dB accuracy at the same time that the desired MPO frequency function is achieved within 5 dB or so of accuracy.

For those applications that do not afford the computational resources required to implement the circuitry of FIGS. 1 through 5. the simplified circuitry of FIGS. 6 through 9 is used. In FIG. 6, a circuit 120 includes an input 12 which represents any conventional source of an input signal such as a microphone, signal processor, or the like. Input 12 also includes an analog to digital converter (not shown) for analog input signals if circuit 120 is implemented with digital components. Likewise, input 12 includes a digital to analog converter (not shown) for digital input signals if 5 circuit 120 is implemented with analog components.

Input 12 is connected to a group of filters F1 through F4 and a filter S1 over a line 122. Filters F1 through F4 provide separate channels with filter parameters preset as described above for the multichannel circuits of FIGS. 4 and 5. Each of filters F1, F2, F3 and F4 outputs an adaptively filtered signal via a line 124. 126. 128 and 130 which is amplified by a respective amplifier 132, 134, 136 and 138. Amplifiers 132 through 138 each provide a channel output signal which is combined by a line $\mathbf{1 4 0}$ to provide an adaptively filtered 5 signal at an output 142 of circuit 120.

Filter S1 has parameters which are set to extract relevant signal characteristics present in the input signal. The output of filter S1 is received by an envelope detector 144 which detects said characteristics. Detector 144 preferably has a 50 programmable time constant for varying the relevant period of detection. When detector 144 is implemented in analog form. it includes a full wave rectifier and a resistor/capacitor circuit (not shown). The resistor, the capacitor, or both. are variable for programming the time constant of detector 144. 5 When detector 144 is implemented in digital form. it includes an exponentially shaped filter with a programmable time constant. In either event. the "on" time constant is shorter than the relatively long "off" time constant to prevent excessively loud sounds from existing in the output signal 0 for extended periods.

The output of detector 144 is a control signal which is transformed to log encoded data by a $\log$ transformer 146 using standard techniques and as more fully described above. The log encoded data represents the extracted signal characteristics present in the signal at input 12. A memory 148 stores a table of signal characteristic values and related amplifier gain values in log form. Memory 148 receives the
$\log$ encoded data from log transformer 146 and, in response thereto, recalls a gain value for each of amplifiers 132. 134. 136 and 138 as a function of the $\log$ value produced by $\log$ transformer 146. Memory 148 outputs the gain values via a set of lines 150, 152.154 and 156 to amplifiers 132, 134. 136 and 138 for setting the gains of the amplifiers as a function of the gain values. Arbitrary overall gain control functions and blending of signals from each signal processing channel are implemented by changing the entries in memory 148.

In use. circuit 120 of FIG. 6 may include a greater or lesser number of filtered channels than the four shown in FIG. 6. Further, circuit $\mathbf{1 2 0}$ may include additional filters. detectors and $\log$ transformers corresponding to filter S1. detector 144 and log transformer 146 for providing additional input signal characteristics to memory 1480 Still further, any or all of the filtered signals in lines 124. 126. 128 or $\mathbf{1 3 0}$ could be used by a detector(s). such as detector 144. for detecting an input signal characteristic for use by memory 148.

FIG. 7 includes input 12 for supplying an input signal to a circuit 160. Input 12 is connected to a variable filter 162 and to a filter S1 via a line 164. Variable filter 162 provides an adaptively filtered signal which is amplified by an amplifier 166. A limiter 168 peak clips the adaptively filtered output signal of amplifier 166 to produce a limited output signal which is filtered by a variable filter 170. The adaptively filtered and clipped output signal of variable filter 170 is provided at output 171 of circuit 160.

Filter S1. a detector 144 and a log transformer 146 in FlG. 7 perform similar functions to the like numbered components found in FIG. 6. A memory 162 stores a table of signal characteristic values, related filter parameters, and related amplifier gain values in log form. Memory 162 responds to the output from $\log$ transformer 146 by recalling filter parameters and an amplifier gain value as functions of the $\log$ value produced by log transformer 146. Memory 162 outputs the recalled filter parameters via a line $\mathbf{1 7 2}$ and the recalled gain value via a line 174. Filters 162 and 170 receive said filter parameters via line 172 for setting the parameters of filters $\mathbf{1 6 2}$ and 170 . Amplifier 166 receives said gain value via line 174 for setting the gain of amplifier 166. The filter coefficients are stored in memory 162 in sequential order of input signal level to control the selection of filter coefficients as a function of input level. Filters 162 and 170 are preferably FIR filters of the same construction and length and are set to the same parameters by memory 162. In operation, the circuit 160 is also used by taking the output signal from the output of amplifier 166 to achieve desirable results. Limiter 168 and variable filter 170 are shown. however, to illustrate the filter/limit/filter structure disclosed in the ' 419 patent in combination with the pair of 50 variable filters 162 and 170.

With a suitable choice of filter coefficients, a variety of level dependent filtering is achieved. When memory 162 is a random-access memory, the filter coefficients are tailored to the patient's hearing impairment and stored in the memory from a host computer during the fitting session. The use of the host computer is more fully explained in the ' 082 patent.

A two channel version of circuit 120 in FIG. 6 is shown in FIG. 8 as circuit 180. Like components of the circuits in FIGS. 6 and 8 are identified with the same reference numerals. A host computer (such as the host computer disclosed in the '082 patent) is used for calculating the F1 and F2 filter coefficients for various spectral shaping. for calculating entries in memory 148 for various gain functions and blending functions, and for down-loading the values to the hearing aid.

The gain function for each channel is shown in FIG. 9. A segment "a" of a curve G1 provides a "voice switch" characteristic at low signal levels. A segment "b" provides a linear gain characteristic with a spectral characteristic determined by filter F1 in FIG. 8. A segment " $c$ " and " $d$ " provide a transition between the characteristics of filters F1 and F2. A segment "e" represents a linear gain characteristic with a spectral characteristic determined by filter F2. Lastly. segment " f " corresponds to a region over which the level of output 142 is constant and independent of the level of input 12.

The G1 and G2 functions are stored in a random access memory such as memory 148 in FIG. 8. The data stored in memory 148 is based on the specific hearing impairment of the patient. The data is derived from an appropriate algorithm in the host computer and down-loaded to the hearing aid model during the fitting session. The coefficients for filters F1 and F2 are derived from the patients residual hearing characteristic as follows: Filter F2. which determines the spectral shaping for loud sounds, is designed to match the patients UCL function. Filter F1, which determines the spectral shaping for softer sounds, is designed to match the patients MCL or threshold functions. One of a number of suitable filter design methods are used to compute the filter coefficient values that correspond to the desired spectral characteristic.
A Kaiser window filter design method is preferable for this application. Once the desired spectral shape is established, the filter coefficients are determined from the following equation:

$$
\begin{equation*}
C n=\Sigma A_{k}\left(\cos \left(2 \pi n f_{k} / f s\right)\right) W_{n} \tag{24}
\end{equation*}
$$

In equation (24), $C_{n}$ represents the $n$ 'th filter coefficient. $A_{k}$ represents samples of the desired spectral shape at frequencies $\mathrm{f}_{k}, \mathrm{f}_{s}$ represents the sampling frequency and $\mathrm{W}_{n}$ represents samples of the Kaiser Window. The spectral sample points, $A_{k}$, are spaced at frequencies, $\mathrm{f}_{k}$, which are separated by the 6 dB bandwidth of the window, $\mathrm{W}_{\boldsymbol{m}}$, so that a relatively smooth filter characteristic results that passes through each of the sample values. The frequency resolution and maximum slope of the frequency response of the resulting filter is determined by the number of coefficients or length of the filter. In the implementation shown in FIG. 8. filters F1 and F2 have a length of 30 taps which. at a sampling rate of 12.5 kHz . gives a frequency resolution of about 700 Hz and a maximum spectral slope of $0.04 \mathrm{~dB} / \mathrm{Hz}$.

Circuit 180 of FIG. 8 simplifies the fitting process. Through a suitable interactive display on a host computer (not shown). each spectral sample value $A_{k}$ is independently selected. While wearing a hearing aid which includes circuit 180 in a sound field, such as speech weighted noise at a given level. the patient adjusts each sample value $A_{k}$ to a preferred setting for listening. The patient also adjusts filter F2 to a preferred shape that is comfortable only for loud sounds.

Appendix A contains a program written for a Macintosh host computer for setting channel gain and limit values in a four channel contiguous band hearing aid. The filter coefficients for the bands are read from a file stored on the disk in the Macintosh computer. An interactive graphics display is used to adjust the filter and gain values.
In view of the above, it will be seen that the several objects of the invention are achieved and other advantageous results attained.
As various changes could be made in the above constructions without departing from the scope of the invention. it is intended that all matter contained in the above description or shown in the accompanying drawings shall be interpreted as illustrative and not in a limiting sense.

## Program WDHA

## Wearable Digital Hearing hid Contral Program v. 1.0 <br>  Central Institute for The Deat 818 South Euclid Aue. St. Louis Mo. 63110 Phone: 314-652-3200 <br> Supported in part by: <br> The Rehabilitation Research And Development Service Dept. of Medicine and Surgery: Veterans Rdministration

## General Overview

A program entitled "WDHA" has been written for the Macintosh personal computer. When a wearable digital hearing aid is attached to the Macintosh's SCSI bus peripheral interface, the user of the WDHA program can alter the operation of the hearing aid via an easy to use Macintosh style user interface.

Using the WDHA Program
Starting The Program
Upon starting the program, the Macintosh interrogates the hearing aid to determine which program it is running. If the hearing aid responds appropriately, a menu containing the options which apply to that particular program appears in the menu bar. If no response is received from the hearing aid, the menu entitled "WDHA Disconnected" appears in the menu bar, as follows:


Should this menu appear, this indicates that there is some problem with the hearing aid. The source of this problem could be that the hearing aid is truly disconnected, that it is simply turned off, or that the hearing aid battery is dead. Upon correcting the problem.
choose the "New WDHA Program" menu entry to activate the proper menu for the hearing aid.

## The Aid Parameters Window

The four channel hearing aid programs have the titles Aid12 through Aidl4. Choosing the "Aid Parameters" menu entry will cause the aid parameters window to be displayed, as follows:


The bar graph and chart depict the current settings of the gains and limits for each channel of the hearing aid. A gain or limit setting can be changed by dragging the appropriate bar up or down with the mouse. The selected bar will blink when it is activated, and can be moved until the mouse is released, at which point the hearing aid is updated with the new values.

The control buttons indicate whether the hearing aid is on or off (i.e. whether the hearing aid program is running), and whether the input or output attenuators are switched on or off. Any of these settings can be changed simply by clicking on the appropriate buttons.

## Ear Module Calibration

The File menu has an option called "Calibrate Ear Module" which should be used whenever the program is started or an ear module is inserted (or re-inserted) in a patient's ear. Proper use of
this option insures that the gains actually generated by the hearing aid are as close to the gains indicated by the program as possible. The lower right hand corner of the Aid Parameters window displays the results of the most recent ear module calibration, including the name of the calibration file and the four Hc values, where Hc is the difference between the real ear pressure measured in the ear canal and the standard pressure measured on a Zwislocki at the center frequency of each channel. After choosing this option the user must open the file containing the ear module coefficients, by double clicking on the file's name, via a standard Macintosh dialog box:


The program will then play a series of four tones in the patient's ear, using the power measurement to determine the real pressure in the ear canal.

The file containing the ear module coefficients should be created with a text editor and saved as a text-only file. The file contains all the $H$ values for a given ear module, seperated by tabs, spaces, or carriage returns. It should begin with the four He values, followed by the Hr values, then Hc , and then Hp . The values entered for the Hc values can be arbitrary, since the program calculates them and stores them into the file. An ear module file as you would enter it might look as follows:

```
-100
0
O
```

```
0
0
-124 -121 -134 -143
```

Here the first row contains both the four He values and the four Hr values. Following this are four zeros (since the Hc values are unknown). The sixth row contains the Hp values. Note that values are arbitrarily seperated by tabs, spaces, or carriage returns.

After doing an ear module calibration with the program, the new Hc values are displayed in the Aid Settings window, and also written to the same file, with the data re-formatted into a seperate row for each $H$ value, as follows:

| -100 | -85 | -90 | -84 |
| :--- | :--- | :--- | :--- |
| 121 | 116 | 127 | 120 |
| -5 | -4 | -10 | 0 |
| -124 | -121 | -134 | -143 |

The Tone Parameters Window
The four channel programs also have the ability to play pure tones for audiometric purposes. The Tone Parameters window is available to activate these functions. Choosing the "Tone Parameters" menu entry will cause the Tone Parameters window to be displayed, as follows:

| Tone burst count? | 3 | Hearing fid OnInput AttenuationOutput AttenuationField MikeProbe Mike |
| :---: | :---: | :---: |
|  | 309 |  |
| Signal on somple count? | 2455 |  |
| Fall time sample count? | 309 |  |
| Signal off sample count? | 3069 |  |
| Frequency? | 2000 |  |
| Atten re mox out (dB)? | 20 |  |
| Power $=-12.816046$ |  |  |

The text boxes specify the number of tone bursts to generate and the envelope of the tone bursts generated, as follows:


All times are specified in number of sample periods, and cannot exceed 32767 sample periods. The test is initiated by clicking on the start button. The control buttons act just as in the aid parameters window.

## . Loading Filter Taps

The programs titled Aidl3 and Aidl4 have the capability to download filter tap coefficients to the hearing aid. The coefficients are read into memory from a text file which the user creates with any standard text editor. The coefficients in these files are signed integers such as "797" or "-174" (optionally be followed by a divisor, such as in "-12028/2") and must be seperated by spaces, tabs, or carriage returns.

The Aid13 program has 32 taps per filter, and the Aidl4 program has 31 taps per filter, but since the filters are symmetric about the center tap you only provide half this number of taps. orl 6 taps per filter. Thus the files contain 64 coefficients for the 4 channels. For example, the file titled TapsFour has the following format:

```
.535/4 -431/4 -254/4 0- 333/4 743/4 1220/4 1750/4
2315/4 2892/4 3545/4 3977/4 4432/4 4797/4 5052/4 5183/4
-34/2 -231/2 -223/2 0 292/2 398/2 77/2 -745/2
-1873/2
-83/2 502/2 859/2 0-1128/2 -866/2 189/2 128/2
.442/2 890/2 3076/2 1605/2 -3814/2 -6280/2 -922/2 6543/2
```

```
528/2 -167/2 -446/2 0
442/2 1525/2 -2946/2 797/2 -174/2 6280/2 -12028/2 6482/2
```

The option to download coefficients is enabled by choosing the "Tap Filter Load" menu entries. The Macintosh will then present the standard open file dialog box, which you use to specify the name of the appropriate text file.

## Program Design

The program is written in 68000 Assembly Language using the Macintosh Development System assembler, from Apple.

The program has been structured into seperate managers for each of the program's functions. A seperate file contains the functions associated with each manager. For example, the Parameter Serrings (or "PS") manager is contained in the file WDHA.PS.Asm, and includes all routines associated with the Aid Parameters window.

Below is a description of each manager, it's function, and the routines contained in each.

## WDHA.Asm

The overall program structure is typical of a Macintosin application in that it has an event loop which dequeues events from the event queue, and then branches to code which processes each particular type of event. WDHA.Asm contains the WDHA program's event loop.

## WDHAPS.Asm

The Parameter Settings ("PS") manager contains all routines associared with the Aid Parameters window, which allows the user to control the gains and limits of each of the channels in the four channel programs. Specifically, these routines are as follows:

WDHAPSOpen - Create and display the Aid Parameters window.
WDHAPSClose - Close the Aid Paramerers window and dispose the memory associated with it.
WDHAPSShow - Make the Aid Parameters window visible.
WDHAPSHide - Make the Aid Parameters window invisible.
WDHAPSDraw - Update the contents of the Aid Parameters window.

WDHAPSControl - Cause the appropriate modification of the Aid Parameters window when a mousedown event occurs within it's content region.
WDHAPSIS - Given a window pointer, this routine determines if it is the Aid Parameters window or not.
WDHAPSSetParam - Update the hearing aid to contain the settings specified in the Aid Parameters window.

## WDHATC.Asm

The TC manager contains all routines associated with the Tone Parameters window, which allows the user to specify the parameters for the test/calibrate function of the four channel program, and initiate the test. Specifically, these routines are as follows:

WDHATCOpen - Create and display the Tone Parameters window.
WDHATCClose - Close the Tone Parameters window and dispose the memory associated with it.
WDHATCShow - Make the Tone Parameters window visible.
WDHATCHide - Make the Tone Parameters window invisible.
WDHATCDraw . Update the contents of the Tone Parameters window.
WDHATCControl - Cause the appropriate modification of the Tone Parameters window when a mousedown event occurs within it's content region.
WDHATCIS - Given a window pointer, this routine determines if it is the Tone Paramerers window or not.
WDHATCIdle - Blink the text caret of the Tone Parameters window.
WDHATCKey - Insert a key press into the active text box of the Tone Parameters window.
WDHATCDoTest - Initiate a test by the hearing aid program, using the parameters specified by the Tone Parameters window.
EarModuleCalibrate - Compute the Hc values for each of the four channels (this routine uses the test/calibrate function of the hearing aid to figure the real ear pressure at the center frequency of each channel).

## WDHASCSI.Asm

The SCSI manager contains all routines which send record structures to the hearing aid via the SCSI bus.
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SetParam - Send the four channel parameter record (containing the gains and limits) to the four channel hearing aid program.
SetCoefficients - Send out the filter tap coefficients to the four channel hearing aid program.
SetFileParams - Send the parameters required by the spectral shaping program.
wdhatest - Initiate a pure tone test by sending the test/calibrate record to the hearing aid.

## WDHAFC.Asm

The WDHA program accesses some numerical values it needs by reading them in from text files. The File Coefficients (FC) manager contains routines which access these text files.

WDHAFCSet - This routine is called when the user selects the "Load Filter Taps" menu option. It uses the SFGetFile dialog to get the name of a text file containing filter coefficients, convert the contents to integer form, and then downloads them to the hearing aid.
WDHASetFileParams - This routine is used to download parameters to the Spectral Shaping hearing aid program. It uses the SFGetFile dialog to get the name of a text file containing the spectral shaping parameters, converts the contents to integer form, then downloads them to the hearing aid.
WDHACalEarModFile - This routine is called when the user calibrates the ear module. It uses the SFGetFile dialog to get the name of a text file containing ear module $H$ Tables, and converts it's contents to integer form in memory. Then it calibrates the ear module using the TC manager function EarModuleCalibrate. Finally, it writes the new $H$ Tables over the same file.

WDHAMenu.Asm
The Menu manager contains all routines associated with the WDHA program's menu bar.

MakeMenus - Create the Menu bar containing the accessory, file, and hearing aid menus, and display it on the screen.

MenuBar - When the main event loop gets a mouseDown event located in the menu Bar, this routine calls the appropriate code to handle the selection.
SetProgMenu - This routine interrogates the hearing aid to determine which program it is currently running, then places the appropriate menu in the menu bar.

Programmer's Note -
As explained earlier, the WDHA program has seperate pulldown menus defined for each program which runs on the hearing aid, giving the options available for that particular program. It is not difficult to add a new menu to the hearing aid program. The following example shows the steps one would follow to add a new aid menu (in this case 'Aid17') to the menu bar.

First of all, the constants needed for the menu must be defined with equate statements. You must define the code returned by the aid program when it is interrogated by the Macintosh, the identifier for the menu itself (as required by the NewMenu toolbox function), and the offset within the menu handles declarations where this handle will reside (the handles are defined in a sequential block of - memory near the end of the Menu.Asm file).

Aid17ID equ -17 ; aid program id returned by interrogating the aid.
Aid 17 Menu equ 17 ; Unique menu identifier menuaidi7equ $40 ; 10 * 4=$ menuhandle offset (this is the tenth handle)

Next you would declare the location to store the menu's handle at the end of the menu handles declarations:
dc.I 0 ; Aid17 menu handle

Next one would add code to the MakeMenus routine to create the new menu (simply cut and paste the code which creates one of the current menus and modify it accordingly).

You would also modify the SetProgMenu routine to handle the new menu (once again simply replicate the code sections which handle one of the old menus, and change the menu names appropriately).

Finally, you would modify the MenuBar routine to handle your new menu. If all the options contained in your menu are also in the
other hearing aid menus, you can call the InAidMenu procedure (as the other menus do), otherwise you must define your own procedure to call.

WDHADisk.Asm
The disk manager contains routines used to access disk files on the Macintosh.

DiskCreate - Create a new file.
DiskRead - Read sectors from a file.
DiskWrite - Write sectors to a file.
DiskEject - Eject a disk.
DiskOpen - Open a file.
DiskClose - Close a file
DiskSetFPos - Set the position of a file's read/write mark.
DiskSetEOF - Set the location of the end of file marker for a file.
DiskSetFInfo - Set the finder information for a file.

```
Include MacTraps.D
Include ToolEquX.D
Include SysEquX.D
Inciude QuickEquX.D
Include MDS2:WOHAPS.hdr
Include MDS2:WDHATC.hdr
Include MDS2:WDHAMenu.hdr
: WDHA program
This program controls several Macintosh windows which allow the user to
manipulate the digital hearing aid. The Macintosh communicates with the aid
by sending records via the SCSI port.
This particular file is a "standard" Macintosh style avent loop
which dequeues each event and calls the appropriate routine to handle the event.
Additional files contain routines associated with each control window.
Executing the program should provide an overall understanding of the function
of these windows. Specifically, the packages used are:
    The WDHA Paramater Sertings Window Manager - in WDHAPS.Asm
    The WDHA Tes/Calibrate Window Manager - in WDHATC.Asm
    In addition, the following files contain various utility routines:
    WDHAMenu.Asm - sats up the menus
    WDHASCSI.Asm - low level routines for communicating through the SCSI bus.
    WOHAFC.Asm - contains high-level routines for downloading coefficient
    files to the hearing aid.
    WDHADisk.Asm - routines for doing disk access.
    ....................External Definitions................................................
    XDEF Star:
    XDEF EventLoop
    XDEF Update
    XDEF What
    XDEF When
    XDEF EventRecard
    XDEF WWindow
    XDEF Message
    XDEF Whare
    XDEF Modify
Constant Definitions
\begin{tabular}{|c|c|c|c|c|}
\hline ActiveBit & equ & 0 & \multicolumn{2}{|r|}{;Bit position of de/activate in modity} \\
\hline & -.... & Code & Starts & Here \\
\hline \multicolumn{5}{|l|}{Start:} \\
\hline bst & InitM & agers & & ; Initialize ToolBox \\
\hline bsr & WDH & SOpen & & ; Craats the parameter settings window. \\
\hline bsr & WDH & Sthide & & - Don't leave it open though. \\
\hline bsr & WDH & copen & & : Create the test/calibrate window. \\
\hline bsr & WDH & Chide & & : Don't leave it open though. \\
\hline
\end{tabular}
```
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    _BringToFront
:Show it
    move.l Message..(sp)
    SnowWindow
Select it
    move.l Message.(sp)
    _SelectWindow
    rts
Deactivate
rts
Update:
; The window needs to be redrawn.
:PRCCEDURE EeginUpdate (theWindow: WindowPtr):
\begin{tabular}{|c|c|c|}
\hline MOVEL EeginUpDate & message.-(SP) & \begin{tabular}{l}
; Get pointer to window \\
; Begin the upcate
\end{tabular} \\
\hline movel & message.-(sp) & \\
\hline bsr & WDHATCIS & : Was it our TC window? \\
\hline tst.w & (sp) + & \\
\hline BEO & Dont TCDraw & \\
\hline bs: & WDHATCDIaw & Draw the TC window. \\
\hline bra & DoneDraw & \\
\hline \multicolumn{3}{|l|}{CDraw:} \\
\hline move. & message.-(sp) & \\
\hline bsr & WDHAPSIS & : Was it our PS window? \\
\hline tst.w & (sp) \({ }^{\text {+ }}\) & \\
\hline BEQ & DontPSOraw & \\
\hline bsr & WDHAPSDraw & Draw the PS window. \\
\hline bra & DoneDraw & \\
\hline
\end{tabular}
DontPSDraw:
DoneDraw:
;PROCEDURE EndUpdate (theWindow: WindowPtr):
\begin{tabular}{ll} 
MOVEL \\
EndUpcate & message.-(SP) \\
its & \\
Get pointer to window
\end{tabular}
```


## MouseDown:

If the mouse buttion was pressed, we must determine where the click occurred before we can do anything. Call FindWindow to determine ; where the click was; dispatch the event according to the fesult.

| ; FUNCTION | FindWindow (thePt: Point; VAR whichWindow: WindowPt): INTEGER: |  |
| :---: | :---: | :---: |
| CLR | -(SP) | ; Space for result |
| MOVEL. | Where.-(SP) | ; Get mouse coordinates |
| PEA | WWindow | Event Window |
| FindWindow |  | ; Who's got the elick? |
| MOVE | (SP)+, DO | ; Gel region number |
| ADD | DO,DO | *2 for inder into table |
| MOVE | Window Tabla(DO), DO | Point to routine offset |



| MOVEL wwindow, $\cdot(S P)$ | ;Pass window pointer |
| :--- | :--- |
| MOVEL where.-(SP) | ;mouse coordinates |
| PEA bound | ;and boundaries |
| DragWindow | ;Drag Window |
| rts |  |

Grow:


```
: WDHA neadar file
: this file must be inctuded to access the data structures contained in
the fle WDHA.Asm
XREF EventLoop
XFEF Update
XFEF EventPecard
XREF What
XFEF Messags
XPEF When
XPEEF Where
XFEF Modify
MREF WWindow
TRUE EEX 1
FALSE ECN 0
```

```
;WDHAMac.tx:
:macros for WDHA program
;12/27/86 AME
:Dialog
:Macro
    Macro Dialog xpos,ypos,ixtstring,result =
    move.w[xpos],-(SP)
    move.w(ypos),-(SP)
    _MoveTo
    pea '(txtstring}'
    DrawString
    pea KeyBuf
    bsr GetStr
    lea keybut,a0
    move.w#1.-(SP)
    _Pack7
    move.wdo,{result}
    I
;DispString
:Macro
    Macro DispString xpos,ypos,txtstring =
    move.w{xpos}.-(SP)
    move.w(ypos),-(SP)
    _MoveTo
    pea '{xtstring}'
    _DrawString
    |
;DispValue
;Macro
            Macro DispValue xpes,ypos,label,value =
            movem.l a0.a6/do.d7.-{sp)
            move.w{xpos},-(SP)
            move.w(ypos}..(SP)
            _MoveTo
            pea '{labal}'
            _DrawString
            lea KeyBuf,ao
            move.l {value},do
            move.w#C.-(SP)
;Select NumToString
            _Pack7
            pea KeyBui
            DrawString
            movem.l (sp)+.a0-26/d0-d7
            |
DisoWValus
:Macro
```

Macro DispWValue xpos,ypos,fabel,value $=$
movem.i a0-a6/d0-d7,-(sp)
move.w $\{x p o s\},-(S P)$
move.w\{ypos\},-\{SP\}
_Moveto
psa '(label\}'
_DrawString

```
lea KeyBuf.a0
move.w(value), do
ext. 1 do
move.w\#0.-(SP) ;Select NumToString
_Pack7

\section*{pea KeyBut \\ _DrawString}
movem.! (sp)+,a0-a6/d0.d7
1
```

; WDHAMenu.Asm
This file contains routines which create and manipulate the menus used in
; the WDHA program.
Include MacTraps.D
inctude ToolEqux.D
Include SysEquX.D
Includa QuickEquX.D
Include MDS2:WDHAMac.txt
Include MDS2:WDHA.hdr
Include MDS2:WDHAPS.hdr
inelude MDS2:WDHATC.hdr
inclueg MDS2:WDHAFC.hdr
Include MOS2:WDHASCSI.hdr
xdef MakeMenus
xdef MenuHandles
xcof Menular

```

```

` : Now the aid menus. All have a 'new program' entry, and a blank line.
NewProgltem EQU 1
AidBlank EOU 2

| Aid12ID |  | EOU | -12 | ; program version id |
| :--- | :--- | :--- | :--- | :--- |
| Aid12MenL | $E C O$ | 5 |  |  |

        Seltem EONS
    SoltM ECU 3
    Testlem EOU 4
    menuaid12 equ 8 ;menuhandle offse:
    Aid1310 EOU -13 ; program version id
Aid13Menu ECD 6
FCItem EOU 5
menuaid!3 equ 12 ;menuhandle offse:
Aid14ID EQN -14 ; program version id
Aid14Menu EOU }
menuaid14 equ is ;menuhandle offset
SS151D EOU .100
SSISMenu ECU 8
Loadlem ECU 3
menussi5 equ 20
NonaMenu EXJ 9
menunone equ 24

```
; Name: MakoMenus
; Function: MakeMenus creates and displays the menu bar.
input: None
; Output: None
Maka Menus:
Clear menu bar
    _ClearMenuBar
    lea MenuHandes,a4
;First add Apple Monu
;Make it.
    cir. -(sp) ;space for function result
    move.w\#AppleMenu.-(sp) ;ifrst menu
    pea AppieName ;apple character
    _NewMenu
    movel (sp)+,menuapple(a4) ;store handle
;Add entries
    move.l menuapple(24).-(sp) ;push hande again
    pea 'About WDHA:(t'
    _AppandMentu
    move.l menuapple(a4),-(sp) ;push hancle again
    move.l \#'DRVR'.-(sp) ;load all drivers
    AddResMenu
ifnsert it in the menu bar.
    move. 1 menuapple(a4).-(sp) ;push handie again
    move.w\#0.-(sp) ;insert at end
    _insertMenu
; Now add File Menu
;Make it.
    cir. \(-(\mathrm{sp}) \quad\);space for function result
    move.w \#FileMonu.-(sp) ;second menu
    pas 'File'
    _Newhenu
    movel (sp)+,menufile(a4) ;store handie
;Add entriss
    move.l menufile(a4).-(sp) pust hande again
    pea 'Quit' ;push menu item
    -AppendMenu
:Insert it in the manu bar.
    movel menufile(a4).-(sp) ;push handle again
    move.w\#0.•(sp) insen at end
    _InsertMenu
Now create the WDHA program menus.
; none
cir. \(1 \quad\) (sp)
;3pace for function result
move.w \#NaneManu.-(sp)
pea 'WOHA Disconnected'
_NowMenu
move.! (sp)+,menunone(a4) istore handle
:Add entries.
move.l menunone(a4).-(sp) ;push handle
    pea Now WDHA Program; (*: :menu items.
    :menu title
    ;menu title
_ApcendMenv
```

aid12
clr.l -(sp)
move.w\#Aid12Menu,-(sp)
pea 'Aid12'
_NewMenu
move.l (sp)+,menuaid12(a4) ;store handle
:Add entries.
move.l menuaid12(a4),-(sp) ;push handle
pea 'New WOHA Program;(%;4 Channel Parameters;Test Calibrate' ;menu items.
AApendMenu
aid13
clr.l -(sp) ;space for function result
move.w\#Aidi3Menu.-{(sp)
pea 'Aid13' ;menu title
_NewMenu
move.l (sp)+,menuaid13(a4) ;store handle
:Add entries.
move.l menuaid13(a4).-(sp) ;push handle
pea 'New WDHA Program;(-;4 Channel Parameters;Test Calibrate;32 Tap Filter Load'
;menu items.
_AppendMenu
; aid14
clr.l -(Sp)
move.w\#Aid14Menu.-(sp)
poa 'Aid14'
_NewMenu
move.l (sp)+,menuaid14(a4) ;store handle
;Add antries.
move.l menuaid 14(24),-(sp) ;push hande
pea 'New WDHA Program;(-;4 Channel Parameters;Test Calibrate;31 Tap Filter Load'
:menu items.
_ApoendMenu
; SS15
clp.l -(sp)
move.w\#SSi5Menu.(Sp)
pea 'SS15'
_NewMenu
move.l (sp)+,menuss15(a4) ;store handle
;Add entries.
movelimenuss 15(a4).-(sp) ;pusin handfe
pea 'New WDHA Program:(-;Parameter Load' ;menu items.
_AppendMenu
;insert one in the menu bar since SetProgMenu deletes one
move.l menunone(a4).-(sp) ;push handle again
move.w\#O.-(sp) ;insert at end
_InsertMenu
: Set the proper WDHA program menu

```

\section*{bsr SetProgMenu}
ris

\section*{; Name: SetProgMenu}
: Function: This routine interrogates the hearing aid to determine which program it is currently running. then places the appropriate menu in the menu bar
Input: None
; Output: None
SetProgMenu:
: Close windows so that no inappropriate windows remain.
bsr WDHAPSHide
bsr WDHATCHide
; Delete the oid manu (whichever it is)
move.w\#Aid 2 Menu,-(sp)
_Deletemenu
move.w\#Aid13Menu.-(sp)
_DeleteMenu
move.w\#Aid14Menu.-(sp)
_DelateMenu
move.w\#SSi5Menu.-(SD)
DelateMenu
move.w \#NoneMenu.-(sp)
Delatemanu
: Default to NoneMenu
lea MenuHandles,a4
movel menunone(a4),-(Sp)
move.w\#c.-(sp)
_insertMenu
redraw the bar
_DrawMenuBar
move.w\#0.-(sp) :elear any highlighting
_HiLiteManu
; Now chack what it is
clr.w -(sp)
bsr SCSIlnterrogate
move.w(sp) + , do
lea MenuHandles, 44
cmp.w NAid121D, do
bne NotAid 12
movel menuaid12(a4), a3 iget handle
bra AddProgMenu
NotAid12:
cmp.w \#Aid 1310, do
bne NotAid 13
move. 1 menuaid13(a4), a3 iget handle
bra AddProgMenu
NotAid 13:
emp.w MAid14ID,do
one NotAid 14
movel menuaid14(a4), a3 iget hande
bra AddProgMenu
NotAid14:
cmp.w \#SSisID.dO
bne NotSS15
movei menuss \(15(a 4), a 3 \quad\) iget handle
bra AddProgMenu
NotSS: 5:
move. menunone(e4), a3
move.w \#20.(sp)
_SysBeep
AddProgMenu:
move.w\#NonsMenu.-(sp)
_DeleteMenu
move.l a3.-(sp)
movew\#0.-(sp)
- insertMonu
;redraw the bar
_OrawMenuBar
Clearfeturn:
move.w\#0.-(sp) iclear any highlighting.
_HiLiteMenu
ris

Function: This routine should be called when the mouse is elicxed in the
; Input: None
; Output: None
MenuBar:
clr. \(1 \quad\)-(sp)
;3pace for result
_MenuSelact
move. ( SD ) + .do get result (menu id, item \#)
swap do iget menu id in low word
Choices:
cmo.w \#0.do ;Was it in any ment?
ec @1 ;no menu id
cmp.w \#AppleMenu,dO; Was it in the apple menu?
beq InAppleMenu
cmp.w \#FiteMenu,do ;Was it in the file menu?
beq InFieMenu
emp.w \#NonsMenu,do
beq InSSMenu
emp.w \#Aid12Menu,do
beq inAidMenu
emo.w \#Aid13Menu, do
beq InAidMenu
emp.w \#Aid14Menu, do
beq InAidMent
cmp.w \#SS15Menu,do
bed inSSMenu
@1 bra Clearfaturn
InAppleMenu:
; Getlem
```

    swap do
    ger item * in low word
cmp.w \#Aboutltem,do
bne NotAbout
; Open About dialog window.
FUNCTION NewWindow (wStorage: Pir; boundsRect: Rect:
tille: Str255; visible: BOOLEAN;
procID: INTEGER; behind: WindowPPr;
goAwayFlag: BOOLEAN;
refCon: Longint) : WindowP!r,
SUBC
PEA AboutBounds ; Window position
PEA 'About WDHA' ; Windaw title
MOVEB \#255.-(SP) Make window,
MONE \#dBoxProc.-(SP) ; Standard document window
MOVEL \#-1,-(SP) ;Make it the front window
move.B \#-1.-(SP) ; Window has goAway button
CLA.L -(SP) ; Window retCon
NewWindow
lea
MOVEL (SP)+,(a4) ; Save hande for later
MOVEL (a4),-(SP) ; Make sure the new wincow is the por
:PFOCEDURE SetPort (gp: GratPort)
SetPort ; Make it the current port
move.w \#0.-(sp)
_ToxtFont
movi.w:1..(sp) ; Bold
TextFace
DispString \#20,\#16,Wearable Digital Heanng Aid Fitting Procedure V. 1.0
move.w\#0.-(sp) ; Plain Text
_TextFace
OispString \#200,\#32,Central Institute For The Deat
DispString \#200,\#48,818 South Euclid Ave.
DispString \#200,\#64,St. Louis Mo. 63110
DispString \#200,\#80,Phone: 314-652-3200
move.w\#1.-(sp) ; Bold
_TextFace
OispString \#20,\#96,Supported in part by:
move.w\#0.-(sp) ; Plain Text
_TextFace
DispString \#40,\#112,The Rehabilitation Research And Deveicoment Service
DispString \#40,\#128,Dept. of Medicine and Surgery: Velerans Administration
Print the big "CIO"
move.w\#36,-(sp)
_TexiSize
move.w:17.-(sp) ; Bold+Shadow
Texiface
DispString \#44,\#64,CID
Set text characteristics back to norma
move.w\#12,-(sp)
_Tex:Size
move.w\#0.-(sp) ; Plain Text
_TextFace
Wait for an event

```

\begin{tabular}{lll} 
& \begin{tabular}{ll} 
bne \\
bsr
\end{tabular} & \begin{tabular}{l} 
@4 \\
WDHAFCSet
\end{tabular} \\
bra & WMDone
\end{tabular}
InSSMenu:
    swap do ; get item \# in low word
    cmo.w \#NowProgitem, do
    bne © 1
    bsr SelProgMenu
    bra SSDone
@1 cmp.w Loaditem,do
    bne @2
    bsr WDHASetFileParams
    bra SSDone
@2
SSDone bra ClearReturn
\begin{tabular}{|c|c|c|c|}
\hline & \multicolumn{2}{|l|}{...-.Data} & here-.................................. \\
\hline \multirow[t]{8}{*}{MenuHandles:} & & & \\
\hline & dc. 1 & 0 & ;handle to apple menu \\
\hline & dc. 1 & 0 & ;handle to file menu \\
\hline & dc. 1 & 0 & ;handle to aidt2 menu \\
\hline & dc.! & 0 & ;handle to aid 3 menu \\
\hline & dc. & 0 & ;handle to aid14 menu \\
\hline & dc. 1 & 0 & ;handle to ss 15 menu \\
\hline & dc.l & 0 & ;handle to none menu \\
\hline Applename: & dc.b & 1,\$14 & ; A string containing the apple symbol \\
\hline DeskName: & deb.w & 16,0 & ;desk accessories name \\
\hline \multirow[t]{5}{*}{AboutPir AboutBounds:} & dc. 1 & 0 & ; the About dialog window pointer \\
\hline & dc.w & 100 & ; upper \\
\hline & dc.w & 50 & ; left \\
\hline & de.w & 232 & ; lower \\
\hline & dc.w & 472 & ; pight \\
\hline
\end{tabular}
;WDHAMenu header file
; This file must be included if any routines in WDHAMenu are used.
xre! Makemenus
xre 1 MenuHandles
xref Menubar

\section*{; file WDHAPS.Asm}

Include MacTraps. 0
Include ToolEqu.D
Inciude SysEquX.D
Include OuickEquX.D
Inciude SANEMacs.txt
Include MDS2:WDHA.har
Inciude MDS2:WDHASCSI.hdr
\(\qquad\)
WDHA Paramatar Settings Window Manager
This package contains routines to manipulate the WDHA Parameter Settings window. This window contains an interface which controls the ; gain and limit of each channel of the WOHA by allowing the user to move ; bars on a graph of Frequency versus dB SPL (execute the program for a better ; understanding), this control is referred to as the "PSGraph" in the program ; cocumentation. Next to this graph is a ehart (tho "PSChart) containing the ; numeric values of each channel's gain and limit.

It also contains control buttons to specity if the WDHA should be in ; Hearing aid mode, if the input attenuation should be off or on, and whether the aid should use the probe mike or the field mike. The output attenuation ; is automaticaliy turned on or off by the program, it's control being used as an indicator of this status.

Wherever the documentation refers to the term "theta", it is refering ; to the haight of the lower bar of the bar graph, and wherever the documentation uses "phi", it refers to the haight of the upper bar.
\(\qquad\)


; Name: WDHAPSClose
Function: Call this routine to destroy the PS Window and remove it from
the screen.
: Input: None
; Output: None
WDHAPSClose
mover. 1
d0-d7/a0-a6.-(sp) ; save registers
```

    move./ WDHAPSPtr.-(SD)
    _KillControls
    Dispose Window
move.I WDHAPSPtr.-(sp)
DisposWindow
movem.l {sp)+.d0-d7/a0.a6 ; restore registers
Its
; Name: WDHAPSShow
; Function: This routine makes the PS window visible and {rontmost.
; Input: None
Output: None
WDHAPSShow:
movam.l do-d7/a0-a6.-(sp) ; save registers
Bring it to the front
move.f WOHAPSPtr,-(sp)
BringToFront
Show Window
move.| WDHAPSPtr.-(sp)
_ShowWindow
move.l WDHAPSPtr.-(sp)
SelectWincow ; So select it.
movem.l (sp)+,d0-d7/a0-a6 ; restore registers
ris
: Nams: WDHAPSHide
Function: This routine makes the PS window invisible, removing it from the
; screen (but not destroying it).
Input: None
; Output: None
WDHAPSHice:
movem.b do-d7/a0.a6,-(sp) ; save registers
; Hide Window
move.l WOHAPSPtr.-(sp)
HidoWindow
movem.l (sp)+,00-d7/a0.a6 ; restore registers
rts
; Name: WDHAPSDraw
: Function: This routine draws the PS window's contents.
; Input: None
Output: None
WDHAPSDraw:
movem.1 do-d7/a0-26,-(sp) : save registers
lea WDHAPSPtr,a4 ; Pointer on stack
MOVEL (14),-(SP)
PPOCEDURE SetPort (gp: GrafPort)
_SelPort
; Make it the current port
First draw the graph
pea WDHAPSGraph
EraseRect ; clear it
pea WDHAPSGraph
_FrameRect
; Frame it
move.w\#patOr.-(sp)

```
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\begin{tabular}{|c|c|c|}
\hline & _Penmode & : change to Or pen mode. \\
\hline & move.w\#0.04 & ; count thru channels \\
\hline DrawCh & ans: & ; draw each channel \\
\hline & cmp.w \#CHANNELS, d4 & : done yet? \\
\hline & bea DoneDC & \\
\hline Draw & Thata Bar & \\
\hline & pea ThetaPat & \\
\hline & _PenPat & ; set pen pattern to Thotapat \\
\hline & move.wd4.-(sp) & \\
\hline & bsr CalThetaRec: & : Calculate theta rectangle \\
\hline & pea TRect & \\
\hline & PPaintRect & ; Fill with pattern \\
\hline Draw & Phi Bar & \\
\hline & pea PhiPat & \\
\hline & PenPat & ; set pen pattern to PhiPat \\
\hline & move.wd4,-(sp) & \\
\hline & bsr CalPhiRect & \\
\hline & pea TRact & \\
\hline & _PaintRect & ; Fill with pattern \\
\hline & add.w \#1, ¢4 & \\
\hline & bra DrawChans & \\
\hline DaneDC & & \\
\hline & _PenNormal & ; Reset Pen to original settings \\
\hline & move.wiPSTxtSize.-(sp) & \\
\hline & _TextSize & \\
\hline & move.w*PSGInitX+0*PSGC move.w\#PSGInitY+PSGH & Width+PSGChanWidth/2.-(sp) + PSTxtSize.-(sp) \\
\hline & _MoveTo &  \\
\hline & move.w\#'1', (sp) & \\
\hline & _DrawChar & \\
\hline & move.w\#PSGInitX+1*PSGC & Width+PSGChanWidth/2,-(sp) \\
\hline & move.w \#PSGlnity +PSGHe & +PSTxISize,-(Sp) \\
\hline & _MoveTo & \\
\hline & move.w"'2',-(sp) & \\
\hline & _DrawChar & \\
\hline & move.w\#PSGInitX+2*PSGC & Width+PSGChanWidth/2,-(sp) \\
\hline & movew \#PSGlnity+PSGHe & +PSTxtSize,-(sp) \\
\hline & Moveto & \\
\hline & move.w\#'3', (sp) & \\
\hline & _OrawChar & \\
\hline & move.w\#PSGinit \(+3^{\circ}\) PSG & Width+PSGChanWidth/2,-(sp) \\
\hline & move.w\#PSGlnit + PSGHe & +PSTxtSize.-(sp) \\
\hline & _MoveTo & \\
\hline & move.w\#'4', (\%p) & \\
\hline & _OrawChar & \\
\hline & move.w\#PSGinitX + (CHAN & S/2)'PSGChanWidth-25,•(sp) \\
\hline & move.w\#PSGlnitY+PSGHe & +2*PSTxISize.-(Sp) \\
\hline & _MoveTo & \\
\hline & pea 'Channel' & \\
\hline & DrawString & \\
\hline & move.w\#PSGInitX-20.-(sp) & \\
\hline & move.w\#PSGInitY+PSGH & T/2-PSTxtSize,-(sp) \\
\hline & _Moveto & \\
\hline
\end{tabular}
pea 'dB'
_DrawString
movew\#PSGInitX-24.-(sp)
move.w \#PSGInity +PSGHeighv/2.-(sp)
_MoveTo
pea 'SPL.'
_DrawString
move.w\#9.-(sp)
_TextSize
move.w.PSGInitX-9.-(SD)
move.w \#PSGInitY+PSGHeight.-(sp)
_MovaTo
move.w"'0',-(sp)
_OrawChar
move.w PPSGInitX-20,-(sp)
move.w \#PSGInitY+9,-(sp)
_MoveTo
Dea
; Now draw the chart
_PenNormal
pea WDHAPSChart
_FrameRect
move.w*PSCInitX. (sD)
move.w \#PSCInitY + 1*PSCFHeight,-(5p)
_MoveTa
move.W. \#PSCInitX+PSCWidth.-(sp)
move.w*PSCInitY + 1*PSCFHeight, \(n\) (sp)
_LineTo
Move.w\#PSClnitx.-(sp)
move.w\#PSCInitY \(+2^{*}\) PSCFHeight.-(sp)
_MeveTo
move.w \#PSCInitX+PSCWidth,-(sp)
move.w \#PSCInilY \(+2^{*}\) PSCFHoight.-(sp)
_LinaTo
move.w\#PSC|nitX.-(sp)
move.w"PSCinitY +3*PSCFHeight.-(sp)
_MoveTo
-move.w \#PSCInitX +PSCWidth. (sp)
move. w \#PSCInitY \(+3^{*}\) PSCFHeight, -(sp)
_LineTo
move.w\#PSCInitX.-(sp)
move,w\#PSCinitY+4*PSCFHeight.-(sp)
_MoveTo
move.w \#PSCInitX+PSCWidth.-(sp)
move.w\#PSCInitY+4*PSCFHeight,-(sp)
_LineTo
move.w \#PSCInitX+PSCFWidth,-(sp)
move.w \#PSCIni!Y.-(sp)
_MoveTo
move.wiPSClnitX+PSCFWidth.-(sp)
move.w\#PSClnitY + PSGHeight,-(sp)
_LineTo
move.w\#PSCInitX+2*PSCFWidth, (SP)
```

    move.w #PSCInitY.(Sp)
    MoveTo
    mova.w#PSClnitX+2*PSCFWidth..(SD)
    move.w#PSCInitY +PSGHeight.(Sp)
    _Lineto
    move.w#PSCInilX+6,.(sp)
    move.w#PSClnitY +PSCFHeight-6,-(sp)
    _MoveTo
    poa 'Channel'
    _DrawString
    move.w #PSClnitX+PSCFWidth+11,-(sp)
    move.w#PSCInitY+PSCFHeight-6,-(SP)
    _MoveTo
    pea 'Gain'
    _DrawString
    move.w#PSCInitX+2*PSCFWidth+10,-(sp)
    move.w #PSClnitY +PSCFHaight-6,-(5p)
    MoveTo
    pea 'Limit'
    _DrawString
    move.w #CHANNELS.d4; Now draw the chart data with PrintVal
        iea Theta3,aO ; will draw the gains and limits too
    DrChartNums:
Draw channel *
mova.w:0.-(sD) ; Column O
move.wd4,-(sp) : Row is same as channel
move.wd4,-(sp) ; value is channel
bsr Printval
; Draw gain
move.w"1,-(sp) ; now do gain
move.wd4,-(sp) ; Row is same as channe!
move.w(a0).-(sp) ; Show the theta value as gain
bsr PrintVal
Draw limit
move.w\#2.-(sp) ; now do limit
move,wd4.-(sp) ; Row is same as channel
move.w2(a0),-(sp) ; Show the Phi value as limit
bsr PrintVal
lea -4(a0),a0
sub.w \#1,04
bne DrChartNums
Draw the control buttons.
move.I WDHAPSPtr,-(sp) ; the window ptr
DrawControls
bsr WDHAPSSetParam ; update the WOHA.
movem.l (sp)+.dO-d7/a0-a6 ; restore registers
ris
; Name: PSAddControis
Function: This routine adds the PS window's controls.
Input: Nane
; Output: None
PSAddControls:
movem.l do.d7/a0.a6.-(sp) ; save registers


| move.w\#0. $-(s p)$ | ; value |
| :--- | :--- |
| move.w\#0. $+(s p)$ | ; min |
| move.w\#1. $-(s p)$ | ; max |
| move.w\#1. $-(s p)$ | ; checx box proc id |
| move. $\# \#,-(s p)$ | ; relcon not usec |

Call NewContral
_NawControl
lea OAControl,a3
move.! ( sp ) + .(a3) : store the result
Set up the controls bounding rectangle.
lea TRect, 24
move.w \#PSCIInitY +3"PSCtIFHaight, (24) : store y coord
move.w \#PSCtllnitX,2(a4) : store $x$ coord
move.w \#PSCtIInitY + 3*PSCtIFHeight $+20,4(\mathrm{a4}) \quad$; store $y$ coord
move.w WPSRight,6(a4)

- Push paramaters for NewContro
cir.l -(sp) move. 1 WDHAPSPIt,-(sp) pea TRect pea 'Field Mikg'
move.b \#TRUE -(sp) ; visible
move.w\#1,-(sp) ; make Field mike an as the default
move.w\#0. $\langle(s p) \quad$ : min
move.w\#; - (sp) : max
movew w2,-(sp) ; radio button proc id
move. $\# 0 .-(\mathrm{sp}) \quad$; reicen not used
- Call NewControl
_NewControl
lea FieldControl,a3
move.l (sp)+, (a3) ; store the result
; Set up the controls bounding rectangle.
lea TRect,a4
move.w\#PSCIllnitY $\rightarrow 4^{*}$ PSC\{IFHeight,(a4\} ; store y coord
move.w\#PSC:IInilX,2(a4) ; store $x$ coord
move.w \#PSCtIInitY $+4^{*}$ PSCtIFHeight $+20,4$ (a4) ; store y coord move.w \#PSRight, 6(34)
; store $\times$ coord
: Push parameters for NewContro
cir. 1 -(sp)
: NewControl returns a handle move.I WDHAPSPtr,-(sp) : the window ptr
pear Thect ; the rectangle bounding the control pea 'Probe Miks' : titie
move.b \#TRUE.-(sp) ; visibie
move.w\#O.( $(s p)$; value
move.w\#0. (sp) ; min
move.w\#1,-(sp) ; max
move.w\#2,-(sp) ; radio button proc id
moval 0 : $-(s p) \quad$; retcon not used
Call NewControl
_NewContral
Tea ProbeControl,a3
move.l (sp)+.(a3) ; store the result
movem. $\quad(s p)+d 0-d 7 / 30-a 6$
ris

```
CalThetaRect elculates the rectangle surrounding the control bar for the
: given channel.
Input: the channel # (a word) is passec on the stack.
:Output: the rect TRect is filied.
CaIThetaRect:
    movem.l co-d7/a0-a6.-(sp)
    lea TRect,a4 ; get address of TRect
    move.w#PSGInitY +PSGHeight.d4; bottom of graph
    move.wd4,4{a4} ; store it in TRec:
    lea Theta0,a3 : Get theta
    move.w64(sp),d3 : Get channel number
    asl.w #2.d3 ; 4
    sub.w (a3.d3.w).d4 ; compute top of bary coord
    move.wd4.(a4);:store it in TRect
    move.w64(sp),d3 ; Get channel number
    mulu #PSGChanWidth.d3 ; channel # ' ChanWidth
    add.w #PSGInitX,d3 ; move over
    move.wd3,2(a4) ; store letf side
    add.w #PSGChanWidth,d3 ; add width
    move.wd3,6(a4) ; store right sice
    pea TRec!
    move.w#1,-(sp)
    move.w#1.-(sp)
    _insetPect ; make it a tad smaller
    sub.w #1,(a4) ; not the top lovel though
    movem.l (sp)+,d0-d7/a0-26
    move.l (sp),2(sp) ; move return address over param
    tst.w (sp)* ; get rid of parameter
    rts ; and return
CalphiRect clculates the rectangle surrounding the control bar tor the given channel.
: Input: the channel \# (a word) is passed on the stack.
; Output: the rect TRect is filled.
CaiPhiRect:
movemil do-d7/a0-a6.-(sp)
lea TRect, 14 ; get address of TRect
move.w \#PSGlnitY,d4 ; top of graph
move.wd4,(a4): store it in TRect
lea Phio,a3 ; Get Phi
move.w64(sp).d3 ; Get channel number
asl.w \#2.d3 ; * 4
move.w\#120.d5
sub.w (a3,d3.w), d5 ; compule bottom of bar y coord
add.w d5,d4
move.wa4,4(a4)
: stare it in TRect
move.w64(sp),d3 ; Get channol number
muits *PSGChanWidth,d3 ; thannel \#' ChanWidth
add.w \#PSGInitX.d3 ; move over
move.wd3,2(a4) ; store lelt side
add.w \#PSGChanWidth,d3 ; add width
move.wd3.6(a4) ; store right side
pea TRect
move.w\#1.-(sp)
```

| mave.w\#1, (sp) |  |
| :---: | :---: |
| add.w \#1.4(a4) | ; not the bottom though |
| movernil (s | -d7/a0-a6 |
| move.l (sp), 2(sp) | move return address over param |
| tsi.w (sp)+ | get pid of parameter |
| ris | ; and return |

; Name: PrintVal
; Function: This routine prints the given value at the specified row and
; column of the PSChart.
Input: d3 (word) = value, d4 $=$ row, $d 5=$ column
: Output: None
Printval:

; compute $x$ coord
mulu aPSCEWidth,d5; column * width of each field
add.w \#PSClnitX+24,d5 ; shift over
; compute y coord
add.w $\# 1.04$;add 1 to row
mulu $\quad$ : hesCFHeight of aach fisid
add.w \#PSCinity-6,d4 ; shitt down and than up a likie
; orase whatever is thers already.
lea TRect,a2 ; we"ll put it in Trect
move.wd5.2(a2) ; our $x$ is the left $x$
mave.we $5,6(a 2) \quad$; then compute the right
add.w \#20.6(a2) ; as 20 over from the lelt
move.wd4,4(a2) ; our $y$ is the bottom $y$
move.wd4,(a2) ; then compute the top
sub.w \#PSTxiSize,(a2) : as TxtSizo up from bottom
pea TRect ; now erase it
EraseRec:
: move there
move.wd5,-(sp)
move.wd4.-(sp)
_MoveTo
; convert value io string
move.wd3, 00 ; NumToString expects val in do
lea Numbufia0 ; address of Numbuf in a0
move.w\#0.-(SP) ; Select NumToString

Pack?
pea NumBuf
_DrawString
movem.l $(s p)+, d 0-d 7 / a 0-a 6$
move.l (spl,6(sp) ; move return address over parameters
add.l \#6,sp ; get rid of parametars
rts
; Name: WDHAPSIS
; Function: This routine returns a Boolean telling whether or not
; the given window pointer is the PS window's pointer.

Input: A window pointer (passed on the stack)
Output: a word. TRUE or FALSE (defined in WDHA.hdr) relurned an the stack.
-Note: You do not have to push a word for the result of this routine.
WDHAPSIS:

| movem.l | 24/04, $\cdot(5 p)$ | ; Save registars |
| :---: | :---: | :---: |
| move.l | B(sp). 24 | ; get return address in 34 |
| move. 1 | 12(sp).d4 | ; get WindowPtr in d4 |
| emp.l | WDHAPSPtr,d4 | Was it our window? |
| beq | IS:0 | ; It is |
| move.w | \#FALSE, 14(sp) | ; save result |
| bra | IS20 |  |
| move.w | \#TRUE, 14 (sp) |  |
| move. 1 | a4,10(sp) | ; put return address beck |
| movem.l | (sp) + , 24/d4 | ; restore registers |
| ISt.W | (sp)+ | ; get rid of extra two bytes |
| PIS |  | ; return |

Name: WDHAPSControl
Function: This routine should be called whenaver a mousadown event occurs
within the contents of the PS Window. It handles the hilighting of the
proper control buttons, and sends the proper records to the WDHA.
; input: The mouse location (on the stack). from the event's where field.
; Output: None
WDHAPSControl:
movem. $1 \quad$ do-d7/a0-a6.-\{sp $\rangle$
move. 1 WDHAPSPtr,-(sp)
;PROCEDURE SotPort (gp: GrafPort)
SetPort ; Make sure it's the cufrent
port
pea 64 (sp) GlobalToLocal

> : push address of point
> ; convert it to the window's coords

Was it in a control bution?
ButtonChack:
, call FindControl

| clr.w -(sp) | ; raturns a long |
| :--- | :--- |
| move.l $66(\mathrm{sp}), \cdot(\mathrm{sp})$ | ; push point in local coords |
| move.l WOHAPSPtr,-(sp) | WhichContral |
| pea | WDHAPSPtr on stack |
| FindControl |  |

tst.w (sp)+ ; pop result

| lea WhichControl.a4 | (a4) |
| :--- | :--- |
| tst.l Was it in any of them? |  |

beq ChanCheck
; if it was in a control, call TrackControl cir.w -(sp)
returns a word
move. 1 WhichContral.-(sp)
WhichControl now has the nandie
starting point
; no action proc
move.l \#0,-(sp)
_TrackControl
Ist.w (sp) beq NoChan
; Was it the output Attenuation butten? lea WhichControl,a4
move. 1 OAControl.d4
cmp.
(34).d4
bne NetOA
: if not then was it the lA button?
It was the output attenuation button so adjust the bar heights.
cir.w d3 Thela0,a3
lea

CGLoopl1:
emp.w \#CHANNELS, d3
beq InvQu
clr.w -(sp) GOUT
bsr
move.w (a3), do :get Theta in do
sub.w (sp),d0 ; subtract the old GOUT from Theta
movewdO,(a3) ; store Theta
move.w $2(a 3), d 1$
; get phi in di
sub.w (sp)+.d1
; subtract the old GOUT from Phi
move.wdt,2(a3)
; store phi
add.w $1, \mathrm{~d} 3$
bra CGLoopl1
InvBut:
clr.w -(Sp) ; GetCivalue retums a word
move. 1 OAControl,-(sp)
_GetCilValue
move.w(sp)+,d3
: now value is in d3
not.w d3
and.w \#1,d3 : invert the status.
move.l WhichControl.-(Sp)
move.wd3.*(sp)
: set it to the new vatue.
_SetCivalue
elr.w d3 Thata0, a3 insa d3 as a channel counter

CGLoop12:
cmo.w \#CHANNELS.d3
beq UDScreen
clr.w -(sp)
bsr GOUT
move.w(a3).do ; get Thela in do
add.w (sp),do ; add the new GOUT
move.wd3,-(sp)
move.wdo,-(sp)
bsr ValidGain
move.w\{sp)+(a3)
; the new gain
move.w2(a3),d1
add.w (sp)+,d1
store it
; get phi in dy
move.wd3.-(sp)
add the new GOUT to Phi
move.wd1,-(sp) ValidLimit
move.w(sp)+,2(a3) ; store phi
lea 4(a3),a3
add.w *1.d3

bra NoChan
: invert the controi value
OtherBut:
cir.w -(sp)
move.l WhichControl.-(sp)
_Getctivalue
move.w(sp) + .d3
, now value is in da
not.w d3
and.w \#1, 13 ; inver the status.
move. 1 WhichControl.-(sp)
move.wd3.-(5p)
_SetCivalue
Was it the Field button?
movel FisidControl,d4
lea WhichControl,a4
cmp.l (a4).d4
bne NotField
; Otherwise invert off the Probe mike
$\begin{array}{ll}\text { clr.w } & \text {-(sp) } \\ \text { mova.l ProbeControl.-(sp) }\end{array}$
_GetCIValue
move.w(sD)+,d3
not.w d3
and.w *1,d3
move. ProbeControl,-(sp)
move.wd3.-(sp)
; if not then torget it

SetCtIValue
bra NoChan
; Was it the Probe button?
NotField:
movel PrabeControl.d4
lea WhichControl,a4
cmp.l (a4), d4
bne NoChan
; if not then forge: it

- Otherwise invert the Field mike
clr.w -(sp)
move. ( FieldContral.-(sp)
_GetCIValue
move.w(so)+.d3
not.w d3
and.w \#1.d3
movel FialdContral.-(sp)
move.wd3.-(sp)
_Saictivalue
bra MoChan

ChanCheck:
move.w\#0.d4 ; count thru channels
lea Theta0,a4
FindChan:
: draw each channel
emp.w \#CHANNELS.d4
beq NoChan
; Is it a theta bar?

```
    move.wd4,-(sp)
    bsi CalThetaRect ; Calculate theta rectangle
    clr.w -(sp) ; make room for result
    move.l 66(sp),-(sp) ; push mouse paint
    pea TRec: ; theta rect in TRec:
    _P!|nRect
    ist.w (sp)+
    bne FoundTheta
; Is it a phi bar?
    lga 2(a4),a4
    move.wd4,-(3p)
    bsr CalPhiRect ; Caiculate theta rectangle
    clf.w -(SD) ; make room for result
    move.l 66(sp).-(sp) ; push mouse point
    pea TRect
    Pi|nRect
    ist.w (sp)+
    One FoundPhi
    las 2(a4),a4
    add.w #1,04
    bra FindChan
: a4 points to Theta. d4 contains the channel number.
FoundTheta:
    pea ThetaPat
    _PenPal
    move.w(a4).d3 ; hold onto original theta
; While the button is down move the bar around, enanging theta
FTLoop:
    cir.W -(so) : Make room for result
    _StillDown ; Is the button still down?
    tst.w (sp)+
    beg NoChan ; If not then exit atherwise..
; Get the point
    pea TPoint
    _GetMouse
    :Get mouse location
: First Erase Old Bar
    move.w*patBic.-(sp)
    ParmMode
    move.wd4,-(sp)
    bsr CalThetaRect
    pea TRect
    _PaintRect
    Now change the theta parameter
    move.w64(sp).d5 ; the vertical coordinate of stam point
    sub.w TPoint,d5 ; original y current y
    this will be a negative value it they move down
    move.wd3,(a4) ; restore original theta
    add.w d5.(a4); change theta
    ; Is it OK?
        move.wd4.-(sp) ; cnannel #
        move.w(a4).-(sp) ; gain
        asr ValidGain
        move.w(sp)+.(a4)
: Now draw the new bar ThDrBar:
move.w \#palOr.-(sp)
PenMode
move.wd4,-(sp)
bsr CalThetaflect
pea TRect
PaintRec:
; Now update the chart value.
cmp.w (a4).d3; is there any differance?
beq FRLoop ; If nat then don't bother
move.w\#1,-(sp) ; gain column in chart
move.wd4.-(sp) ; row is channel
acd.w \#1,(sp); +1
move.w (a4 \(\rangle,-\{s p) ;\) value
bsr PrintVal
bra FTLoop
; a4 points to Phi, d4 contains the channel number.
FoundPhi:
pea PhiPat
Penpat
move.w(a4).d3 ; store old Pht
While the button is down move the bar around, ehanging theta FPLoop:
\begin{tabular}{ll} 
clr.w -(sp) & ; Make room for result \\
StillDown & ; Is the button still down? \\
tst.w (sp)+ & \\
beq NoChan & : If not then exit otherwise... \\
pe point & \\
pea TPoint & GetMouse
\end{tabular}

First Erase Old Bar
move.wopatBic.-(sp)
PenMode
move.wd4. ( sp )
bsr CalPhiPect
pea TRect
-PaintRect
; Now change the Phi parameter
move.w \(64(\mathrm{sp}) .05\); the vertical coordinate of start point
sub.w TPaini,d5 ; original \(y\) - current \(y\)
; this will be a negative value if they move down
move.wd3.(a4) ; restore original Phi
add.w d5,(a4) ; change Phi
; is it OK?
mave.wd4,-(sp)
move.w(a4):-(sp)
ValidLimit
move.w(sp)+,\{a4\}
; Now draw the new bar
PhiDrBar:
: Now draw the new bar
move.w\#patOr.-(sp)
```

    _PenMode
    move.wd4,.(sp)
    bsr CalPhifect
    pea TRec:
    _PaintRect
    Now update the chart value.
cmp.w (a4).d3 : is there any diflerence?
beq FPLocp ; If not then don't bother
move.w\#2,-(sp) ; limit column in chart
move.wd4,-(sp) ; row is channel \#
add.w \#1,(sp); - 1
move.w(a4}..(sp) ; value
bsr PrintVal
bra FPL_00p
NoChan:
_PenNormal
bsr WDHAPSSetParam ; update any changes made to the WDHA.
movem.l (sp)+,d0-d7/a0-a6
move.l (sp)+,(sp)
ris

```

\section*{- Name: WDHAFSSetParam}
```

: Function: This routine sets the WDHA to the parameters set in the WDHA
: window.
; input: None

- Output: None
WDHAPSSetParam:
movem.l do-d7/a0-a6.-(sp) ; save registers
; Fill all fields of the paramrec except the gainfinput select word.
bsr CalcGainsLimits; calculate the gains and limits.
; Now calculate the select word by looking at the control buttons.

| lea paramrec.a4 | iget the gainfinput select word |
| :--- | :--- |
| move.w $16(24), d 4$ | iget the gain input setect word |

SPIA:
gor the gain input select word
: set input attenuation bit
clr.w -(sp) : Gerctivalue retums a word
move.l |AControl.-(sp); the handie
_GetCuValue
tst.w (sp)*
beq SPNolA
SPDOIA:
bsel. 1 \#INPUT.d4
bra SPOA
SPNoIA:
beir.! \#NPUT.e4
SPOA:
cir.w -(sp)
movel OAControl.-(sp)
GetCilValue
tst.w (sp)+
bec SPNoOA
SPDOOA:
bset. 1 \#OUTPUT.d4
bra SPField
SPNOOA:

```
```

    belr.I #OUTPUT,d4
    SPField: ; set the field mike bit
clr.w -(SD) : GetCtIValue returns a word
move:! FieldControl.-(sp) : the handle
_GetCIValue
fst.w (sp)+
beq SPNofiald
SPDoFigid:
bset.1 \#FIELD.d4
bra SPProbe
SPNoField:
belr.l \#FIELD,d4
SPProbe:
clr.w -(sp) ; GetCtiValue retums a word
move.l ProbeControl,-(sp) ; the handle
_GetCIValue
tst.w (sp)+
beq SPNoProbe
SPDoProbe:
bsat.I \#PRCEE,d4
bra SPSendParams
SPNoProbe:
bclr.I \#PROBE,d4
SPSancParams:
mave.wd4.16(a4) ; store the modified select word.
; Now send the parameters to the WDHA
lea paramrec,a0
bsr SelParam
; now wait a fittle while the WDHA does irs thing.
move.l \#10000.d1
SPWait:
sub.1 \#1,d1
bne SPWait
; Now put the WDHA in either hearing aid state or idle stale depending on
; the status of the "Hearing Ald On" button.
clr.w -(sp) ; GetCtIValue relums a word
move.l AidControl.-(sp) ; the handle
_GetCilValue
Ist.w (sp)+
beq SPAidOff
move.w\#-1,do ; go to hearing aid mode
bra SPSetMode
SPAidOff:
move.w\#-100.d0 ; go to idle mode
SPSetMode:
jsr scsiwr ;send mode code to WDHA
SPDoine:
movem.i (sp)+,d0-d7/a0-a6 ; restore registers
fts
; Name: CalcGainsLimits
; Function: Compute the gains and limits fields of the paramrec from

```
; the neights of the theta and phi bars of the bar graph, and the status of ; the attenuation control buttons.
: Input: None
: Output: None
If any of the gains or limits produce an out of range value the variable called 'Clipped' will have a non-zero value upon relum.
CalcGainsLimits


OClOOD:
\begin{tabular}{|c|c|c|}
\hline \multicolumn{2}{|l|}{move.w(a4),d4} & : get thetal ( \(\mathbf{x}\) S0) \\
\hline sub.w & (a3),d4 & ; subtract He \\
\hline sub.w & 8(a3), 04 & subtract Hr \\
\hline sub.w & \#60,d4 & \\
\hline clr.w & -(sp) & ; subtract GIN \\
\hline bst & GiN & \\
\hline sub.w & (sp) +.14 & \\
\hline cir.w & (sp) & ; subtract GOUT \\
\hline Bsr & GOUT & \\
\hline sub.w & (sp)+,d4 & \\
\hline
\end{tabular}

Now calculate tho
Dobimit:
\begin{tabular}{|c|c|c|}
\hline \multicolumn{2}{|l|}{move,w2(a4),05} & ; Get height (-So lim) in d5 \\
\hline sub.w & d4, d5 & ; Subtract Gd \\
\hline sub.w & 8(a3),d5 & ; subtract Hr \\
\hline cir.w & -(sp) & ; subtract GOUT \\
\hline bsr & GOUT & \\
\hline sub.w & (sp) + , d5 & \\
\hline
\end{tabular}
; Now convert both to linear.
; First the gain
ToLinear:
; but first store Gd and Ld

```

    1\times21 ;convert extended to integer
    move.warg1.(a2) ; s!ore the gain
    movewarg1.d1 ; get the gain
    emp.w #16384.di
    bls DCDoLimit
    move.w#16384,(a2) ; store the gain
    lea Clipped,ai
    add.w #1,{a!)
    Now the limit
DCDOLImit:

```

```

    pea arg: ;dB limit
    pea arg4 ;fpdB limit
    F12X ;convert from integer to extended to
    pea fp20dBe ;20 * log base to of e=8.68588963e
    pea arg4 ;fpdB limil
    foivx ;cb/fp20obe (result in arg4)
    pea arg4
    fexpx ;base e exponential (db ratio in arg4)
    pea arg4
    pea arg1
    pea Iwoexi4 ;scale it "2Ey6 to convent it to fixed point
    pea arg4
    fmulx
    fx2i ;convert axtended to integer
    move.warg1,2(a2) ; store the limit
    bol DCFinLoop
    move.w#32767,2(a2)
    Store them in the paramrec
DCFinLocp:

| lea | 4(a4),a4 | : go to next theta/phi pair |
| :--- | :--- | :--- |
| lea | 4(a2),a2 | go to next gain/limit pair |
| lea | 2(a3),a3 | igo to next He and Hr |

subq.b \#1.d6
One OCLeop
movem.l (sp)+,a0.a6/c0.d7
its
: Name: GIN
; Function: This routine returns the input gain as determined by the
input attenuation contral button, either +0 (on), or +18 (off).
: Input: None
; Output: A word on the stack is filled with the result (the user pushes this) GIN: movem.l $\quad$ 20-26/c0-c7.-(sp)
; if input attenuation is on then retum 0 otherwise 18
clr.w -(sp) ; make room for result
move.l IAControl,-(sp)
_GetCtValue
tsi.w (sp)+
bne GinOn
move.w"1 B.64(sp)
bra GinDone
GinCon

```
```

GinDone
movem.l
(sp)+.a0-a6/d0-d7
rts

```
: Name: GOUT
; Function: This routine returns the output gain as determined by the
    output attenuation control button, sither -34 (on), or -9 (off).
; Input: None
: Output: A werd on the stack is filled with the result (the user pushes this)
GOUT: movem.l
a0-a6/d0.d7.-(so)
; if output gain is on then relum -34 otherwise -9
        \(\begin{array}{ll}\text { cir.w -(sp) } \\ \text { move } & \text { OAContral.-(sp) }\end{array}\)
        _GerCIValue
        tst.w (sp) +
        Gne Gouto
        move.w\#-9.64(sp)
        bra GoutOone
Gouton
    move.w\#-34.64(sp)
GoutDone
    movem.l
    (sp) + , a0-a6/d0-d7
    mov
; Name: GMAX
; Function: This routine retums the maximum gain for the given channel.
; !nput: The channel number is passed on the stack as a word (0-3).
Output: The result is on the stack upon return.
- Note: You do not have to make room for the resuit on the stack.
GMAX:


\section*{Name: ValidGain}
; Function: This rautine clips the given gain (bar haight) as needed for the given channel.
input: The channel number and gain passed on the stack as words.
; Output: The result is on top of the stack upon return.
: *Note: You do not have to make room for the result on the stack.
```

ValidGain:
movem.l a0.a6/do-d7.-(sp)
move.w66(sp),do ; get the channel\#
move.w64(SD),d1 ; get the unclipped gain
emp.w \#2.d1 GainOK1
move.w\#2.dt ; make it bigger
bra VGDOne
GainOKt:
move.wdo,-(sp) ; get GMAX
bsr GIMAX
emp.w (sp)+,d1
ble VGDone
move.w-2(sp).d1 ; make it GMAX
VGDane:
move.wd1,66(sp)
movem.l (sp)+,a0-a6/d0.d7
move.! (sp),2(Sp) ; move return address
tst.w (sp)+ ; get rid of extra word
fis
Name: LMAX
Function: This routine returns the maximum limit for the given channel.
Input: The channel number is passed on the stack as a word (0-3).
Output: The result is on the stack upon return.
**Note: You do not have to make room for the result or. the stack.
LMAX:

```
```

movem.l a0-a6/do-d7.-(sp)

```
movem.l a0-a6/do-d7.-(sp)
    elr.w -(sp)
    elr.w -(sp)
    bsr GOU
    bsr GOU
    move.w(sp)+,dO ; add GOUT
    move.w(sp)+,dO ; add GOUT
    lea Hr,aO
    lea Hr,aO
    move.w64(sp).di ; get channel #
    move.w64(sp).di ; get channel #
    asl.w #1,d1 ; *2 for words
    asl.w #1,d1 ; *2 for words
    add.w {a0,di.w),do ; add He
    add.w {a0,di.w),do ; add He
    move.we0,64(sp) ; write the result over the parameter
    move.we0,64(sp) ; write the result over the parameter
    movem.l (sp)+,a0-a6/d0-d7
    movem.l (sp)+,a0-a6/d0-d7
    rts
    rts
    Name: ValidLimit
    Function: This routine ctips the given limit (bar height) as needed for the
    given channel.
    Input: The channel number and gain passed on the stack as words.
    Output: The result is on top of the stack upon return.
**Note: You do not have to make room for the result on the stack.
ValidLimit:
    movem.l a0-a6/d0-d7.-(sp)
    move.w66(5p),d0 : get the channel :
    move.w64(sp),d1 ; get the unclipped limit
    emp.w #2.di ; IS it bigger than the minimum height?
    bge LimitOK1
    move.w#2,di ; make it bigger
    bra VLDone
LimitOK1:
```



| dc.w 120 channel 3 |  |  |  |
| :---: | :---: | :---: | :---: |
| WDHAPSBounds |  |  | Bounding rect for window |
|  | OC.W | PSInily |  |
|  | DC.W | PSİitX |  |
|  | DC.W | PSinit $\mathrm{P}+\mathrm{PSGHeight}+\mathrm{PSG}$ init $\mathrm{Y}+2^{*}$ PSTxiSize +4 |  |
|  | DCW | PSAlight |  |
| WDHAPSGraph: |  |  |  |
|  |  |  | ; bounding rectangle for graph |
|  | DC.W | PSGinit |  |
|  | DCW | PSGInit |  |
|  | DC.W | PSGInit | Y+PSGHeight |
|  | DC.W | PSGInit | X+PSGWidth |
| WOHAPSChart: |  |  |  |
|  |  |  | ; bounding rectangle for chart |
|  | DC.W | PSClnit |  |
|  | DC.W | PSClnit |  |
|  | DC.W | PSClinit | Y+PSGHeight |
|  | DC.W | PSClnit | X+PSCWidth |
| TRect: |  |  |  |
|  | DC.L | 0 |  |
|  | DC.L |  | ;For calculating various rectangles. |
| TPoint: | OC.L |  | ;For calculating mouse change. |
| WhichControl: | DC.L | 0 | ; A control handle, for temporary storage. |
| Thetapat: | DC.B | \$AA, \$55,\$AA,\$55,\$AA, \$55,\$AA,\$55 |  |
| PhiPat: | DC.B | \$55.\$AA, \$55,\$AA, \$55,\$AA, \$55,\$AA |  |
| NumBuf: | DCB. $B$ | 64.0 | ; Buffer for number conversion |
| arg 1 |  | dcb.w | 8,0 ;integer buffer |
| arg2 |  | dcb.w | 8,0 ;extended floating point buffer |
| arg 3 |  | dcb.w | 8,0 ;extended floating point butfer |
| arg4 |  | dcb.w | 8,0 ;exiended floating point buffer |
| arg5 |  | dcb.w | 8.0 ;extended floating point buffer |
| twoex ${ }^{4}$ |  | dc.w | \$400d, \$8000, \$0000, \$0000, \$0000 |
| $f \mathrm{f} 20 \mathrm{dBe}$ |  | dc.w | \$4002,\$8al9,\$db22,\$c0e5,\$6042 |
| Clipped | dc.w |  | 0 |

## ; WDHAPS.hdr

This file musi be included if your program uses the
WDHA Parameter Settings window.
XREF WOHAPSOPEn
XFEF WOHAPSClose XFEF WDHAPSSHow
XREF WDHAPSHide
XFEF WDHAPSORAW
XFEF WDHAPSControl
XREF WDHAPSIS
XPEF WDHAPSSetParam

```
File WOHATC.Asm
Include MacTraps.D
Include ToolEqu.D
Include SysEquX.D
Include QuickEquX.D
Include SANEMacs.txt
ineluce MDS2:WDHA.hdr
Inctude MDS2:WDHAMac.txt
include MDS2:WDHASCSI.hdr
; WOHA Test/Calibrate Window Manager
    This package contains routines to manipulate the WDHA Test/Calibrate
window, which allows you to do pure tone audiometry via the WOHA.
    The window eontains text boxes which allow the user to change the
parameters to the test procedure, as well as the control boxes (as in the
; parameter settings window) to determine the gainselect input word and
; the on/off status of the hearing aid.
```

: ........................External Delinitions...........................................
XDEF WOHATCOPEN
XDEF WDHATCCIOSE
XDEF WDHATCShow
XDE WDHATCHide
XDEF WDHATCDREW
XDEF WDHATCControl
XDEF WDHATCldie
XDEF WDHATCKEy
XDEF WDHATCIS
XDEF WDHATCDOTest
......................- Constan: Dafinitions
; $T C=$ The Testcalibrate Window
TCInitX EQU 30 ; initial $X$ coord (global) of upper left corner
TCInity EOU 50 ; initial $Y$ coord (global) of upper left corner
TCRightECU 448
TCTxtSize ECU 12
; TCC:I = The Control Buttons
TCCtIIniP ECN 258
TCCIInity EOU 15
TCCUFHeight EOU 24

| ; Text Edit Box Constants |  |  |  |
| :---: | :---: | :---: | :---: |
| ToneBursts | EOU | 0 |  |
| RiseCount |  | ECU | 1 |
| OnCount |  | EXU | 2 |
| FailCount |  | EOU | 3 |
| OlfCount |  | EX | 4 |
| Frequency |  | EOU | 5 |
| Attenuate |  | ECU | 6 |



```
; Name: WDHATCShow
Function: This routine makes the TC window visibie and frentmost.
Input: None
; Output: None
WDHATCSNOW:
    movem.l do-d7/a0-26.-(sp) ; save registers
Bring it to the front
    move.! WOHATCPtr.-(sp)
    BringToFront
; Show Window
    move.l WDHATCPtr.-(sp)
    _ShowWindow
    move.I WDHATCPtr,-(sp)
        _SelgctWindow
        movem.l (sp)+.d0-d7/a0-a6 ; restore registers
        rts
: Name: WDHATCHide
Function: This routine makes the TC window invisible, femoving it from the
; screen (but not destroying it).
; Input: None
: Output: None
WOHATCHide:
    movam.l do-d7/a0-a6,-(sp) ; save registers
; Hide Window
    move.l WDHATCPtr.-(sp)
    _HideWindow
    movem.l (5p)+,d0-d7/a0-a6 ; restore registers
    rts
; Name: WDHATCDraw
; Function: This routine draws the TC window's contents.
; Input: None
; Output: None
WDHATCDraw:
    movem.l d0-d7/a0-a6..(sp) ; save registers
    lea WDHATCPIr,a4 ; Pointer on stack
    MOVEL (a4).-(SP)
;PROCEDURE SetPort (gp: GrafPort)
    SetPort
Draw the text buttons.
    bsr TCDraw8oxes
; Draw the cantrol buttons.
    move.l WDHATCPtr.-(sp) ; the window ptr
    _DrawControls
    movem.l (sp)+,d0-d7/a0-a6 ; restore registers
    rts
    ; Name: TCAdcControls
    ; Function; This routine adds the TC mindow's controls.
    ; Input: None
: Output: None
TCAddControls:
    movem.l do-d7/a0-a6,-(sp) : save registers
```




|  | move.w"TCCIIInitY $+5^{\circ}$ TCC:IFHeight $+24,4(24)$ : store $y$ coord move.w\#TCCIIInitX+40,6(a4) ; store $\times$ coord |
| :---: | :---: |

- Push oarameters for NewContro
elp. $1 \quad$-(sp)

| move. | WDHATCPtr,-(sp) | ; the window ptr |
| :--- | :--- | :--- |
| pea | TRect | ; the rectangle bounding the controt |
| pea | 'Start' | ; title |

meve.b \#TRUE,-(sp) ; visib
mova.w\#0,-(sp) ; value
move.w \#0.-(sp) ; min
move.w\#0,-(sp) : max
move.w\#0,-(sp) ; simple bution proc id
move.l \#0,-(sp) ; reicon nol used
; Call NewControl
_NewControl
Fea StartControl,a3
movel (sp) + .(a3) ; store the result
movem.l (sp)+d0-d7/aO-a6
rts
TCAddBoxes:
movern.l do-d7/a0-a6.-(sp)
lea TextHandes,a3
lea TextRects.a4
move.w\#ToneBursts,d4
TCABLDOp:
cmp.w \#TextBoxes.d4
beq TCABDone
; TENew
: Get Destination Fect in TRec1
lea TRect,a2
movell (a4),(a2)
movel $4\{a 4\}, 4(\mathrm{a} 2)$
; Make it a little smaller
pea
move.w\#1,-(sp)
movew\# $1,-(s p)$
InsetRect
; Call TENew

| cir. | $-(\$ p)$ | : make room for handle result |
| :--- | :--- | :--- |
| pea | TRect | : dest rect |
| pea | TRect | : view rect |
| TENew |  |  |

move.! (sp),$+(a 3)+$
lea 8(a4),a4
sdd.w 1.04
bra TCABLocp
TCABDone:
lea Texthandles,a4
; Default Tone Eurst is 3
pea '3' incorporate the text
add.l : $1 .(s p)$ move past the length
movel \#1.-(sp) : tt's 1 character long

```
    move,l (a4}),-(sp)
    TElnsart
Default Rise Time is 309
    Dea '309* ; incorporate the text
    add.l #1,(sp) ; move past the length
    move.l #3.-(sp) ; It's 3 charac:ers long
    move.l (a4)+..(sp)
    _TEInsert
; Default Signat On is 2455
    pea '2455' ; incorporate the text
    add.l #1,(sp) ; move past the length
    move.! #4,-(sp) ; lt's 4 characters long
    move.l (a4)+,.(sp)
    _TEInsert
; Defaul! Fall Time Is 309
\begin{tabular}{lll} 
pea & \(309^{\prime}\) & ; incorporate the lext \\
adc.l & \(\# 1,(s p)\) & ; move past the length \\
move. & \(\# 3,-(s p)\) & ; lts 3 characters long
\end{tabular}
    move.l #3
    movg.l (a4)+,-(sp)
    TEInsert
; Default Signal Off is 3069
\begin{tabular}{ll} 
pea & '3069' \\
add.l & \#1.(Sp)
\end{tabular}\(\quad\); move past the length
    ; It's 4 characters long
    move.l (a4)+,-(sp)
    _TEInsert
- Default Frequency Is 2000
\begin{tabular}{|c|c|c|}
\hline pea & '2000' & ; incorparate the text \\
\hline add. 1 & \% \(1 .(5 \beta)\) & ; move past the length \\
\hline move & & I's 4 characters \\
\hline
\end{tabular}
    move.l #4,-(sp)
    _TElnsert
Defaul! Attenuation is 20
\begin{tabular}{ll} 
pea & ' 20 ' incorporate the text \\
add.!
\end{tabular}
    move.| #2,-(so)
    move.l (a4)+,-(sp)
    _TEInsert
    movem.l {sp}+,d0-d7/a0-a6
    rts
Name: WDHATCIdle
Function: This routine blinks the caret of the active :ext box. It should be
called each time through your main event loop.
; Imput: None
Output: Nane
WDHATCldle:
\begin{tabular}{ll} 
movem. 1 & a0-a6/d0-d7.-(sp) \\
lea & TextHandles.a4
\end{tabular}
move.wWActive,d4 ; which one is active?
bmi TCINoneActive: : 1 means none
asl.w #2,d4 ; `4 lor long offsel
move.l (a4,d4.w).(sp)
_TEldio
```

```
TCINoneActive
    movem.l (sp)+,a0-a6/d0.d7
    ris
Name:WDHATCKey
Function: Call WOHATCKey when the TC window is active and a keypress
: event is active.
Input: The char (from the event's message field) as a word.
: Output: None
WDHATCKey:
    movem.l a0-26/d0-d7.-(sp)
    lea TextHandlas,a4
    move.wWActive.d4 ; which one is active?
    bmi TCKNoneActive :-1 means none
    2sl.w $2.d4 ; *4 for long offset
    move.w64(Sp).-(Sp) : push the char
    move.l (a4,d4.w),-(sp)
    _TEKay
TCKNoneActive:
    movem.l (sp)+,a(-a6/d0-d7
; remove parameter from stack
    move.l (sp).2(sp) ; move return address
    clr.w (Sp)+ ; remove extra space
    f:s
; Name: WDHATCIS
; Function: This routine returns a Boolean telling whether or not
the given window pointer is the TC wincow's pointer.
; Input: A window pointer (passed on the stack)
- Output: a word, TRUE or FALSE (defined in WOHA.ndr) returned on the stack
"Note: You do not have to push a word for the resull of this routine
WDHATCIS
```



```
: Name: WDHATCControl
; Function: This routine should be called whenever a mousedown event occurs
within the contents of the TC Window. it handles the hilighting of the
: proper control buttons, and sends the proper records to the WDHA.
Input: The mouse location (on the stack), from the event's where field.
: Output: None
WDHATCControl:
```

movern. $\quad$ (0-d7/a0-a6.-(sp)
movel 1 WDHATCPIt.-(sp)
;PROCEDUPE SetPort (gp: GrafPort) _SetPort
; WDHATCPtr on stack
; Make sure it's the current
port
pea 64(sp) ; push address of point
GiobalTolocal
; Was it in a control button?
ButtonChack:
; call FindControl

| clr.w | -(sp) | returns a long |
| :---: | :---: | :---: |
| move. 1 | 66(sp). ${ }^{\text {(sp) }}$ | ; push point in local coords |
| move.l | WDHATCPtr,-(sp) | ; WDHATCPtr on stack |
| pea | WhichControl | ; which one? |
| FindC | ontrol |  |
| tst.w | (sp) + | pop result |
| lea | WhichControl,a4 |  |
| tst.! | (a4) | ; Was it in any of them? |
| bea | TBCheck | if not try the text boxes |

; if it was in a control, call TrackControl
clr.w -(sp)
move.l WhichControl.-(sp)
move. 70 (so).(sp)
move. \#0.-(sp)
TrackControl
beq (sp)+ NoChan

```
- returns a word
```

; WhichControl now has the handle
; starting point
; no action proc
; did they change the button?
; if not then leave

- Was it the Start Button?
move.l StartControi,d4
$\begin{array}{ll}\text { lea } \\ \text { emp.1 (2. } & \text { (24).d4 }\end{array}$

| bne | InvControl |
| :--- | :--- |
| bs | WDHATCDoTest |
| bra | NoCran |

: invert the control value
invControl:
elr.w -(sp) ; GetCrlValue returns a word
movel 1 WhichControl.-(sp)
geicivalue
move.w (sp) + , d3 ; now value is in d3
not.w d3
and.w $1 . \mathrm{d} 3 \quad$ invert the status
movel WhichControl.-(sp)
move.wd3.(sp)
_SetCIValue
; Was it the Field button?
move.l FieldControl.d4
lea WhichControl, a4
emp.l (24).d4
bne NotField
; Otherwise invert the Probe mike
clr.w -(sp)
mave. 1 ProbeControl.-(sp)
; if not then forget it ; etherwise do the test ; and leave
: sat button
: if not then forget it
: GerCIValue retums a word

GetCtValue
move.w(sp)+,d3
not.w d3
and.w $1 . d 3$
move.l ProdeControl.-(sp)
move.wd3.-(sp)
_SoiClivalue
Bra NoChan
Was it the Probe button? NotFiseld:
mave.l ProbeContral ds
lea WhichControl,a4
cmp.l (a4).d4
bre NoChan
Otherwise invert the Field mike
clr.w -(sp)
move. FieldControl.-(sp)
GetCtValue
move.w(sp)+.d3
not.w d3
and.w \#1.d3
move.l FieidControl:-(sp)
move.wd3,-(sp)
_SetCivalue
TECheck
lea TextRects,a4
move.w ToneBursts,d4
TBCLoop:
cmp.w WTextBoxes.d4
beq NoChan
clr.w -(sp)
move.l 66(sp),-(sp)
movel a4,-(sp)
PItnRect
tst.w (sp) +
bne TBFound
lea $8(a 4), a 4$
add.w $\% 1, d 4$ TBCLoop
bra
TBFound:
Deactivate old active box
lea TextHandies, a3
lea WActive,24
move.w(a4),d3
bmi TBNoneActive
ast.w \#2.d3
move.! (a3.d3.w).-(sp)
_TEDeacivate

## TBNoneActive

move.wd4 (a4)
asl.w m2,d4
move.l (a3.d4.w).-(sp)
_TEActivate
now value is in d3
invert the status
: turn off Probe button
; if not then lorget it

GetCtIValue returns a word
; naw value is in d3
; invert the status
; turn off Probe button
; make poom for result
; push the mouse point.
: the text boxes rectangle.
; is the point inside.
If so we've lound the right one.
: Otherwise move to next rect
increment the counter
; Get old active one

- 4 for long words
; store now active one
; counter - 4 since lang words ; push the TEHandle

```
    move.f 64(sp).-(sp) ; pusn the point
    clr.w -(sp) ; dor't extend
    move.l (a3,d4.w).-(SD) ; push the TEHandle
    TEClick
NoChan:
    MenNormal (sp)+.d0-d7/a0-a6
    move.l (sp)+.(sp) ; get rid of param
    rts
Name: TCDrawEoxes
Function: TCDrawBoxes draws the text box portion of the TC window. including the headings and the text boxes thamselves.
; Input: None
; Output: None
TCDrawBoxes:
\begin{tabular}{|c|c|}
\hline \multicolumn{2}{|l|}{movem. \({ }^{\text {d }}\) do-d7/a0-a6.-(sp)} \\
\hline pea & ERect ; erase the input portion of the window \\
\hline \multicolumn{2}{|l|}{- EraseRect} \\
\hline lea & TextRects.a4 \\
\hline lea & Texthandles, 33 \\
\hline \multicolumn{2}{|l|}{move.w\#TCCtllnity \(+16 . \mathrm{d3}\) : initial y coord} \\
\hline DispString & \$10,d3.Tone burs: count? \\
\hline pea & O(a4) \\
\hline \multicolumn{2}{|l|}{FrameRect} \\
\hline & ERect \\
\hline \multicolumn{2}{|l|}{move.l D(a3),-(sp)} \\
\hline \multicolumn{2}{|l|}{_TEUpdate} \\
\hline \multicolumn{2}{|l|}{add.w \#20,d3 : move down} \\
\hline DispString & \#10,d3,Rise time sample count? \\
\hline & 8(a4) \\
\hline \multicolumn{2}{|l|}{_FrameRact} \\
\hline pea & ERect \\
\hline \multicolumn{2}{|l|}{movel 4 (a3).-(sp)} \\
\hline \multicolumn{2}{|l|}{_TEUpdata} \\
\hline \multicolumn{2}{|l|}{add.w \#20,d3 ; move down} \\
\hline DispString & \$10,d3, Signal on sample count? \\
\hline & 16(a4) \\
\hline \multicolumn{2}{|l|}{FrameRect} \\
\hline \multicolumn{2}{|l|}{pea ERect} \\
\hline \multicolumn{2}{|l|}{move. 8 (a3).-(sp)} \\
\hline \multicolumn{2}{|l|}{_TEUodate} \\
\hline \multicolumn{2}{|l|}{add.w \#20,d3 ; move down} \\
\hline DispString & 10,d3, Fall time sample count? \\
\hline pea & 24(a4) \\
\hline \multicolumn{2}{|l|}{_FrameRect} \\
\hline \multicolumn{2}{|l|}{pea ERect} \\
\hline \multicolumn{2}{|l|}{meve. \(12(a 3),-(s p)\)} \\
\hline \multicolumn{2}{|l|}{_TEUpdate} \\
\hline \multicolumn{2}{|l|}{add.w \#20.d3 ; move down} \\
\hline Dispstring & \#10.03.Signal off sample count? \\
\hline pea & 32(a4) \\
\hline _FrameRect & \\
\hline pea & ERect \\
\hline
\end{tabular}
```

```
move.l 16(a3).-(5p)
_TEUpdate
add.w #20,d3 ; move down
DispString #10.d3,Frequency?
pea 40(a4)
_Framefoct
pea ERect
movel 20(a3)..(sp)
_TEUpdate
add.w #20,d3 : move down
DispString %10,d3,Atten re max out (dB)?
pea
    48(24)
FrameRget
pea ERact
move.l 24(a3),-(sp)
_TEUpdate
add.w #20.d3 ; move down
DispValue #10,d3,Power = ,PDecimal
pea
DrawString
lea KeyBut,a0
move.l PFract,do
move.w#0,-(SP) :Select NumToString
_Pack7
pea KeyBuf
_DrawString
movem.l (sp)+,d0.d7/a0-a6
rts
```

: Name: WDHATCDoTest
Function: WDHATCDoTest fills the paramrec with the proper values : initiates the WDHA test by sending the paramrec out via the routine
; wohatest.
; Input: None
; Output: None
WDHATCDoTes
movem.l do-d7/a0-a6.-(sp) : sava registers
lea paramrec,a4
; generats the gaininput select word
move.w14(24),d4
TCIA:
set input attenuaison bit
clr.w -(sp) ; GetCilValue returns a word
move. I IAControl.-(sp) ; the handle
_GetCtIValue
tst.w (sp)+
beq TCNolA
TCDolA:
bset.I \#INPUT.d4
bra TCOA
TCNoIA:
belr.l \#inPUT.d4
TCOA: : set output attenuation bit
clr.w -(sp) ; GatCIValue returns a word
move : OAControl,-(sp) : the handle
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    _GetCuValue
    ist.w (sp)+
    beq TCNoOA
TCDoOA:
    bset.l #OUTPUT,C4
    bra TCField
TCNOOA:
bctr.1 #OUTPUT,d4
TCFigld
dr.w -(sp) ; GetCi|alue retums a word
move.I FieldControl.,(sp) ; the handle
_GetCtIValue
ist.w (sp)+
beq TCNofield
TCDoField:
bsat.l #FIELD.d4
bra TCProbe
TCNoFiald:
bclr.l #FIELD.d4
TCProbe: 
clr.w -(sp) ; GetCtIValue retums a word
move.l ProbeControl,-(sp) ; the handle
GetCivalue
    tst.w (sp)+
    beq TCNoProbe
TCDeProbe:
    bset.I #PROBE.d4
        bra TCSendParams
TCNoProbe:
bclr.l #PROBE,d4
TCSendParams
\begin{tabular}{|c|c|}
\hline move.wd4,14(a4) & 4) : store the modified \\
\hline lea & paramrec,a0 \\
\hline bsi & TCCriBoxes \\
\hline bst & wdhatest \\
\hline lea & arg 1, 24 \\
\hline move.l ©6.(a4) & ; put MS in arg \\
\hline pea & arg 1 \\
\hline pea & arg2 \\
\hline fl2X & ; convert MS to extended in arg2 \\
\hline move.l d7,(a4) & ; put SMS in arg1 \\
\hline pea & arg 1 \\
\hline pea & arg 3 \\
\hline 12x & ; convart SMS to extended in arg3 \\
\hline movel \#83886 & 308.(a4) ; 2^23 \\
\hline pea & arg 1 \\
\hline pea & arg 4 \\
\hline fL2X & ; convert \(\mathbf{2}^{\text {A2 }}\) 3 to extended in arg4 \\
\hline pea & arg4 \\
\hline pea & arg2 \\
\hline fdivx : divide & MS by \(2^{\wedge} 23\) to move decimal point \\
\hline pea & arg4 \\
\hline pea & arg 3 \\
\hline
\end{tabular}
```

```
\begin{tabular}{|c|c|}
\hline fidivx pea & : divide SMS by \(2^{\wedge} 23\) to move decimal point iwo \\
\hline pea & arg 3 \\
\hline ! divx & : SMS/2 \\
\hline pea & arg2 \\
\hline pea & arg2 \\
\hline fmulx & ; MS^2 \\
\hline pea & arg2 \\
\hline pea & arg 3 \\
\hline isubx & : E in arg3 \\
\hline lea & arg 1.a0 \\
\hline movel & *4342944, (a0) \\
\hline pea & arg 1 \\
\hline pea & arg2 \\
\hline fle2x & ; gat 1000000*10/log base \(e\) of 10 in arg2 \\
\hline pea & thousand \\
\hline pea & \(\arg 2\) \\
\hline fdivx & ; get three decimal places \\
\hline pea & thousand \\
\hline pea & arg2 \\
\hline fdivx & ; now six decimal places \\
\hline pea & arg 3 \\
\hline Innx & ; take log base e of E \\
\hline pea & arg2 \\
\hline pea & arg3 \\
\hline fmulx & ; now Power \(=\left(10^{\circ} \mathrm{log}\right.\) base e of E\() /(\mathrm{log}\) base e of 10\()\) in arg3 \\
\hline pea & arg3 \\
\hline pea & arg2 \\
\hline ! \(\times 2 \mathrm{x}\) & : copy arg3 (Power) to arg2 \\
\hline pea & arg2 \\
\hline ftintx & ; Truncate resuit \\
\hline pea & arg2 \\
\hline pea & arg3 \\
\hline fsubx & : Now integer part in arg2, fractional part in arg3 \\
\hline pea & thousand \\
\hline pea & arg 3 \\
\hline fmulx & ; get three decimal placas \\
\hline pea & thousand \\
\hline pea & arg3 \\
\hline fmulx & ; now six decimal places \\
\hline pea & arg2 \\
\hline pea & arg 1 \\
\hline 1×21 & ; convert decimal part to long integer \\
\hline lea & PDecimal, 0 \\
\hline move.l & arg 1, (a0) \\
\hline pea & arg3 \\
\hline pea & arg \({ }^{\text {a }}\) \\
\hline 1821 & ; convert fractional part to long integer \\
\hline lea & PFract,al \\
\hline move. 1 & argt,(al) \\
\hline bol & PResult \\
\hline 1st. 1 & (a0) \\
\hline beq & PResult \\
\hline neg. 1 & (a1) \\
\hline
\end{tabular}
```

```
: Print Result
PResult:
    bst WDHATCOraw
:Now put the WDHA in either hearing aid state or idle state
        cir.w (sp) ; GetCuValue retums a word
        move.l AidControl.-{sp) ; the handle
        _GetCHValue
        tst.w (3p)-
        Deq TCAidOff
        move.w#-1,00 : ga to hearing aid mode
        bra TCSetMode
TCAidOH:
        move.w#-100.d0 i ga to idle made
TCSetMode:
        js scsiw: ;send mode code to WDHA
        movem.l (sp)+,d0-d7/a0-a6 ; restore registers
        pts
    Name: TCCviBoxes
    Function: TCCvtBoxes actually does the work of killing the paramrec by
    ; converting the text of the text boxes to their appropriate values, and by
    ; calculating the sine and cosine factors from the specified frequency.
    ; Input: None
    Output: None
TCCvtBoxes:
    movem.l d0-d7/a0-a6.-(sp)
    lea TextHandles,a4
    move.w#ToneBursts.d4
TCCBLoop:
    emp.w #TextBoxes.d4
    beq TCCEDone
    move.wd4,d5
    asl.w #2.d5 ; 4 4 for longs
    move.l (a4.d5.w),a0 ; get the text handle
    HLock ; Lock the handle
    move.1 (aO),a2 ; Dereference the handle
    move.w60(a2),d6 iget teLength
    lea NumBuf,a6
    move.b d6,(a6) ; store the length of the string
    cir.l -(sp) ; maka room for the result.
    move.l a0.-(sp) ; get the text
    _TEGetText
    move.l (sp)+.a3 : get it in a3
    move.l a3,a0
    _HLock ; lock the handle
    move.l (aO),a0 ; Derelerence the handle, move sre in a0
    lea NumBuTT,a1 ; Destination is NumBuft
    move.wd6,dO ; BlockMove expects length in do
    ext.1 dO ; expects a long
    _BlockMove
    lea NumBut,aO
    move.w#1,-(SP)
    _Pack7 ; StringToNum puts resull in do
    lea offsets,a
```
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move.b (a1.d4.w).dy:get offset in paramrec of this entry
ext.w di ; make it a worc.
lea paramrec,a0 ; get paramrec base address
move.wd0.(a0,dl.w) ; store the value.
move.l a3,a0 ; Unlock the text handle
_HUnlock
move.l (a4,d5.w),aO ; Unlock the TEHandle
_HUnlock
add.w #1,d4 ; go to next box.
bra TCCBLoop
TCCBDone:
; Now compute the slcoe delta values which are 16384/sample count
    lsa
    paramrec,a4
    move.l #16384,d0
    move.w2(a4),di ; first do the rise time siope delta
    beq RTSZero
    divu dl,00
    move.wd0.4(a4)
    bra FTSDelta
RTSZero:
    move.w:$$7FFF,4(a4)
FTSDella:
    movel #16384,00
    move.w8(a4).d1 ; now do the lall time slope delta
    beq FTSZero
    divu dt.d0
    mave.wd0,10(a4)
    bra TCCalcTrig
'FTSZero:
    move.w#S7FFF.10(a4)
TCCalcTrig:
Now send the parameters to the WOHA
move.wFreq,d0
ea arg1,a
move.wdO,(al)
pea arg \(\quad\) arg3 ; arg3 will hold ip trequency
arg3 will hold ip Irequency
Fl2X
Compute burst amplitude
\begin{tabular}{|c|c|c|c|}
\hline \multicolumn{4}{|l|}{move.w Atten, do} \\
\hline bpl & & & AttenOK \\
\hline clr.w & \multicolumn{2}{|r|}{do} & \\
\hline \multicolumn{4}{|l|}{K:} \\
\hline neg.w & & d0 & \\
\hline lea & \multicolumn{3}{|r|}{argi,a0} \\
\hline move.w & & d0, (a0) & ; store Atten from max outout (dB) in arg 1 \\
\hline pea & arg 1 & & ;dB gain \\
\hline pea & arg 4 & & fpdB gain \\
\hline Fl2X & & & ;convert from integer to extended ip \\
\hline pea & fp20dBe & & ;20* log base 10 of \(e=8.685889638\) \\
\hline pea & \(\arg 4\) & & ;pcB gain \\
\hline foivx & \multicolumn{3}{|r|}{;dbjfp20dbe (result in arg4)} \\
\hline pea & arg4 & & \\
\hline fexpr & & ;base o ex & exponential (db ratio in arg4) \\
\hline
\end{tabular}
```

```
        pea twoex14 ;scale it '2E14 to convert it to fixed point
        pea arg4
        Imulx
        pea arg4
        pea arg!
        fx2i
        lea paramrac.a4
        move.warg1,20(a4) ; store the burst factor
compute sine and cosine factors
first get 2"pi"t/s in arg5
    pea arg
    fx2x
    pea twopi
    pea arg5
    fmulx fo12277
    pea arg5
    fdivx
; Now get cos factor
    pea arg5
        pea cosreg
        x2x ;move arg5 10 cosreg
        pea casreg
        pea iwoex15
        pea cosreg
        fmulx cosereg
        pea arg1
        (x2i paramrec.a4 ;convert extended to intege:
    move.warg1.16(a4) ;store cosine factor
: Now do sine
    pea arg5
    pea sinreg
    fx2x ;move arg5 to sinreg
    pea sinreg
    isinx folp95
    pea ipip9S
    fmulx
    pea twoexi4
    pea sinreg
    fmulx
        sinreg
        arg2
        paramrec,a4
    move.warg2.18(24) ipush sine factor
    movem.l (sp)+.d0-67/aO-a6
    pts
        .-WDHATC data declarations....................................
```

    103
    | WOHATCPtr: | DC.L | 0 | ; WDHATC Wincowptr |
| :---: | :---: | :---: | :---: |
| AidControi: | DC. 1 | 0 | ; Hearing Aid On Control |
| IAControl: | DC.L | 0 | ; Input Attenuation Control |
| OAControl: | DC.L | 0 | ; Output Attenuation |
| FigldControl: | DC.L | 0 | - Fieid Mike Control |
| PrabeControl: | DC.L | 0 | : Probe Mike Control |
| StartControl: | DC.L | 0 | ; Start Eution Control |
| ; Which Text Edit Record is active? |  |  |  |
| Wactive: |  | de.w | -1 ;-1 mears none are active |
| Texthandes: |  |  |  |
|  | dcb.l | TextBo | xes, 0 |
| paramrec: |  |  | :WOHA parameter record for tesucalibrate |
|  | dc.w |  | ;tone burst count |
|  | dc.w |  | ;rise time sample count |
|  | dc.w |  | ;rise time slope ceita |
|  | de.w | 16384 | isignal on sample count |
|  | dc.w |  | ;fall time sample count |
|  | dc.w |  | :fall time slope delta |
|  | de.w | 16384 | ;signal off sample count |
|  | de.w | 4224 | igain/input select word |
|  | dc.w |  | ;cosine factor |
|  | dc.w |  | :sine factor |
|  | dc.w | 32000 | :burst amplitude |
|  | dc.w | 512 | ;probe sample count (currently a constant) |
|  | dc.w |  | ;probe sample multiplier (currently a constant) |
| The following are not really a part of the paramrec, but currentiy must follow it for the reutine TCCutBoxes to work properly |  |  |  |
| Freq: | dc.w | 0 |  |
| Attan: dc.w | 0 |  |  |
| ; Power |  |  |  |
| PDecimal: | dc. 1 | 0 |  |
| PFract: de. ${ }^{\text {d }}$ | 0 |  |  |
| offsets: |  |  |  |
|  | dc.b | 0 | ;tone burst count is first entry |
|  | dc.b | 2 | ;ise is second |
|  | dc.b | 6 | :on count is fourth |
|  | dc.b | 8 | ;fall count is next |
|  | dc.b | 12 | ;alf count is seventh |
|  | dc. ${ }^{\text {b }}$ | 26 | :frequency is 14 th (not really a parameter) |
|  | dc. $b$ | 28 | ;atten is 15 th (not really a parameter) |
| TextPects: |  |  |  |
|  | de.w | TCCII | nit $Y+$ TonaBursts ${ }^{\text {2 }} 20$ |
|  | de.w | TCCII | nitX-88 |
|  | de.w | TCCtI | nitY+ToneBursts ${ }^{20} 20$ |
|  | dc.w | TCCtilnit | X-20 |
|  | de.w | TCC:11 | nit $Y+$ RiseCount*20 |

```
    dc.w TCCtlInitX-88
    dc.w TCCtIInitY+RiseCount*20+20
dc.w TCC:InntX-20
dc.w TCC:IInitY+OnCounl*20
dc.w TCCtIInitX-88
dc.w TCCIImitY+OnCount*20+20
dc.w TCCtIInitX-20
dc.w TCCIIInitY+FallCount*20
dc.w TCCMInix-8s
dc.w TCCIIInilY +FallCount*20+20
dc.w TCCHInitX-20
dc.w TCCtInitY+OffCount*20
dc.w TCCIInitX-8B
de.w TCCtInitY+OffCount*20+20
dc.w TCCillnitX-20
dc.w TCCtIInitY +Frequency*20
dc.w TCC:IInitX-88
dc.w TCC:IInitY +Frequancy * 20+20
dc.w TCCillnitX-20
dc.w TCC:llnitY + Attenuate*20
dc.w TCC|linitX-8B
dc.w TCCtllnitY+Attenuate=20+20
dc.w TCCIInitX-20
WDHATCBounds: ; Bounding rect for window
    DCW TClnitY
    DC.W TCInitX
    DCW TCInitY +200
    DC.W TCRight
ERect: : Bounding rectangle for part to erase
    DC.W TCCHInitY-8
    DCW 0
    OC.W TCCtIlnitY+7*TCCuFHeight
    DCW TCCtunitX
TRect:
    DC.L 0
    OC.L 0 ;For calculating various rectangies,
TPoint: DC.L 0 ;For calculating mouse change.
WhichControl: DC.L 0 : A centrol handle, for temporary storaga.
NumBuf: DC.B 0 ; Buffer for number conversion (length here)
NumBufT: DCE.S 79.0 ; Text here
KeyBut: DCE.B 80,0
```

| arg 1 | dcb.w | B,0 | integer buffer |
| :---: | :---: | :---: | :---: |
| arg2 | dcb.w | 8,0 | ;axtended floating point buffer |
| arg 3 | dcb.w | 8.0 | ;extenced floating point buffer |
| arg 4 | deb.w | 8.0 | ;extended floating point bulfer |
| arg 5 | deb.w | 8.0 | ;extended floating point buffer |
| cosreg | deb.w | 8.0 | ;room for cosine lactor |
| sinreg | deb.w | 8.0 | :room for sine factor |
| xacc | dcb.w | 8.0 | ;extanded accumulator |
| ixrog | dcb.w | 8.0 | ;temporary extended register |
| pi | dc.w | \$4000 | . $\mathbf{S c 9 0 e} . \$ 5604, \$ 1893.574 \mathrm{bc}$ |
| twopi | de.w | \$4001 | ,\$c90e,\$5604,\$1893.574bc |
| 28 O | te.w | 50000 | . $50000,50000, \$ 0000, \$ 0000$ |
| ane | de.w | \$3itf. | 8000,\$0000,\$0000.50000 |
| fplp95 | dc.w | \$31ft, | 1999,\$9999,\$9999,\$999a |
| two | dc.w | \$4000 | ,\$8000,\$0000, \$0000,\$0000 |
| 1woex 14 |  | de.w | \$400d,\$8000, \$0000,\$0000,\$0000 |
| twoext 5 |  | de.w | \$400e,\$8000, \$0000, \$0000, \$0000 |
| twasx 6 |  | dc.w | \$400才, \$8000, \$0000, \$0000,\$0000 |
| ten | dc.w | \$4002 | ,\$2000,\$0000,\$0000,\$0000 |
| hundred | de.w | \$4005 | . $\$ \mathrm{c} 800 . \$ 0000 . \$ 0000 . \$ 0000$ |
| thousand | de.w | \$4008 | . \$1200,\$0000,\$0000,\$0000 |
| fol2500 |  | dc.w | \$400e, \$c350,\$0000,\$0000,\$0000 |
| fp12277 |  | de.w | \$400c, \$ble $4, \$ 0000,50000 . \$ 0000$ |
| fp20dBe |  | dc.w | \$4002,\$8al9,\$0b22,\$d0e5. $\mathbf{\$ 6 0 4 2}$ |
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; WOHATC.hdr
: This file must be includec if your program uses the : WDHA Test/Calibrate window.

XPEF WDHATCODEN
XREF WOHATCClose
XREF WOHATCSHOW
XREF WDHATCHIDG
XREF WDHATCDraw
XREF WDHATCControl
XREF WDHATCIdie
XFEF WDHATCKEY
XREF WDHATCIS
XREF WDHATCDOTest

```
file WDGHAFC.Asm
    This file contains two routines which read text files containing
numeric expressions, and download the numbers to the digita! hearing
aid. The routine WDHAFCSet is used in the Aid13 pregram to downioad
filter tap coelficients to the hearing aid. The routine WDHASetFileParams
; is used to downioad parameters for the SS15 spectral shaping program.
: The text files accessed by these routines must contain integer numbers
; seperated by any chracter which is nonnumeric and not 'O}\mathrm{ (generally spaces,
; tabs, or carriage retums). The text files accessed by WDHAFCSet can also
contain simple numeric expressions of the form AB, where A and B are
; integers.
Include MacTraps.D
Include ToolEquX.D
Inctude SysEquXD
Include QuickEquX.D
Include FSEqu.D
Include MDS2:WDHADisk.hdr
Includs MDS2:WDHASCS1.hdr
    XDEF WDHAFCSEL
    XDEF WDHASetFileParams
; Constants for division
NoDiv EOUS 0 ; Haven't seen a 'f
ReadOne EOU 1 ; Read first operand
DODiv EOU 2 ; Read second operand, so don't division.
; Name: WDHAFCSet
; Function: This routine uses the SFGetFile dialog to get the name of the file
    from the user, then apens the file, converts it's contents from foxt form
    to binary integer form, then downioads it to the hearing aid.
Input: None
; Output: None
WDHAFCSE:
    movem.l do-d7/a0-a6,-(so)
: Do SFGetFile
    move.j #$00480048.-(sp) ; whers
    pea Which Filter Coefficiant File?' ; promp
    move.l #O.-(sp) : {leFilter procedure
    move.w#-1,-(sp) : display all types of files
    pea FTypes : typoLis:
    move.l #0.-(sp) ; dlgHook
    pea Reply SFReply
    move.w#2,-(so) ; Irap to SFGetFile
    _Pack3
    Did they choose a flie?
        lea good,as
        tsi.w (a3)
        beq
DoneFCSel
: Yes, apen it.
lea fName,at ; file name pointer
        usr DiskOpen
        st.w d1 - test ioResult
    One DoneFCSet
```

```
Now d2 has ioRefNum
    move.w#1,d1 : read one sector
    lea myBuffer,a
bsr DiskRead
Osr DiskClose
; Now convert text buffer to words
    move.w#64.d3; d3 will be a counter
        move.w#NoDiv,d6 ; d6 tells if we should divide or not
        lea myBuffer,al
        lea numRec.a2
FCLoop:
    lea numBuffer,a0
    Convert from text buffer to a string
        clr.w d4 ; count length of string
FCSLoop:
        move.b (a1)+,d5
        cmp.b #%/, d5
        bne FCSNotDiv
        move.w#ReadOne,ds
        bra FCSDone
FCSNotDiv
        cmp.b #'A,d5 FCSGO
        cmp.b #'0',d5
        bo FCSDone
        cmp.b #'9'.d5
        bhi FCSDone
FCSGO:
    add.w #1.04
        move.b d5,(aO)+
        bra
FCSDOne:
            lea numString.a0
            move.b d4.(a0)
            move.w#1,-(SP)
            _Pack7 ;StringToNum - evt numString to word in do
            cmp.w #NoDiv,d6 ; Are we dividing?
            beq FCSDona2
            emp.w #ReadOne,d6 ; Have we read one?
            bre FCSOonel
            add.w #1.03 ; This one won't really count
            move.w#DoDiv,d6 ; Next time well divide
            bra FCSDone2
FCSDane:
            cmp.w #DoDiv,d6 ; Should be dividing if we reach here
            bne FCSDone2
            move.wd0,dl ; get the divisor in dl
            lea -2(a2),a2 ; back up the pointer to the first operand
            move.w(a2).d0 ; get the first operand
            ext.l do ; extend dest of divs to long
            divs dt.do
            move.w#NaDiv,d6 ; finished this divide
            bra FCSOone2
FCSDone2:
```



```
        emp.b #'0'.d5
        blo FileDone
        emp.b #'9'.d5
        bhi FileOone
FibeGo:
    add.w #1.d4
    move.b d5,(aO)+
    bra
        FilaLoop
FileDane:
        lea numSiring,a0
        move.b d4,(aO)
        move.w#1,-(SP)
        Pack7
        StringToNum - evt numString to word in d0
        move.wdO,(a2)+ ;store result
        sub.w #1,d3
        bne FileOuterLaop
; Send the coefficients to the WDHA
        lea numRec,a0
        bsr SetFileParams
DoneFileSet:
    movem.l (sp)+,d0-d7/a0-a6
    its
Reoly:
good: dc.w 0
copy: dc.w 0
TType: dc.w 0
vRefNum de.w 0
version: dc.w 0
iName: dcb.b 64,0
FTypes: dc.l 'TEXT'
numsiring: de.b 00, 0 length
numBuffer: dcb.b 63,0 ; 1ex
numPec: dcb.w 320,0
myBuffer: dcb.b 1536.0
```


## WDHAFC.hdr

This file must be included if your program uses the
Set Filter Coefficients function
XREF WDHAFCSat
XREF WDHASetFileParams

## ; WDHASCSI.ASM

This file contains routines for sending records back and forth : between the Mac and the WDHA via the SCSI bus interface.

```
Include MacTraps.D
Incluce SysEquX.D
Incluce ToolEquXD
Include MDS2:WDHA.ndr
    XDEF SetParam
    XDEF SetCoefficients
    XDEF SetFileParams
    XDEF wdhatest
    XDEF SCSilnterrogate
        XDEF SCSIWr
        XDEF SCSIRC
        XDEF SCSIETst
;scsi bus bit assignments
\begin{tabular}{llll} 
abs & equ & 1 & ;assent data bus \\
abs & equ & 0 & ;deassert data bus \\
ack & equ & 0 & ;assert acknowiedge line \\
dck & equ & 16 & ;deassen acknowiedge line \\
atn & equ & 0 & ;assen attention line \\
dtn & equ & 2 & ;deassert attention line
\end{tabular}
Sat WDHA parameters subroutine
;calling protocol
lea paramrec,a0 ;set pointer to set parameter record
        jsr SetParam
SetParam:
            movem.l a0-a6/do-d7.-(sp) ;save registers
            cir.w -(sp)
            bsr SCSIInterrogate
            move.w(sp)+,do
            beq @4
            cmp.w "-100.do :SS15ID
            beq @4
            move.i #8-1,d!
            iset
            move.w#-2.do ;get -2 mode code (sel aid parameters)
            jsr sesiwr ;send mode code to WDHA
@1 jsr ScsiBTst ;test for WDHA
            beq el
@2 move.w(aO)+.do
            isr scsiwr ;send parameter to WDHA
@3 jsr ScsiBTst ;test for WDHA.
            beq @3 ;ready
            dbra d1.@2 ;check end of loop
            move.w(a0)+,do iget last parameter
            jsr scsiwr ;send last parameter to WDHA
@4
            movem.l (sp)+,a0-a6/d0.d7 ;resiore registers
            rts
```

:Set WDHA filter coetficients subroutine
;calling protocol


Set file parameters subroutine
;calling protocal

; WDHA test subroutine
calling protocol
: lea paramrec, a 0 ;set pointer to set parameter record
js wathates:
upon exit:
d6 has the mean sum

```
; d7 has the square mean sum
wdhatest:
    movem.l a0-a6/00-d5,-(sp) ;save registers
    move.w#-3,d0 ;get -3 mode code (test/calibrate)
    isr scsiwr ;send mode code to WDHA
@1 jsr ScsiBTst ;test for WDHA
beq @1 ;ready
move.f #13,d1 ;set loop counter (do all but last)
@2 move.w(aO)+,dO ;get parameter
    isr scsiwr ;send parameter to WDHA
    suba.b #1.d!
        bne @2
    ;check and of loop
; read proba samplo
@4 jsr ScsiBTst
    beq @4 ;test for WDHA bit
; read mean sum
        clr.l do
        isr scsiwr ;write dummy to wdha
        jsr sesird ;read high 16 bits
        move.wd0,d6 ;stere in d6
        swap d6
        cir.l do
        isr scsiwr ;write dummy to wdha
        si sesird ;read low 9 bits
        move.wd0.d6 ;store in d6
        asi.w #7,d6 ;ahift il left to the most sig word.
        asr.l #7,d6
    ;shift the whole thing right.
; read the mean square sum
        clr.l do
        isi sesiwr ;write dummy to woha
        js scsird ;road high is bits
        move.wd0,d7 ;stere in o7
        swap d7 ;get it in most sig word.
        clr.l do
        jsr scsiwr ;write dummy to wdha
        isr sesird ;read low 9 bits
        move.wd0.d7 istore in d?
        asl.w #7.d7 ;shift it left to the most sig word
        asr.1 #7.d7 ;shift the whole thing right.
        movem.l (sp)+,a0.26/d0.d5 ;resiore registers
    : Name: SCSIWr
    : Function: Send the 16 bit integer in d0 to the hearing aid via the SCSI bus.
    : Input: dO contains the word to write.
; Output: None
scsiw::
    movem.l do-c3.-(SP)
    move.b #abs+dek+dtn,$580011 ;assen data bus
    move.w#1,d2 ;sel the
    roxr.w #1.d2 ;extend bit
    move.w#;7.1.d2 ;set loop counter
@1: roxl.w #1.d0
    move.wdo.d1 ;copy do
    ;move in next bit
        115
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```
and.w *1,d1
move.b d1.$580001
move.b #abs+ack+dtn.$580011
move.b #abs+dck+dtn.$580011
abra c2,@1
move.w#1000,d3
dbra d3,@2
move.b #dbs+dck+dtn,$580011
movem.l {SP}+.d0.d3
ris
:Name: SCSIRd
; Function: Read a word from the SCSI bus in register dO.
; Input: None
Output: dO contains the word red
SCSIRd: movem.l d1.d3.-(SP)
    move #16-1.d2 ;set loop counter
    move.b #dbs+dek+dtn.$580011 ;deassert data bus and all
@1: asl.w #1,d0 ;shift
    move.b $580000.d1 ;read data bus
    move.b #dbs+atn+dck,$5800:1 ;assert attention (clock out wdha)
    and.w #2.d1 ;mask input bit (bil 1)
    asr.w #1.d1 ;put in position 0
    add.w dt,d0 ;add bit to data
    move.b #dbs+Ctn+dck,$580011 ;deassert attention (clock out wodha)
    move.w#250,d3 ;deassert-assent delay
@2 dbra d3,@2
    dbra d2.@1 ;loop counter
    movem.l
    (SP)+.d1-d3
    its
;Test SCS! read bit (Bit 1). Returns with d0 =0 or 2
SCSIBtst:
; If the mouse button is pressed then stop communication
    movem.l a0.a1/d0-d2.-(sp) : save registers
    clr.w -(sp)
    _Button
    tst.w (sp)+
    bne StapCom
    movem.l (sp)+,a0-a1/do-d2
    move.b *dbs+dck+dtn,$580011 ;deassert data bus and al
    move.b $580000.d0 ;read SCSI bus
    and.w #2,do ;mask position 
    rts
```

: If the button is pressed during communication we set the hearing aid
; to idle and return to the main loop. Note that extra parameters may
; be left on the stack from the routines which called SCSIBtst.
StopCom:
move.w*-5.d0
bsr SCSIWr
bsr SCSIWr
movem.l (sp)+,a0-a1/d0-d2 ; Restore registers
cir.I (sp)+ $\quad$ Pop SCSIBtst retum address
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```
    bra EventLoop
: Name: SCSIInterrogate
: Function: Inlerrogate the hearing aid to determine which program it is running.
        retuming the program identifier code that the hearing aid sends back.
        If the hearing aid does not respond within a certain timeout period, the
        routine returns with zero as the result
    Input: None
; Output: The program code (on the stack)
:**Note: The user should push a word lor the result.
SCSIInterrogate:
        movem.i do-d7/a0.a6.-(sp)
        move.w#-10.do
        bsr SCSIWr
        cir.w dO
        move.w #20000,d7
@1 sub.w 1,d7
        beq @2
        jsr ScsiBTst ;test for WDHA
        beq@1
        is: scsird
        move.wd0.64(sp)
        move.w#-1.d0
        bsr SCSiWr
        movem.l (sp)+,do-d7/a0-a6
        rts
```


## ; WOHASCSI.hdr

| XPEF | SotParam |
| :---: | :---: |
| XREF | SetCoufficients |
| XREF | SetFileParams |
| XPEF | SCSilinterrogate |
| xper | wdhatest |
| XPEF | scsiwr |
| XREF | SCSIRd |
| XFE | SCSIETst |
| EOU | 9 |
| EOU | 12 |
| EOU | 7 |
| UT | EOU 10 |

## WDHADisk.asm file

| Include <br> Include <br> Include <br> Includa <br> Include | FSEqu.D |  |  |
| :---: | :---: | :---: | :---: |
|  | MacTrap | ps.D : Use | System and ToolBox traps |
|  |  | ToolEquXD | : Use ToolBox equates |
|  |  | SysEqux 0 |  |
|  |  | OuickEqux.D |  |
|  | XDEF | DiskCreate |  |
|  | XDEF | DiskReact |  |
|  | XDEF | DiskWrite |  |
|  | XDEF | DiskEjec: |  |
|  | XDEF | DiskOpen |  |
|  | XDEF | DiskClose |  |
|  | XOEF | DiskSetFPos |  |
|  | XDEF | DiskSatEOF |  |
|  | XDEF | DiskSetFinto |  |


| ioNamePtr | equ | 18 | inot included in .d files |
| :--- | :--- | :--- | :--- |
| iofVersNum | equ | 26 | ;not inciuded in .d files |
| ioMisc | equ | ioRerNum+4 | inot inciuded in .d files |

DiskRead:
;assumes d2 contains ioRefinum
;assumes d1 contains number of 512 byte sectors to read
;assumes at points to the buffer to fill
;roturns with a0 pointing to parametar block on stack
;and with ioResult in do
:the number of bytes actually read is returned in d3 (long)
moveq moVQEISize/2 - 1,d0
@1: clr.w -(sp)
obra d0,@1 ;for parameter block
move.l sp.a0 ;set AO for file manager call
move.wd2,ioRefNum(a)
mulu \#512,d1
move. $1 \mathrm{dt}, \mathrm{ioReqCount}(20)$
divu \#Si2.d1
, and to access parameters in block
move.l a1.ioBuffer $(a 0)$
Flead
move. 1 io ActCount (aO),d3
add \#oVOEISize,SP
rts

DiskWrite:
;assumes d2 contains ioferNum
;assumes di contains number of 512 byle sectors to write
;assumes al points to the buffer to write
;returns with ioResult in do
;and a0 pointing to parameter block on stack

```
        moveq #ioVOEISiza/2 - 1,d0
@1:
    llr.w -(sp) %make room on stack for
    move.i sp,aO ;sat AO for tite manager call
    move.wd2,ioRefNum{aO)
    mulu #512.di
    move.l d1,ioReqCount(aO)
    divu *512,d!
    movel at,ioBuffer(a0)
    _Write
add *ioVQEISize,SP
fis
DiskSetFPos:
    ;assumes d2 contains ioRefNum
    ;assumes d1 conlains sector number to position at.
    :returns with ioResult in do
    ;and \mathbf{a0}\mathrm{ pointing to parameter block on stack}
    moveq #iovQEISIze/2 - 1,do
@t: clr.w -(sp) ;make room on stack for
    dbra do,@1 ;for parameter block
    movel sp,aO ;set AO for file manager call
    move.wd2,ioRefNum(aO)
    move.w#1,ioPosMode(aO)
        ;O at current position
        I relative to beginning of media
        ;3 relative to current position
    mulu #512.di
    move.l d1,ioPosOffsel{a0) ;biocks of 512 bytes required
    divu #512.d1
    _SelFPos
    add #ioVQE|Size,SP
    fts
DiskClose:
    ;assumes d2 contains ioRefNum
    ;returns with ioResult in do
    ; and a0 pointing to parameter block on stack
    moveq #ioVOEISize/2 - 1,d0
@1: cir.w -(sp) ;make room on stack for
    dbra do,@1 ;for parameter block
    move.l sp,a0 ;set AO for file manager call
    move.wd2.ioRefNum(aO)
    _close
    add #ioVQEISize.SP
    rts
```

; d3 cantains the drive number to eject DiskEject:

```
    moveq # ioVQEISize/2 - 1,do
@1: clr.w -(sp)
    dbra d0.@1
    move.l sp,a0
    move.w#-5,ioReiNum(a0)
    mova.wd3,ioDrvNum(a0)
    move.w #ejectCode,csCode(aO)
    _Ejact
    add mioVOEISize,SP
    rts
DiskCrgate:
    ;assumes a1 pointing to file name buffer
    ;returns with a0 pointing to parameter block on stack
    ;d3 contains the drive number to create the file on.
    moveq #iovQEISize/2 - 1,do
@1: clr.w -(sp)
    dbra d0,@1
    move.l sp,a0 ;sat AO for file manager call
        ;and to access parameter block
    move.l a 1.ioNamePtr(a0) ;pul name pointer in parameter block
    move.b #0,iofVersNum(a0) ;version number. always use zero
    move.wd3,ioVRe/Num(aO)
        por page ll-81, inside mac
        ;drive #
    _Croate
    add #ioVQEISize,SP
    rts
OiskOpen:
    ;assumes a1 pointec to file name buffer
    ;returns with a0 pointing to parameter block on stack
    ;ioRefNum in d2 and loResult in d1
    ;upon return d3 contains the drive number the file was found on
    moveq #iovOEISize/2 - 1,do
@1: clr.w -{sp)
    dbra do.@!
    movel sp.a0 iset AC for file manager call
    ;and to access parameter block
    put name pointer in parameter block
    move.l a 1,ioNamePtr(aO)
    move.b #0,ioFVersNum(a0)
    move.w#2.iovRefNum(aO)
    _Open
    move.w"2,d3
    move.wioRelNum(aO),d2
    move.w ioResult(a0),dr
    beq DOpenGood
    move.w#1,iovFelNum(aO)
    _Open
    move.w"1,d3
        ;version number. atways use zero
        per page II-81, inside mac
        ;external drive
        :oxternal drive
        ;save ioRefNum of file in d2
        ;ge: io result
        internal drive
        internal drive
```

```
    move.wicRe/Num(a0),d2
    move.w iofesult(a0),d1
DOpenGood:
    add.I #ioVQEISize,SP
    Is
DiskSatEOF:
    :assumes d2 contains ioRefNum
    ;assumes d1 contains position to position at (a long).
    :relums with ioResult in do
    ;and a0 pointing to parameter block on stack
    moveq #iovOEISize/2 - 1,00
@1: cir.w -(sp) ;make room on stack for
    dbra d0,@1 ;for parameter block
    movell sp,aO ;set AO tor file manager call
    move.wd2,ioRefNum(aO)
    move.w#1.ioPosMode{a0}
    ;0 at current position
        ;1 relative to beginning o! media
        ;3 relative to current position
        move: d1,ioMisc(aO)
        _SetEOF
    mave.wioResult(20),do
    adc.l #iovOElSize,SP
    rts
DiskSetFinfo:
    :assumes a1 pointing to file name buffer
    ;assumes d6 contains file creator
    ;assumes d7 contains file type
    ;d3 contains the drive number to create the file on.
    ;returns with aO pointing to parameter block on slack
    movem.l do-d7/a0-a6.-(sp)
    moveq #iovOEISIze/2 - 1.do
    ctr.w -(sp)
    dbra d0,@1
    move.l sp.aO ;set AO for file manager call
    ;and to access parameter block
    move.l a 1,ioNamePtr(aO) ;put name pointer in parameter block
    move.b #0,ioFVersNum(aO) ;version number. always use zero
        iper page II-81, inside mac
    move.wd3,ioVRefNum(a0) ;drive #
    _GetFilinfo ;get file info
    move.l 24.a0
    move.l d7.32(a0)
    movel d6,36(aO)
    _SetFilelnfo
    add.I #ioVQEISize,SP
    movem.l (sp)+.d0.d7/a0-a6
    rts
```

; WDHADisk.hdr
; This file must be included if your program uses the disk commands. XREF DiskCreate XREF DiskRead XREF DiskWrite XREF DiskEject XREF DiskOpen
XREF DiskClase
XREF DiskSotFPos
XREF DiskSetECF XREF DiskSetFInfo

What is claimed is:

1. An adaptive gain amplifier circuit comprising:
an amplifier for receiving an input signal in the audible frequency range and producing an output signal;
means for establishing a threshold level for the output signal;
a comparator for producing a control signal as a function of the level of the output signal being greater or less than the threshold level;
a gain register for storing a gain setting;
an adder responsive to the control signal for increasing the gain setting up to a predetermined limit when the output signal falls below the threshold level and for decreasing the gain setting when the output signal rises above the threshold level; and
a preamplifier having a preset gain for amplifying the gain setting to produce a gain signal;
wherein the amplifier is responsive to the preamplifier for varying the gain of the amplifier as a function of the gain signal.
wherein the output signal is adaptively compressed.
2. The circuit of claim 1 wherein the adder comprises
means for increasing the gain setting in increments having
a first preset magnitude and for decreasing the gain setting in decrements having a second preset magnitude.
3. The circuit of claim 1 further comprising means for producing a timing sequence wherein the gain register is enabled in response to the timing sequence for receiving the gain setting from the adder during a predetermined portion of the timing sequence.
4. The circuit of claim 1 wherein the adder further comprises a secondary register for storing a first and second preset magnitude and wherein the adder is responsive to the secondary register for increasing the gain setting in increments corresponding to the first preset magnitude and for decreasing the gain setting in decrements corresponding to the second preset magnitude.
5. The circuit of claim 1 further comprising means for clipping the adaptively compressed output signal at a predetermined level and for producing an adaptively clipped compressed output signal.
6. A programmable compressive gain amplifier circuit comprising:
a first amplifier for receiving an input signal in the audible frequency range and for producing an amplified signal;
means for establishing a threshold level for the amplified signal;
a gain register for storing a gain value;
means, responsive to the amplified signal and the threshold level. for increasing the gain value when the amplified signal falls below the threshold level and for decreasing the gain value when the amplified signal rises above the threshold level;
wherein the first amplifier is responsive to the gain register for varying the gain of the first amplifier as a function of the gain value;
a second amplifier for receiving the input signal and for producing an output signal; and
means for programming the gain of the second amplifier as a function of the gain value.
wherein the output signal is programmably compressed.
7. The circuit of claim 6 wherein the increasing and decreasing means comprises means for increasing the gain
value in increments having a first preset magnitude and for decreasing the gain value in decrements having a second preset magnitude.
8. The circuit of claim 7 wherein the increasing and decreasing means further comprises:
a comparator for producing a control signal as a function of the level of the amplified signal being greater or less than the threshold level; and
an adder responsive to the control signal for increasing the gain value by the first preset magnitude when the amplified signal falls below the threshold level and for decreasing the gain value by the second preset magnitude when the amplified signal rises above the threshold level, wherein the first amplifier is responsive to the gain register for varying the gain of the first amplifier as a function of the gain value.
9. The circuit of claim 8 wherein the increasing and decreasing means further comprises means for producing a timing sequence wherein the gain register is enabled in response to the timing sequence for receiving the gain value from the adder during a predetermined portion of the timing sequence.
10. The circuit of claim 8 wherein the increasing and decreasing means further comprises a secondary register for storing the first and second preset magnitudes and wherein the adder is responsive to the secondary register for for increasing the gain value in increments corresponding to the first preset magnitude and for decreasing the gain value in decrements corresponding to the second preset magnitude.
11. The circuit of claim 6 wherein the means for programing comprises means for varying the gain of the second amplifier as a function of a power of the gain value.
12. The circuit of claim 11 wherein the means for programing further comprises a register for storing a power value and wherein the programing means varies the gain of the second amplifier as a function of the value derived by raising the gain value to the power of the stored power value.
13. The circuit of claim 6 wherein the first and second amplifiers each comprise a two stage amplifier, the first stage having a variable gain and the second stage having a preset gain.
14. The circuit of claim 6 further comprising means for clipping the programmably compressed output signal at a predetermined level and for producing a programmably clipped and compressed output signal.
15. An adaptive gain amplifier circuit comprising:
an amplifier for receiving an input signal in the audible frequency range and producing an output signal;
a gain register for storing a gain value;
a preamplifier having a preset gain for amplifying the gain value to produce a gain signal;
wherein the amplifier is responsive to the preamplifier for varying the gain of the amplifier as a function of the gain signal;
means for establishing a threshold level for the output signal; and
means. responsive to the output signal and the threshold level. for increasing the gain value up to a predetermined limit when the output signal falls below the threshold level and for decreasing the gain value when the output signal rises above the threshold level.
wherein the output signal is adaptively compressed.
16. The circuit of claim 15 wherein the increasing and decreasing means comprises:
a comparator for producing a control signal as a function of the level of the output signal being greater or less than the threshold level; and
an adder responsive to the control signal for increasing the gain value when the output signal falls below the threshold level and for decreasing the gain value when the output signal rises above the threshold level.
17. The circuit of claim 16 wherein the increasing and decreasing means further comprises means for producing a timing sequence, said increasing and decreasing means being enabled in response to the timing sequence for increasing or decreasing the gain value during a predetermined portion of the timing sequence.
18. The circuit of claim 16 wherein the increasing and decreasing means further comprises a secondary for storing a first and second preset magnitude and wherein the adder is responsive to said secondary register for receiving the first and second preset magnitudes for increasing and decreasing the gain value.
19. The circuit of claim 15 wherein the increasing and decreasing means further comprises means for increasing the gain value in increments having a first preset magnitude and for decreasing the gain value in decrements having a second preset magnitude.
20. The circuit of claim 15 further comprising means for clipping the output signal at a predetermined level and for producing an adaptively clipped compressed output signal.
21. An adaptive gain amplifier circuit comprising:
an amplifier for receiving an input signal in the audible frequency range and producing an output signal;
means for establishing a threshold level for the output signal;
a gain register for storing a gain value; and
means, responsive to the output signal and the threshold level. for increasing the gain value in increments having a first preset magnitude when the output signal falls below the threshold level and for decreasing the gain value in decrements having a second preset magnitude when the output signal rises above the threshold level;
wherein the gain register stores the gain value as a first plurality of least significant bits and as a second plurality of most significant bits;
wherein the first preset magnitude comprises a number of bits less than or equal to a total number of bits comprising the least significant bits;
wherein the gain register outputs the most significant bits of the gain value to the amplifier for controlling the gain of the amplifier; and
wherein the output signal is compressed as a function of the ratio of the second preset magnitude over the first preset magnitude to produce an adaptively compressed output signal.
22. The circuit of claim 21 further comprising a register for storing the first and second preset magnitudes, the register having six bits of memory for storing the first preset magnitude and six bits of memory for storing the second preset magnitude.
23. The circuit of claim 21 further comprising a register for storing the first and second preset magnitudes; wherein the register stores both said magnitudes in logarithmic form.
24. The circuit of claim 23 further comprises a limiter for limiting the adaptively compressed output signal; wherein the limiter clips a constant percentage of the adaptively compressed output signal.
25. The circuit of claim 21 wherein the gain register stores the gain value in logarithmic form; and wherein the increas-
ing and decreasing means increases and decreases the gain value in constant percentage amounts.
26. An adaptive gain amplifier circuit comprising a plurality of channels connected to a common output, each channel comprising:
a filter with preset parameters for receiving an input signal in the audible frequency range for producing a filtered signal;
a channel amplifier responsive to the filtered signal for producing a channel output signal;
a channel gain register for storing a gain value;
a channel preamplifier having a preset gain for amplifying the gain value to produce a gain signal;
wherein the channel amplifier is responsive to the channel preamplifier for varying the gain of the channel amplifier as a function of the gain signal;
means for establishing a channel threshold level for the channel output signal; and
means, responsive to the channel output signal and the channel threshold level. for increasing the gain value up to a predetermined limit when the channel output signal falls below the channel threshold level and for decreasing the gain value when the channel output signal rises above the channel threshold level;
wherein the channel output signals are combined to produce an adaptively compressed and filtered output signal.
27. An adaptive gain amplifier circuit comprising:
a plurality of channels connected to a common output. each channel comprising:
a filter with preset parameters for receiving an input signal in the audible frequency range and for producing a filtered signal;
a channel amplifier responsive to the filtered signal for producing a channel output signal;
means for establishing a channel threshold level for the channel output signal;
a comparator for producing a control signal as a function of the level of the channel output signal being greater or less than the channel threshold level;
a channel gain register for storing a gain setting;
an adder responsive to the control signal for increasing the gain setting by a first preset magnitude when the channel output signal falls below the channel threshold level and for decreasing the gain setting by a second preset magnitude when the channel output signal rises above the channel threshold level; and
a second channel gain register for storing a predetermined channel gain value to define an operating range for the channel as a function of a signal level of the input signal;
wherein the channel amplifier is responsive to the gain register and to the second channel gain register for varying the gain of the channel amplifier as a function of the gain setting and the predetermined channel gain value; and
wherein the channel output signals are combined to produce an adaptively compressed and filtered output signal.
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