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#### Abstract

[57] ABSTRACT A method of matching a first query pattern with a plurality of stored data is disclosed. For each stored data pattern, the number of components are counted which are identical to corresponding components in the first query pattern, thereby forming a set of match numbers equals the number of components in any stored pattern, that stored data pattern is displayed as an output pattern set indicating a match. If no match exists then a second query pattern is determined by modifying the first query pattern, component by component, in dependence upon both a first, global influence of all stored patterns on all components of the first query pattern and a second, particular influence of all stored patterns on each respective component of the first query pattern. The first two method steps are then repeated using the second query pattern in place of the first query pattern. If no match a third query pattern similarly is determined by modifying the second query pattern. Finally, the output pattern is displayed, component by component, with those respective components of the third query pattern that have been modified at most once from the first query pattern.
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## DYNAMIC PATTERN MATCHER USING INCOMPLETE DATA

## ORIGIN OF THE INVENTION

The invention described herein was made in the performance of work under a NASA contract and is subject to the provisions of Section 305 of the National Aeronautics and Space Act of 1958, Public Law 85-568 (72 Stat. 435; 42 U.S.C. 2457).

## BACKGROUND OF THE INVENTION

## Field of the Invention

This invention relates generally to pattern matching systems, and more particularly to a method for dynamically adapting the system to enhance the effectiveness of a pattern match.

## State of the Art

Apparatus and methods for calculating the similarity between patterns are known. For example, U.S. Pat. No. 3,727,183 to LeMay discloses a pattern recognition device using an image recognition algorithm capable of compensating for registration errors. A scanning waveform is used to scan the input image. The scanning waveform is capable of being modified to minimize the degree of error.
U.S. Pat. No. $4,446,531$ to Tanaka teaches the use of a computer for calculating the similarity between patterns employing a pattern recognition technique using height or "weight" factors as measures of relative importance.
U.S. Pat. No. Re. 26,104 to Glauberman et al discloses data processing apparatus utilizing a pattern recognition method designed for analyzing character symbols.
U.S. Pat. No. 4,319,221 to Sakoe shows a pattern recognition arrangement wherein a single input pattern feature vector is pattern matched with the reference pattern.

There is considerable interest in the storage and retrieval of data, particularly, when the search is called or initiated by incomplete information. For many search algorithms, a query initiating a data search requires exact information, and the data file is searched for an exact match. Inability to find an exact match thus results in a failure of the system or method.

It is therefore desirable to provide a method of storage and retrieval that shares some of the attributes of an artificial neural network (ANN), such as searching for a match using a query having only incomplete information, while avoiding some of the deficiencies such as long "learning" time and possible "retraining" when additional data is stored. In addition, it is desirable to provide several features not available in ANN systems, such as attaching relative importance as well as time dependence to stored data points. Thus, stored data may change in importance over time, whether the time dependent change is caused by the user, by outside input, or simply by a programmed degradation or appreciation over time. It is desirable that the stored data be allowed to change in this way without affecting the speed of retrieval or requiring additional training.

## SUMMARY OF THE INVENTION

It is an object of the present invention to find an exact match between a query pattern and one or more stored 5 patterns, if an exact match exists.

It is another object of the present invention to find the "best" match between a query pattern and a stored pattern; i.e., to find one or more stored patterns which are the closest to a match with the query pattern if no exact match exists.

It is an additional object of the present invention to isolate a subset of the stored patterns for which a partial match is possible and to distinguish those portions of the stored patterns in the subset which match the query 5 from those portions which do not match and are therefore ambiguous.

It is a further object of the present invention to allow the user to efficiently enhance the probability of a match by focusing on only the ambiguous portion of the stored and query patterns.

It is a still further object of the present invention to allow the user to efficiently enhance the probability of a match by restating the query with additional data.
It is a yet further object of the present invention to allow the user to efficiently enhance the probability of a match by storing more data.
It is an even further object of the present invention to allow the user to efficiently enhance the probability of a match by modifying one or more of the stored patterns.
The present invention incorporates procedures that seek a response which will be exact, if the query is an exact match to a positive stored data item of a given relative importance, or a "reasonable guess" in view of both the query and the stored data. The invention will return a stored item if the query is within a predetermined variance of a stored item, or the response may contain certain "ambiguous" components indicating that there is a conflict in the stored data that causes an inexact response to the particular query. The particular portions of the pattern which are ambiguous are indicated to the user. The invention, in this event, asks for instructions as to how the user wishes to proceed in effecting a match, as for example, changing the data in the query or changing one or more of the stored patterns.

Many physical entities (photographs, electrocardiograms, voice patterns, seismic signatures, written documents, star patterns, fingerprints, eye fundus patterns, etc.) are capable of being represented by patterns of other physical entities (elements) in some format suitable for electronic systems such as a sequence of digital electronic signals. As is well known, these patterns are capable of being stored in a computer memory to create a library of stored patterns. The present invention makes use of this capability as well as the ability to incorporate within each pattern a relative time-dependent importance property.
Preferably, the query pattern comprising a set of elements representative of the entity to be matched is also created in the same format as the stored patterns. If not, it should be converted to this format prior to pattern matching.

The aforementioned objects and advantages are achieved in accordance with the present invention, by the following method:

The data to be stored and queried, as well as the query itself, is assumed to be in the form of binary lattice points ( $\mathbf{1 , 1 , 0 , 0}, \ldots, 0)$; that is, as points (also called
"patterns") in a finite dimensional space having only zero or one as components. A positive integer $n$ is used to indicate the length of such a point; i.e., the number of components or elements defining the point. The data and query are then stored in the $n$-dimensional space. For example, if the data points to be stored, as well as the queries, are of the form ( $\mathbf{0}, \mathbf{0}, \mathbf{1}, \mathbf{0}$ ) or $(\mathbf{1}, \mathbf{0}, \mathbf{1}, \mathbf{0})$, then $\mathrm{n}=$ four.

Let K denote the number of data points or patterns stored. For each data point $\mathrm{B}^{m}$, where m is an integer from 1 to $K$, we have

$$
B^{m}=\left(b^{m_{1}}, \ldots, b^{m_{n}}\right)
$$

which is point associated with the time $t_{m}$. For each point $\mathrm{B}^{m}$ we define an integer $\mathrm{H}\left(\mathrm{m}, \mathrm{t}_{m}\right)$ indicating the relative importance of the point with respect to the other points at the time $\mathrm{t}_{m}$. The function $\mathrm{H}\left(\mathrm{m}, \mathrm{t}_{m}\right)$ (which is the coefficient of a positive integer $P$, to be more fully explained later), may be allowed to increment or decrement as the time parameter $t$ varies from some initial time. In addition, for the point $\mathbf{B}^{m}$ there is associated with the relative importance $\mathrm{H}\left(\mathrm{m}, \mathrm{t}_{m}\right)$ a direction number $\mathrm{C}\left(\mathrm{m}, \mathrm{t}_{\mathrm{m}}\right)$ indicating whether the point should be sought; i.e., whether it is attractive, (a positive one); avoided or repelled (a negative one); or ignored (a zero).
Generally, the method of the present invention involves a comparison of a query pattern with each of the stored patterns, on an element-by-element basis to determine the total number of elements which match, called the "degree of match", for each stored pattern. A "complete match" is said to exist between the query and one or more of the stored patterns if the degree of match for any stored pattern or patterns is equal to (or within some predetermined variation from) the number of elements in the patterns. For some applications, locating a complete match finishes the exercise. In other applications (for example, when $\mathrm{H}(\mathrm{m}, \mathrm{t}$ ) is a much more significant factor that the degree of match) the pattern matching procedure continues. Of course, if $\mathbf{C}(\mathrm{m}, \mathrm{t})$ is zero a complete match is not-significant.

If no complete match is found by this first element-by-element comparison, a new or shifted query, called the "derived query," is formulated from the original query. In formulating the derived query, use is made of the closeness of match, or degree of match, between the query of each of the stored patterns determined in the first comparison. In this way, the probability of a match between one or more of the stored patterns and the derived query is increased.

The derived query is then compared on an element-by-element basis with each of the stored patterns in another attempt to find a match. The closeness of match of the derived query with each of the stored patterns is also determined and may be called the "second degree of match".

A complete match between the derived query and one or more of the stored patterns exists and is indicated if the second degree of match for any stored pattern is equal to the number of elements in the patterns. If a complete match is not found with the derived query pattern, a response pattern is created from the original query pattern and other information determined from the comparisons of the original and derived query patterns with the stored patterns. The response or "answer" pattern has as its elements both "determined" elements-i.e., those which are identical with corresponding elements of one (or more) or the set of closest
stored patterns-as well as "ambiguous" elements (those which are not identical).

The representational format of the answer pattern may then be converted to a desired (usually the original) format (photograph, etc.) with the ambiguous elements distinguished from the determined elements in some manner (e.g., lighter, darker, as + or - , etc.)

Various manipulations may then be performed to
surface in each of the $n$ directions at a point of interest such as a query point. (See FIG. 4.)
If a query point (pattern) is present, noting also that it is a binary point in the n -dimensioned cube, it is desired to determine toward which binary point in the cube it would need to move to effect a match. Assuming that "high" or relatively important points attract, relatively lower points attract less and negative points repulse, the tendency at the query point would be to move accordingly. Ambiguities may exist, as when the query is equally attracted to two or more binary points (or equally repulsed by two or more points).

For example, in FIG. 5, assume that stored points $(0,0)$ and ( $\mathbf{1 , 1}$ ) have the same relative importance, signified by the same height perpendicular to the n-dimensioned cube. A query at point ( $\mathbf{1 , 0}$ ) would be equally attracted to both points, as would a query at point (0,1), thus a conflict or ambiguity is indicated. On the other hand, a query at point ( $\mathbf{1 , 1}$ ) would encounter no conflict and would be most strongly attracted to point (1,1)-i.e, no movement-because the slope of the surface $S$ is zero in every direction. Likewise, a query at point ( 0,0 ) would have no tendency to move from that point. Of course, if the relative importance of $(1,1)$ and $(0,0)$ were significantly different, then the response to a query such as $(1,0)$ would not be ambiguous, it would move toward the relatively more important point. The invention facilitates dealing with ambiguities as will be explained in detail hereinbelow.
As previously noted, the imaginary surface $\mathbf{S}$ is not significant; only its slope at points of interest (query points) is important in the decision process. Further, the magnitude of the slope is not necessarily significant for our purposes, only its algebraic sign. If the sign of the slope in the $\mathrm{i}^{\text {th }}$ direction is positive, then the point should "move" in the $\mathrm{i}^{\text {th }}$ direction, while if the sign is negative, the query point should "move" in the negative $\mathrm{i}^{\text {th }}$ direction. When the slope in the $\mathrm{i}^{\text {th }}$ direction is zero, there is no "movement" in the $i^{\text {th }}$ direction.

The method according to the present invention proceeds as follows: The slopes in each of $n$ directions on the surface are determined for the query point and the values stored. A new or "shifted" query point (not necessarily a binary point) is determined from the original query in a manner to be described below, and it is then applied to the $n$-dimensioned cube. The slopes in each of the $n$ directions on the surface at the new position (the second slopes) are determined and the values noted and stored, completing the numerical computations. (See FIG. 6.) It should be noted that no more than two iterations are required to determine the response. The information gained from the computations can be analyzed for a response to the original query.

The sign of the slope in each direction at the original query point is noted; thereafter, the sign of the slope in each direction at the shifted query point is noted.

The response point or answer pattern is formed from the original query point and the slopes of the original 60 and shifted query points as follows:

If the $\mathrm{i}^{\text {th }}$ component or element of the query point is 0 and both the first slope and the second slope in the $\mathrm{i}^{\text {th }}$ direction are positive, then the $\mathrm{i}^{\text {th }}$ element of the response is 1 .

If the $\mathrm{i}^{\text {th }}$ element of the query point is 1 and both slopes in the $i^{\text {th }}$ direction are negative, the $\mathrm{i}^{\text {th }}$ element of the response is 0 .

$$
\left.C(2, t) p^{H(2, t)}\left[P^{L} L X X, 2\right)\right] S_{2}(X, i)+
$$

$$
C(3, t) p^{H(3, t)}\left[p_{L K X, 3)} S_{3}(X, i)+\ldots+\right.
$$

$$
C(k, t) P^{H(k, t)}\left[P^{L}(X, k)\right] S_{k}(X, i)
$$

where
(1) $\mathrm{C}(\mathrm{m}, \mathrm{t})$ is the sign (or $\mathbf{0}$ ) of the stored point $\mathrm{B}^{m}$ at time $t$ (if $0, \mathrm{C}$ is then ignored in computations),
(2) $H(m, t)$ is the height of the stored point $B^{m}$ at time $t$,
(3) $J(X, j)$ is the number of components of $B$ that agree with the corresponding component of X , i.e., a measure of closeness and
(4) $S_{( }(X, i)$ is -1 if the $i^{\text {th }}$ component of $B^{j}$ agrees with the $i^{i t h}$ component of X and is 0 ;
1 if the $\mathrm{i}^{\text {th }}$ component of B agrees with the $\mathrm{i}^{\text {th }}$ component of $X$ and is 1 ;
$-\mathrm{P}^{3}$ if the $\mathrm{i}^{\text {th }}$ component of X is 1 and the $\mathrm{i}^{\text {th }}$ component of $B$ is 0 ; and
$\mathrm{P}^{3}$ if the $\mathrm{i}^{\text {th }}$ component of X is 0 and the $\mathrm{i}^{\text {th }}$ component of $B$ is 1 .
$P$ can be any prime number. In the preferred embodiment, $P=2$.
(6) A new point $X^{\prime}$ is formed from the query point $X$ and the signs of the numbers $\mathrm{D}_{1,1}\left([\mathrm{t}]: \mathrm{X}: \mathrm{B}^{1}, \ldots\right.$ ,$\left.B^{k}\right), \ldots, D_{1 n}\left([t]: X: B^{1}, \ldots, B^{k}\right)$ in the following manner:
If the $\mathrm{i}^{\text {th }}$ component of the query point is 0 and $\mathrm{D}_{1}$ ( $\left.[\mathrm{t}]: \mathrm{X}: \mathrm{B}^{1}, \ldots, \mathrm{~B}^{k}\right)$ is positive, then the $\mathrm{i}^{\text {th }}$ component of $X^{\prime}$ is 1 ;
If the $\mathrm{i}^{\text {th }}$ component of the query point is 1 and $\mathrm{D}_{1}$ $\left\{\left[\{t]: X: B^{1}, \ldots, B^{k}\right)\right.$ is negative, then the $\mathrm{i}^{\text {th }}$ component of $X^{\prime}$ is 0 ; and
If the $\mathrm{i}^{\text {th }}$ component of the query point is 0 and D $\left([t]: X: B^{1}, \ldots, B^{k}\right)$ is zero, then the $\mathrm{i}^{\mathrm{i} h}$ component of $\mathrm{X}^{\prime}$ is the $\mathrm{i}^{\text {th }}$ component of X .
(7) For each integer i from 1 to n , we compute and store the value of the $\mathrm{D}_{2, i}$ (see below), which is proportional to the slope in the $\mathrm{i}^{\text {th }}$ direction at the shifted point $\mathrm{X}^{\prime}=\left(\mathrm{x}^{\prime} 1, \ldots, \mathrm{x}^{\prime}{ }_{n}\right)$.
$D_{2 A}\left[[]: X: B^{1}, \ldots, B^{k}\right)=C(1, t) P^{H(1, t)}\left[P^{L^{\prime} \cdot \mathcal{J}}\left(X^{1,1]}\right] S_{1}(X, i)+\ldots+\right.$

$$
C(k, t) P^{H(k, t)}\left[P^{L^{\prime} J(X, k)}\right] S_{k}\left(X^{\prime}, \mathrm{i}\right)
$$

where
(1) $C(m, t)$ is the sign (or 0 ) of the stored point $\mathrm{B}^{m}$ at time t ;
(2) $\mathrm{H}(\mathrm{i}, \mathrm{t})$ is the height of the stored point $\mathrm{B}^{i}$ at time t;
(3) $J\left(X^{\prime}, J\right)$ is the number of components of $\mathrm{B}^{j}$ that agree with the corresponding component of $\mathrm{X}^{\prime}$; and
(4) $S_{f}\left(X^{\prime}, i\right)$ is -1 if the $i^{\text {th }}$ component of $B^{j}$ agrees with the $\mathrm{i}^{\text {th }}$ component of $\mathrm{X}^{\prime}$ and is 0 ;
1 if the $i^{\text {th }}$ component of $\mathrm{B}^{j}$ agrees with the $\mathrm{i}^{\text {th }}$ component of $X^{\prime}$ and is 1 ;
$-P^{3}$ if the $\mathrm{i}^{\text {th }}$ component of $\mathrm{X}^{\prime}$ is 1 and the $\mathrm{i}^{\text {th }}$ component of $B$ is 0 ; and
$\mathrm{P}^{3}$ if the $\mathrm{i}^{\text {th }}$ component of $\mathrm{X}^{\prime}$ is 0 and the $\mathrm{i}^{\text {th }}$ compo- 55 nent of $B^{\prime}$ is 1 .
At this point the response to the original query is made in the following manner (see FIG. 7):
(8) The value of the slope in each direction at the original query point $X$ has been stored and the value of the slope in each direction at the shifted point $X^{\prime}$ has been stored.
If the $\mathrm{i}^{\text {th }}$ component of the query point is 0 and both the slope of the query point $X$ and the slope of the shifted point $\mathrm{X}^{\prime}$ in the $\mathrm{i}^{\text {th }}$ direction is positive, then the 6 $\mathrm{i}^{\text {th }}$ component of the response is 1 .

If the $\mathrm{i}^{\text {th }}$ component of the query point is $\mathbf{1}$ and both the slope of the query point X and the slope of the
shifted point $X^{\prime}$ in the $i^{t h}$ direction is negative, then the $\mathrm{i}^{\text {th }}$ component of the response is 0 .
If the $\mathrm{i}^{\text {th }}$ component of the query point is 0 and the first slope in the $\mathrm{i}^{\text {th }}$ direction is negative, then the $\mathrm{i}^{\text {th }}$ 5 component of the response is 0 .

If the $\mathrm{i}^{\text {th }}$ component of the query point is $\mathbf{1}$ and the first slope in the $\mathrm{i}^{\text {th }}$ direction is positive, then the $\mathrm{i}^{\mathrm{t} h}$ component of the response is 1 .
If the $\mathrm{i}^{\text {th }}$ component of the query point is 0 , the slope 10 of the query point X in the $\mathrm{i}^{\text {th }}$ direction is positive and the slope of the shifted point $\mathrm{X}^{\prime}$ in the $\mathrm{i}^{\mathrm{t} h}$ direction is negative, then the $i^{\text {th }}$ component of the response is ${ }^{*}$; i.e., it is uncertain.

If the $\mathrm{i}^{\text {th }}$ component of the query point is 1 , the slope 15 of the query point X in the $\mathrm{i}^{\text {th }}$ direction is negative and the slope of the shifted point $X^{\prime}$ in the $i^{\text {th }}$ direction is positive, then the $i^{\text {th }}$ component of the response is ${ }^{*}$; i.e., it is uncertain. This process is shown in FIG. 7.
If there is uncertainty in the response, then the aforementioned options come into play. The machine may be queried by the user with a different query, additional data may be added and a query made, or one or more of the items stored may be modified and a query made. In any event, a query may be made immediately, as there is no "training time" required.

If there is no uncertainty, then stored data may be modified and another query made.

## SECOND EXAMPLE

In the case described in FIGS. 2, 3 and 4, the dimension is two $(\mathrm{n}=2) \mathrm{P}=2, \mathrm{~L}=5$ and $\mathrm{L}^{\prime}=3$ and for simplicity we set $t=t_{1}=t_{2}=0$. The points $B^{1}=(0,1)$ and $\mathrm{B}^{2}=(\mathbf{1 , 1})$ are stored at relative importance $\mathrm{H}(1,0)=7$ and $H(2,0)=5$ with $C(1,0)=1$ and $C(2,0)=1$. The query point is $X=(0,0)$.

For this case:

Because $\mathrm{D}_{11}\left(\mathrm{O}: \mathrm{X}: \mathrm{B}^{1}, \mathrm{~B}^{2}\right)<0$ and $\mathrm{D}_{1,2}\left(\mathrm{O}: \mathrm{X}: \mathrm{B}^{1}, \mathrm{~B}^{2}\right)>0$ the energy point $X=(0,0)$ is "moved" to a new point $\mathrm{X}^{\prime}=(0,1)$. Also since the first component of X is 0 and $\mathrm{D}_{1,1}$ is less than zero it follows that the response in the first component is 0 , and there is no need to compute $\mathrm{D}_{2,1}$.

60 We now compute $D_{22}\left(O: X^{\prime}: B^{1}, B^{2}\right)=$
$C(1,0) 2^{H(1,0)} 2^{\left.L^{\prime} \prime X X, 1\right)} S_{1}(X, 2)+C(2,0) 2^{H(2,0)} 2^{\left.L^{\prime}, X X, 2\right)} S_{2}(X, 2)=$

$$
1 \times 2^{7} \times 2^{3 \times 2} \times 1+1 \times 2^{5 \times 1} \times 2^{3 \times 1} \times 1>0 .
$$

Because $D_{12}$ and $D_{2} 2$ are both positive and the second component of the query point X is 0 , it follows that the second component of the response is 1 ; thus we find the response to the query $\mathrm{X}=(\mathbf{0}, \mathbf{0})$ is $(\mathbf{0}, \mathbf{1})$.

The algorithms indicated for the method according to the invention are intended to be implemented on a multiprocessor machine as there is a considerable amount of parallelism.
The pattern matching method according to the pre- 5 ferred embodiment of the present invention is summarized in the following Table:
query pattern, component by component, in dependence upon both a first, global influence of all stored patterns on all components of the first query pattern and a second, particular influence of all stored patterns on each respective component of said first query pattern (steps (5) $\propto$ (12) in the Table).

TABLE


In the pattern matching method set forth in this table 50 a first query pattern, taking the form of a set $\mathrm{X}=\mathrm{x}_{i}$, is matched with a plurality of stored data patterns, taking the form of a matrix $B=b_{i j}$, where $i=i, \ldots, n$ is the number of components in each pattern and $j=j, \ldots, k$ is the number of stored patterns. As may be understood 55 from this table, the method comprises the following essential steps:
(a) For each stored data pattern, the number of components which are identical to corresponding components in said first query pattern are counted, 60 thereby forming a set of match numbers $\mathrm{M}=\mathrm{m}_{j}$, (steps (1)-(3) in the Table).
(b) If any match number $m_{j}=n$, then the respective $\mathrm{j}^{\text {th }}$ stored data pattern is displayed as an output pattern set $\mathrm{O}_{j}=\mathrm{o}_{i j}$ indicating a match (step (4) in the 65 Table).
(c) If no match number $m_{j}=n$, then a second query pattern $\mathrm{X}^{\prime}=\mathrm{x}_{i}{ }^{\prime}$ is determined by modifying the first
(d) Steps (a) and (b) are then repeated using the second query pattern in place of the first query pattern.
(e) If no match number $m_{j}=n$, a third query pattern $\mathrm{X}^{\prime \prime}=\mathrm{x}_{i}{ }^{\prime \prime}$ is determined by modifying the second query pattern, component by component, in dependence upon both a third, global influence of all stored patterns on all components of the second query pattern and a fourth, particular influence of all stored patterns on each respective component of the second query pattern, with the third and fourth influences being less than the first and second influences, respectively (steps (13 and (14) in the Table).
(f) The output pattern $\mathrm{O}=\mathrm{o}_{i}$, is then displayed, component by component, with those respective components of the third query pattern that have been modified at most once from the first query pattern (step (15) in the Table).

If desired, those respective components that have been modified twice from the first query pattern may be displayed in the output pattern $\mathrm{O}=\mathrm{o}_{i}$ in such a manner as to indicate conflict between the first query pattern and the set of all stored data patterns. For example, these components that have been modified twice may be displayed as an asterisk (*).

The step (c) indicated above preferably comprises the steps of:
(1) multiplying each match number $m_{j}$ of a match set $M$ by a first disturbance factor $L$ to produce a set LM;
(2) determining a sign matrix Sgn for all components $\mathrm{sgn}_{i j}$ by setting each component equal to -1 if the corresponding stored pattern component $b_{i j}$ is 0 , and to +1 if the stored pattern component is 1 ;
(3) determining a magnitude matrix Mag for all components according to the formula mag ${ }_{i j}=[$ (logxor $\left.\left.\left(\mathrm{b}_{i j}, \mathrm{x}_{i}\right)=1\right) \mathrm{N}: 1\right]$, where N is a magnification factor;
(4) determining an exponent matrix $\operatorname{Exp}=\mathrm{LM}+\mathrm{Mag}$ for all components according to the formula ex$\mathrm{p}_{i j}=\mathrm{Lm}_{j}+$ mag $_{i j}$,
(5) forming the positive and negative sums for all components as follows:
Pos.sum $_{i}=\mathbf{P}\left(\exp _{i, 1}\right)+\ldots+\mathbf{P}\left(\exp _{i, k}\right)$ for each $\left(\exp _{i, k}\right)$ of j where $\operatorname{sgn}_{i, j}>0$,
Neg. $\operatorname{sum}_{i}=\mathbf{P}\left(\exp _{i, 1}\right)+\ldots+\mathbf{P}\left(\exp _{i, k}\right)$ for each ( $\exp _{i, k}$ ) of j where $\operatorname{sgn}_{i j}<0$ and
(6) determining a second query pattern set $X^{\prime}=x_{i}^{\prime}$ for all $i$ as follows:
if Pos. sum ${ }_{i} \leqq$ Neg. sum ${ }_{i}$, then $\mathrm{x}_{i}=1$,
else $x_{i}^{\prime}=0$.
Thereafter, a response set $\mathrm{R}=\mathrm{r}_{i}$ is determined for all i as follows:

$$
\begin{aligned}
& r_{i}=x_{i} \text { if } x_{i}^{\prime}=x_{i} \text {, and } \\
& r_{i}=\text { set flag, if } x_{i}^{\prime}=x_{i} .
\end{aligned}
$$

Similarly, step (e) indicated above preferably includes the steps (1) through (6) using a second disturbance factor L' which is less than the first disturbance factor $L$ for those components $i$ that have a set flag.

According to a preferred embodiment of the present invention, the height factor set $\mathrm{H}=\mathrm{h}_{j}$ is associated with the components of each stored pattern $b_{i j}$, each height factor component $h_{j}$ being indicative of the relative importance of each stored pattern with respect to the other stored patterns. This height factor set H is added preferably the integer values $+1,0$ and -1 .

The maximum range for the first disturbance factor $L$ is approximately 2 to 20 ; the best range for this factor $L$ is 3 to 7 . For example, the first disturbance factor L may be chosen to be 3 while the second disturbance factor $L^{\prime}$ is chosen to be 2 .

The maximum range for the magnification factor N is 2 to 20 with the best range of values 3 to 7 . For example, the magnification factor may be chosen as 3 .

In conclusion, the method of matching a first query pattern, represented by the set $\mathbf{X}$, with a plurality of stored data patterns, represented by the matrix $B$, is accomplished by approximating the surface in vector space defined by the stored patterns by a Bernstein Polynomial. This approximation makes it possible to compute the derivative of the surface in all directions at the query. point. It is thus possible to determine a new query point by proceeding in the direction of positive slope (derivative) and in the opposite direction of a 5 negative slope (derivative).

A preferred embodiment and best mode of a LIST computer program which implements the present invention is set forth in the attached Appendix.

There has thus been shown and described a novel dynamic pattern matcher which fulfills all the objects and advantages sought therefor. Many changes, modifications, variations and other uses and applications of the subject invention will, however, become apparent to those skilled in the art after considering this specification and the accompanying drawings which disclose the preferred embodiments thereof. All such changes, modifications, variations and other uses and applications which do not depart from the spirit and scope of the invention are deemed to be covered by the invention, which is to be limited only by the claims which follow.

```
::: --- Mode: LISP: Syncax: Comon-11sp: Packaç: USEス̃: Base: :E -*-
: (defmac=o flip (x)
    - (cone ( \(1=. x\) 0) 1 )
            (t 031)
(defilavor box-mouse-sensitive-items-mixin
            ( (item-ifst nil)
            (sensitive-item nil)
            (1tem-bilnker))
            (1)
    : : equired-flavors ev:sheet)
    (:sectable-instance-variables item-11st)
```

(defstzuet (item)
2eft

```
    tep
    sight
    bortem
    (ssace 0)
    name)
(cefmethod (box-mouse-sersitive-items-maxin :after :init) (ignoze)
    lsete item-blinker
        (&v:make-blanker sel: (tv:bollow-rectangelaz-bldnkez :visibilfty rij)))
(Ce{mefbod (box-molne-sensiz!ve-items-mixin :{Inc-items) (rc-1idst)
    (200p Sc= item in i=em-1ise
        neone
        (and (menbez (item-name item) rc-list itest fequal)
                (11at icem)}|)
(cefmethoc (box-mouse-sensittve-items-mixin :meke-jtem)
            (name left tof Elghe bottom)
    llet l(Item (make-iter :left left
                                    :&op top
                                    :siehe E{ehe
                                    :bottom boctom
                                    :nam name!)
        (push fram item-1ise)
        (Tv:mouse-uskeup)
        i&(m)
(tefmerhoc (box-mouse-sensitive-itams-mixin :pzinc-item-centene)
            (feptional (atyeam cemminal-io*))
    lloop foz item in itermilat
        for left = \1Eam-left item|
        cor top = (item-top ltem)
        for Eight = (1tem-sight item)
        {0r bcezom - (ftem-bottor item)
        for scate - (item-state item)
        Los name - (item-rame item)
        do
```



```
            name left top fight botton statel)l
(defmechod (box-meuse-senait!ve-itmma-mixin :Femove-item) (atea)
    (setg jtem-ligt (dela item 1tem-ilat))
    <tv:mouse**akeupl)
(defmethod (box-mouse-sensifive-icems-mixirn :remove-4il) ()
    (serg dtem-list nil)
    (Ev:nousemak@up))
(de{metbod (box-mouse-senaitive-itema-mixin :zeset-seate) ()
    ldoep for item in item-11:35
        E& (Item-seace item) 0\l)
: Note tbi: Eunction uses the eug=enc ftem-list oreez anc to generate a lineaz bit vector
:; ftenmlist orcer cannet bu alter!!!!
(c|{methoa (bex-mouse-sensitive-items-mixis: :make-item-acate-argay) ()
    (1et* (|l (lenget ltem-1ist))
            (state-azzay (make-arzay d :nlement-cype ((unsignec-byte 1)|))
        (declare (ays:arzay-registez meace-azzay))
        loop for fetmin item-lise
            for index downtrom (1- \)
                de
            (secf (bit meace-array index) (izem-scate item))
        scate-array!)
:(defun Loo (row-index col-index lat elf)
        11et* ((max-mom-index 4)
            (max-col-index 4)
            (no-rows (1+ mux-rou-1ndex))
            (ne-col: (1+ max-col-index)))
        |oop fer e from 0 to max-rov-index
            coliect
                (LooD for f from O to max-col-inde.:
                        collect
                            (case dir
                            (:50% (nth (* (* e no-rows) :) lst))
                            (:eod (nch (* c (* r no-cola)) lst)|l)|))
:(defun test (no-rows no-cola lse dis)
        lloop lor c from 0 below no-rows
            collect
                (loop for z Irom O below nomeels
                    collece
                        (ease diz
                            (:yOw (nth (+ (0 e no-rows) I) lst))
                            (:col (nch (te (* Eno-cols)) Ise))\)\)
:(cexun bar (\s5)
: (let (|ll (iength (eaz lav))))
        lloop for i in laE
```

```
    ncone
    {loop fork {rom 0 below (1- 11) by 2
        celdeer
            (let ((counte= 0))
                I{f (cotimes (c 3 ({1 (2 councer 2).e nil))
                (anc (" (nyt. (+ ek) i) i) (incé counter)))
                    I
                    0.111111
(de\te xox (Item-11st no-zow, no-cols fops{onal (kype :zoul)
    (let (cri) (reverae item-ilat))
        euteg-loop-count inner-leop-coun\varepsilon)
        ccase eype
            (:Iow (sece ourer-loop-count no-sows)
            (seta inner-loop-coune no-cols))
            (:col (serq ourer-loop-counc no-cel:)
            (setg inaer-loop-count no-som*)l)
        (doop for e from O below outer-loop-count
            collect
                lloop &er z {rom 0 belou inner-loop-count
                    eoliect
                    {neh lcase eype
                            {:col (- (* r outer-100p-counc) Cl)
                            (:zow (- (* E ourer-loop-count) {l|) 211)
                            : :(1Eem-sEate (nch (* (* c outer-loop-count) 5) 5ili)
                            ||
(defun-mechod ger-ilst bex-mouse-sensizive-items-mixin (no-govs no-cols copt{omel (Eype :sou))
    (let ((IIL (reverse item-list))
            oucer-loop-count inner-loop-count)
        (case type
            (:FOU (seta outer-loop-count no-sows)
                    (secg innet-loop-count no-cols)
            (:col (serq ourer-ieap-caunt no-cols)
                    (setq innez-10op-count no-gova)))
        {oopforeffom O below ouref-loopmecunc
            collec=
                    \loop for z Eqom O belov inner-loop-coune
                        collect
                            {1Eem-state (nth lCase type
                                    (:col (* (* c outer-loop-couns) cl)
                                    (:gov (* (* e outer-loop-count) E|) İll)
                                    11)1
(defun-method cempress-rule box-mouse-sensitive-jeems-mixin (lat)
    |ee ((11 (langeh (car ise))))
        lloop zoz i in lat
            nconc
                (loop fork from 0 below (2- 11) by }
                        collect
                            (let (cceuncer 0))
                                    1i: (cotimes (c j (if (2 courter 2) & nill)
                                    (and (0 (nth {- c k) i) 1: (inc! councer)))
                                    l
                                    0)\1リ1
(defun make-col-11st (11st no-rous no-cols)
    (loop for e Eram 0 belou no-row:
            eollect
                (laop Eor f fram O below no-cols
                    eallect
                        (nch (+ C (" E no-rovs)) l1at)|l)
(defun make-re-11st (1ist no-rova no-ecls ckey (type :eol))
    (let (outer-loop-count inner-loop-counc)
        (case type
            (:row (aetq outer-100p-count no-rows)
                    (serg Inner-loof-coune no-cols))
            (:col (setq outer-loop-count no-cols)
                    (setq 1nner-10op-count ne-rovs)!)
        lloop for c srom O below outer-loop-count
            collect
                iloop for z Erem O below inner-loop-count
                    coliect
                        neh (case type
                            (:col (+ (* t outer-1oep-counc) cl)
                            (:zov (+ (* E outer-loop-coune) fli) 1{stjl)))
(defmechod (box-mouse-sensitive-items-是xin :comuress) (type\
    (let* (lsize (iteru-narme (car icem-lizth))
            (no-rova {2+ (eaz simel))
            (no-col: (I* (edr size))
            (cempresa-rows (1+ ({lecr (/ no-rowa 3ll)
            (compress-cel: (1- (&loor (/ ne-cols 3)))
            (coampesm-re-vaceer (makemerzay (" compresm-rows compreas-cols)
                                    :element-eyfe ( (unsigned-byre 1)))
            eompreas-1ist outer-loop-count inner-loop-coune
        (declare (special comress-rc-vector))
        (FEInE (make-re-1!at
(serq compress-11st
(if (eq eype :cel)
(pyint (compress-rule (make-rc-1ist
(cempress-ruie (get-ijst no-rous no-cols : 50 () )
ne-rows cempresa-cols :type :colll)
:: the following code is wrong
(print fcompress-rule (makerc-11st
(compress-rule (get-11se no-rows no-cols :col))
compressmrous no-coly :Eype :zowll)
(ease type
(:rov (setg outer-100p-count compresa-rovs)
(sete innes-100p-count comptesa-tela))
(:cel (sact oucer-loop-counc eompresa-eols) (serq inner-ioop-coune compress-sousil)
(loop \(\mathbb{O}\)
do
lloop for \(=\) from 0 blow inner-loop-count do
(set: (bit compream-rc-vector (case cype
(:col (t e (T y outer-ioop-eount) )
(:ร0w (* E (* e ouces-loop-countl)))
(pop compresa-11st) 1 )
compress-re-vectos)
```

(cefuhopper (box-mouse-sensitive-items-mixin :handle-mouse) () -
(unwind-protect
(continue-whopper)
(secG aensitive-1tem nil)
(senc 1Eem-blinker :set-visibil1:y n{l)|
(defmechoc (box-mouse-sensitive-1tems-mixin :whe-lisne-documen=ation-atzing) (|
c2l:atrinc
":Togqle Ait. L-2:Clear Fad Gric H(Hold):Drau, R(Hold):Erase. Ctl-L:Save. Meta-L:Run Super-L: Run Nm
*)

```
: (when senaitive-item (item-documentation senaitive-item))
```

(defmethod (box-mouse-senaitive-itema-mixis :mouse-sensitive-item) (x y)
(dect x (send sel: :lefr-margin-size))
(dec: y (send self :top-marcin-sizel)
{secg senaitive-item
del1st (Item item-11st)
(when (and (2 y (item-50p leem))
(< y (1tem-bottom item))
(Z x (1tem-left item))
(< x (1tem-right item)))
(return item))|))
(desmetbod (box-mouse-sensitive-items-mixin :mousemoves) (x y)
(tv:mouse-set-blinker-curscrpos)
:: See ys the mouse is inside an ltem

```

```

        ccone <:; It Is, tum on the bilnker
            (nor (null item))
            (let ((left (item-left item))
                    (rop (ltem-cep 1tem))
                    (right (item-sicht iteml)
                    (bot5om (1tem-bottom item)))
                    (send dsem-blinker :aet-cursorpos left topl
                    (zenc item-bidnier :sec-size (- richt left) (- boteoz ropi)
                    (send item-blanker :set-viaibility t)))
            : IE's noz on an item, curn off the blinker.
            ie (send item-blinker :set-viaibility \Omega=1|))\)
    ```

: (let (1atem (senc self :mouse-sensitive-item x yl)J)
(def:lavar sensitive-pad-mixin (frew nil) (coi'nil))
            (
    (:zequired-ilavors box-mouse-sensitive-itemo-mixin tv:qraphicy-mixan tvivindow)
    :settable-inatance-variablea)
(efinechoe (senaisive-pad-mixin :make-sensitave-azea)
            (pae-victh pad-huiche)
    :: The orcer of the loop is extremely important!!
    :: It determines the scanning of the grad from lett to
    :; sighe and top to bottom is how is done now..
    (sene self :yemove-all)
    (loop fer \(=\) fiom 0 below row
            tor eop fzom 0 by pec-height
            do
        loop for e fiom o below col
            for lett fxom 0 by pec-width
            do

(defrechoc (sensifive-pad-mixin :cravecrid)
                (topeional (maxe-sensitive-ereas \(t\) )
(when ersae-conzent
(senc self :expese
(aenc sel: :elear-vincou))
(maltiple-value-bind (victh height) (senc self :inside-size)
(suct padwieth (Elooz (/ wicth coll))
(setg pad-height (floor (/ height row))
(serq gridurideh (* col pad-wieth))
(secq g:dehejght (* row pad-heighe))
lloof fo: e foon 0 50 fow
toz y Ifom 0 by pad-height
do
(A: ( 2 y helehe) (deci y) )
(sene self : ezaw-line 0 y gridewicth y zvialu-secal)
lloop for f Ezom 0 to col
for \(x\) from 0 by pad-width
do
(1) \(\{2 x\) wieth) (dece \(x\) )
(send self : drav-line \(x 0 \times\) grid-height evialu-seca))
Gf make-mensitive-areas
(send seí :make-senaitive-area padwidth pad-height)) )
 caux box-ideh box-heifht alu (dzaw-hale nil) (dim -I) (p partern-argay))
(declare (sys:Afiay-recigeer p))
(mifiple-value-binc (width height) (15 (ncli aize) (senc window :insice-size)
(apply "valuea sixe))
(aetq boxwidth (Eloor (/ width eol)))
(sete bex-height (Eloor (/ height row)))
(loop toze from 1 to row
for tep from from-y by box-belght
do
(leop for 5 from 1 to col
20z left from from-x by box-vidth
do
(case (Eit p (inc: dim))
( \((1 \quad t)\) (sece alu ev:alu-seca))
( (O nid) (setq alu tv:eiu-andea))
(* (setc CEaw-balf t) )
(i: (not drav-bale)
(aenc vindou :draw-rectangle box-videh box-beigitt (1+ left) ( \(1+\) top) alu)
(aend wincou : eraw-rectancle
(I100: (/ bex-wideh 2))
(1100r (/ bex-height 2))
(* left (1100t (/ box-victh 4)))
(* top (1100t (/ box-height 4)))
tv:alu-seta)
(seta exav-half nil)l) \()\) )
: : (sece foo (tv:sake-vincow 'tv:window :ecqes-from :mouse :blinker-p nil))
```

ce:E:\&vor stezec-patterns-pane (input-p\&t=ern-st=ear state-11at gerys-state-list heicht-1ist)
(box-mouse-sensitive-iteme-mixin sensitive-pad-mixin
tv:g=\&phacs-mixin tv:pant-mixin tv:vindow)
:sec:sble-inscance-variables)

```
(Eetimethoc (stered-patterna-pane :who-ifne-documentation-steing) ()
    (2l:sering -1-2:Delece. Ctl-L:Modify"))
(defmethod (stored-patterna-pane :eivide-seorage-boxes) (a-sou s-col)
    (senc sel: :set-row s-row)
    (sene sell :set-col s-col)
    (sene self :drau-grid t))
(defmethod (atored-patcerns-pane :update-stace-and-height-list) ()
    (2ete atate-1ist nil)
    (serc garys-acate-11sc. nil)
    (setg height-idst nid)
    (loop for 1 in item-11st
        Lof state (1eem-state 1 )
        Lor \(\mathrm{h}=\) (1tem-name i)
        do
            (when (typef state 'array)
            (sete state-list (eons state state-lise))
            (setq height-1ise (eons \(h\) height-ifse)))
    (\%etg garya-scace-1ist (mapear convart-co-one state-11st)])
```

(defum-meghod ecif-pettern atored-patterns-pane (item-state vindow)
(let (lltem-aszay item-sEate)
(1p-iteris (reverse (send *indou :item-1ist||)
(declare {sya:argay-refister ftam-argay))
(sene vindow :resec-stace)
(send vindow :elearwindow)
(sene vincow : Eraw-gzid nid)
lloop zCI i 1%. ip-itemg
gor index {zom 0
do
(4: (= (bl: iter-arzay index) i)
(senc vincew :updace-iEem i :draw)));)

```
```

(desmethoc (storec-parrerna-pane :mouse-click) (button x y)
(let (litem (senc self :mouse-sensitive-item x y)l
(If (send self :Inpue-pattern-stream)!)
(eond (leal button (le-mouse-L-1)
(edie-pactern (Iten-stace item) ip)
c)
((eq) button (Mmouse-z-2)
(let (Gleft (item-left item))
(IOF (Item-tCp item))
(right (Item-right item)
(bottom (1tem-bottom {tam)|)
(secf (1ten-state Item) 0)
(setf (Stem-rame item) 0)
(send self:crav-rectangie (- righe left 1)(- botrem top 1)
(1+ left! (1+ topl Ev:alu-ancica))
(send aelf :upeate-state-and-helght-1ist) ;tbls sbould be changed to :after for
; marmance seke!!
t)
(t Ell)
:(te{method (*corec-pactema-pane :after :refrash) 0
: (send salf :draw-crid n\l))
;(defflavor bernstein-flavor (store-pacterns-argay-anc-heIqb-1:sc) ()
; :secttable-instance-variables)
(deEflavor inpur-pattern-pane (stere-patterna-stream
(pen-box-1 1)
(pen-box-k 1)
box-mouse-senaleive-items-mixin sensitive-pad-mixin
tv:g=aphics-mixin iv:pane-mixin ev:window)
:setrable-inscance-variables)
(cetun-mechod update-one-item input-pattern-pane (1tem type)
(les (|left ({tmmleft ftem))
(top (1Eem-top item)
(righe (irem-riçhe feem))
corerom (1,am-borrom itam))
cstate (Stem-state item))
elu)
{aEE: {1tem-state {tem) {case type
(:toggle (anc (setg alu tv:\&lu-xos) (flip state)))
(:draw (and (serg alv tv:alu-seta) i))
(:erase (and (setg alu iv:alu-ances) 0l:l)
esenc self :drav-reetangle

```

```

(defmethod (input-pattern-pane :reverae-pad) ()
(loop for icen in (send self :ices-1ist)
co
(update-cme-iten 1tam :togole)),

```
(cefmerhed (input-parzem-pane :cellect-upeate-bexes) (ebi)
    (let (fow-index (ear ebi))
            (col-index (cdz cbij))
        (senc self:Ifnd-ieems
            (loop sor 1 (fom row-index below (+ row-index pen-box-1)
                    neone
                            (loop let \(y\) from cel-incex below (* col-index fen-box-h)
                        colleet
                            (eons ( jJ) ) ) \()\)
(defmerhod (1npur-pareaz-pane : updete-item) (1een eype)
    (let (feurrent-rov-col-index (Ster-name item))
        (dollye (12em (sent self :celject-upeate-boxes cuzrent-rov-col-index))
            (update-one-item itex type)])
    (defmethed (input-pattern-pane :score-pattem) ()
        (let ((sp (send self :seore-paterna-steream))
            (p-row (sene selz : zow))
            (p-eel (aenc geli :eol))
            (pactern-argay (send self :make-itentstate-argay))
            atored-pad-item left top)

                                    thereis (anc (numberp (icom-aca:e i)) i))
            (secq left (item-left stored-pac-itemi)
            (setq top (item-top atored-pad-item))
            (sett (item-state stored-pad-item) pattern-array)
            (setf (item-name scored-pad-item) 3) :defaule heicht
            (Ctaw-pattern p-row p-col pattern-ariay sp
                                    (1)st (- ifem-zicht avores-pac-iter) left)
                                    (- (item-bectom arorec-pad-jtem) topl)
                                    left tep)
        (aene sp :draw-qife nil nil))
            (send ap : update-seate-and-heicht-11at))
(let (itef (send self :mouse-sensitive-item x yl))
(conc (ianc item (eql button innouse-i-I))
(update-one-item item :togcle)
(up
(iea
(iecl burton (nouse-L-2)
(when (and you col)
(aend sely :drav-crid nil)
(aend self :reser-atate)
e)
( (ect burton ( \e-souse-I-2)
(sene sele :stoze-partern)"
isen
(feql button \((\backslash\) m-mouse-I-1)
: ; (process-ran-funceion "Run Eerseain"
: : 1 (1ambda ()
(let (isp (send self :store-peterna-stream))
(op (sanc (send self :superioz) : oet-pane output-patesti))
(1isp (send (send seli :superior) :qet-pane ilspl)
(senc lisp : elear-window)
(send op : elear-windou)
(drav-pattern sow eal
(top-level (send self :make-icem-atate-argay) (send ap.:seace-1ist) (send ap :hesghe-1ist) 21*p)
epl)
(feqi buczon (lsuper-mouse-I-1)
:: (precess-ran-function "Run Berscein" \(:: 1^{\prime}\) (1ambela 0 (let ((sp (send sely :store-patterns-streami)
(op (senc (send aell : auperioz) : get-pane ourpert-paceezn))
( 11 sp (send (send self :supariar) :ger-pane (lispl))
(aend lisp :clearmancou)
(send op :clear~indow)
(drav-pattern rou col
fourys-top-leval (aend self :make-1tem-scate-array) (sene sp :gerys-stare-11st) 11sp)
opl)
: : 11
( 2 (1)
(defwhopper (input-pattern-pane :mouse-soves) ( \(x\) y)
(let (litem (send self :mouse-senaitive-item \(x\) y) (button (tv:mouse-buttens)))
(cond (lane itern (member bution \(\cdot\left(\begin{array}{ll}2 & 4\end{array}\right)\) )
(and (- bueton 2) (update-one-iten ftem :draw))
(and (e butzon 4) (updatemone-itert deen :erase))
e)
(ヒ n (1) )
(continue-vhoppez \(x y\) )
(E-EEDavor output-pattern-pane 0
(tv:pare-mixin tv:window)
(defflavor 1isp-pane ()
(Ev:15sp-11stener-pane tv:wincow))
cdelilaver interEace ()
(tv:borcera-mixin tv: boreezed-constzaint-f:ame-with-sinared-io-buffer)
:setsable-inatance-variables
f:céault-indt-plist
: panes
- ((s)ored-patternz sEored-patcernz-pane
: Label . (zi:sering -Stazed Pacterns")
:blinkez-p nil
:save-bitz t)
(input-partern input-pattern-pane
: Label (zl:atring =Input Pac')
:blinker-p nil
: mave-biti t)
(output-pateetn output-pattern-pane
: labal, (zi:atring Outpus Display")
sblinkerm nil
: saveーbits \(\ell\)
(11sp 1:sp-pane))
:conflgurations
- f(main l:layout
(main :colunn seored-pattezna middle 11af)
(asdele : yow inpur-pactern output-patearn))
(:sizes
(anin (stored-paterns 0.50)
:then (midele 0.50)
:then (lisp seven)
(midele (1nput-pateten :0.j)
:then (output-pattern :even)lll)
:conficuration "mann)
(serf :oo (tvinakemindov interface :blinker-p nil :edges-from :mouse))
(sete bar (tv:makewincow interface :blinker-j nil :ecges-i=om :mause))
```

(cefvaz eatore-arcay-ilat* nil)
(cefvar *store-heignt-11st* nil)
(cesva= "parre=n-=ow-col" njl)
(defun gave (fl\e rincov-Ezame)
(Let ({sp (aend vindow-{zame :qet-pane srerec-pattezas))
|p (send window-fzame :get-pane "inpu:-pateern))\
(zys:むum-foras-to-\&ile (Is:pagse-pachname file)
*((sect -store-az=ay-11se* *.(senc sp :scaze-11me))
(aece "acore-he{ght-lime* '. {send ap :height-1isej)
(aete "patterm-5ow-col"., (cona (send ip :row)
(senc ip :coljJ)Jll)
(cefun recrieve (1fle vincow-frame)
(ier ({sp (sene uindow-frame :get-pane iscored-patterna))
(ip. (senc vindov-izame :qet-pane '1nput-pateern)))
(when (y-or-n-p *Has the stere Pactern area betn secup? ")
(load (fs:purse-pathname 211e))
(sene ip :ser-row (car "paerern-row-cod"))
(send ip:ser-col (edr poetern-sov-cel");
(send ip :drav-grid)
lloop for p in *atore-aryay-lise*
zer h in sitore-height-1ist*
lar pa in (revarse (send ap :icem-1ine))
for left (1emeleir pa)
for top - (1zem-top pa)
do
(sec! (1cem-acace pal p)
(setf (itermename pal h)
(craw-pateern (cat "patemrn-rov-col*) (cer *pattarn-rov-col") p sp
(11:t (- (1tem-rieht pa) left)
(- (1Eem-boteom pal copl)
lete tapl)
(sene sp :crav-ceid nil nil)
(senc sf :set-state-11st satoze-argay-11stv)
laenc sf :ser-garys-state-2iat
(loop far in (senc sp :sEate-1\se)
eellece
(convert-と0-0ne ()))
(send sp :set-height-1{st *stere-height-1iat*)|)]

```
: (defun tea ()
    (cl:t1me
        (loop Roz 1 from O to 1000 do
            ( +1 1)
        1)
::: --- Hode: LISF: Syntax: Common-11ap: Package: OSER: Ease: 10 -"-
(defun make-c-array (lenceh initial-concencs)
    (mike-azzay lencth :element-type (unsignec-byte i) :initial-con vintial-contenta
                :\{ill-pointer \(e l\) )
(defmacro eloseness-count (pattern-length i store-vecters-liat)
    - (100p for storewester in. atorevectora-1iat
                collect
                    (1et ( \((\mathrm{s}\) acere-vector))
                    (declare (sya:array-register 3))
                    (loop for 1 Ifom 0 below. pattezt-length
                        count (eq (bit , q 1) (bit a 11)ll)
```

{defun sum-1at-and-2nd-terma (pattern-length ciesenesm-ijat disturb-iacter atore-beicht-1iac)
patcern-2eneth
(Noop for i in closeness-1ise
q0= I in meore-height-lise
collect
:::1£ (~ -ettern-1encth i) nil
(+ (* ( )
:;)
1)
(cefmacIe sur-thind-temmaux (sum-velue q b)
(values .b ib is l then it'a pesitive
(1f (= (logxor ,q .b) 1) (4, sum-value 3), mum-valuel))
Cetmac=0 121p (x)
* (eond ((0.,x 0) 1)
(\& 0)1)
(Lefun acd-bitz (on-bits-j\leqst on-bit)
|loof cor mem-ljst a (member en-bit on-bita-dfst)

```

```

            do
    ```
(sete on-bits-11st (remove on-bit on-bits-1ist))
(sete on-bit (14 on-biEl))

(Let (fpes-sum nil)
        (neg-sum nil)
        exact-match)
    fseta exact-mitch
        (2oop loz \(b\) in atorec-vectorm-11st
            Cor b-value (bic besm-index)
            for s-value in surevalue-1ist
            do
            (1f (null s-value)
                (recurn b)
                (muitiple-vadue-binc (bucket vsi23)
                    (sum-thizd-cerm-aux a-value g-value b-value)
                (case bueker
                    (1 (sect pea-sum (ade-bita pos-sum val23i))
                    (0 (secq neçaum (add-bita neq-aum val2jililli))
    : : (peinc exact-maceh 11)
    :: 112 exact-maten
    : : exact-macch
        (100p for mux-pes a (18 (nul1"pos-sum) -1 (apply fanx pos-aum))
            Sor max-nes m (18 (null neg-sum) -1 (apply f'max negraum))
            until (or (and \((=-1\) max-pes max-neg) (roturn nil))
                            (and \(t=\) max-pes max-nog)
                                    (1: () max-pes max-nec) (recum i) (revurn 0)l)).
            de
            (sere pos-sum (delece mex-pos pos-sim))
            (setg neg-sum (delete mex-nec neg-sum)))
        :: )
    11
(eefun d-cimenaiens (pactezn-iençh guery-arzay-vectoz geored-veczor-11se
                    distugb-iactor stored-heicite-ilst result-arzay
                                    coprienal (procesa-incex-list nij))
    (1et ( (s reault-arzay)
        (q query-azsay-vector)
        - \(-1-2\) )
    (dechare (sya:argay-register a q) )
    (serq a-1-2 (mun-1st ind-2nd-terms pattan-iencin
                                    (closenems-counc pateern-length q stored-veetor-11st)
                                    efstusb-factor stored-heighe-11sti)
    : : (prine e-2-2 21)
    (if process-incex-1ist
        (loop for 1 in process-index-1ist
            for pre-bit-value - (bit \(x\) 1)
            for quit-value (bit \(G\) i)
            fer d-value o (d-index-new qbit-value stored-vector-1ist s-1-2 i)
            uncil (and (eypep d-value erray) (return d-value))
            de
            : (break - in process-index-11st")
            : ( (fermet \(12=-4\) d-value - - \({ }^{\circ}\) d-value)
            if (= (logxor pre-bitevalue
                    d-value)
                    1)
            (aeti bit \(x\) f) •*) )
        (sere process-index-11se
            (l00\% 1021 from 0 below pattern-length
                for pre-bit-value obic I 1)

                for d-value = (d-iadex-nev qieit-value stered-vector-ifst a-i-2 1)
                :ido (fotmat \(t\) - - d-value - - do d-value)
                until (and (typep e-value azray) (return d-valuel)
                neane
                    (when (e (logxer pre-bit-value d-value)
                    (set: (bit 5 i) (Elip pre-bit-value))
                    (11st ill)
    (values 5 procesa-index-11st) )
(cestun top-level (quezy-array-vecter stezed-vector-11st seozed-haicht-11se
    copeional. (uincou t))
(let ((pateern-length (argay-tocal-ikze query-arcayweetor))
    reault-aryay
    process-incex-11st)
    (secq resule-array (make-srzay pattern-leagth) )
    (copy-arfay-concenc: query-arcay-vector reaulz-ariay)

    (multiple-value-secq (result-array precess-index-1iar)
        (d-cimensions pattern-lencth query-arrey-vector seored-vector-119t 5
                        atered-hesghe-1ime tesult-arzay)
    (when (and procesa-incex-2ist (listp process-index-1ises)
        flozmer wincou -i Second fterasion!:")
        (format vindow - process-index-1ist o -S* process-index-1ise)
        (d-dimensions pectern-length reaule-array seored-vector-ilst 3
                stered-heiqhe-1ise resule-array process-1ndex-1isel)
resudt-ariayl)


\section*{DELETE ESTIMATE DATA}

Initial menu item " 8 " is selected to delete estimate data. CCMAS telis a user how data may be delpted, then asks for the CCMAS-ID.

DATA CAN BE DELETED BY ENTERING:
CCMAS-ID; CCMAS-ID AND RUN \#; OR CCMAS-ID, RUN\# AND SET\#:
ENTER PROGRAM, PROJECT, FACIIITY-ID (CCMAS-ID):
ENTER RUN NUMBER:

If the user inputs a (CR) instead of a run number CCMAS responds:
DO YOU WANT TO DELETE ALI ESTIMATE DATA FOR:
CCMAS-ID: XXXXXXXXXX

If the user inputs a run number, CCMAS responds:
ENTER SET NUMBER:

If the user inputs \(a\langle C R\rangle\) instead of a set number CCMAS responds:
DO YOU WANT TO DELETE ALL ESTIMATE DATA FOR:
CCMAS-ID: XXXXXXXXXX
RUN NUMBER:
X

If the user enter a set number CCMAS responds:
DO YOU WANT TO DEIETE ALI ESTIMATE DATA FOR:
CCMAS-ID: XXXXXXXXXX
RUN NUMBER:
X
SET NUMBER: X

A "No" response to the DO YOU WANT TO DELETE ALL ESTIMATE DATA FOR: returns the user to the previous data input. To a "YES" reply, CCMAS responds:

DATA WILL BE DELETED
DELETING ESTIMATE DATA FOR:
CCMAS-ID: XXXXXXXXXX
RUN NUMBER: X (If Specified)
SET NUMBER: \(X\) (If Specified)
DATA DELETED
The user is then returned to the initial menu.

What is claimed is:
1. A method of comparing, with the aid of a computing system, a query pattern with a set of stored patterns, said method comprising the steps of:
a) creating a library of stored patterns in a desired format wherein each pattern comprises a set of elements, each pattern having a relative timedependent importance/avoidance property;
b) presenting a query pattern comprising a set of elements representative of the entity to be matched in the same size and format as the stored patterns;
c) comparing the query pattern with each of the stored patterns, on an element-by-element basis and determining a first degree of match for each stored pattern;
d) indicating a complete match if one exists;
e) creating, if no complete match exists, a derived query pattern having the same number of elements as the original query pattern and the stored patterns, said derived query pattern being created as follows:
1) determining a set of first change numbers \(D\) according to the following formula:
\(D_{1}\left([t]: X: B^{1}, \ldots, B^{k}\right)=C(1, t) P^{H(1, i)}\left[P^{L K X, 1)}\right] S_{1}(X, i)+\)
\[
\left.C(2, t) P^{H(2, t)}\left[P^{L} K X, 2\right)\right] S_{2}(X, i)+\ldots+C(k, t) P^{H(k, t)}\left[P^{L K K X, k)}\right] S_{K}(X, i)
\]
\[
\left.D_{2 A}\left([t]: X^{\prime}: B^{1}, \ldots, B^{h}\right)=C(1, t) P^{H(1, t)}\left[P^{L} \cdot K X, 1\right]\right] S_{1}\left(X^{\prime}, i\right)+
\]
\[
\left.C(2, t) P^{H(2, t)}\left[P^{L^{\prime}} \boldsymbol{X} X^{\prime}, 2\right)\right] S_{2}\left(X^{\prime}, i\right)+\ldots+
\]
\[
C(k, t) P^{H(k, r)}\left[P^{L^{\prime}}\{X, k)\right] S_{k}\left(X^{\prime}, \mathrm{i}\right)
\]
where:
\(\mathrm{D}_{2} i\) is the second change number for the \(\mathrm{i}^{\text {ith }}\) element of the query pattern,
\(t\) indicates a function of time,
\(C(i, t)\) is the algebraic sign of the relative importance property (or zero) of the stored pattern \(\mathrm{B}^{i}\) at time t ,
\(\mathrm{p} H(i, t)\) is the magnitude of the relative importance property of stored pattern \(\mathrm{B}^{i}\),
\(\mathrm{J}\left(\mathrm{X}^{\prime}, \mathrm{i}\right)\) is the second degree of match \(\mathrm{B}^{i}\) and X , \(\mathrm{S}_{2}\left(\mathrm{X}^{\prime}, 1\right)\) is:
-1 if the element of \(\mathrm{B}^{\boldsymbol{z}}\), and the \({ }^{\mathrm{ith}}\) element of \(\mathrm{X}^{\prime}\) are both 0 ;
1 if the \(\mathrm{i}^{\mathrm{t} h}\) element of \(\mathrm{B}^{\mathbf{z}}\) and the \(\mathrm{i}^{\text {th }}\) element of \(\mathrm{X}^{\prime}\) are both 1 ;
\(-\mathrm{P}^{3}\) if the \(\mathrm{i}^{\mathrm{th}}\) element of \(\mathrm{B}^{\mathbf{2}}\) is 0 and the \(\mathrm{i}^{\text {th }}\) element of \(X^{\prime}\) is \(1 ; P^{3}\) if the \(\mathrm{i}^{\text {th }}\) element of \(\mathrm{B}^{2}\) is 1 and the \(\mathrm{i}^{\text {th }}\) element of \(\mathrm{X}^{\prime}\) is 0 ,
2) setting the value of the \(i^{\text {th }}\) element of the answer pattern at 1 if the value of the \(i^{\text {th }}\) element of the query pattern is 0 and both the first change number and the second change number for the \(\mathrm{i}^{\text {th }}\) element are positive;
3) setting the value of the \(i^{\text {th }}\) element of the answer pattern at 0 if the value of the \(\mathrm{i}^{\text {rh }}\) element of the query pattern is 1 and both the first change number and the second change number for the \(i^{\text {th }}\) element are negative;
4) setting the value of the \(\mathrm{i}^{\text {th }}\) element of the answer pattern at 0 if the value of the \(i^{\text {th }}\) element of the query pattern is 0 and the first change number for the \(i^{\text {th }}\) element is negative;
5) setting the value of the \(i^{\text {th }}\) element of the answer pattern at 1 if the value of the \(i^{\text {th }}\) element of the query is \(l\) and the first change number is positive;
6) setting the value of the \(i^{\text {th }}\) element of the answer pattern at \({ }^{*}\), where \({ }^{*}\) indicates ambiguity, if the value of the \(i^{\text {th }}\) element of the query pattern is 0 , the first change number for the \(\mathrm{i}^{\text {th }}\) element is positive and the second change number is negative; and
setting the value of the \(\mathrm{i}^{\text {th }}\) element of the answer pattern at * if the value of the \(i^{\text {th }}\) element of the query pattern is 1 , the first change number is negative and the second change number for the \(\mathrm{i}^{\text {th }}\) element is positive; and
i) converting answer pattern from representational format to desired format with ambiguous elements distinguished from determined elements in some manner.
2. A method, using a computing system, for calculating the similarity between a first pattern, called a "query pattern", and at least one of a library of \(k\) second patterns, called "stored patterns," the query pattern being representative of a physical entity and being represented by a first sequence of successive feature elements \(\mathrm{X}=\left(\mathrm{X}_{1}, \mathrm{X}_{2}, \ldots, \mathrm{X}_{i}, \ldots, \mathrm{X}_{n}\right)\) where n equals the number of feature elements, each stored pattern being representative of a physical entity and being represented by a second sequence of successive feature elements \(B=\left(B_{1}\right.\),
\(B_{2}, \ldots, B_{i}, \ldots B_{n}\) ), the method comprising the steps of:
(a) comparing the query pattern with the \(\mathrm{m}^{\text {th }}\) stored pattern on an element by element basis;
(b) counting as a "first degree of match" for the \(\mathrm{m}^{t h}\) stored pattern, the number of elements of the query pattern which are equal to the corresponding element of the \(\mathrm{m}^{\text {th }}\) stored pattern;
(c) outputting a "matched pattern" indication if the first degree of match for the \(\mathrm{m}^{\text {th }}\) stored pattern is equal of \(n\);
(d) storing the count for the first degree of match for the \(\mathrm{m}^{\text {th }}\) stored pattern if less than n ;
(e) repeating steps (a) through (d) for each remaining stored pattern;
(f) computing, using the query pattern and the first degree of match, a first set of \(n\) change numbers for the set of stored patterns according to the following equation;
\[
\begin{array}{r}
D_{1 A}\left[[t]: X: B^{1}, \ldots, B^{k}\right)=C(1, t) P^{H(1, t)}\left[P^{L \mathcal{L}(X, 1)}\right] S_{1}(X, i)+\ldots+ \\
C(i, t) P^{H(i, t)}\left[P^{L(X X, i)}\right] S_{2}(X, i)+\ldots+ \\
C(k, t) P^{H(K, i)}\left[P^{L K(X, k)}\right] S_{k}(X, i)
\end{array}
\]
where:
(1) \(\mathrm{D}_{1 i}\) is the first change number for the \(i^{\text {th }}\) element 5 of the query pattern;
(2) P is a positive prime number;
(3) \(L\) and \(L^{\prime}\) are integers such that \(\left(L>L^{\prime}>1\right)\);
(4) \(t\) indicates a function of time;
(5) \(C(i, t)\) is the algebraic sign of the relative impor- .60 tance property of stored pattern \(\mathbf{B}^{i}\),
(6) \(\mathrm{p}^{H(i, t)}\) is the magnitude of the relative importance property of stored pattern \(\mathrm{B}^{i}\);
(7) \(J(X, i)\) is the degree of match with stored pattern B;
(8) \(S_{2}(X, i)\) is:
-1 if the element of \(\mathrm{B}^{2}\) and the \(\mathrm{i}^{\text {th }}\) element of X are both 0 ;
(1) \(\mathrm{D}_{2 i}\) is the second change number for the \(\mathrm{i}^{\text {th }}\) element of the query pattern;
(2) \(t\) indicates a function of time;
(3) \(\mathrm{C}(\mathrm{i}, \mathrm{t})\) is the algebraic sign of the relative importance property (or zero);
(4) \(\mathrm{p}^{H(i, t)}\) is the magnitude of the relative importance property;
(5) \(J\left(X^{\prime}, i\right)\) is the second degree of match (the number of elements of \(\mathbf{B}\) that agree with the corresponding element of \(X^{\prime}\);
(6) \(S_{f}\left(X^{\prime}, i\right)\) is:
-1 if the element of \(B\) and the \(\mathrm{i}^{\text {th }}\) element of \(\mathrm{X}^{\prime}\) are both 0 ;
1 if the \(i^{\text {th }}\) element of \(B\) and the \(i^{\text {th }}\) element of \(\mathrm{X}^{\prime}\) are both 1;
\(-p^{3}\) if the \(i^{\text {th }}\) element of \(B\) is 0 and the \(i^{\text {ith }}\) element of \(\mathrm{X}^{\prime}\) is 1 ; and
\(p^{3}\) the \(i^{\text {th }}\) element of \(B\) is 1 and the \(i^{\text {th }}\) element of \(X^{\prime}\) is 0 .
4. A method of matching a first query pattern, taking the form of a set \(\mathrm{X}=\mathrm{x}_{12}\) with a plurality of stored data patterns, taking the form of a matrix \(B=b_{i j 2}\), where \(\mathrm{i}=1, \ldots, \mathrm{n}\) is the number of components in each pattern and \(j=1, \ldots, k\) is the number of stored data patterns,
said method comprising the steps of
(a) for each stored data pattern, counting the number of components which are identical to corresponding components in said first query pattern, thereby
forming a set of match numbers \(M=m_{j 2}\) where \(\mathrm{j}=1, \ldots, \mathrm{k}\);
(b) if any match number \(m_{j}=n\), then displaying the respective \(\mathrm{j}^{\text {th }}\) stored data pattern an an output pattern set \(\mathrm{O}_{j}=0_{i j}\) indicating a match;
(c) if no match number \(\mathrm{m}_{j}=\mathrm{n}\), then determining a second query pattern \(\mathrm{X}^{\prime}=\mathrm{x}_{i}^{\prime}\) by modifying said first query pattern, component by component, in dependence upon both a first, global influence of all stored patterns on all components of said first query pattern and a second, particular influence of all stored patterns on each respective component of said first query pattern, wherein such step further comprises the steps:
(1) multiplying each match number \(m_{j}\) of a match set M by a first disturbance factor L to produce a set LM ;
(2) determining a sign matrix Sgn for all components \(\operatorname{sgn}_{i j}\) by setting each component equal to -1 if the corresponding stored pattern component \(b_{i j}\) is 0 , and to +1 if the stored pattern component is 1 ;
(3) determining a magnitude matrix Mag for all components according to the formula mag \({ }_{i j}=[-\) \(\left(\log \operatorname{xor}\left(\mathrm{b}_{i j}, \mathrm{x}_{i}\right)=1\right)\), where N is a magnification factor;
(4) determining an exponent matrix \(\operatorname{Exp}=\mathrm{LM}+\). Mag for all components according to the formula \(\exp _{i j}=\mathrm{Lm}_{j}+\) mag \(_{i j}\),
(5) forming the positive and negative sums for all components as follows:
Pos. \(\operatorname{sum}_{i}=\mathrm{P}\left(\exp _{i, 1}\right)+\ldots+\mathrm{P}\left(\exp _{i, k}\right)\) for each \(\left(\exp _{i, k}\right)\) of j where \(\operatorname{sgn}_{i j}>0\),
Neg. sum \(_{i}=P\left(\exp _{i, 1}\right)+\ldots+\mathrm{P}\left(\exp _{i, k}\right)\) for each \(\left(\exp _{i, k}\right)\) of j where \(\operatorname{sgn}_{i j}<0\);
(6) determining a second query pattern set \(\mathrm{X}^{\prime}=\mathrm{x}_{i}^{\prime}\) for all \(i\) as follows: if Pos.sum \({ }_{i} \leqq\) Neg.sum \({ }_{i}\), then \(\mathrm{x}_{i}=1\), else \(x_{i}^{\prime}=0\);
(d) repeating steps (a) and (b) using said second query pattern in place of said first query pattern;
(e) if no match number \(m_{j}=n\), then determining a third query pattern \(X^{\prime \prime}=x_{i}^{\prime \prime}\) by modifying said second query pattern, component by component, in dependence upon both a third, global influence of all stored patterns on all components of said second query pattern and a fourth, particular influence of all stored patterns on each respective component of said second query pattern, said third and fourth influences being less than said first and second influences, respectively; and
(f) displaying as said output pattern \(\mathrm{O}-32 \mathrm{o}_{i}\), component by component, those respective components```

