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Compact In-Memory Representation of XML

Design and Implementation of a compressed DOM for
data-centric documents

Mathias Neumiiller and John N. Wilson

Department of Computer and Information Science, University of Strathclyde,
Glasgow G1 1XH, Scotland, U.K.

{mathias, jnw}@cis.strath.ac.uk

Abstract. Over recent years XML has evolved from a document ex-
change format to a multi-purpose data storage and retrieval solution.
To make use of the full potential of XML in the domain of large, data-
centric documents it is necessary to have easy and fast access to indi-
vidual data elements. We describe an implementation of the Document
Object Model (DOM) that is designed with these objectives in mind.
It uses compression to allow large documents to be stored in the com-
puter’s main memory. Query-relevant DOM methods are optimised to
work on top of the created data structure. Measurements indicate that
compression up to a factor of 5 is possible without losing the ability to
directly address individual elements. No prior decompression is needed
to query and locate nodes.

1 Introduction

XML has been established in the domain of document management systems and
is now emerging as an alternative to conventional database approaches. It already
provides support for some of the features that have hitherto been provided by
database systems. Further development of this capability requires that one must
be able to query XML data sources with acceptable performance [25]. Although
the syntax of XQuery [23], the upcoming query language for XML designed by
the W3C, is on its way to completion, so far there is limited support for it
in existing products. It is our belief that potential difficulties originate at the
access level. While large volumes of XML data stored in textual form are hard
to access, mappings to a relational database typically result in a large number
of performance limiting joins [16]. Common implementations of the Document
Object Model (DOM) [19] [21], defined to give easy access to individual elements
of an XML document, struggle with memory limitations. We therefore decided
to design a DOM implementation with low memory requirements that could
serve as base for query engines.

2 Related Work

Significant research has already been carried out in the area of integrating XML
data into relational [6] [5] and object orientated databases [26] [14]. Several



mapping schemata exist that allow storage of hierarchical XML into relational
tables or object stores. The easiest approach is to store the entire document
as one BLOB; all major database suppliers have incorporated specialised data
types for such attributes into their products. More sophisticated methods usually
break documents down into their elements to allow more efficient querying. On
the downside these methods require a large number of joins to generate a view
of the reconstructed document.

It is an accepted fact that data processing can be speeded up by avoiding
access to secondary memory, usually magnetic media, and the use of memory-
resident data instead. This technique can significantly improve querying pro-
cesses that require random access to the stored data. Primary memory database
systems were derived in the relational world in order to reduce access time [7].
Due to the price of solid-state memory, compact representation of the data is
essential for the success of such systems. Because operations in main memory
are typically several orders of magnitude faster than those accessing external
storage, even penalties caused by compression/decompression algorithms can be
tolerated if all data can be held in main memory [3].

Little research has been done in the area of compact representation of XML
data. Its semi-structured, hierarchical nature makes it harder to treat than two-
dimensional, strongly typed relational data. Existing research [12] [8] concen-
trates on compressing entire documents. Documents compressed in this way are
unsuitable for querying. Access to the individual data elements requires decom-
pression and subsequent parsing of the document.

Most implementations of the DOM so far have concentrated on extensive
functionality rather than on compact representations. Thus those implementa-
tions can only handle relatively small documents. PDOM [9], which is a persis-
tent DOM implementation that supports queries using XQL, allows to access
elements of larger documents. The data is held on disk and copied into a buffer
memory for processing. Compression is used for disk storage but not in mem-
ory. dbXML! [2], a native XML database, supports compression of individual
elements, both in main memory and in secondary storage. The compression is
limited to the tokenisation of element and attribute names and primarily used
to increase the speed of querying. This approach is somewhat related to the ap-
proach suggested by the WAP forum [18], where element names are replaced by
binary symbols to reduce transmission bandwidth. However, redundancy present
in the data itself is not utilised, thus the compression achievable is moderate.
Compression for document-centric XML is provided by some systems such as
Tamino [15]. All of the designs mentioned are aimed at relatively small docu-
ments, though dbXML and Tamino allow documents to be grouped into collec-
tions and support queries across these collections.

! dbXML will become an Apache project named “Xindice” in the near future



3 Design

The basic design combines two approaches to achieve a compact in-memory
representation: dictionary substitution for the occurring strings and minimising
of the number of objects required to represent the DOM tree. Although the
created structure is intended to be fully compliant with any well-formed XML
document, a number of assumptions about typical documents are made.

3.1 Assumptions

The chosen compression method will only work well if a large number of iden-
tical data or metadata entries exist. A particular tag needs to occur sufficiently
frequently to allow for multiple occurrences of the same values within its scope.
Because the metadata, i.e. the XML tags, are compressed in the same way as
the actual data, ideally only a few different tags appear many times in the doc-
ument. In fact this assumes a non-random distribution of both data and meta-
data, which is true for practically every given data source. It is especially true
for automatically created collections of data, like log entries, or data exported
from relational databases, where the source dictionary is typically limited by
explicit constraints. In general these kinds of XML documents are referred to as
data-centric XML.

3.2 Dictionary Substitution

In a relational database, redundancy can be avoided by normalisation. Whether
this is done in practice will often depend on the individual requirements of the
application. However, in XML such an approach is not only impractical but
will also result in a document that is more difficult to read, conflicting with
the original design goals of XML. Links between different entities of an XML
document, are possible through the use of ID and IDREF attributes or KEY
and KEYREF types using XML Schema [22] and can be used to achieve similar
functionality as a primary /foreign key pair in a relational database. However, this
will conflict with the idea of localising related information within one document.
Furthermore it would introduce the need to normalise data prior to storing it.
Since this kind of conventional logical design approach can not be applied to
XML documents, other ways of reducing this redundancy must be found.
Dictionary substitution is a well understood, relatively simple compression
mechanism [3]. It is is based on the replacement of textual representation of
information by a short binary token, just big enough to represent the occurring
values for the attribute in question. These tokens are fixed-length minimal bit-
patterns. Every occurring data word is stored in a dictionary. Every occurrence
of this word in the source document is replaced by its corresponding token. The
document will be compressed if the same word occurs more than once. This
compression technique is especially suitable for XML as its verbosity requires
every piece of information to be expressed in textual form. In the extreme case
of Boolean values the most common representation are the terms “TRUE” and



“FALSE”. In the worst case 80 bits (5 x 16 bit Unicode characters) are used to
express information content of just one bit.

In terms of our DOM, a data word is the name or the value of an attribute,
an element name or any character data section. This means that the metadata
contained in the element tags is compressed using the same compression tech-
nique as used for the data. Because data-centric documents have a large number
of identical mark-up tags and may have a lot of identical attribute values and
character data sections, considerable savings can be achieved. Figure 1 shows a
simple example, a list of two server names together with their Internet domain
names. It is a fairly regular structure, all tag names with the exception of DN/
appear in both list entries. Some of the values are identical for the two different
entries as well.

<?xml version="1.0" 7>
<DNS>
<SERVER ID="www-0'">
<IP>130.159.23.21</IP>
<DNO>uk</DNO>
<DN1>ac</DN1>
<DN2>strath</DN2>
<DN3>www</DN3>
</SERVER>
<SERVER ID="www-cis'">
<IP>130.159.40.0</IP>
<DNO>uk</DNO>
<DN1>ac</DN1>
<DN2>strath</DN2>
<DN3>cis</DN3>
<DN4>www</DN4>
</SERVER>
</DNS>

Fig.1. A simple example in XML

Our system builds a separate dictionary for every domain. The type of the
node serves as a primary domain, e.g. all element names exist in one common
domain FELEMENT. The domains of character data, attribute names and values
are additionally subdivided by the name of their containing or direct parent ele-
ment, e.g. all IP addresses in our example are stored in the domain PCDATA:IP
as shown on the right side of figure 2.

The nodes of the created DOM tree will only store references to this dic-
tionary. If a value occurs repeatedly, only a second reference to the same value
will be stored. In the example the values for DNO to DN2 are all identical for



Type

ELEMENT

START-DOCUMENT
START-ELEMENT
START-ELEMENT
START-ATTR
PCDATA
END-ATTR
START-ELEMENT
PCDATA
END-ELEMENT
START-ELEMENT
PCDATA
END-ELEMENT
START-ELEMENT
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START-ELEMENT
PCDATA
END-ELEMENT
START-ELEMENT
PCDATA
END-ELEMENT
END-ELEMENT
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PCDATA
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Fig. 2. The structure arrays and corresponding dictionaries for the example file




the two entries. Only one entry per domain will be stored, reducing the mem-
ory requirements of the created data structure. Note though that the reoccuring
string “www” will be stored twice, because it exists in the two distinct domains
PCDATA:DN3 and PCDATA:DNJ. In the case of completely random data, as
used for some benchmarks, this method can not result in any savings. Because all
entries will have to be saved in the dictionary, the associated lexemes will actu-
ally increase the memory requirements. We rejected this limitation as irrelevant
as no practical data source is completely random.

3.3 Object Minimisation

The most direct approach to implementing the DOM recommendations of the
W3C is to parse every XML entity into a separate object. Each entity is rep-
resented by a corresponding node in the DOM tree. Depending on the kind of
node and implementation system, more internal objects may be needed to store
the contained information. In the case of Java, the implementation platform
chosen, this will typically result in more than 2n objects for a DOM tree with n
nodes (n objects for the nodes, n String objects to store the node names or val-
ues and some additional objects for node types that have additional properties
such as attributes). Compared to elementary types such as integers, the use of
many objects will result in an increased memory footprint, as references must
be maintained [17].

Most DOM methods have sub-classes of Node objects as their result type.
As a consequence, object representations of the different entities have to exist
in order to communicate with DOM compliant applications. However, this does
not imply that one object per node has to exist at any given time. In a typical
usage situation, where a document is parsed once and then queried for a limited
set of its individual elements, the requirements will be quite restricted. During
the construction phase, one typically has one unconnected node, which is cur-
rently filled with data, and a reference to its future parent node. Tree traversal
algorithms usually need a reference to one node and one of its children. Most
query operations will also require only a reference to the node being queried
and a limited set of nodes representing the query result. In all these cases the
program will typically maintain a reference to the document root.

The idea behind the designed system was to reduce the number of objects
held in memory to a minimum. This can be achieved by replacing object rep-
resentation with primary types. This approach does not only allow for further
memory savings but can also help to speed up searching processes [17]. Only
node objects to which external references exist will persist, while other objects
will be garbage collected and dynamically re-created on demand. Of course their
data needs to be maintained somewhere: actual values of each node will be stored
in the dictionaries, the structure of the tree and the references to the dictionar-
ies will be stored in arrays containing only elementary types handled by the
document, node.



3.4 Structure Arrays

Conceptually XML data is represented as a tree although, as in the case with all
trees, they can also be represented as a linear data structure. In the case of XML
a possible flat representation is already given: XML text files are flat character
files. The structure is given by corresponding start and end tags. It is reasonably
easy to translate this into a series of tokens as shown in [18], which can be stored
in a simple array of integers. This is shown in the left half of figure 2. Note that
the “type” shown in the first column is also stored as a short integer type and
just presented in textual form for the purpose of readability.

4 Implementation

The designed system, the Dictionary substitution based DOM implementation
(DDOM), was implemented in Java. Classes for nodes as defined by the W3C
name-binding schema for the DOM level 1 [20] with the exception of entities,
entity references and notations, which need to be resolved by the underlying
parser, were implemented. All classes were based on a common abstract class
DNode, which implements most of the functionality. Nodes can either be con-
nected or unconnected to a parent node. As long as they are unconnected, they
hold their own data locally, together with a reference to the owning document.
When they are appended to another node, which has to be a descendant of the
abstract class DGroupNode, the parent node becomes responsible for maintain-
ing the contained data. If no further external references to the child node exist,
it can cease to exist. Once the entire document is built, either manually using
the DOM interface or automatically by the parser using an existing XML source
file, all structural information is maintained by the document node. All literal
data is held in a collection of dictionaries, which are in turn maintained by the
document object.

New nodes can only be appended to the end of an existing structure, i.e.
as last child of their parent node. That is, it is effectively a write once, read
multiple (WORM) data structure. Although this was not essential to the concept
it simplified the implementation and seemed to be reasonable for the targeted
application area, where a usual life cycle would consists of a single parsing process
at the beginning followed by many read-only queries. The implemented parser
appends nodes in the required order and is based on an underlying SAX parser.

Object minimisation preservers memory but may also result in excessive pro-
cessing power requirements for frequent object creation and destruction. To min-
imise this, internal methods do not use the methods provided by the DOM in-
terfaces, which generally return node objects and thus would require frequent
object creation. Instead, they work directly on the arrays containing the docu-
ment structure. Tree traversals are translated into linear search algorithms over
the structure array. The method Element.getElementsByTagNames is especially
useful for querying purposes and utilises the compressed data structure as well.
Rather than generating and traversing a complete object tree, whose node values
would then be compared to a given query expression, the query value is looked



up in the corresponding dictionary. If no entry exists, the query will return an
empty result. Otherwise the corresponding token will be looked up in the struc-
ture array. Only those nodes that actually fulfil the query conditions will be
instantiated.

5 Measurements

5.1 Test Data

We have evaluated the approach using two sets of data. The first set is a file
containing DNS entries. Each row relates a server name to the 4 components of
its IP address and up to 6 parts of its domain name, i.e. it is a slightly more
complicated version of the example given in figure 1. The data was taken from
the root domain server for the “ac.uk” domain, thus all rows have the constant
entries “uk” and “ac” in the two most significant domain name fields. The data
was loaded into a relational database and different sized subsets were exported
into XML files. Each row resulted in an element with one child element per
attribute. Attributes with null values were suppressed in the resulting XML.
This is an example of a data-centric document. A suitable DTD was generated
from the data files.

The second set of data was a collection of Shakespearean plays encoded
in XML [1]. Although these documents were limited in size, they provided a
less regular and redundant data source, falling into the category of document-
centric documents. Measurements on these data sets were included to examine
the performance of the developed solution under less optimal conditions. Finally
some smaller documents with XML specific features such as entity references
were tested to verify the standard conformance. Because classes for entities and
associated references were not implemented, these needed to be resolved by the
parser. This behaviour is in conformance with the W3C recommendation [19].

5.2 Results

The memory consumption of the DDOM was compared with those of the two
most dominant implementations, Xerces [24] and Crimson [4]. All three imple-
mentations support JAXP [11] integration, hence only the property controlling
the implementation to be used needed to be changed for the different measure-
ments. However, all measurements were performed on a “clean” virtual machine,
i.e. in separate runs. This was done to remove artifacts caused by incomplete
garbage collection processes. The results for the DNS table can be found in
tables 1 and 2. In addition figure 3 shows the size of the XML text file. Its com-
pressed size using maximum gzip compression is shown as practical measure of
its entropy.

The DDOM implementation showed the lowest memory consumption in all
measurements performed. However, parsing was quite slow for large documents.
This was caused by the actual parser implementation, which used a linear search



Table 1. Absolute and relative memory usage of different DOM implementations

for the domain name server database

Entries

DDOM Xerces (rel.) Crimson (rel.)]
100 92.0 KB 312.8 KB (3.4) 195.0 KB (2.1)
1,000 461.1 KB 1602.4 KB (3.5) 1916.3 KB (4.2)
10,000 3.2 MB 14.9 MB (4.6) 19.3 MB (6.0)
100,000 25.2 MB 141.7 MB (5.6) 191.0 MB (7.6)
Comparison of different DOM implementations
" DDOM —— '
100000 | Xerces s 1
| Crimson —x-
- XML text e X
10000 F XML gzip -~ - i
a L
X 1000 ¢ o
[0} I
N L e
? 100t .
10 ¢ //,r"// i
1 I * - ] 1 1 1
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Cardinality (Entries)

Fig.3. Memory consumption of the different DOM implementations for the
domain name server database. Note that the textual representation uses 8 bit
character encoding whereas all DOM implementations store characters using 16
bits according to the W3C recommendation.



algorithm for every new entry in the dictionary, resulting in a O(n?) run-time
performance. This could be overcome by a better parsing process using an
O(nlogn) algorithm without increasing the memory footprint as described in
[13]. Both Crimson and Xerces showed linear growth in memory consumption
for files above a certain threshold. The memory consumption of the DDOM grew
less than linear, but depended on the redundancy present in the data.

In addition to the size of the actual input its format can also influence the
memory requirements. In the absence of a DTD, additional white spaces between
elements can not be detected, because they are indistinguishable from charac-
ter data. Measurements for the DNS database using an XML file containing
10,000 entries were repeated using three different formats. By default, measure-
ments were performed in the absence of a DTD, using XML text files formatted
with white space to facilitate legibility. For the second run a suitable DTD was
provided, allowing to detect the unnecessary white space in the otherwise un-
changed XML file. The final run was performed in absence of a DTD but with no
white spaces present in the source document. Different formatting of the XML
source files and the presence or absence of a DTD had only a minimal effect
on the DDOM as the additional white spaces are highly redundant and can be
stored with minimal effort. Xerces and Crimson memory consumption suffered
significantly if white spaces are to be conserved as shown in table 2.

Table 2. Absolute and relative memory usage of different DOM implementations
for the domain name server database formatted using different styles

Format DDOM Xerces (rel.) Crimson (rel.)
standard 3.24 VB 14.85 MB (4.6) 19.31 MB (6.0)
with DTD 3.32 MB 9.58 MB (2.9) — (—)e
compact 3.19 MB 9.07 MB (2.8) 12.85 MB (4.0)

“ caused runtime exception

On document-centric XML with low redundancy, the chosen approach had
only minimal impact. Savings of about 20 % to 30% were achievable, mostly
due to the compression of the actual mark-up tags. Table 3 shows the results
for the Shakespearean plays. The DDOM is capable of handling this kind of
document-centric files without modification, although they do not conform to
the assumptions stated earlier.

6 Conclusions and future work

The prototype implementation showed good compression ratios compared with
standard DOM implementations. Real-world examples showed saving of about
30% to 80% in terms of memory requirements. Applications that could be ex-
pected to profit from this involve data-centric documents that need to be ac-
cessed randomly and repeatedly for processing. However, like most compression



Table 3. Absolute and relative memory usage of DDOM and Xerces DOM
implementation for some of Shakespeare’s plays

Play XML file DDOM Xerces (rel.)]
Macbeth 150.3 KB 6282 KB 870.1 KB (1.39)
Julius Caesar 179.2 KB 739.6 KB 981.6 KB (1.33)
Henry VIII 212.7 KB 825.6 KB 1092.8 KB (1.32)

techniques, the designed structure suffers in the presence of key entries. As these
are unique by definition, the application of compression actually results in higher
memory consumption and some performance problems. Such entries can be de-
tected automatically and then be excluded from the compression process.

More work will be required to analyse the query performance of this and
other solution. The lack of a suitable query engine did not allow the resolution
of queries nor the measurement of their performance. Although it is our belief,
that this will be comparable or better to those of other implementations and
may be significantly better for certain types of queries, this needs to be verified.

The success or failure of this and other implementations will depend heavily
on the way future applications and middleware, especially XQuery engines, will
store and access data. So far the rather complicated DOM standard seems to
be more a hindrance than a unifying model to access XML data. Large, data-
centric applications typically push the workload into a RDBMS whilst supplying
only a lightweight front-end, translating XQuery expressions into equivalent SQL
queries. Native XML databases tackle the problems inherent to this approach
but are just entering the arena. They will depend on compact and easy to access
representations of the contained data.

Currently we are using 32 bit integer numbers as tokens within the structure
arrays. This limits every domain to a total of 232 entries, although this limit
would be hard to reach using current 32 bit implementations of the JVM. On
the other end of the scale, in domains with only very few items, this represents
a significant waste. Ways to improve the number of bits used per token need
to be found. Within the dictionaries every word is stored as a separate String
object. Using only one or a few StringBuffer instead and just noting the starting
points of individual entries should allow for further savings. For long character
data sections, conventional compression methods could push compression even
further.

Given the compact, tokenised nature of the data representation we anticipate
that query performance will exceed that of uncompressed DOM representations.
String matching will be required only once per query and can be performed
within the dictionary structure. In contrast conventional implementations have
to compare strings once per node visited. Optimisation of the dictionaries is
possible and should allow for better parsing and querying performance. Further
improvements in compression may be also achieved by packing the tokens more
tightly. Other performance improving techniques from the relational database
world, especially indexing, could be applied to the generated structure.



We are currently planing to adapt a suitable query system to run against
our DDOM representation to evaluate the performance. This will enable us to
identify the circumstances under which dictionary based compression of XML
will provide a basis for optimal query processing.
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