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CSRF stands for Cross-Site Request Forgery, which is among the top web 
vulnerabilities in which the attacker maliciously exploits a website using victims’ 
credentials and sends unauthorized actions/calls on a trusted web application. 
In Cross-site request forgery, the attacker sends a malicious forged link to the 
user. Upon clicking, the forged request is sent on behalf of the user which results 
in data leakage. Till today, numerous defense mechanisms (on both the client 
and server sides) have been proposed as the result of increasing attacks and 
leakage of personal data. Such mechanisms include HTTP header, validation of 
random tokens, hybrid-model HTTP and content analysis, client-server proxy, 
and so on. However, even today, such attacks exist and occur. This report 
analyzes various existing defense mechanisms and models, critically assesses 
each of them, and addresses the voids in each of them. It also describes how 
combining two mechanisms help overcome the flaws. 
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1. Introduction 

With the advancement in science and technology, everything is shifting on the web. This immaculate 
change has countless benefits as most of the services which were once done physically are now being done 
remotely on a website. Besides the advantages, there are also a number of security issues that one has to tackle 
and go through in order to make the data protected as everything is done remotely. In this project, we’ll be looking 
at one of the significant web security vulnerabilities i.e. Cross-Site Request Forgeries (CSRF). CSRF has been 
mentioned as one of the top 10 web vulnerabilities mentioned by the Open web application security project 
(OWASP).[7] It is a malicious process in which the attacker fools the browser into doing some tasks for the attacker 
which ultimately results in data leakage. As data leakage is a nonacceptable issue in security, therefore, it needs to 
be prevented.  

There are numerous journal papers on the prevention of CSRF and we’ll be reviewing them and expecting 
1 to figure out which prevention might be the best. As mentioned earlier, the masses have greatly switched towards 
the internet. This really means a lot of credential information such as business information, payment credentials, 
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personal information, etc. is transferred across the internet. Such information has to be protected and no 
compromise on it can be tolerated by anyone. CSRF is one of the major web vulnerabilities and there are different 
kinds of Cross-Site Request Forgeries (CSRF) attacks being done by the attackers. In this report, we researched 
various latest research articles and figured out multiple kinds of the client as well as server-based defense 
mechanisms. We also dug in depth about how serves/clients can protect themselves and the browsers they’re 
using from cross site request forgery done by third-party attackers. We figured out the signatures through which the 
user can be on the verge of being attacked. Furthermore, there are many journals issued on this issue and we briefly 
went through a few of them and competitively figured out which prevention technique(s) can make the user more 
protected from the vulnerabilities than the others. 

Using a Cross-Site Request Forgeries attack attacker can change the password of the users and can get 
access to the user’s account. Users’ accounts can contain a lot of critical information like their personal 
information and card credentials so if they get leaked it can cause a lot of damage to users which no one would 
want. The attacker can execute fake transactions so due to this the consequences of CSRF attacks can be severe. 
For example, the attacker can modify the request and the script to transfer 200 dollars to the attacker’s account. 
The attacker can send that link to different users of the bank so that if any logged-in user clicks on that link 200 
dollars will be transferred from that user’s account to the attacker’s account. So, it is important to address the 
Cross-Site Request Forgeries attacks and their preventive measures.[9] 

In this article, we reviewed numerous journal papers on CSRF prevention to identify the most effective 
techniques. Our research is valuable for both client-based and server-based defense mechanisms. Moreover, the 
article examines that how they protect users and browsers from third-party attacks. We also identified specific 
attack signatures, helping users recognize potential threats. 

2. Related Work 

In this paper, the researchers say that there are many existing solutions to CSRF attacks like the client site 
proxy, the custom HTTP header, and the browser plugin but these solutions are partially protected and are not 
sufficiently resistant to stop this attack, So researchers present a new way to prevent CSRF 2 attacks, In CSRF 
attacks the attacker uses the concept of all requests must be user-initiated that are sent from the user and exploit 
this concept by using a session cookie to send its own payload after the identification of the session cookie.[11] 
CSRF attacks can be used by users to change their email, make a transfer, and change a password. CSRF attacks 
are not possible if a few conditions are met those conditions are the following 1: There should not be any 
unpredictable parameters 2: Only cookie sessions should be used by the application 3: The last one is that there 
should be a relevant action that can be triggered by the attacker.[1] 

To prevent Cross-Site Request Forgeries (CSRF) attacks, the researchers proposed the use of CSRF Token. 
Three things must be taken care of while using CSRF Token, it should be associated with the user’s session, 
designed in a way so that it should not be predictable, and should be validated each time.[2] One possible way of 
generating the token is to use a cryptographic strength pseudorandom number generator. Another possible way to 
create is by employing a strong hash of the entire structure and associating the result with entropy, this also 
increases the security. To validate the token, it should be stored on the server side and sent in each request sent to 
the server and the server should verify the token. Validation of tokens also depends on the request method because 
some applications don’t verify tokens on the GET request due to which GET request can be used to trigger a CSRF 
attack. So tokens should be verified at all request methods. CSRF Token should not be associated with the user 
session because in this case, the attacker can use his own token as a token belonging to the same session is not 
verified again.[8]  
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3. Methodology 

The article briefly explains different types of Cross Site Request Forgeries (CSRF) attacks and then 
proposes a design of a CSRF detection model and its working. The CSRF has three basic components/actors i.e., 
the attacker, the victim, and the user-trusted website of the victim. The currently working CSRF models are working 
on two different i.e., The proposed model is made for Google Chrome and is a hybrid CSRF defense method with 
major properties including HTTP request analysis and content analysis and if, any, CSRF attack is detected, it is 
passed to the CSRF processing module before passing the request to the server and vice versa. Then using the 
SimHash Algorithm, if the two hash values don’t match then it is considered as an attack, and the user is wanted 
ultimately and upon the user’s order, the request will be passed forward. 

• Typical HTTP Request: The input validation by each user should be checked by manual and automated 
testing techniques. 

• Cookie Options Mitigate Input: Securing cookie is an effective method to prevent XSS 
• Attack. 
• Web Application Firewalls: By using web application firewalls the user can protect the old application. 

No General solution has found for XSS because one can’t be able to protect all the applications from 
the XSS attacks. 

• Client based CSRF defense methods. 
• Server based CSRF defense methods [2] 

 

 
Figure 1: Diagram of Anatomy of Cross Site Request Forgery (CSRF) Attack. 

4. Analysis and Discussion 

Our countermeasure significantly reduces the vulnerability to CSRF attacks. In the absence of CSRF 
countermeasures, any origin on the web can launch an attack against a target origin. With our countermeasure in 
place, the only way an origin can be targeted is if it has explicitly granted control to another origin through a cross-
origin POST or redirect. In a previous section, we presented arguments highlighting the difficulty for an attacker to 
create unintended delegations.[3] To conduct our analysis, we used a real-life dataset of HTTP requests collected 
over a period of 10 weeks from 50 unique sources. This extensive business analysis revealed that only 1.17 out of 
4.7 million requests were treated as delegations according to our approach. We manually examined all 55,300 of 
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these requests and classified them into various categories, as summarized in Table 2, representing different types 
of commercial transactions. For each category, we evaluated the susceptibility to attack. 

A. Third Party Service Mashups  

One category, known as ”Mixing of Third-Party Services”, involves the integration of various third-party 
services into websites, excluding single sign-on services. This integration is usually achieved by including scripts 
that can trigger GET and/or POST requests from different origins to the included AJAX APIs. In addition, service 
providers themselves often use cross-origin redirectors to delegate tasks to content delivery networks. Thus, if 
origin A contains a third-party service S, it becomes vulnerable to CSRF attacks by S. However, it is worth noting 
that this attack surface is relatively insignificant since S can already launch more significant attacks via a script that 
exceeds the impact of CSRF -attacks. Additionally, ad providers P redirects content to delivery services D are also 
vulnerable to CSRF attacks by D when users interact with the ads. However, this attack surface remains relatively 
insignificant due to the nature of the fiduciary relationship between P and D, which is usually established through 
legal contracts or service-level agreements (SLAs).[14] 

B. Multi-origin Websites 

Another category called “Multi-origin Websites” is for larger companies and associations that manage 
websites. POST requests between origins and redirects between these origins allow similar origins to attack each 
other. i.e. google. could potentially attack google.com. But even in this case, our countermeasures soften the attack 
surface. By implementing our countermeasures, we effectively reduced the attack area of CSRF attacks, as 
demonstrated by our experimental analysis.[10] 

 

 
 

Figure 2. Comparison of Different Defense Mechanisms 
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Figure 3. Code Igniter 
 

5. Conclusion 

To conclude technology is advancing day by day. The number of hackers is also increasing and hackers are 
also learning new techniques for attacking and bypassing the implemented security. CSRF is a web vulnerability 
that needs to be addressed and for the protection against these vulnerabilities, there should be some reliable 
mechanism attacks. CSRF attacks are risker and CSRF attacks are only possible if three conditions are met. 
Considering these three conditions many solutions are suggested including token value as a hidden field in the 
form, checking the referer header, using only post requests, and checking the origin header, captcha, and token 
value disclosed in the URL. But each of these has its own pros and cons. To overcome the shortcoming of these 
solutions the best solution is to use double-layer protection which is the combination of a token in the URL and a 
token in the hidden input field, it also increases the security as multiple tokens are used. And it provides protection 
against the POST and the GET requests. So double-layer protection is the most effective solution. 
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