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PAPER

Porting a Native Android App to iOS: Porting Process 
Shown by the Example of the “Schoolstart Screening App”

ABSTRACT
The two mobile operating systems Android and i(Pad)OS have dominated the smartphone and 
tablet market for years and app providers have to offer their apps for both systems in most 
cases in order to be competitive or to be able to reach the majority of potential customers. 
In native app development, separate applications have to be written and maintained for each 
platform. Often, apps are developed for one platform first and the second app is developed at 
a later stage, after some feedback could be collected. This porting from one system to the other 
can be either (partially) automated or manual, but in any case, it has its challenges. Both systems 
were designed with different approaches and differ greatly in some parts from each other – not 
only visually, but also in terms of the underlying structure. To illustrate the porting process, 
the Android app “Schoolstart Screening App”, which was developed for the Federal Ministry 
of Education, Science and Research of Austria by Graz University of Technology at the OU 
Educational Technology, was ported so that it can be used also on iPads. Automated approaches 
were discussed and the chosen process is explained to get a good overview of the topic.

KEYWORDS
Android, iOS, native apps, porting automatically, porting manually

1	 INTRODUCTION

Mobile computing has become increasingly important in recent years. In the begin-
ning, several companies were represented on the mobile operating system market, 
but now two major players remain with a market share of 99.39% (end of 2022, [1]): 
Android and i(Pad)OS. To be able to offer one’s own services in the form of an app to 
almost all potential users – the broad mass of Android users (71.75%, end of 2022) on 
the one hand and the significantly more well-paying iOS users [2] on the other – these 
two platforms have to be served. In 2019, the Federal Ministry of Education, Science 
and Research of Austria was faced with the challenge of porting the native Android 
app [3] “Schoolstart Screening App”, which is intended to standardize and digitalize the 
elementary school enrollment process in Austria [4], to iOS. The technical development 
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was carried out by Graz University of Technology at the OU Educational Technology. 
In this paper, the process of porting the existing Android app to the iOS platform is 
discussed and the different possibilities – from automated to manual porting – are  
discussed. The potential difficulties are also explained in order to create a better  
understanding of the topic and the chosen approach of porting the app is shown.

2	 RELATED	WORK

There is a great desire, especially from the business world, to port native applica-
tions to other platforms in an automated way in order to save time and money. That 
is why there are different approaches to how this could be achieved. A few of them 
are presented here.

2.1	 Porty

Xiaochao Fan and Kenny Wong focused their work on porting the user interface 
of Android applications to iOS [9]. They have developed a tool called Porty for this 
purpose. The whole source code and all other resource files have to be available and 
given to the tool. With the help of a specially adapted version of LYCIA [10], the lay-
out of the Android app is parsed and transformed into different formats. J2ObjC [11] 
is used to translate the Java code of the Android app into Objective-C code for the 
iOS app. However, there may be limitations here, especially if platform-specific func-
tions are used. In addition to the UI, event handlers are also transferred in order to 
be able to react to user input in the form of taps or swipe gestures. The names of the 
corresponding elements are translated using a specially developed SymbolMappings 
library. The tool can be used to transfer XML-based layouts – not programmatically 
defined user interfaces in Java – into programmatic Objective-C user interface con-
struction code. This approach can also only be used to a limited extent, as many of the 
current Android apps are written in Kotlin and no longer in Java. The development 
of iOS apps using Swift instead of Objective-C is now also strongly recommended.

2.2	 Kotlift

At the beginning of 2016, Valentin Slawicek published the project Kotlift on GitHub [5], 
which should automatically convert Kotlin code into Swift code. The focus was on a 
selected list of Kotlin-specific features and syntax that were supported, and all others 
were ignored for the moment. A full list of supported features is available in the project’s 
README.md file. This considerable limitation means that not all projects written in Kotlin 
can be ported automatically with this tool. Another massive limitation are the supported 
versions. Kotlin v1.0.1 code can be converted to Swift v2.2 code. Since Kotlin v1.8.21  
and Swift v5.8 are currently available and the languages are also developing very 
quickly, the tool is hardly relevant for current projects. Kotlift has now also been dis-
continued by the developer, so it is definitely not recommended to use it anymore.

3	 PORTING	ANDROID	APPS	TO	IOS	PLATFORM

In order to serve the majority of potential users of mobile devices, applications 
must be available on at least iOS and Android. Often it is also a requirement of the 
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client to make the app available for both platforms. It can be advisable to start with 
one platform at the beginning of the development and to concentrate fully on this. 
This means that adjustments can be made more quickly during development pro-
cess if feedback has been collected with the first test versions, as only one and not 
several apps need to be changed. The second app can be rebuilt more easily after-
ward, when the first app has been found to be good by the market, clients, or cus-
tomers. This process, i.e. porting an app from one platform to another, holds some 
challenges and can, under certain conditions, be (partially) automated or completely 
manual, as will be discussed below.

3.1	 Challenges

The two operating systems Android and iOS were designed with different 
approaches, which is also reflected in many aspects of the systems. Android, which is 
based on the BSD Unix kernel, has been very open from the beginning, while Apple 
has tried to keep as much as possible under its control in iOS in order to have as 
much influence as possible on the user experience, e.g. when it comes to background 
activities that have a significant impact on the battery life of the devices and thus the 
user experience with Apple’s hardware. Even though the two systems have become 
increasingly similar in recent years, there are still some fundamental differences 
that must be considered when porting and that make automatic porting difficult.

Access Rights Management is handled differently in Android and iOS. While 
Android followed an “all-or-nothing” approach for a long time, in which all neces-
sary permissions for camera, location, photos, contacts, etc. were requested when 
the app was installed and the user could only decide for or against all permissions, 
iOS offered very early on to approve individual permissions during runtime or to 
adjust them later in the settings. It was therefore possible to use an app without 
having to share the exact location, even if the app would like to have it. This results 
in situations that have to be handled separately in iOS apps. Since full authorization 
could be expected during runtime in Android apps, this was not the case in iOS and 
additional code has to be written for this in order to intercept this case. In the mean-
time, however, Android has switched to a cause-related rights management, but the 
type and granularity of the authorization queries still varies.

Background Tasks can be used in Android nearly without any restrictions, 
while Apple only allows defined activities in the background. When (automatically) 
porting apps with heavy background activity usage, it might be very difficult or even 
impossible, to implement the same behavior in iOS.

Look&Feel of mobile applications is very much shaped by the respective com-
panies. In order to be able to publish apps via Apple’s App Store, the applications 
should comply with the “Human Interface Guidelines” [6]. These specify how the 
apps should behave, which animations should be used, how long they should last, 
which icons should be used, how they should be positioned and what spacing and 
padding should be used. Fonts, font sizes and colors are also defined. All this serves 
to ensure a consistent experience across all of Apple’s operating systems, like iOS, 
macOS, tvOS and some more. Google uses Material UI [7] for Android apps to achieve 
a uniform appearance.

Back Button is always available on Android, either in the form of a physical 
button or as an on-screen software button or via a special swipe gesture at the bot-
tom of the screen, as shown in Figure 1. In addition to this, Android apps can also 
have a back button at the top left of the screen, as is known from many iOS apps.  
iOS, on the other hand, does not have a system-wide back function, but its own patterns  
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for implementing different types of “steps back”. These are usually dependent on 
the way the current window was opened and which logical operation the “go back” 
performs, whether, for example, the currently displayed information is closed or 
a step is taken back within the process. Some possibilities are shown in Figure 2. 
The lack of an always-available go-back option, as is the case on Android, makes 
porting to iOS extremely difficult, as explicit ways must be created to implement the 
go-back logic. A simple approach would be to automatically insert a back button on 
every screen, but that would again strongly influence the current user interface and 
possibly destroy it. A fully automatic approach is difficult to realize.

Fig. 1. Different types of “back buttons” on Android [8]

Fig. 2. Different types of “back-logic” on iOS [8]

Floating Action Button was introduced in Material Design by Google in 2014 [22]  
and is a very prominently placed primary-action button. Different versions of it are 
shown in Figure 3. Even though it is technically possible to recreate the button in 
iOS, it still feels unfamiliar in most iOS applications. Apple provides other design 
patterns for this type of primary action button, as shown for example in Figure 4. 
However, since other buttons may also be placed at these positions in Android, an 
automatic conversion may be difficult.
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Fig. 3. Examples of Floating Action Button (FAB) on Android [8]

Fig. 4. Examples of primary action buttons on iOS [8]
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3.2	 Automatic	porting

Automated approaches to porting Android applications to iOS have been very 
limited so far, yet there are some ways in which this could be made possible. The 
extent to which they were useful in the present case of the “Schoolstart Screening 
App” is discussed below.

Porty [9] could not be used for this project because it was written in Kotlin, which 
is not supported. In addition, the Android application was not yet 100% finished and 
the deadline was very tight, i.e. after completion of the Android app there was not 
much time left for porting and possible reworking.

Kotlift [5] could not be used due to the very outdated supported Kotlin and Swift 
versions. The limited supported functionality would not have been sufficient even if 
the versions had been compatible.

Kotlin/Native [12] offers the possibility to compile Kotlin code into binaries 
in order to be able to use them on other systems. The following platforms are 
supported [13]:

1. macOS
2. iOS, tvOS, watchOS
3. Linux
4. Windows (MinGW)
5. Android NDK

Kotlin/Native eliminates the need for the Java Virtual Machine to run the Kotlin 
code and the business logic of the Android app can be transferred to iOS without 
having to re-implement it. This partially automated porting process can definitely 
be advantageous for very logic-intensive applications, but for user interface-heavy 
apps, the added value is very limited or the disadvantages could outweigh the 
benefits. The debugging effort is increased enormously, since parts of the iOS app 
are no longer available as Swift or Objective-C code, but as binary, which can be 
addressed or called, but not easily analyzed. In addition, for an extension of the 
encapsulated logic, Kotlin must be mastered, which in the case of this project was 
only available to a limited extent in the iOS team. Another complicating factor was 
that there was too little time between the final Android version and the planned 
completion date of the iOS app to do the necessary integration work of the binary 
into the iOS app.

3.3	 Manual	porting

Manual porting is the separate re-implementation of existing applications for 
another platform. In the case of the “Schoolstart Screening App”, three phases were 
necessary. First, the current status had to be analyzed to get an overview of the sys-
tem landscape and the applications. Then, requirements could be derived from the 
findings, which were implemented in the third phase.

Analysis of the current application and system environment was done by read-
ing all available project-relevant documents, especially regarding the technical 
implementation of the current system. In meetings with stakeholders of the project, 
a general overview was provided and open questions were clarified as quickly and 
efficiently as possible. Access to the current test system was also provided so that 
the latest software could be tested directly. The schematic illustration of the set up 
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architecture is shown in Figure 5. A web frontend enables simple data management 
and the backend offers all the necessary functions for operating the app via a REST 
API and shields the data from the outside. As practical tests had already been carried 
out with the Android app in advance, some realistic test data was also available to 
facilitate the process. Every step in the app could be carefully examined in order to 
be able to precisely identify implicit functions.

Fig. 5. System architecture of the “Schoolstart Screening App” system [8]

Requirements engineering is carried out on the basis of the previously ana-
lyzed current status of the existing system. All necessary steps for the fulfillment 
of the task must be specified and were defined in the form of user stories. For this 
purpose, the desired behavior is written down in an easily understandable way and 
enriched with acceptance criteria that concretize the behavior. It is not sufficient to 
repeat the same steps as for the Android app, as the goal must be to firstly implement 
the iOS app as efficiently as possible, i.e. to avoid any mistakes or uncertainties in the 
specification of the Android app and not to repeat them. This is especially important 
because the Android development has been running for a long time and there have 
also been several feedback cycles that have resulted in one or another adjustment 
in the app. And secondly, iOS-specific characteristics must be taken into account. It 
is particularly important that the iOS app to be developed complies with the para-
digms and guidelines required by Apple so that it can later be published in the Apple 
App Store. Particularly regarding design, some adjustments had to be made to meet 
the requirements. Based on the user stories and the defined schedule, a roadmap 
was created as shown in Figure 6.

Fig. 6. Roadmap of the iOS implementation [8]
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Implementation phase started with setting up a GIT repository and checking 
in a new XCode project. The use of feature branches simplified the work enor-
mously, especially if the server application is also extended parallel to the develop-
ment of the iOS app. Since the teams have agreed to allow breaking changes while 
the system is not yet live, the deployment of different API versions on separate 
environments could be coordinated and different branches could be used to build 
separate apps for different environments. External dependencies were managed 
via CocoaPods [14], which assisted with version management of external frame-
works. During the development phase, the Kanban board, a virtual board with all 
tickets of the project on it, visualizing the current status – Todo, In Progress and 
Done – provided a constant overview of the project’s progress and was updated 
regularly.

4	 RESULTS

The automatic porting approaches would not have led to the desired result, so in 
the case of the “Schoolstart Screening App”, manual porting was chosen. Through 
this approach it was possible to create almost identical conditions for the users of the 
apps on both systems and still make the apps feel familiar on their own operating 
systems, as Figures 7–11 show. This is particularly clear when using the system’s 
own alerts, as seen in Figure 12.

Fig. 7. Comparison of the “Login” screen on Android (left) and iOS (right)

Fig. 8. Main menu of the “Schoolstart Screening App” on Android (left) and iOS (right)
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Fig. 9. Submenu UI differences for Android (left) and iOS (right) apps

Fig. 10. Input of user data of the different systems (Android left, iOS right)

Fig. 11. Comparison of the very similar assessment visualization on Android (left) and iOS (right)

Fig. 12. Different specific alert views provided by Android (left) and iOS (right) are used  
that the apps feel more natural within the platform
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5	 FUTURE	WORK

The increasing similarity between the two dominant mobile operating systems, 
Android and iOS, and the enormous progress made in the field of artificial intelligence 
(AI), especially in recent times, give reason to hope that fully automated porting will 
become more likely in the near future. Many apps are available for Android and iOS 
and could serve as training data for AI tools like chatGPT [15], Microsoft’s GitHub 
Copilot [16] or similar to achieve better results soon. With almost 5 million apps in the 
Google (Play Store) and Apple (App Store) app stores alone by the end of 2022 [17][18],  
the market for mobile applications is very large and, as discussed earlier, their pres-
ence on both operating systems is very often commercially viable, which could 
accelerate research in this direction due to great commercial interest.

Another approach would be to develop applications for both platforms with 
cross-platform frameworks. In this case, a code base is written, which can be 
extended by individual native code on both platforms, and then compiled for both 
systems. Porting is then only necessary to a very limited extent or not at all. Two 
very widespread frameworks [21] for this are Flutter [19] and ReactNative [20]. Both 
approaches have many advantages, but also some disadvantages that need to be 
looked at in more detail in another paper. Furthermore, the use of these or similar 
frameworks does not solve all the challenges identified in this paper, such as dealing 
with access rights or background activities.

6	 CONCLUSION

Porting mobile applications from Android to iOS is still a very complex process, 
especially since the two operating systems are clearly designed differently, despite a 
functional convergence in recent years and the latest versions. Many decisions taken 
by Apple and Google in the design of the two systems make the automated porting of 
applications difficult. In order to be able to offer high-quality apps, the only way left 
is usually manual porting and thus a de facto new, independent app version for iOS 
devices. Automated approaches can help in some cases, but so far, they are not good 
enough to fully work out in more complex cases. A selection of reasons why manual 
porting is preferred to automatically porting is given in Table 1.

Table 1.  Reasons for choosing a manual porting approach over an automatic one [8]

Manual Porting Automatic Porting

The newest state-of-the-art frameworks and versions 
can be used (e.g. newest features, highest security, 
future-proof…)

Limitations regarding the used source and 
destination versions based on chosen porting tool

Clear and structured project management based on 
accurate estimations of necessary tasks

Very hard to estimate the effort needed to fix 
automatically generated semi-working code and 
plan a reliable roadmap

iOS specific functions and patterns can be used to 
provide readable and maintainable source code

The “Android-way” of implementing features and 
Android specific patterns are carried over to iOS

UI/UX guidelines for iOS can be implemented easily Android guidelines are transferred to iOS, which 
can lead to issues e.g. regarding missing back 
button logic etc.

No dependencies on third-party providers’ 
porting tools

Dependent on others in case of bugs or issues with 
the software and for further development
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