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In the rapidly advancing domain of Unmanned Aerial Vehicle (UAV) 

technologies, the capability to navigate dynamic and unpredictable 

environments is paramount. To this end, we present a novel design pattern 

framework for real-time UAV path planning, derived from the established 

Pattern Language of Program Community (PLOP). This framework integrates 

a suite of software patterns, each selected for its role in enhancing UAV 

operational adaptability, environmental awareness, and resource management. 

Our proposed framework capitalizes on a blend of behavioral, structural, and 

creational patterns, which work in concert to refine the UAV's decision-

making processes in response to changing environmental conditions. For 

instance, the Observer pattern is employed to maintain real-time 

environmental awareness, while the Strategy pattern allows for dynamic 

adaptability in the UAV's path planning algorithm. Theoretical analysis and 

conceptual evaluations form the backbone of this research, eschewing 

empirical experiments for a detailed exploration of the design's potential. By 

offering a systematic and standardized approach, this research contributes to 

the UAV field by providing a robust theoretical foundation for future empirical 

studies and practical implementations, aiming to elevate the efficiency and 

safety of UAV operations in dynamic environments. 
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1. INTRODUCTION 

The trajectory of Unmanned Aerial Vehicles (UAVs) has been marked by rapid technological progress, 

shifting their use from controlled, predictable environments to more complex and variable scenarios. This 

evolution necessitates a reassessment of path planning methodologies [1]-[3]. The foundational work by [4]-

[6] laid the groundwork by detailing static path planning techniques, suitable for environments with minimal 

change. However, as UAV applications expanded into more dynamic settings, the limitations of these methods 

became increasingly apparent [7]-[8]. The transition to dynamic environments brought new challenges to the 

forefront of UAV path planning. The work from [9]-[12] spearheaded research into adaptive algorithms 

designed for real-time responsiveness. Their work illuminated the intricate challenges involved in balancing 

computational efficiency with the flexibility needed for unpredictable settings such as disaster relief or urban 

surveillance. This highlighted a significant gap in existing path planning methodologies - the need for a system 

capable of adapting on-the-fly to unforeseen changes in the environment. 

Concurrently, the domain of software engineering has been witnessing a renaissance in the application of 

design patterns [13]-[15]. Pioneering studies by [16]-[18] demonstrated the transformative impact of these 

patterns in streamlining software development, optimizing processes, and enhancing system reliability. The 

author from [19]-[21] built upon this, showcasing how these patterns could be leveraged to tackle complex, 

modular challenges in scalable system architectures. However, the application of these sophisticated software 

engineering principles in the realm of UAV path planning remains scant, signaling an untapped potential [22]-

[24]. This juxtaposition of advanced UAV technology and refined software engineering practices presents an 

unexplored frontier. The research gap is evident: there is a profound opportunity to harness software 

engineering patterns to meet the complex demands of dynamic UAV path planning. This confluence represents 

an untapped potential for enhancing UAV adaptability, responsiveness, and operational efficacy in real-time 

navigation. Addressing this lacuna, this study introduces a groundbreaking approach that amalgamates the 

structured methodologies of software engineering patterns with the nuanced requirements of dynamic UAV 

path planning. The research endeavors to create an online path planning system pattern that is inherently 

adaptable, efficiently responsive, and capable of navigating the multifaceted aspects of dynamic environments. 

This pattern is envisaged to revolutionize UAV path planning, elevating real-time decision-making processes, 

and significantly enhancing operational efficiency. 

The ramifications of this research are extensive, with the potential to impact diverse sectors such as 

emergency response, environmental conservation, and urban infrastructure management. It serves as a crucial 

resource for UAV manufacturers, autonomous system software developers, and robotics researchers, offering 

a new lens through which to view the integration of software engineering principles with UAV navigational 

technology. The paper is structured as follows, section 2 delves deeper into the existing literature on UAV path 

planning and software engineering patterns, elaborating on the historical context, recent advancements, and 

identified gaps. In section 3 we detail the software pattern language template to develop the online path 

planning system pattern, emphasizing the integration of software engineering concepts. In Section 4, we 

provide an in-depth description of the proposed design pattern, delineating the functionalities of its various 

components. Finally, we conclude the paper by summarizing the key findings and contributions of the research 

and outlines potential future research directions in this area. 

 

2. LITERATURE SURVEY 

The evolution of Unmanned Aerial Vehicles (UAVs) has transitioned from basic navigation solutions to 

sophisticated path planning systems. This evolution has been largely driven by the expanding use cases of 

UAVs, from controlled, predictable settings to dynamic, unpredictable ones. The foundational research, 

exemplified by the studies of [25]-[27], focused on static path planning methodologies, effective in 

environments where variables remain constant. However, as UAV applications permeated more complex 

realms like disaster response, environmental monitoring, and urban surveillance, the static nature of these early 

path planning methodologies revealed significant constraints. They lacked the flexibility and responsiveness 

required to adapt to rapidly changing scenarios. Pioneering work by [28]-[30] marked a pivotal shift towards 

dynamic path planning.  

This research highlighted the need for UAV systems capable of real-time adaptability, able to recalibrate 

paths instantaneously in response to unforeseen environmental changes and obstacles. In the realm of software 

engineering, the concept and application of design patterns have evolved significantly, offering structured 

solutions to recurring problems in software development. The work of [31]-[33] is pivotal in this respect, 

illustrating how design patterns can enhance the efficiency, robustness, and maintainability of software 

architectures. Following this, [34]-[36] expanded on the application of these patterns in complex system 

architectures, particularly emphasizing their role in scalability and modularity. However, the direct application 

of these structured software engineering strategies to UAV path planning, especially from the perspective of a 

software engineer, remains a largely unexplored area [37][38].  
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There exists a notable research gap in the synthesis of software design patterns with the adaptive and 

dynamic requirements of UAV path planning. The absence of integration of software design patterns in the 

development of UAV path planning systems. From a software engineering standpoint, the application of design 

patterns to UAV path planning is not only a novel concept but also a necessary evolution. The current landscape 

of UAV technology necessitates a paradigm shift where the adaptability and dynamism of UAV systems are 

complemented by the structured and systematic approach inherent in software design patterns. This integration 

is essential for enhancing the architectural quality of UAV systems, ensuring they are not only adaptable to 

environmental changes but also scalable, maintainable, and robust, adhering to the highest standards of 

software engineering. From a software engineer’s perspective, addressing this gap involves reimagining UAV 

path planning through the lens of software design patterns. It calls for a harmonization of the principles of 

software architecture with the functional demands of UAV technology. This approach promises to 

revolutionize UAV path planning, making these systems more versatile, efficient, and aligned with established 

software engineering methodologies. The application of design patterns to UAV path planning is poised to 

address several key challenges, including system scalability in response to varying operational demands, 

maintainability in the face of evolving technological landscapes, and robustness against a range of 

environmental variables. 

 

3. SOFTWARE PATTERN LANGUAGE TEMPLATE 

Pattern language can be traced back to the field of architecture in the 1970s, when Christopher Alexander 

introduced an innovative system for organizing and interconnecting design patterns to create solutions to 

complex architectural problems [39]. This revolutionary idea obtained traction in the field of software 

engineering, where it manifested similar benefits, such as promoting reusable solutions, improving 

cohesiveness, fostering modularity, and ensuring extensibility [40]. Several distinguishing characteristics 

characterize pattern language. The ability to interconnect individual design patterns while emphasizing their 

relationships and providing guidelines for their use and integration is the most important [41]. This 

interconnectedness enables developers to implement patterns in a consistent and structured manner. Moreover, 

pattern language is typically tailored to a particular problem domain or system, providing a structured approach 

to resolving a wide variety of design problems within the given domain [42]. In addition, pattern language 

promotes iterative development, enabling developers to refine and improve their designs concurrently with a 

deeper comprehension of the problem domain and its requirements [43]. 

Within the scope of software engineering, pattern language offers numerous benefits. They provide 

reusable solutions to recurring problems in software design, like design patterns, but with a more 

comprehensive and structured approach that addresses a broader spectrum of problems within a particular 

domain [44]. Moreover, pattern language advocate for modularity, thereby promoting the separation of 

concerns and the division of a system into smaller, more manageable components, which improves 

maintainability and facilitates system comprehension, modification, and extension [45]. Extensibility is another 

notable advantage of pattern language. Software systems that adhere to established pattern language can be 

extended or adapted more easily to accommodate changing requirements and novel functionality, thereby 

ensuring the system’s long-term viability and evolution [46]. Lastly, pattern language also can improve 

communication by establishing a common vocabulary and promoting a shared understanding among 

developers, thereby facilitating more effective communication, collaboration, and dissemination of knowledge 

[39]. The Pattern Template, as proposed by [47], presents a structured methodology for articulating and 

interpreting a design pattern. Below is a detailed description of each pattern subsection. 

 

3.1. Intent 

Intent of a pattern is an important aspect of its definition and usage. In Prof. Fernandez’s pattern template 

[48], the intent describes the primary purpose or goal that the pattern aims to achieve. It is a summary statement 

that provides a high-level understanding of what the pattern does and why it is important. The intent typically 

answers questions such as: What does this pattern do? Why and when is this pattern useful? What kind of 

problem does this pattern solve? By addressing these queries, the intent encapsulates the fundamental essence 

of the pattern, making it easy to understand immediately. 

Importantly, the intent also provides the rationale for the pattern’s existence. In a pattern language or a 

collection of patterns, each pattern should have a unique intent that differentiates it from others. It must identify 

a distinct problem and provide a specific solution to it. This means that the intent should be specific enough to 

highlight its unique value, but broad enough to be applicable in various scenarios. Moreover, the intent serves 

as a guiding principle for the pattern’s usage. It helps users decide whether the pattern is appropriate for their 

specific problem or situation. This is especially crucial in complex domains where there are multiple patterns 

to choose from. By clearly stating what the pattern does and when it should be used, the intent assists designers 
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or developers in selecting the most suitable pattern for their needs. The intent of a pattern is a critical element 

that defines its purpose, guides its usage, and sets it apart from other patterns. It is an essential component of a 

well-defined and useful pattern. 

 

3.2. Example 

Example subsection serves as a concrete illustration of the pattern in action, typically showing its 

application in a real-world context. The inclusion of an example is essential in demystifying the abstract 

concept of the pattern, as it helps users visualize how the pattern functions and how it can be applied to solve 

a specific problem. The example usually takes a practical scenario or situation and shows how the pattern can 

be applied within that context. It often details how the pattern addresses a specific problem, outlining the steps 

taken and the results achieved. This makes the pattern more relatable, by demonstrating its practical use and 

showing its effectiveness in addressing real-world challenges. 

For instance, if a pattern is designed to enhance user authentication in web applications, an example might 

illustrate how the pattern can be implemented in an e-commerce website to securely verify users’ identities and 

protect their personal information. The example would explain how the pattern is applied, what changes were 

needed, and how it improved the system’s security. Examples can also highlight the versatility of a pattern by 

demonstrating its application in a variety of contexts or scenarios. This helps users understand the breadth of 

the pattern’s applicability and its adaptability to different situations. Moreover, examples can showcase the 

pattern’s handling of different “forces” or constraints in a real-world context. This provides users with a better 

understanding of how the pattern navigates the trade-offs and challenges in a practical scenario. An example 

in a pattern template is a practical demonstration of the pattern’s application, offering a tangible illustration of 

how the pattern works and how it can be used to address real-world problems. It is a vital part of the pattern 

template as it bridges the gap between the abstract concept of the pattern and its practical utility. 

 

3.3. Context 

The context helps to set the stage for when and where a pattern might be applied most effectively. It offers 

a description of the situations or conditions under which the pattern can be used. The context section usually 

includes a description of specific situations where the pattern is applicable, the kinds of problems that it is 

designed to solve, and the conditions that must be in place for the pattern to work effectively. This can involve 

the broader environment in which the pattern operates, the specific technological constraints, or even the 

organizational factors that might influence the pattern’s applicability. In more concrete terms, the context might 

outline aspects such as: Is the pattern suitable for a distributed system or a single-user application? Is it more 

useful in a real time system or a batch processing system? Does it require a particular infrastructure or 

programming paradigm to function effectively? All these specifics provide users with a clearer understanding 

of when and where to apply the pattern.  

Importantly, the context can also articulate any preconditions or requirements that must be met for the 

pattern to be applicable. This could be certain system characteristics, user behaviors, or technological 

frameworks. For instance, a pattern for user authentication in a web application might have a context of an 

internet-connected system where users need to be uniquely identified and securely verified. Understanding the 

context is crucial for successful pattern application, as it ensures that the pattern is used in appropriate 

circumstances, thus optimizing its effectiveness, and preventing potential misuse or misapplication. The 

context also helps users to choose the most suitable pattern from among a set of possible patterns, based on 

their specific situation or requirements. The context of a pattern defines the specific scenarios or situations 

where the pattern can be most effectively implemented, detailing the relevant conditions, preconditions, and 

problem spaces. It’s a critical component for correctly interpreting and applying a pattern. 

 

3.4. Problem 

The “Problem “section in a pattern template distinctly states the core issue or challenge that the pattern 

aims to address. This serves as a focal point for understanding the pattern’s intent and application. The nature 

of the problem could span a wide range, from technical issues like managing concurrency in multi-threaded 

environments, to more conceptual challenges such as promoting modularity in large software systems. 

Typically, this section presents the problem as either a question or a statement. This format makes it easier for 

users to discern if the pattern is applicable to their specific situation. By articulating a clear problem statement, 

the pattern specifies a target for its solution and lays the foundation for a thorough explanation [49]. 

Frequently, this section incorporates a discussion on “Forces “. Forces refer to the conditions, limitations, 

or trade-offs that affect the problem and its possible solutions. For instance, a pattern addressing data security 

in a cloud environment would factor in forces such as regulatory compliance, performance impacts of 

encryption, and the need for user transparency. These forces shape the problem, defining its limits and affecting 

its potential solutions. Their recognition enables a comprehensive understanding of the problem, its 
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complexities, and prepares for a more effective solution. Understanding these forces is crucial when designing 

a suitable pattern. They can take the form of performance requirements, system limitations, security concerns, 

or usability trade-offs, and they influence the overall design and implementation of the pattern.  

In line with Prof. Fernandez’s pattern template [50], these forces are considered implicitly in the problem 

description, the context, and the solution sections. The pattern acknowledges the forces that need to be 

addressed, the context specifies the conditions under which the pattern operates, and the solution is designed 

to balance these forces effectively. For example, in a pattern designed to handle high-volume data processing 

in a cloud computing environment, forces might encompass network latency, data security requirements, and 

resource allocation. A well-constructed pattern addresses these forces, aiming to ensure efficient data 

processing, minimize latency, maintain security, and optimize resource utilization. A thorough understanding 

of these forces enables more effective pattern design and more informed decision-making when selecting and 

implementing patterns. 

 

3.5. Solution 

Solution represents the specific approach or method that the pattern proposes to solve the identified 

problem. It describes the general principle or strategy without being tied to a specific implementation, thus 

allowing for flexibility and adaptability. The solution is the heart of the pattern, demonstrating its practical 

value. It details how the pattern can be used to address the problem effectively, enhance efficiency, or im- 

prove other relevant aspects of the system or situation at hand. This typically includes a description of the 

entities involved, their relationships, their responsibilities, and the dynamics between them [51]. For example, 

if the problem described in the pattern is how to handle high-volume data processing in real time systems, the 

solution might propose a strategy like dividing the data into smaller chunks and processing these chunks 

concurrently, possibly across multiple servers. It’s important to note that the solution doesn’t prescribe a 

specific implementation, but rather provides a guideline or a blueprint.  

This allows the pattern to be adapted to a variety of contexts and to be implemented using various 

technologies or programming languages. The solution should also demonstrate how it addresses and reconciles 

the forces described in the problem section. It should show how the proposed approach navigates the trade-offs 

and constraints that are inherent in the problem, providing a balanced and effective response to these forces. 

Furthermore, the solution may also describe the pat- tern’s interaction with other patterns, showing how they 

can be combined or sequenced to address more complex problems or to create a more comprehensive design. 

The solution section of a pattern offers a general principle or strategy that effectively addresses the problem 

described earlier in the pattern. It is the core value proposition of the pattern, demonstrating how it navigates 

the forces at play and provides a beneficial impact on the system or situation. 

 

3.6. Structure 

The Structure section of pattern template visually represents the pattern through diagrams such as Unified 

Modeling Language (UML) diagrams or Block diagrams. This section offers a graphical depiction of the 

pattern, making it easier to comprehend and conceptualize. The structure of a pattern, in essence, provides a 

snapshot of how the pattern works. It typically illustrates the key elements of the pattern and their interactions, 

highlighting the roles, relationships, and collaborations among these elements. UML diagrams are a common 

choice for representing the structure of patterns because of their wide adoption in software engineering and 

their capability to depict complex designs in a standardized, comprehensible way. They may include class 

diagrams to show the static structure of the pattern, sequence diagrams to depict the interactions over time, or 

state diagrams to outline the states and transitions of a system following the pattern. 

On the other hand, Block diagrams can be used when a more abstract, high-level view of the system is 

sufficient. They can effectively represent the main components of the pattern, their roles, and the interactions 

among them, without delving into the intricacies of the system. The Structure section is a powerful tool for 

understanding a pattern. It gives users a visual interpretation of the pattern, complementing the textual 

descriptions in other sections. With it, the pattern’s design, its key elements, and their interactions become 

much clearer and easier to understand. By visualizing the pattern, users can more readily understand its 

mechanics, discern its flow, and identify its key elements. This understanding can enhance the user’s ability to 

implement the pattern correctly and effectively in their own context. The Structure section provides a graphical 

representation of the pattern, helping to clarify its design, its key elements, and their interactions. It 

complements the textual descriptions in the other sections, making the pattern easier to understand and apply. 

 

3.7. Dynamics 

“Dynamics” in the context of pattern languages, describes the behavior of a pattern or system as it evolves 

over time, influenced by various internal and external factors. It elucidates how a pattern behaves, adapts, and 
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reacts to different scenarios, which is paramount for its effective use and adaptation to specific needs. We can 

further dissect the dynamics of a design pattern into three key components: 

1. Interaction: Interaction signifies the relationships and interdependencies among different components 

within a pattern or system. Understanding these connections can help in anticipating systemic responses 

to changes in any part of the system. 

2. Flow: Flow encapsulates the sequence and interaction of information, resources, or actions within a 

system. Gaining insights into this flow can provide a blueprint for the effective implementation of the 

pattern. 

3. Behavior Under Different Conditions: This element describes how a pattern performs under a diverse array 

of conditions. Comprehending these variances helps in optimizing a pattern’s effectiveness across a wide 

range of scenarios. 

 

3.8. Implementation 

The Implementation section of pattern template provides detailed guidelines on how to apply the pattern. 

This part of the template serves as a roadmap for developers, helping to ensure the pattern is effectively used 

and appropriately tailored to the specific context. The implementation guidance does not dictate an exact 

procedure but offers direction and advice to help users apply the pattern correctly. It typically involves a 

sequence of steps, considerations, or principles that users should follow when putting the pattern into practice. 

This can involve aspects like the order of operations, important considerations, potential pitfalls to avoid, 

common adaptations, and tips for success. For instance, if the pattern is related to database access in a web 

application, the Implementation section might provide guidelines on setting up the database connection, 

handling queries, managing transactions, dealing with exceptions, and ensuring security and performance.  

 While the Implementation section provides guidance on how to apply the pattern, it is not prescriptive 

and does not limit flexibility. The pattern can often be adapted to a variety of situations and can be implemented 

using various technologies or programming languages. Therefore, the Implementation section is intended to 

guide, rather than restrict, the user’s approach to implementing the pattern. The Implementation section may 

also reference relevant standards, best practices, or industry conventions, helping users align their 

implementation with established norms. It can also cite examples of real-world implementations, helping users 

understand how the pattern can be applied in practice. The Implementation section of a pattern is a vital tool 

for users, offering guidance and advice on how to effectively put the pattern into practice. It helps ensure the 

pattern is correctly and effectively used, enhancing its value and impact. 

 

3.9. Known Uses 

 The known uses in pattern template provides concrete examples where the pattern has been successfully 

applied. This section helps to establish the pattern’s credibility and practicality, demonstrating its value in real-

world contexts. Typically, the known uses section presents three or more examples of real systems or projects 

where the pattern has been effectively utilized. These examples can span a range of domains, applications, and 

technologies, illustrating the versatility and adaptability of the pattern. Each example usually includes a brief 

description of the system or project, the specific problem that was addressed, and how the pattern was applied 

to solve that problem. These details help to bring the pattern to life, demonstrating its practical application and 

effectiveness in resolving real-world issues. For example, in a pattern that addresses concurrency in multi-

threaded environments, known uses could include instances where the pattern was applied in a database system, 

a web server, and a real-time data processing application. 

 These real-world examples serve as evidence of the pattern’s utility and its practical value, enhancing its 

credibility and making it more relatable and understandable. They demonstrate that the pattern is not just a 

theoretical construct but a practical tool that has been proven to work in real systems. Moreover, these examples 

can also provide inspiration and guidance for those considering using the pattern, offering insights into how it 

can be applied and the benefits it can deliver. The known uses section of a pattern provides concrete, real-world 

examples of the pattern’s application, demonstrating its practical value, enhancing its credibility, and offering 

inspiration and guidance for its potential use. 

 

3.10. Consequences 

The consequences section articulates the results of applying the pattern, including both its advantages and 

potential drawbacks. Understanding the consequences of a pattern’s use is fundamental to evaluating its 

suitability for a given context and making informed decisions about its implementation. The consequences of 

a pattern can manifest in several ways, and they extend beyond the immediate solution to the problem at hand. 

They can impact system properties such as performance, scalability, maintainability, or security, and might 

also influence aspects like development time, complexity, and the learning curve for developers. Advantages 
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of applying a pattern might include facilitating code reuse, improving system modularity, enhancing scalability, 

or increasing security, to name just a few.  

These positive outcomes typically align with the intent of the pattern and help solve the problem identified 

in the template. However, every solution also carries potential liabilities or trade-offs, which are equally 

important to understand. For example, while a pattern might improve system performance, it could potentially 

increase code complexity or require additional resources. Identifying these consequences helps to highlight the 

trade-offs involved in using the pattern and to understand the impact on other aspects of the system or process. 

It ensures that developers and designers have a well-rounded understanding of the pattern, enabling them to 

make informed decisions about its use. The consequences section of a pattern provides an in-depth 

understanding of the impact of applying the pattern. It articulates both the advantages and potential liabilities, 

helping users to make informed decisions and to anticipate and manage the trade-offs involved in the pattern’s 

application. 

 

3.11. Related Patterns 

 The Related Patterns section in pattern template plays a significant role in demonstrating the pattern’s 

relationship and interaction with other patterns. This section provides a broader context for the pattern and 

shows how it fits into the larger landscape of pattern language. Related Patterns can be those that complement 

the current pattern, offering solutions that can be used in combination with it, or those that offer alternative 

solutions to the same problem. This can help users understand different approaches to the same problem and 

decide which pattern best fits their specific needs. For instance, if the current pattern describes a way to handle 

concurrency in a multithreaded system, related patterns could include ones that describe different strategies for 

concurrency management, or ones that describe how to handle related issues like synchronization or deadlock 

prevention.  

 Additionally, some patterns naturally fit together in a sequence, forming a pattern sequence or pattern 

language. In such cases, the Related Patterns section can describe this relationship, explaining how the current 

pattern fits into this sequence and interacts with the other patterns in it. In some cases, variants of the pattern 

that fit specific contexts might also be included in the Related Patterns. This shows that the pattern is adaptable 

and can be modified to fit different situations. By providing this information, the Related Patterns section helps 

users understand the larger context for the pattern and its interactions with other patterns. This can inform their 

decisions about how and when to use the pattern, and how it can be combined with other patterns to address 

more complex problems or to create a more comprehensive design. 

 

4. PROPOSED ONLINE PATH PLANNING SYSTEM PATTERN DESIGN 

4.1. Intent 

The principal intent of the online path planning system pattern for a single UAV is to enhance the path 

and motion planning process in terms of efficiency, accuracy, and adaptability within dynamic environments. 

It introduces an online scheme where the environmental assessment and planning calculations occur 

concurrently and in real-time when the UAV undertakes a mission. This approach negates the need for a 

predetermined path or prior knowledge of the map, thus allowing for a more flexible and adaptive navigation 

system. This pattern is designed to allow the UAV to respond to unforeseen changes in its environment 

promptly and effectively, thereby improving its overall navigation performance and ability to complete its 

mission successfully. 

4.2. Example 

Consider a scenario where a search and rescue drone is deployed in an area struck by a natural disaster, 

such as an earthquake or a flood. The area is filled with unpredictable obstacles and the landscape has 

drastically changed due to the disaster. Traditional navigation methods, reliant on predetermined paths and 

prior knowledge of the terrain, might fail in this dynamic environment. Here, the Online path planning system 

pattern becomes indispensable. As the drone embarks on its mission to locate survivors, this pattern enables 

real-time assessment of the environment and dynamic path planning. Thus, the drone can efficiently navigate 

the complex environment, avoiding obstacles, altering its path based on new information, and adapting in real-

time to ensure the optimal route for successful mission completion [52]. Further, imagine a drone navigating 

through a dense forest with varying altitude and numerous obstacles such as trees, branches, and rocks. The 

terrain is complex and the environment is constantly changing due to factors like wind and wildlife. A 

predetermined path or prior map knowledge might not be sufficient for safe and efficient navigation in this 

case. Utilizing the online path planning system pattern, the drone can adapt its path in real-time, identifying 

and avoiding potential collisions, and navigating efficiently through the forest. This pattern hence empowers 
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the UAV with the capability to adapt to unexpected changes, improving its performance and effectiveness in 

dynamic environments. 

 

4.3. Context 

The path planning for a single UAV pattern is applicable in various contexts where an autonomous system 

like a UAV is required to operate in a dynamic environment. Here, ’dynamic environment’ denotes 

environments that are subject to frequent or unpredictable changes, which can affect the UAV’s path and 

overall mission. 

1. UAV in Changing Landscapes: One of the most common applications of this pattern is in the operation 

of UAV in changing landscapes. These could be natural environments such as forests with varying 

altitudes and obstacles, disaster-stricken areas with sudden changes due to earthquakes or floods, or urban 

environments where construction or traffic might alter the UAV typical path. In these scenarios, the 

UAV’s environment is not static. Obstacles can appear, disappear, or move, and the terrain might change 

due to natural or human-induced factors. Therefore, the UAV requires an online motion system that can 

adapt to these changes in real-time. The system must consider the UAV’s current speed, direction, and 

orientation to navigate efficiently and safely. 

2. UAV in Cluttered Indoor Spaces: Another significant context of application for this pattern is in the 

operation of UAV in cluttered indoor spaces. These could be warehouses, factories, hospitals, or even 

homes, where the UAV’s path might be filled with moving or stationary obstacles. Unlike a static 

environment where the layout remains the same, cluttered indoor spaces can change frequently. Items or 

structures might be moved, new obstacles might appear, and humans or other robots might cross the 

UAV’s path. Therefore, the UAV needs an online path planning system pattern that can adapt to these 

changes promptly. It needs to consider its current speed, direction, and orientation to efficiently navigate 

through the cluttered space without collisions. 

 

4.4. Problem 

Traditional path planning algorithms have significant limitations when dealing with dynamic and 

unpredictable environments. They typically rely on static maps or predetermined paths, operating under the 

assumption that the environment will remain unchanged during the UAV’s operation. In reality, environments 

can be dynamic and constantly changing due to various factors like wind, moving obstacles, or terrain 

alterations. Moreover, these algorithms often fail to consider the orientation and direction of the moving object. 

In the context of drones, these factors are crucial for efficient path planning, especially in complex 

environments. Ignoring these aspects might lead to inefficient routes, potential collisions with obstacles, or the 

inability to navigate through narrow spaces. 

For instance, a search and rescue drone operating in a disaster-stricken area or a forest surveillance drone 

might encounter unexpected obstacles or terrain changes. Without the ability to dynamically adapt to these 

changes in real-time, the drone might crash into obstacles or fail to reach its destination, thereby failing its 

mission. This pattern, which includes the propulsion system, control surfaces, and the onboard control 

algorithms, directly influences the UAV ability to maneuver and orient itself in response to the path planning 

algorithm. Traditional motion systems often employ a simple, reactive approach, responding to immediate 

obstacles or environmental changes rather than proactively planning for efficient navigation. They may also 

fail to effectively consider the UAV current orientation and direction in real-time, leading to poor efficiency in 

path following. For example, a UAV might need to make a sharp turn to avoid an obstacle. If the motion system 

does not consider the drone’s current speed, inertia, or orientation, the UAV might not be able to make the turn 

in time or efficiently, leading to suboptimal path following or even collisions. 

The problem extends beyond improving the path planning algorithm itself. It requires enhancements in 

the motion system of the UAV to respond more effectively and efficiently to dynamic path planning in real-

time. This involves accounting for the UAV’s current speed, direction, and orientation. The ultimate goal is to 

ensure safe, efficient, and adaptive navigation in dynamic environments. Thus, both the efficiency, safety, and 

adaptability of the path planning process and the UAV’s motion system need significant improvements to 

tackle the challenges posed by dynamic environments. 

 

4.5. Solution 

The pattern proposes a solution that integrates an improved path planning algorithm with a sophisticated 

UAV motion system. Our main component of this solution contains of eight modules such as modified A* 

algorithm, map generator by using Lidar, altitude information storage, partial goal estimator, adaptive module 

manager, direction pattern generator, automatic speed & altitude configuration and the last is collision 

avoidance module can be seen in Figure 1. 
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Figure 1. Online path planning component diagram 

4.6. Modified A* Algorithm (Direction Aware Algorithm) 

This module features a modified version of the A* algorithm, a widely used path planning algorithm in 

robotics. The standard A* algorithm excels at finding an optimal path from a start point to an endpoint while 

avoiding obstacles. However, it has limitations, particularly with respect to accounting for the UAV’s current 

orientation or direction. This module aims to address those limitations and enhance the algorithm’s capabilities. 

Standard A* Algorithm: The traditional A* algorithm uses a grid-based approach, assigning costs to each 

grid cell or node based on its distance from the start and end points and any obstacles present. However, this 

algorithm isn’t inherently direction aware, meaning it doesn’t factor in the UAV’s current orientation when 

selecting the next move. This could lead to inefficient paths in certain scenarios, particularly in complex and 

dynamic environments. Direction-Aware Modifications: The modified A* algorithm in this solution 

incorporates the UAV’s current orientation into its calculations. By taking this direction aware approach, the 

algorithm can select the next move that is not only efficient in terms of distance but also aligns better with the 

UAV’s current direction. This approach reduces unnecessary turns and detours, making navigation more 

efficient, particularly in complex environments. 

Real-Time Performance: An essential feature of this modified algorithm is its ability to compute paths 

quickly or in ’real-time’. This is particularly important in dynamic environments where obstacles might appear 

or move suddenly. In such cases, the algorithm needs to swiftly recalculate the path to avoid new obstacles. 

Interaction with Other Modules: The output from this module feeds into the direction Pattern Generator and 

the Adaptive Module Manager. If the Lidar-based Map Generator detects a new obstacle, the modified A* 

algorithm can quickly re-plan the path to avoid it. Also, if the Collision Avoidance Module detects a risk of 

collision, the path can be instantly adjusted. 
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4.7. Map Generator by using Lidar 

This module uses Lidar technology to produce a detailed 2D map of the UAV’s environment in real-time. 

This up-to-date environmental information is critical for the UAV’s efficient navigation and safety. Lidar 

Technology: Lidar, which stands for Light Detection and Ranging, is a remote sensing method that uses pulsed 

laser light to measure distances to objects. By measuring the time delay between the emission of a laser pulse 

and the detection of the reflected signal, Lidar can determine the distance to the object that reflected the signal. 

It can perform these measurements in multiple directions to build a detailed picture of the surrounding 

environment.  

Real-Time Map Generation is the Map Generator module that takes the distance measurements from the 

Lidar and uses them to create a mini 2D map of the UAV’s immediate surroundings. This map is updated for 

each time iteration, meaning that a new map is generated in real-time as the UAV moves and the Lidar collects 

new measurements. These continual updates ensure the map accurately reflects the current state of the 

environment, including any moving or newly appeared obstacles. Obstacle Detection is a real-time 2D map 

that greatly enhances the UAV’s ability to detect and avoid obstacles. The map provides a clear representation 

of where obstacles are in relation to the UAV, enabling other modules, such as the Collision Avoidance 

Module, to take appropriate action if necessary. Integration with other modules concept is not only used for 

obstacle detection but also feeds into other modules, such as the Modified A* Algorithm, which uses the map 

to plan the most efficient path, and the Direction Pattern Generator, which uses it to determine the best 

orientation for the UAV. 

 

4.8. Altitude Information Stored in a Hash Map 

The Altitude Information Stored in a Hash Map module is a vital part of the system that efficiently handles 

and stores altitude data for the UAV. This information is integral to the UAV’s ability to navigate complex 

environments with variations in altitude. There are several important modules such as Hash Map Data 

Structure, Key-Value Pairs, Data Acquisition and Enhanced Environment Awareness. 

Hash Map Data Structure module uses a hash map data structure. A hash map stores data in pairs of keys 

and values, and it is designed to enable extremely fast access to the values when given the corresponding keys. 

This fast access is due to a technique called hashing, where each key is processed through a hashing function 

to produce a unique index (the ‘hash’) that determines where the paired value is stored. Key-Value Pairs is the 

module that stores the keys in the hash map for coordinates of the UAV’s path, and the corresponding values 

would be the altitude information at those coordinates. This setup allows the system to quickly retrieve the 

altitude of any location on the UAV’s path just by providing its coordinates. Data Acquisition is comprising of 

altitude information that could be gathered from various sources such as onboard altimeters, terrain data maps, 

or real-time Lidar scanning. 

Enhanced Environment Awareness concept means by storing altitude data in this way, the module 

provides the UAV with a method of quickly accessing altitude information, improving its environmental 

awareness. This is particularly valuable when navigating through complex environments with significant 

altitude variations, like hilly landscapes, multi-store urban environments, or disaster-stricken areas. Integration 

with Other Modules means the altitude information can be used by other modules, such as the Automatic Speed 

& Altitude Configuration, Modified A* Algorithm, and Collision Avoidance Module. For example, when 

planning a path, the Modified A* Algorithm could use the altitude information to avoid steep inclines or to 

navigate around high obstacles. The last is partial goal estimator, the module operates under the principle that 

when a target location is distant or in a complex environment, it’s more effective and computationally efficient 

to plan the path in segments, rather than attempting to compute the entire path in one go. This is because the 

full path from the start to the end point could be exceptionally long, contain numerous potential obstacles, or 

might change over time due to dynamic factors in the environment. Here is a step-by-step breakdown of how 

this module works: 

1. Path Segmentation: This process starts with dividing the entire journey from the starting point to the 

destination into smaller, manageable segments or ’chunks’. Each of these segments represents a ’partial 

goal’ that the UAV needs to reach before proceeding to the next one. 

2. Route Planning: For each of these partial goals, the UAV, with the help of the Modified A* Algorithm 

module, plans a route from its current location to the partial goal. This segmentation of path planning tasks 

makes the process less computationally intensive, as the UAV doesn’t have to process the entire path all 

at once. 

3. Dynamic Adjustments: As the UAV starts moving towards a partial goal, it continually scans the 

environment using its onboard sensors (like Lidar). If it detects new obstacles, it will then adjust its planned 

path to avoid these obstacles. This ensures that the UAV’s path planning remains flexible and adaptable 

to changes in the environment. The new path to the partial goal is calculated by the Modified A* 

Algorithm, keeping in mind the UAV’s current location and orientation. 
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4. Repetition: Once a partial goal is reached, the UAV moves onto the next segment of the journey and 

repeats the process until it reaches the destination. 

 

4.9. Adaptive Module Manager 

This approach allows for efficient path planning and a quick response to changes in the environment. The 

reduction in computational load facilitates real-time processing and quick decision-making, essential in a 

dynamic environment where obstacles could appear unexpectedly. Furthermore, it enables the UAV to 

optimize its path based on the most current information available about the environment, making its navigation 

safer and more efficient. The Adaptive Module Manager essentially serves as the central coordination system 

or “brain” of the UAV’s operation. Its primary role is to ensure smooth communication and cooperation 

between all the other modules, adapting the UAV’s behavior according to the incoming data. Here is a more 

detailed explanation: 

1. Data Reception and Analysis: The Adaptive Module Manager constantly receives data from all other 

modules in the system. This data could be regarding the UAV’s current location, the detected obstacles, 

altitude information, or direction pattern. The manager analyzes this data to understand the status and 

situation of the UAV. 

2. Decision Making: Based on the received data, the Adaptive Module Manager makes decisions on how the 

UAV should adjust its behavior. This decision-making process considers the current state of the UAV, the 

final goal, and the environmental conditions. It decides which module needs to be activated, deactivated, 

or adjusted based on the data received. 

3. Signal Transmission: Once the decisions are made, the manager sends signals to the appropriate modules 

to execute the necessary actions. For example, if the Lidar detects a new obstacle, the manager will send 

a signal to the Modified A* Algorithm module to recalculate the path, avoiding the obstacle. Similarly, if 

the altitude data indicates a change in the landscape, the manager might signal the Automatic Speed & 

Altitude Configuration to adjust the UAV’s altitude accordingly. 

4. Adaptive Behavior: One key feature of the Adaptive Module Manager is its ability to adapt to changing 

conditions. Unlike a rigid system, it can modify its decisions and signals based on the updated data it 

receives. This flexibility allows the UAV to react in real-time to changes in its environment or flight 

conditions, enhancing its safety and efficiency. 

5. Continuous Monitoring: Throughout the flight, the Adaptive Module Manager continuously monitors the 

operation of all other modules and the overall behavior of the UAV. This constant monitoring ensures that 

all systems are working as intended and allows for quick adjustments if any issues are detected. In essence, 

the Adaptive Module Manager acts as a bridge between the various modules, facilitating efficient 

information exchange and decision-making processes, ultimately ensuring the smooth operation and 

adaptation of the UAV in response to dynamic conditions. 

 

4.10. Direction Pattern Generator 

The Direction Pattern Generator plays an essential role in guiding the UAV from its current location to 

its desired destination. It translates the planned path (created using the Modified A* Algorithm) into a series 

of step-by-step directional commands that the UAV can follow. This process involves both maintaining a sense 

of the UAV’s global direction towards its final goal and considering its local navigation needs based on 

immediate environmental factors. 

1. Receiving Path Information: The Direction Pattern Generator starts its work by receiving the planned path 

from the Modified A* Algorithm. This path information is usually in the form of a sequence of points or 

nodes that the UAV needs to pass through to reach its destination. 

2. Generating Directional Instructions: The module then translates this sequence of points into a series of 

directional instructions or a ’pattern’. Each instruction guides the UAV from one point to the next. These 

instructions are not just simplistic commands like “go left” or “go right”, but they consider the UAV’s 

current orientation, the required change in direction, the distance to the next point, and any potential 

obstacles. 

3. Managing Orientation and Trajectory: The generated pattern also keeps the UAV’s orientation and 

trajectory optimized. By carefully calculating each turn or change in altitude, the module ensures that the 

UAV doesn’t make any abrupt or inefficient movements. This minimizes energy usage and wear and tear 

on the UAV. 

4. Dynamic Adjustments: If the Adaptive Module Manager signals a change in the path due to a new obstacle 

or change in the environment, the Direction Pattern Generator will create a new set of directions based on 

the updated path. This ensures the UAV can adapt to changes in real-time. 
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5. Relaying Directions to UAV: The series of directions is then relayed to the UAV control system which in 

turn adjusts the UAV’s motors and control surfaces to follow the given directions. The Direction Pattern 

Generator is thus instrumental in turning a high-level path into actionable, moment-to-moment navigation 

instructions. Its functions enhance the overall stability, efficiency, and safety of the UAV’s flight. 

 

4.11. Automatic Speed and Altitude Configuration 

This module is crucial in managing two fundamental parameters of UAV’s flight: 

1. Speed and altitude: During a flight, a UAV might need to vary its speed and altitude based on the 

characteristics of its environment, like the presence of obstacles, variations in terrain elevation, and 

weather conditions. This module enables real-time adjustments of these parameters to ensure the safety 

and efficiency of the UAV’s flight. 

2. Data Gathering: The Automatic Speed & Altitude Configuration module receives and processes data from 

several other modules. This includes altitude information from the Altitude Information Storage and 

environmental data from the Mini 2D Map Generated by Lidar. It may also take inputs from other sensor 

modules that provide data about wind speed, air pressure, and other environmental factors. 

3. Situation Analysis: Once the data is collected, the module analyzes it to assess the current situation. For 

example, if the Lidar detects a steep hill ahead, the module will recognize the need to adjust the UAV’s 

altitude and speed. 

4. Decision Making: Based on its analysis, the module then makes decisions about the optimal speed and 

altitude for the UAV. These decisions aim to balance the efficiency and safety of the flight. For example, 

in the presence of a steep hill, the module might decide to increase the UAV’s altitude to clear the hill and 

reduce the speed to manage the ascent safely. 

5. Implementation of Adjustments: The decisions are then converted into control signals and sent to the 

UAV’s control system. These signals adjust the UAV’s motor speeds, propeller angles, and other control 

parameters to change the UAV’s speed and altitude as decided. 

6. Dynamic Adaptation: This process is not a one-time calculation but happens continuously throughout the 

flight. The module dynamically adapts the speed and altitude based on the most recent data, enabling the 

UAV to react to changes in the environment in real time. 

7. In essence, the Automatic Speed & Altitude Configuration module plays a pivotal role in maneuvering the 

UAV through different environments. By making real-time adjustments to the UAV’s speed and altitude, 

it helps the UAV navigate safely, efficiently, and effectively in various conditions. 

 

4.12. Collision Avoidance 

The Collision Avoidance Module is a critical part of the UAV’s operations, functioning as a real-time 

safety mechanism to prevent potential collisions with obstacles in the environment. These obstacles can be 

either static (like buildings or trees) or dynamic (like birds or other moving objects): 

1. Data Collection: The first step is to gather environmental data from the UAV’s on- board sensors. These 

sensors, which can include Lidar, radar, and cameras, constantly scan the surrounding area to provide a 

detailed and up-to-date view of the environment. Each sensor offers a unique type of data. Lidar and radar 

provide accurate distance and velocity measurements, while cameras can supply visual context and help 

in recognizing specific types of obstacles. 

2. Risk Assessment: The module then processes this data to identify potential hazards. It calculates a risk of 

collision for each identified obstacle, factoring in the UAV’s current speed, direction, and proximity to the 

obstacle. This risk calculation is continuously updated as new sensor data comes in and as the UAV’s 

flight parameters change. 

3. Decision Making: If the calculated risk of collision exceeds a certain threshold, the module decides that 

an evasive action is necessary. This decision is based on several considerations, including the type and 

size of the obstacle, the UAV’s current flight parameters, and the available maneuvering options. 

4. Evasive Action: The chosen evasive action can take several forms, such as altering the UAV’s flight path, 

speed, or altitude. The goal is to ensure the UAV avoids the obstacle safely while minimizing any 

disruptions to its flight plan. These changes are implemented by sending appropriate control signals to the 

UAV’s flight control system.  

5. Communication with Other Modules: When a potential collision is detected and avoided, this module 

communicates the data to other components like the Modified A* Algorithm and the Direction Pattern 

Generator. They use this information to adjust the UAV’s path and direction instructions, maintaining 

safety and efficiency. The module can also override current actions for immediate evasive maneuvers in 

case of sudden, unpredictable obstacles. The Collision Avoidance Module thus plays an indispensable role 

in the UAV’s operation, particularly in complex and dynamic environments. By proactively detecting and 

avoiding potential collisions, it greatly enhances the reliability and safety of the UAV system. 
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4.13. Structure 

The class diagram provided offers a detailed representation of a dynamic path planning system for UAVs. 

Starting with the LiDAR class, it serves as the primary source of sensor data for the entire system. The data it 

provides is vital for generating an accurate local map of the UAV’s environment, allowing for informed path 

planning. Additionally, the LiDAR class continuously updates sensor data as the UAV navigates, ensuring the 

system’s real-time responsiveness to environmental changes. Upon receiving raw sensor data from the LiDAR, 

the SensorManager class processes this information and produces a ProcessedSensorData object. As the 

intermediary between the LiDAR sensor and the UAV, this class is responsible for managing data flow and 

updating the processed sensor data to maintain an up-to-date representation of the UAV’s surroundings can be 

seen in Figure 2.  

The UAV class serves as the core component of the system, executing motion control based on the 

generated path and interacting with other classes to achieve successful navigation. Not only does the UAV 

send the processed sensor data to the MapGenerator class, but it also commands the ControlSystem class, 

ensuring proper motion control in accordance with the generated path. Taking the processed sensor data from 

the UAV, the MapGenerator class creates a 2D Mini Map and Altitude HashMap. In doing so, it provides the 

UAV with a clear understanding of its environment, essential for efficient path planning.  

Furthermore, the MapGenerator class can update both the Mini Map and Altitude HashMap as the 

environment evolves, guaranteeing real-time adaptability. Acting as the coordinator for the path planning 

process, the PathPlannerManager class oversees the entire operation. This class is responsible for requesting 

and updating paths from the PathPlanner class, as well as communicating with the ControlSystem class to 

determine the UAV’s motion. It serves as the bridge between the path planning and control system classes. 

The PathPlanner class calculates an initial path and updates it based on the MiniMap and Altitude 

HashMap provided by the MapGenerator. This class is in charge of generating the safest and most efficient 

path for the UAV, taking into account the current environmental conditions. To further refine the generated 

path, the PathOptimizer class optimizes it for safety and efficiency. By receiving the path from the PathPlanner 

class, enhancing its overall quality, and returning the optimized path to the PathPlannerManager, it ensures 

the UAV follows the best possible route. Finally, the ControlSystem class manages the UAV’s motion based 

on the received path. It works closely with the PathPlannerManager to receive and update the path, and it 

communicates with the UAV class to execute motion control accordingly. In conclusion, this class diagram 

showcases an intricate and interconnected system for dynamic path planning in UAVs.  

Each class contributes a specific function and collaborates with others to create a solution for navigating 

dynamic environments. The integration of LiDAR, sensor management, map generation, path planning, 

optimization, and control systems guarantees the UAV’s ability to reach its destination safely and efficiently. 

Due to the complexity, we only depict the structure that focusing on the online path planning algorithm, the 

main structure is involving multiple components such as modified A* algorithm, Lidar-generated mini 2D 

maps for each time iteration, and a hash map for altitude information. To begin, the LiDAR sensor serves as 

the primary data acquisition device, gathering crucial environmental information. This raw sensor data is then 

provided to the SensorManager, which is responsible for processing and filtering the collected data to ensure 

its reliability and accuracy. Once the data has been processed, it is subsequently forwarded to the UAV. As the 

central hub for coordinating all actions, the UAV is responsible for dispatching the processed data to the 

MapGenerator component. Consequently, the MapGenerator utilizes this data to create a 2D Mini Map, which 

provides a bird’s-eye view of the environment, as well as an Altitude HashMap, which contains information 

about the elevation of various points in the environment. These generated maps are then passed on to the 

PathPlannerManager. Following this, the PathPlannerManager plays a crucial role in requesting the most 

efficient path from the PathPlanner, which takes into consideration the generated 2D Mini Map and Altitude 

HashMap. In order to ensure the path is not only efficient but also safe, the PathPlanner forwards the initially 

calculated path to the PathOptimizer. 

The PathOptimizer is responsible for refining the path by taking into account various factors, such as 

potential obstacles and environmental constraints. Once the path has been optimized, it is returned to the 

PathPlannerManager. Subsequently, the PathPlannerManager communicates the optimized path to the 

ControlSystem, which is in charge of commanding the UAV to execute motion control based on the generated 

path. The ControlSystem ensures that the UAV follows the designated path while maintaining stability and 

adhering to any predefined motion constraints. During the entire process, an update cycle loop is in place to 

account for dynamic changes in the environment. The LiDAR sensor continuously updates the sensor data, 

which is processed by the SensorManager and sent to the UAV. The UAV then forwards this updated processed 

data to the MapGenerator, resulting in updates to the 2D Mini Map and Altitude HashMap. Consequently, the 

PathPlannerManager requests an updated path from the PathPlanner, which relies on the PathOptimizer to 
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refine the updated path. The optimized path is once again returned to the PathPlannerManager and then to the 

ControlSystem. As the UAV follows the updated path, it is essential to monitor its progress towards the goal. 

The UAV checks the goal position and communicates its status to the PathPlannerManager. If the goal has 

not been achieved, the PathPlannerManager instructs the ControlSystem to continue moving the UAV along 

the updated path. However, if the UAV has successfully reached its goal, the ControlSystem commands the 

UAV to cease movement and execute a safe landing procedure. 

 

 
Figure 2. Online path planning system class diagram 

4.14. Dynamics 

First, the UAV’s task is to read sensor data. The UAV comes equipped with various onboard sensors such 

as Lidar, accelerometers, and gyroscopes. The raw data from these sensors form the basis for understanding 
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the UAV’s current state and the surrounding environment. This data collection is paramount in providing real-

time information about the UAV’s surroundings and its physical state. Following data collection, the UAV 

moves to the process sensor data step. Here, it processes the collected raw sensor data, eliminating noise and 

transforming the data into a more usable and understandable format. This stage may involve the implementation 

of a sensor fusion algorithm. Such an algorithm merges data from various sensors, creating a more 

comprehensive, accurate depiction of the UAV’s status and the environment can be seen in Figure 3. 

Using the processed sensor data, the UAV then generates mini maps and an altitude HashMap. The UAV 

creates a mini 2D map offering a bird’s-eye view of its environment. This map displays the landscape and any 

potential obstacles in the UAV’s path. Concurrently, the UAV constructs an Altitude HashMap representing 

the varying heights or elevations in the environment. These pieces of information play a crucial role in planning 

the UAV’s flight path. The next stage involves path planning. The UAV generates a preliminary flight path 

based on the Mini Map and Altitude HashMap. It considers factors like the UAV’s current position, its 

destination, and potential obstacles in the path. With this information, it calculates a feasible path to its 

destination. Having established an initial path, the UAV proceeds to optimize the path. At this juncture, the 

UAV refines the initially calculated path. Optimization ensures the safety of the UAV while enhancing 

efficiency. In this step, the UAV considers various factors like wind resistance, battery usage, and overall flight 

time, adjusting its path accordingly.  

Finally, the UAV executes control signals. This involves the actual execution of the flight based on the 

optimized path. The UAV communicates with its propulsion and steering systems, issuing control signals for 

movement along the planned path. This process is subject to constant updates and adjustments depending on 

real-time changes in the environment or the UAV’s physical state. In this system, the Environment acts as a 

secondary actor. Though it does not actively perform actions, it greatly influences the UAV’s operations. Its 

role is to provide environmental changes. The environment is dynamic, changing constantly and often without 

warning. Changes range from sudden shifts in weather conditions to the introduction of new obstacles in the 

UAV’s path. Consequently, the UAV must adapt its flight plan in real-time, ensuring a safe and efficient 

response to these environmental changes can be seen in Figure 4. 

 

 
Figure 3. Online Path Planning Sequence Diagram 
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Figure 4. Use case diagram 

 

4.15. Implementation 

Implementing the pattern is a multi-step process that requires careful attention to various technical details. 

It involves the integration of sensor data, specifically Lidar and altitude information, into the path planning 

algorithm, and ensuring that the algorithm is capable of handling real-time adjustments and is direction aware. 

Below is the explanation of the process can be seen in Figure 5. 

1. Understanding the Environment: The first step in implementing this pattern is to thoroughly understand 

the environment in which the UAV will operate. This includes comprehending potential obstacles, 

dynamic elements, and variations in the terrain. The environmental characteristics will guide the 

development and modification of the path planning algorithm and influence the calibration of the UAV’s 

motion system. 

2. Sensor Selection and Integration: The next step involves selecting appropriate sensors that can accurately 

perceive the environment in real-time. This typically includes Lidar sensors for creating 2D or 3D maps, 

accelerometers and gyroscopes for understanding the UAV’s movement and orientation, and possibly 

other specific sensors depending on the application. It’s important to ensure that the data from these sensors 

can be integrated and processed efficiently and accurately in real-time, which may require the development 

of efficient sensor fusion algorithms. 

3. Development and Optimization of the Path Planning Algorithm: Developing a path planning algorithm 

that considers the dynamic nature of the environment and the UAV’s direction and orientation is a crucial 

step. This involves modifying traditional path planning algorithms to work with real-time data and account 

for direction-awareness. The algorithm should be optimized to run efficiently in real-time while utilizing 

potentially limited computational resources onboard the UAV. 

4. Integration of Lidar Data and Altitude Information: To enhance the UAV’s environment awareness, you 

will need to integrate the Lidar-generated mini 2D maps and hash map-based altitude data into the path 

planning algorithm. This integration requires careful attention to data processing to ensure accuracy and 

efficiency. 

5. Upgrading the UAV’s Motion System: The UAV’s motion system needs to be upgraded to effectively 

respond to the outputs of the path planning algorithm. This requires adjusting the control surfaces and 
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propulsion system, and developing onboard control algorithms that can control the UAV’s speed, 

direction, and orientation according to the algorithm’s instructions. 

6. Testing and Iteration: After the development and integration phases, rigorous testing in various 

environments and conditions is necessary. Metrics for evaluating the performance of the system include 

path planning efficiency, accuracy, adaptability, and computational resource usage. Regular monitoring 

and testing of the system can identify any performance issues or areas for improvement. The testing 

feedback will likely lead to several iterations of the path planning algorithm, motion system, and sensor 

fusion algorithms to optimize performance. 

7. Dealing with Potential Inhibitors: Potential obstacles to successful implementation could include 

computational limitations, sensor inaccuracies, or rapidly changing environments. It’s crucial to identify 

these issues early and address them to prevent performance problems or system failures. 

8. Final Integration and Deployment: Once the system has been thoroughly tested and optimized, it can be 

integrated into the UAV for deployment. This involves not only the physical installation of hardware and 

the integration of software on the UAV but also ensuring that the UAV can handle the computational load 

of the system and that the system performs well under real-world conditions. The success of implementing 

this pattern relies heavily on the accuracy of the Lidar data, the efficiency of the path planning algorithm, 

and the effective integration of direction-awareness. Regular monitoring, testing, and system adjustments 

are necessary to ensure optimal performance in various dynamic environments. 

9. Considerations for implementing in Multi-UAV Operations: Consider scenarios where multiple UAVs are 

needed, for instance, in extensive search and rescue operations, agricultural surveys over large fields, or 

large-scale environmental monitoring. In such cases, employing a fleet of UAVs can significantly improve 

operational efficiency and coverage. Each UAV in the fleet could use the online path planning system 

pattern to navigate its own path, responding to environmental changes individually. However, when 

functioning as a part of a multi-UAV system, additional parameters need to be considered for effective 

operation. These considerations include maintaining formation structure, cooperative sensing and data 

sharing, task allocation, and collision avoidance among the UAVs themselves. Here are the key 

considerations for multi-UAV operations: 

• Maintaining Formation Structure: Formations allow multiple UAVs to effectively cover a large area 

or focus on specific tasks simultaneously. The structure could range from simple geometrical 

arrangements (like line, grid, or column) to complex, adaptive formations based on environmental 

factors or mission goals. Maintaining formation requires sophisticated control algorithms that adjust 

the UAVs’ positions in real-time. This not only includes adjustments due to movements but also 

adapting to changes in the formation structure. Additionally, depending on the mission requirements, 

the formation might need to remain rigid or could be allowed to deform to a certain extent. All these 

require complex inter-UAV communication, precise control mechanisms, and accurate real-time 

positioning information. 

• Cooperative Sensing and Data Sharing: When operating as a multi-UAV system, UAVs can benefit 

immensely from sharing sensor data and other mission-relevant information. For example, a UAV 

that has detected an obstacle can share this information with others, allowing them to adjust their paths 

even before they come close to the obstacle. Moreover, by sharing data from their individual 

perspectives, UAVs can create a more comprehensive and accurate 3D map of the environment, 

improving path planning, and obstacle detection. However, effective data sharing requires a robust 

and reliable communication system to handle potentially large volumes of data and ensure 

synchronization. 

• Task Allocation: In a multi-UAV system, tasks must be efficiently distributed among the UAVs to 

maximize overall performance. This involves complex decision-making processes, considering 

factors such as the capabilities of each UAV, the importance and requirements of each task, and the 

status of the mission. Some tasks might be best handled by a single UAV, while others could benefit 

from the coordinated efforts of multiple UAVs. Task allocation strategies need to be adaptive to 

respond to real-time changes in the mission or the environment. If a UAV becomes unavailable or if 

a new task emerges, the system needs to reallocate tasks on the fly. 

• Intra-collision Avoidance: While each UAV in a multi-UAV system uses its own collision avoidance 

system to avoid environmental obstacles, they also need to avoid collisions with each other. This 

requires an additional layer of collision avoidance that considers the positions, directions, and speeds 

of all UAVs in the system. Intra collision avoidance strategies can range from simple rules (like 

maintaining a minimum distance from each other) to sophisticated algorithms that predict potential 

collisions based on current trajectories and adjust the UAVs’ paths to avoid them. It’s also crucial to 
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coordinate these adjustments to prevent conflicting actions (like two UAVs trying to avoid each other 

by moving in the same direction). 

 

 
Figure 5. Online Path Planning Deployment Diagram 

 

4.16. Known Uses 

Instead of listing known uses of the pattern, we identify similar applications and potential users who could 

use the same approach. The pattern has a broad range of applications and is already being utilized in several 

domains. Its primary utility lies in enhancing the adaptability and efficiency of path planning and motion 

control for autonomous systems navigating in complex and dynamic environments. Below are some specific 

instances where this pattern is known to be employed. 

1. Search and Rescue Operations: These missions often take place in dynamic and unpredictable 

environments. The drones involved in these operations need to be able to adapt their paths in real-time, 

avoiding obstacles and efficiently navigating through the disaster-stricken areas. The pattern has been used 

to enhance the efficiency and safety of these operations, allowing drones to adapt to real-time changes in 

the environment and to their own orientation and direction [53][54]. 

2. Surveillance and Monitoring: In surveillance and monitoring applications, drones are often required to 

navigate through complex environments like forests or urban landscapes. The pattern has been employed 

in these contexts to enable drones to avoid collisions and adapt their paths in real-time, making the 

surveillance process more efficient and accurate [55]. 

3. Autonomous Vehicles: Autonomous vehicles operate in highly dynamic environments, with other 

vehicles, pedestrians, and various obstacles constantly moving around them. The Online Path Planning 

System pattern can be applied to these vehicles to enhance their path planning and motion control 

capabilities, allowing them to navigate safely and efficiently through their environments [56]. 
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4. Indoor Robots: Indoor robots, such as those used in warehouses or factories, often need to navigate through 

cluttered spaces with various obstacles. The pattern can be utilized in these situations to improve the 

robots’ path planning and motion control abilities, enabling them to move more efficiently and adaptively 

in their environments [57]. In each of these uses, the pattern enhances the autonomous system’s ability to 

navigate efficiently and safely through complex, dynamic environments, considering real-time changes in 

the environment and the system’s orientation and direction. However, the implementation of the pattern 

may require additional computational resources due to the integration of more sophisticated algorithms 

and additional sensor data. 

 

4.17. Consequences 

The implementation of the pattern carries several significant consequences, both positive and negative. 

Below are the detailed explanations. 

• Positive: Improved Efficiency, Accuracy, and Adaptability The primary consequence of implementing this 

pattern is a marked improvement in the efficiency, accuracy, and adaptability of the path planning process. 

By integrating a direction-aware A* algorithm, the pattern enables the UAV to consider its current 

orientation when determining the next move. This results in more efficient navigation, reducing 

unnecessary movements and conserving energy. In terms of accuracy, the integration of a Lidar-generated 

mini 2D map and altitude information stored in a hash map allows the UAV to have a more accurate 

understanding of its immediate environment. This improved environmental awareness enhances the 

accuracy of the path planning and reduces the likelihood of collisions with unforeseen obstacles. The 

pattern also boosts the adaptability of the UAV in dynamic environments. The UAV becomes capable of 

adjusting its path in real time in response to changes in the environment. This adaptability is crucial for 

UAV operations in unpredictable and changing environments like disaster-stricken areas or forests with 

moving obstacles. 

• Negative: Increased Computational Resource Requirements On the downside, the implementation of this 

pattern may lead to an increase in the computational resources required. The addition of a modified A* 

algorithm, Lidar-generated mini 2D maps, and altitude data stored in a hash map means that the UAV’s 

onboard computer needs to process more data in real time. This could necessitate more powerful 

computing hardware, more sophisticated software, or both. Depending on the specific UAV platform, this 

could result in increased costs, higher energy consumption, or additional weight from the onboard 

computer. These factors should be considered and appropriately managed during the implementation of 

the pattern. 

 

4.18. Related Patterns 

The pattern is related to several other patterns that deal with the navigation, control, and coordination of 

autonomous systems. Below is a definition of related patterns. 

1. Traditional Path Planning Algorithms: These algorithms, such as the A* algorithm, Dijkstra’s algorithm, 

or RRT, form the basis for many navigation systems. They allow for efficient path planning in known 

environments but often struggle in dynamic or complex environments. The pattern extends these 

traditional algorithms by incorporating real-time data and adjusting for changes in the UAV’s orientation 

and direction [58]. 

2. SLAM (Simultaneous Localization and Mapping): SLAM is a computational problem of constructing or 

updating a map of an unknown environment while simultaneously keeping track of an agent’s location 

within it. It’s a fundamental problem solved in the field of robotics and is essential for autonomous robots 

like self-driving cars, drones, and rovers. SLAM could be complementary to the Online Path Planning 

System for UAV pattern, providing real-time updates about the environment which could be used for more 

informed path planning [59]. 

3. Sensor Fusion Algorithms: Sensor fusion is the use of sensory data from diverse sources in a 

complementary manner to provide robust and more accurate information than would be possible by using 

individual sensors alone. Sensor fusion techniques can be used to enhance the input data for the Online 

Path Planning System pattern, providing a more accurate picture of the dynamic environment [60]. 

4. Control Theory Applications: Control theory is an interdisciplinary branch of engineering and mathematics 

that deals with the behavior of dynamical systems with inputs. In the context of UAV, it’s used to maintain 

stability and to control the flight. Control theory can be applied to improve the motion system’s response 

to the path planning algorithm’s output [61]. 

5. Swarm Intelligence: Swarm intelligence involves the collective behavior of decentralized, self-organized 

systems, natural or artificial. In the context of UAV, it’s used to coordinate multiple drones to complete 
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tasks more efficiently. While this pattern focuses on individual drone navigation, it can be combined with 

swarm intelligence for tasks requiring coordination among multiple drones. These related patterns can be 

used in conjunction with online path planning system patterns to create an efficient, and adaptable 

navigation and control system for autonomous vehicles operating in dynamic environments [62]. 

 

5. CONCLUSION 

Our research embarked on an ambitious journey to redefine the path planning systems of Unmanned 

Aerial Vehicles (UAVs) in dynamic environments. The cornerstone of this venture was the development of an 

innovative software pattern design, inspired by the paradigms of the Software Pattern Community (PLOP). 

This design serves as a blueprint for creating adaptable, efficient, and robust UAV path planning systems 

capable of navigating the complexities of unpredictable environments. The theoretical exploration presented 

in this study underscores the potential of integrating diverse software design patterns into UAV path planning. 

The proposed framework, a tapestry of behavioral, structural, and creational patterns, offers a versatile solution 

to the challenges of real-time adaptability and decision-making in UAV operations. It highlights the feasibility 

and benefits of employing a pattern-oriented approach to address the intricacies of UAV navigation, such as 

dynamic obstacle avoidance, energy optimization, and data management. While our study does not include 

empirical validation, its theoretical contributions lay the groundwork for future research. It opens possibilities 

for practical implementation and empirical testing of the proposed design in real-world scenarios. The next 

steps could involve adapting the design for specific UAV models and mission types, integrating advanced 

technologies like artificial intelligence and machine learning to further enhance its capabilities. In conclusion, 

this research not only advances the field of UAV path planning but also sets a precedent for the integration of 

software engineering principles into UAV system design. It offers a comprehensive framework that can be 

further explored and refined, potentially leading to groundbreaking advancements in UAV technology and its 

applications in diverse and dynamic environments. 
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