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Abstract: 

Onion Routing and Cryptographic Algorithms are two essential components of online privacy and secure data transmission. Onion Routing is a 

technique used to protect internet users' anonymity by routing their communication through a network of servers, while Cryptographic 

Algorithms are used to encrypt and decrypt data to ensure its confidentiality. As technology advances, there is a need to consider the 

development of new cryptographic algorithms for TOR to ensure its continued effectiveness. The combination of Onion Routing and 

Cryptographic Algorithms has proven to be an effective way to protect online privacy and security. This paper aims to explore the benefits of 

combining Onion Routing and Cryptographic Algorithms and to propose a hybrid symmetric and hashing algorithm technique to transmit data 

securely. By the end of this paper, researchers will have a comprehensive understanding of the Onion Routing and Cryptographic Algorithms, 

their implementation in TOR, and the limitations and risks associated with using such tools. 
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1. Introduction: 

Botnets are a significant threat in the cybersecurity 

landscape, capable of causing large-scale damage and 

compromising the security of individuals and organizations 

alike. To combat this growing menace, various security 

measures have been implemented, one of which is the use of 

Onion Routing (TOR) combined with cryptographic 

algorithms.  

Onion Routing, also known as The Onion Routing Protocol, 

is a technique for anonymous communication over a 

computer network. The name "Onion Routing" comes from 

the addition of layers at each stage, where the protocol adds 

layers for each stage, and the layers of encryption are 

analogous to layers of an onion [1]. In an onion network, 

messages are encapsulated in layers of encryption, and the 

sender remains anonymous because each intermediary 

knows only the location of the immediately preceding and 

following nodes [2]. The encrypted data is transmitted 

through a series of network nodes called "onion routers," 

each of which "peels" away a single layer, revealing the 

data's next destination. When the final layer is decrypted, the 

message arrives at its destination [3]. Onion Routing 

provides a high level of security and anonymity, making it 

useful for web browsing, secure shell, instant messaging, 

and other applications. Onion Routing can be used via Tor, a 

distributed overlay network designed to anonymize TCP-

based applications [4]. While Onion Routing is designed to 

prevent anyone from tracking the data's origin, methods to 

break the anonymity of this technique include timing 

analysis. Garlic routing is a variant of onion routing used in 

the I2P network. It encrypts multiple messages together, 

which increases the speed of data transfer and makes it more 

difficult for attackers to perform traffic analysis. The step-

by-step process of Onion Routing is shown in the figure 1. 

.

 

Figure 1. Step-by-Step process of Onion Routing 

1. Initialization: The user's device establishes a 

connection to the Tor network, selecting an entry 

relay as the starting point for the communication. 

2. Encryption: The user's message is encrypted 

multiple times, each layer encapsulating the 

original message with a new layer of encryption. 

These layers are akin to the layers of an onion. 

3. Routing: The encrypted message is transmitted 

through a series of randomly selected relays, with 

each relay only aware of the previous and next 

Initialization Encryption Routing Decryption Exit Node
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relay in the circuit. 

4. Decryption: As the message passes through each 

relay, one layer of encryption is removed, revealing 

the next relay in the circuit. This process continues 

until the message reaches the final destination. 

5. Exit Node: The final relay, known as the exit node, 

decrypts the last layer of encryption and transmits 

the message to its intended recipient on the regular 

internet. 

Cryptographic algorithms are widely used in public key 

cryptography, which is a set of cryptographic protocols that 

use these algorithms to encrypt messages securely. These 

algorithms require two separate keys, a public key, and a 

private key [5]. When choosing a cryptographic algorithm, 

usability is an important consideration. The choice of 

cryptographic algorithm involves a balancing act between 

security and usability. Cryptographic algorithms can be 

either symmetric key or public key. Symmetric key 

encryption is less computationally expensive than public key 

encryption and is useful in a network. In symmetric key 

encryption, the same key is used for both encryption and 

decryption. The Advanced Encryption Standard (AES) is a 

symmetric key crypto-system commonly used for encryption 

[5]. Public key cryptography can be slower but more secure 

than symmetric key cryptography. Public key is used to 

encrypt plaintext, which anyone can encrypt for a specific 

person. Private key is used to decrypt encrypted text, which 

only the intended recipient can decrypt [6]. The key for 

encryption is agreed upon using Diffie-Hellman. 

Cryptographic algorithms include asymmetric key 

cryptography, which is used in digital signatures to establish 

authenticity and integrity. Digital signatures are more secure 

than physical written signatures and are a digital version of a 

physical signature. The person with the private key can 

produce valid digital signatures. The key pair consists of a 

private key and a public key. Cryptographic algorithms 

involve the use of key pairs for encryption. A hidden service 

uses asymmetric encryption for its key pair. Onion routing is 

one such application that uses cryptographic algorithms in 

anonymous communication over a computer network. In 

Onion routing, messages are encapsulated in layers of 

encryption, and the sender remains anonymous because each 

intermediary knows only the location of the immediately 

preceding and following nodes [7]. 

Onion routing and cryptographic algorithms have unique 

benefits on their own, but when they are combined, they can 

provide even stronger security measures. Onion routing uses 

encryption and routing data through multiple servers to 

provide enhanced security [8]. Combining onion routing 

with cryptographic algorithms can add extra layers of 

protection against attackers, making it more difficult for 

them to breach the system. The combined use of onion 

routing and cryptographic algorithms makes traffic analysis 

difficult for attackers, preventing them from identifying the 

source and destination of communication as well as 

analyzing traffic patterns. The decentralized nature of onion 

routing also makes it more resistant to attacks. This 

combination can enhance the privacy and security of 

network communication by increasing resilience to attacks 

[9]. By hiding the original message as it is transferred from 

one node to the next, the sender can remain anonymous as 

no intermediary knows both the origin and final destination 

of the data [10]. Overall, combining onion routing and 

cryptographic algorithms provides a powerful defense 

against cyber threats. 

The rest of the paper is organised as follows, section 2 

provides a brief overview of existing works, section 3 

provides a detailed explanation on the proposed work, 

section 4 test the algorithm with a sample message and 

finally section 5 concludes the work. 

2. Literature Survey 

TOR cryptographic algorithms play a crucial role in 

ensuring the privacy and security of users. These algorithms 

are used to encrypt the data multiple times and route it 

through multiple nodes in the network, making it difficult 

for anyone to trace the origin of the data [11]. TOR employs 

various cryptographic algorithms, including RSA, AES, and 

Diffie-Hellman, to ensure that the data is securely 

transmitted through the network [12]. Solutions based on 

onion routing use public key cryptography and an 

application-layer overlay routing to provide sender and 

receiver anonymity [13]. The importance of TOR 

cryptographic algorithms in ensuring privacy and security 

cannot be overstated, as they are essential in protecting 

sensitive information from being intercepted and 

compromised. The development of TOR cryptographic 

algorithms has been the subject of extensive research, with 

many studies focused on identifying and addressing 

potential vulnerabilities and attacks [14][15]. The 

interdisciplinary FASOR project, which aims to develop 

faster and stronger onion routing protocols, is an example of 

the ongoing efforts to improve the security and privacy of 

onion routing [16].  

2.1 Symmetric Cryptography Algorithms Used in TOR 

Symmetric cryptography is an essential component of the 

onion routing (TOR) cryptographic algorithms. Symmetric 

cryptography is a technique that uses a single key to encrypt 

and decrypt data, making it faster and more efficient than 

asymmetric cryptography [17]. In TOR, symmetric 

cryptography is used to encrypt the relay header and 
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payload, which are then decrypted at each relay in the 

network [15]. This technique ensures that the data remains 

secure and confidential throughout its journey through the 

TOR network. There are different types of symmetric 

cryptography algorithms used in TOR, including the 

Advanced Encryption Standard (AES) and the Twofish 

algorithm [18]. These algorithms are chosen for their ability 

to provide high levels of security and efficiency in data 

transmission. The use of symmetric cryptography in TOR 

helps to ensure the anonymity of users and protect their 

privacy. While symmetric cryptography has many 

advantages, it also has some limitations when used in TOR. 

One of the main disadvantages is that it can result in slow 

performance due to the multiple layers of encryption and 

decryption involved in the TOR network. Additionally, the 

use of symmetric cryptography may not be sufficient to 

protect against potential attacks from quantum computers, 

which could potentially break the encryption used in TOR 

[19]. Despite these limitations, the use of symmetric 

cryptography remains an important aspect of the TOR 

network and its ability to provide anonymous 

communication over the internet. 

2.2 Asymmetric Cryptography Algorithms Used in TOR 

Asymmetric cryptography, also known as public-key 

cryptography, is a type of cryptographic algorithm used in 

onion routing (TOR) to ensure secure communication. 

Asymmetric cryptography involves the use of two different 

keys, a public key and a private key, for encryption and 

decryption [20]. The public key is widely distributed and 

used to encrypt messages, while the private key is kept 

secret and used to decrypt messages. This technique allows 

for secure communication without the need for both parties 

to share a secret key. In TOR, various types of asymmetric 

cryptography algorithms are used, including RSA, Diffie-

Hellman, and Elliptic Curve Cryptography (ECC) [21]. RSA 

is the most commonly used algorithm in onion routing, as it 

provides strong security and is widely supported by 

cryptographic libraries and software [22]. Diffie-Hellman 

and ECC are also used in certain situations, such as when 

there are limitations on the size of the keys that can be used 

[23]. Each of these algorithms has its own strengths and 

weaknesses, and their use in TOR depends on the specific 

needs of the communication. The use of asymmetric 

cryptography in onion routing provides several advantages, 

such as secure communication without the need for a shared 

secret key and protection against eavesdropping and traffic 

analysis. However, there are also some disadvantages, such 

as slow performance due to the multiple layers of encryption 

and the need for key management. Overall, the use of 

asymmetric cryptography in onion routing is essential for 

ensuring secure communication and protecting the privacy 

of users. 

2.3 Hashing Algorithms Used in TOR 

Hashing is a fundamental cryptographic technique used in 

onion routing (TOR) to provide anonymity and 

confidentiality to users. Hashing is a process of converting 

data of arbitrary size into a fixed-size output, known as a 

hash value or message digest. This output is unique to the 

input data and cannot be reversed to obtain the original 

input. In TOR, hashing algorithms are used to provide 

integrity, authenticity, and non-repudiation of messages 

[24]. There are several types of hashing algorithms used in 

TOR, including SHA-1, SHA-2, and SHA-3. SHA-1 is a 

widely used hashing algorithm that produces a 160-bit hash 

value. However, due to its vulnerability to collision attacks, 

SHA-1 is being phased out in favor of more secure 

algorithms such as SHA-2 and SHA-3. SHA-2 produces 

hash values of various sizes, including 224, 256, 384, and 

512 bits, while SHA-3 produces hash values of 224, 256, 

384, and 512 bits [1]. The use of hashing algorithms in TOR 

provides several advantages, including data integrity, 

message authentication, and non-repudiation. However, 

there are also some disadvantages associated with hashing in 

TOR, such as slow performance due to the multiple layers of 

encryption and the computational overhead of hashing [25]. 

In conclusion, hashing is a crucial component of onion 

routing (TOR) and plays a significant role in ensuring the 

privacy and security of users' data. 

2.4 Key Exchange Algorithms Used in TOR 

Key exchange is a critical component of onion routing, 

which is a technique used for anonymous communication 

over a computer network. Key exchange is the process of 

securely sharing cryptographic keys between two parties to 

enable encrypted communication. In onion routing, the 

required encryption keys are established using a key 

exchange algorithm, which helps to ensure the 

confidentiality and integrity of the communication [26]. 

There are several types of key exchange algorithms used in 

TOR, including Diffie-Hellman (DH), Elliptic Curve Diffie-

Hellman (ECDH), and RSA. DH is a widely used key 

exchange algorithm that allows two parties to establish a 

shared secret key over an insecure communication channel 

[27]. ECDH is a variant of DH that uses elliptic curve 

cryptography to provide better security with smaller key 

sizes [28]. RSA is another popular key exchange algorithm 

that uses public key cryptography to establish a shared 

secret key [29]. Each key exchange algorithm used in TOR 

has its own advantages and disadvantages. DH is fast and 

efficient, but it is vulnerable to man-in-the-middle attacks. 

ECDH provides better security with smaller key sizes, but it 

requires more computational resources. RSA is secure and 
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widely used, but it is slower than DH and ECDH [30]. 

Despite these limitations, onion routing remains an essential 

tool for ensuring online privacy and security, and the use of 

key exchange algorithms is critical to its success. 

3. Methodology: 

The algorithm involves relays that route a message from a 

source to a destination, while encrypting and decrypting the 

message along the way. The proposed algorithm utilizes 

AES and Hashing function to provide enhanced security 

measures. The algorithm starts by defining a list of relays 

through which the message will be routed. It generates an 

original message and provides functions to encrypt the 

message with a relay's public key and decrypt it with a 

relay's private key. The main function, 

perform_onion_routing, implements the onion routing 

process. It iterates through the relays in reverse order, 

encrypting the message using the encrypt_message function 

and printing routing messages. It then iterates through the 

relays in forward order, simulating decryption using the 

decrypt_message function and printing decryption messages. 

Finally, it returns the final decrypted message. To 

complement the onion routing process, the algorithm 

provides functions for AES encryption and decryption. 

These functions handle AES encryption using the ECB 

mode, ensuring the message is securely encrypted and 

decrypted with a shared AES key. The algorithm generates a 

random AES key and encrypts the decrypted message using 

AES encryption. It also demonstrates the decryption of the 

encrypted message using AES decryption and the same AES 

key. By simulating the routing of a message through relays 

and encrypting/decrypting it using AES encryption, the 

algorithm showcases the process of onion routing and the 

usage of symmetric encryption for secure communication in 

a network environment. 

1. Define a list of simulated network relays: `relays = 

[Relay1, Relay2, Relay3, Relay4, Relay5]` 

• This list represents the relays through which 

the message will be routed. 

2. Generate a message to be sent: `message = "Hello, 

World!"` 

• This is the original message that needs to be 

sent from the source to the destination. 

3. Define a function to encrypt the message with a 

relay's public key: `encrypt_message(message, 

public_key) = SHA256(public_key + message)` 

• This function takes the message and the 

public key of a relay as inputs. It concatenates 

the public key and the message. It applies the 

SHA256 hash function to the concatenated 

string, producing the encrypted message. The 

encrypted message is returned as the output. 

4. Define a function to decrypt the message with a 

relay's private key: 

`decrypt_message(encrypted_message, 

private_key) = encrypted_message` 

• This function takes the encrypted message 

and the private key of a relay as inputs. It 

simply returns the encrypted message as it is, 

simulating decryption using the private key. 

In this simulation, the decryption operation 

does not change the encrypted message. 

5. Define a function to perform onion routing: 

• This function takes the original message as 

input. It starts by setting the destination relay 

as the last relay in the list. It initializes the 

encrypted message with the original message. 

It iterates through the relays in reverse order. 

For each relay, it encrypts the message using 

the `encrypt_message` function. If the relay is 

not the destination relay, it prints a message 

indicating the routing. After the loop, it prints 

a message indicating that the message has 

reached the destination relay. It then iterates 

through the relays in forward order. For each 

relay, it simulates decryption using the 

`decrypt_message` function. If the relay is not 

the destination relay, it prints a message 

indicating that the relay has decrypted the 

message. Finally, it prints the final decrypted 

message and returns it. 

perform_onion_routing(message): 

 destination_relay = relays[-1] 

 encrypted_message = message 

a. for relay in reversed(relays): 

▪ encrypted_message = 

encrypt_message(encrypted

_message, relay) 

▪ if relay ≠ destination_relay: 

print("Routing message 

to", relay) 

print("Message successfully routed to the 

destination relay:", destination_relay) 

b. for relay in relays: 
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▪ decrypted_message = 

decrypt_message(encrypted

_message, relay) 

▪ if relay ≠ destination_relay: 

print("Relay", relay, 

"decrypted the 

message:", 

decrypted_message) 

print("Final decrypted message:", 

decrypted_message) 

return decrypted_message 

6. Perform onion routing with the message: 

`decrypted_message = 

perform_onion_routing(message)` 

• This step invokes the 

`perform_onion_routing` function with the 

original message as input. The function 

executes the routing and decryption steps, and 

the final decrypted message is assigned to the 

variable `decrypted_message`. 

7. Define functions for AES encryption and 

decryption: 

• These functions handle AES encryption and 

decryption using the ECB (Electronic 

Codebook) mode. The `encrypt_aes` function 

takes the message and the AES key as inputs. 

It creates an AES cipher object with the 

provided key and ECB mode. It pads the 

message using the `pad` function from the 

`Crypto.Util.Padding` module to ensure it has 

a valid block size.It encrypts the padded 

message using the AES cipher object. The 

resulting ciphertext is then encoded in Base64 

format to ensure it can be safely represented 

as a string. The encoded ciphertext is returned 

as the output. The `decrypt_aes` function 

takes the ciphertext and the AES key as 

inputs. It creates an AES cipher object with 

the provided key and ECB mode. It decodes 

the Base64-encoded ciphertext back to its 

binary representation. It decrypts the 

ciphertext using the AES cipher object. The 

resulting decrypted data is then unpadded 

using the `unpad` function from the 

`Crypto.Util.Padding` module. The unpadded 

plaintext is returned as the output. 

1. encrypt_aes(message, key): 

a. cipher = AES.new(key, 

AES.MODE_ECB) 

b. ciphertext = 

cipher.encrypt(pad(message, 

AES.block_size)) 

c. return Base64Encode(ciphertext) 

2. decrypt_aes(ciphertext, key): 

a. cipher = AES.new(key, 

AES.MODE_ECB) 

b. decrypted = 

cipher.decrypt(Base64Decode(ci

phertext)) 

c. plaintext = unpad(decrypted, 

AES.block_size) 

d. return plaintext 

8. Generate a random AES key: `aes_key = 

"ThisIsASecretKey"` 

• This step defines the AES key that will be 

used for encryption and decryption.In this 

case, the key is set to a fixed value for 

simplicity, but in practice, a random key 

should be generated. 

9. Encrypt the decrypted message using AES 

encryption and the AES key: 

`encrypted_message_aes = 

encrypt_aes(decrypted_message, aes_key)` 

• This step invokes the `encrypt_aes` function 

with the decrypted message and the AES key 

as inputs. The function encrypts the message 

using AES encryption with the provided key. 

The resulting encrypted message is assigned 

to the variable `encrypted_message_aes`. 

10. Decrypt the encrypted message using AES 

decryption and the AES key: 

`decrypted_message_aes = 

decrypt_aes(encrypted_message_aes, aes_key)` 

• This step invokes the `decrypt_aes` function 

with the encrypted message and the AES key 

as inputs. The function decrypts the message 

using AES decryption with the provided key. 

The resulting decrypted message is assigned 

to the variable `decrypted_message_aes`. 

4. Case Study 

This section demonstrates the presented algorithm as a 

simulation of onion routing and AES encryption in a 
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network setting.  As an example, the botnet-tor is simulated 

with five relays namely Relay1, Relay2, Relay3, Relay4 and 

Relay5. The AES encryption algorithm is used to encrypt 

the message, and the key for the encryption is shared by all 

of the relays. The encrypted message is in the form of a 

base64 encoded string. The base64 encoding is used to 

convert binary data into a text format that can be easily 

routed to the destination relay over a network. The routing 

of the message is done in a round-robin fashion. The 

message is then decrypted by each relay as it passes through 

it. The message was routed to the destination relay in the 

following order: 

• Original message: 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab 

o Routing message to Relay4 

o Routing message to Relay3 

o Routing message to Relay2 

o Routing message to Relay1 

o Message successfully routed to the 

destination relay: Relay5 

• Relay Relay1 decrypted the message: 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab 

• Relay Relay2 decrypted the message: 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab 

• Relay Relay3 decrypted the message: 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab 

• Relay Relay4 decrypted the message: 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab 

• Each relay decrypted the message using the 

same key, which was shared with all of the 

relays. This ensures that only the intended 

recipient can decrypt the message. 

• Final decrypted message: 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab 

• The relays decrypted the message as it passed 

through them, and the final decrypted 

message was 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab. This means 

that the AES encryption algorithm did not 

pad the message with any additional data. 

The original message is also the same as the 

final decrypted message, which means that 

the encryption and decryption process was 

successful. 

• Encrypted Message (AES): 

+BZLytX1dwjCTwqbN0aQkWwWmFmxNu

xtTweOMd/GSysUImlEUZ8M6fbMqyVh7g

uK9LMaDLsgW118UzPpzbbSfvRRYGjkU7

7b/7tz3twFxRc= 

• Decrypted Message (AES): 

1f193be4ab36873b759c0d6549783fe01cf689

5a3f6965eeb424c53c5bb48aab 

The final decrypted message is then received by Relay5. The 

original message is 16 bytes long, which is the same length 

as the encrypted message. Based on the output , it seems that 

the onion routing process was successfully executed, and the 

original message was decrypted correctly 

5. Conclusion: 

After reviewing the available literature on TOR 

cryptographic algorithms, it is evident that they are effective 

in ensuring online privacy and security.TOR's architecture 

and use of encryption techniques make it resistant to traffic 

analysis and provide anonymity to its users. As technology 

advances, there is a need to consider the development of 

new cryptographic algorithms for TOR to ensure its 

continued effectiveness. For example, post-quantum 

cryptographic primitives to make TOR safe in a quantum 

computing environment. Additionally, the FASOR project 

aims to develop faster and stronger onion routing protocols 

to improve TOR's performance and security. Therefore, it is 

essential to continue researching and developing new 

cryptographic algorithms to keep up with evolving threats to 

online privacy and security. In summary, onion routing and 

TOR cryptographic algorithms are essential tools in 

ensuring privacy and security in the digital age, and 

continued research and development in this area will be 

critical in addressing emerging threats and vulnerabilities. 
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