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Abstract 

During the assembly of a control cabinet, a major time-consuming step is the wiring of the included 
components. Hence, automating this step will noticeably reduce production costs. According to the 
planning, wires are routed through wire ducts and connected to components. While a comprehensive 
digital twin can be computed for the included components, this twin is missing a proper modelling of the 
connecting wires. For these, only a rough route through the wire ducts is given. However, a physically 
plausible model is an important prerequisite to perform reliable path planning for automated assembly. The 
paper addresses this need for accurate wire path computation during automated cabinet assembly and 
introduces a method to compute realistic wire paths through the wire ducts. Different models with and 
without a fixed wire length are presented and compared. An evolutionary algorithm optimizes the 
corresponding variables of the models. As described, both approaches yield valid paths, although the fixed 
length model appears to be able to compute more realistic paths. 
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1. Introduction

Control cabinets are very common in industry. They contain several components, e.g., programmable logic 
controllers, power devices, or terminal blocks. The kind of components correspond to the functions that the 
control cabinet must fulfill. Therefore, there is a high variance in the design of control cabinets. 
Furthermore, the components are connected by wire that are routed through wire ducts. Typically, there are 
about 300 to 400 components and about 500 wires in a cabinet. The production of a cabinet starts with the 
definition of functions and the selection of required components. Using an appropriate software, the 
physical design of the cabinet is created, and the components are connected as required. With this 
planning, the assembly of the cabinet can be done. [1] gives a detailed overview on the setup and assembly 
procedure. However, most assembly steps are carried out manually because effects such as poor data 
quality, low lot size, or a lack of component design suitable for automation hinder automation. The 
components are usually not designed for an automated assembly. This causes a high level of complexity 
regarding the required technology. Especially the wiring, which consists of assembly and routing, is 
complex in terms of automation [2]. Furthermore, there is no holistic digital model of the control cabinet in 
a system-neutral exchange format that can be used is the software tools. As a result, important information 
to automate the process steps are missing and an appropriate solution is both time-consuming and cost 
intensive. However, solutions for automating the manufacturing process must be cost-effective, which is a 
challenging task, particularly for make-to-order production. There are two promising approaches to 
increase the automation level – reduction of complexity and a comprehensive data model. 
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The reduction of complexity refers to the shape and connections of the components. Nowadays, both 
shapes and connectors are not designed for automation. Additionally, there is a high variance among 
manufacturers, which obstructs automated assembly. In terms of connections, there are already good 
variants, such as push-in technology [3]. Nevertheless, optimizing components is the responsibility of the 
manufacturers. 

The second approach is the creation of a comprehensive data model of the control cabinet. Especially for 
individual projects, it is important that the data model can be derived solely from the planning tool. 
Furthermore, the model must provide information in a system-neutral format to support the development of 
automated manufacturing steps. Currently, the information that can be derived from the design is a 
descriptive 3D model of the cabinet including the position, size, and hierarchical structure. Additionally, 
wiring information can be derived in a second step. The wiring information can include the connected 
components, the wire ducts for the routing, and information to the wire like color or cross section. Even if 
the accessible information provides a good model, important supplementary information is still missing for 
more complex tasks, such as the calculation of the degree of filling of wire ducts, the distribution 
probability of wires within the ducts, or the automation of assembly steps. 

The paper focuses on the latter approach and presents a method to create a comprehensive data model. It is 
structured as follows. The next section gives an overview of the accessible information as well as a general 
method to enrich the model with further information. By combining different sources, the basis of a digital 
twin for a control cabinet is created. Both the data model as well as the data sources providing relevant 
content to the model are discussed. As the chapter reveals, a realistic model for the wires in the control 
cabinet is missing. Section 3 elaborates on this issue and presents an approach for a proper modeling. 
Section 4 discusses the results and ends with a conclusion of the presented work. 

2. Control cabinet model

As discussed above, a comprehensive data model of the control cabinet supports the optimization of the 
manufacturing process. The generation of the model should be accomplished with as little effort as 
possible, and the creation process should be automated as much as possible. This is particularly important 
for control cabinets that are only manufactured once.  

Figure 1: Concept for the creation and enrichment of the data model. The arrows indicate the flow of information. 

In general, the effort to create the model can be divided into two tasks. The first task is to create all 
cabinet-specific information, which varies for each cabinet. The second task is the creation of component-
specific information. This information is static for each component and must only be created once. 
Furthermore, it is possible to enrich the model by applying different algorithms or rules. Figure 1 depicts 
the corresponding concept to create a data model. All data sources are connected to the model via 
appropriate processors, while the planning tool is the only provider for cabinet-specific information. 
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2.1 Data sources 

In general, the planning tool might provide a sufficient detailed set of cabinet-related as well as 
component-related information to build the data model. Nevertheless, there are several reasons, why the 
provided information is insufficient. For instance, the user may have planned the cabinet only partially, or 
the export of the tool lacks important details. Although the completeness of the exported data depends on 
the software used, it is most likely that more sources are required to achieve a holistic data model. While 
the planning tool must provide all information related to the specific setup of the cabinet, component-
related information may can be acquired from other sources, i.e., the manufacturer of the components. 
Furthermore, there might be some information that is neither provided by the planning tool nor by the 
manufacturer in a machine-readable way. A further issue in collecting data are the data formats of the 
corresponding sources. Although there exist many standards for data exchange [4], proprietary data 
formats are still common. 

Although proprietary data might be added to the model, e.g., by implementing adapters that transform the 
proprietary information to an appropriate exchange format as described in [5]. Nevertheless, standardized 
open file formats are preferred to achieve a vendor-independent solution. An open exchange format, which 
has a growing importance, is the AutomationML format [6]. Besides the exchange of arbitrary data, it 
offers the possibility to exchange component specific information in a standardized way, as described in 
[7]. As shown in Figure 1, further product-specific information can be added to the model by using the 
BMEcat format [8]. In addition, other data formats can be easily integrated by implementing appropriate 
processors as described in the next section. 

The planning tool generates two files. The first one exports the cabinet as AutomationML document. This 
document contains a list of components as well as the hierarchical structure of the cabinet. Each 
component has a unique identifier that refers to the type of the component, i.e., if a certain component is 
assembled multiple times, all have the same identifier. Furthermore, a component has information about its 
local transformation, a physical extent, and meta-information. The latter one includes, for instance, the 
manufacturer name, or the component’s function. The second file generated by the planning tool is a 
document including wiring information. Although it is exported in an open file format, the export is tool 
specific and must by handled by a specialized data processor. 

Further components-specific data is added via the BMEcat format. This data comprises the geometrical 
representation and attachment points that define where other components may be attached. For example, 
wires are mounted between two attachment points, or components can be assembled onto a DIN rail.  

2.2 Data processors 

Data processors can directly interact with the data model. They can access the stored information and they 
can add further information to the data model. With this, information provided by data sources is included, 
but a processor can also compute information that is not provided by any source. By successively running 
different processors, a holistic data model is achieved. In [9], a set of data processors are presented to 
compute the main cabinet model via a combination of several successive processors. They were required, 
because the planning tool only provides proprietary data as well as a small subset of the required 
information in a spreadsheet format. By applying different rules, missing information to build the model 
were computed. However, the model is consistent with the design only if the rules applied were followed 
in the planning. This results in additional requirements for the planning, making it more time-consuming. 
With the presented approach, these processors are not required anymore, which simplifies the planning 
process and enables the automatic generation of a consistent model. 

As depicted in Figure 1, there are four processors right now: Two of them, the cabinet and wire importer, 
are importing data into the model. By processing the data provided by the planning tool, corresponding 
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components are created in the cabinet model. Figure 2 (a) depicts the state of the model after running both 
processors. As shown, all components are placed correctly, but only their extent is defined and no real 
geometrical representation. Furthermore, wires cannot be connected, as there is no information about 
attachments. The component provider processor increases this detail level of the model by implementing a 
local database with component-specific information. This database is filled by importing BMEcat files or 
manually, if no appropriate files are provided by the manufacturer. By traversing all created components, 
each component is enriched by its geometrical information and by further information, especially 
attachment points for wires. The wire duct processor improves the detail level without using external data. 
This processor searches for all wire ducts and creates breakouts at positions where other wire ducts are 
adjacent. 

(a) (b) 
Figure 2: Visualization of the model after importing the information provided by the planning tool (a) and after 

enrichment by subsequent processors (b). 

Figure 2 (b) depicts the model after running all four processors. Not shown in the picture are the specified 
wires. For these, only the components that the cable connects as well as the wire ducts through which the 
cable is to be routed are defined. The integration of the wires into the model is discussed in the next 
section. 

3. Modeling wires

This section discusses wire modeling methods. Figure 3 depicts an example of a routed wire. The data 
model specifies that the wire connects the components with item designation X1:4 and X9:2. Furthermore, 
it is specified that the length of the wire is 834 mm and that the wire should pass wire ducts U4, U5, and 
U20. For manual assembly, this information is sufficient. Nevertheless, to automate processes, a more 
detailed routing is required. For this, there are some boundary conditions that must be satisfied: 

− Both start and end point are fixed. For routing, these points are placed at the feedthroughs to the
wire ducts. These can be assumed to behave like a fixed point, and they are referred in the
following as 𝑝𝑠𝑡𝑎𝑟𝑡 and 𝑝𝑒𝑛𝑑.

− The length 𝑙 of the wire between 𝑝𝑠𝑡𝑎𝑟𝑡 and 𝑝𝑒𝑛𝑑 is determined by the planning process. The wire
is produced using this length before assembly. Hence, the wire length is constant for the path
calculation.

− The wire between 𝑝𝑠𝑡𝑎𝑟𝑡 and 𝑝𝑒𝑛𝑑 must stay within any of the given wire ducts.
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Paths that meet these conditions are referred to as valid. Paths that sufficiently match the physical 
properties of the wire are referred to as realistic. 

The problem of finding a proper route for the wire correlates to the path planning for mobile systems. To 
solve the path finding problem for mobile systems, various algorithms have been developed [10–12]. 
However, path planning algorithms focus on finding the optimized path, e.g., the shortest one, and it is not 
possible to force a fixed length as required for the given problem. Of course, one can search a path and 
skip it if the length does not match the given length, but with this, the algorithms do not converge 
anymore, and a solution cannot be found. Another approach that is often used in simulation is an impulse-
based model. The wire is approximated by small rigid segments that are connected by joints. For each 
simulation step, constant forces are assumed in the multi-body system (although these forces may be 
different in other time steps). By summing up forces, impulses can be computed that changes the velocities 
and angular moments of the single segment [13]. Further on, three different approaches are presented. 

(a) (b) 
Figure 3: Example of a routed wire from component X4:1 to component X9:2. The shown route is received by a 

linear routing as described in section 3.1. 

3.1 Linear routing 

The linear routing is a very simple algorithm. Starting at 𝑝𝑠𝑡𝑎𝑟𝑡, a linear path to the center of the wire duct
with minimal length is created. From the end point, another linear path to the next duct with the same 
method is created. These steps are performed until the routing is complete. Finally, the end of the path is 
connected to 𝑝𝑒𝑛𝑑. Figure 3 shows the result of the routing. Although the algorithm is quite fast, it is not
guaranteed that the wire length will match the specified length.   

3.2 Minimal energy approach 

The second approach to route is to compute the energy of the wire and minimize the energy. To find a 
global minimum, algorithms such as randomized minimization by Monte Carlo simulation, gradient 
descent method, or heuristic algorithms (cf. e.g. [14]) can be used. For the given problem, the wire with 
specified length 𝑙 is considered as a sequence of 𝑛 linear segments. To simplify the computation, all 
segments are assumed to be in the same plane. Each segment has a nominal length of 𝑙0 = 𝑙 𝑛⁄ . The first
and last segment are connected to 𝑝𝑠𝑡𝑎𝑟𝑡 and 𝑝𝑒𝑛𝑑 respectively. The rotation of a segment 𝑖 relative to its
precursor is described by an angle 𝛼𝑖. Furthermore, there are angles between the first/last segment and the
wire duct. With this, the bending energy 𝐸𝐵 of a wire is

𝐸𝐵 = ∑ 1
2𝑘𝐵 ⋅ 𝛼𝑖

2𝑛
𝑖=0 . (1)
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𝑘𝐵 is the moment of direction. It depends on type of wire and is assumed to be constant. The requirement
that the wires must be inside the wire ducts is achieved with an additional energy 𝐸𝑊. If a segment is
within any wire duct, this energy is 0. Otherwise, a large value is set to move the segment into a wire duct. 
To find a global minimum, an evolutionary algorithms, e.g. as described in [15], is implemented. Thereby, 
the wire segments are assumed to be a straight line, and they can move freely as far as they are not. With 
this, any bending of the wire will create a force in the opposite direction. 

In the following, two different models to compute a realistic wire path are presented. An evolutionary 
algorithm is implemented to find parameters resulting in minimal energy. For this, a population of wires is 
created with an initial path. This path is referred as initialized path. The path as computed by the linear 
routing is referred as planned path. It will be used to optimize the initial population. The population 
evolves into a new epoch by computing a set of best wires. With this set, new wires are computed until the 
initial size of the population is reached. The algorithm is implemented in C# and includes as dedicated 
processor in the data model as described in the previous section. 

The first model does not force a certain length of the wire. It rather assumes a string between two 
successive joints. This results into a new energy 𝐸𝐿 with

𝐸𝐿 = ∑ 1
2𝑘𝐿 ⋅ (𝑙𝑖 − 𝑙0)2𝑛

𝑖=1 . (2) 

𝑘𝐿 is the (virtual) spring constant. The initial population of 100 contains wires with arbitrary segments. In
each epoch, 70% of the wires with lowest energy survive. Until the population reaches the initial size, an 
offspring is generated with two parents by selecting an arbitrary value 𝑝 with 1 ≤ 𝑝 ≤ 𝑛 + 1. Segments 1 
to 𝑝 − 1 are taken from the first parent, and segments from 𝑝 to 𝑛 are taken from the second. 𝑝 = 0 is a 
copy of the second parent, and 𝑝 = 𝑛 + 1 is a copy of the first parent. Both parents are determined via a 
roulette wheel selection from the last population. For this selection, the energy of the wire is anti-
proportional to the probability to be selected. 

In a next step, wires are mutated with a probability of 0.1. If a wire mutates, an arbitrary segment is 
selected. Furthermore, 𝑚 subsequent segments are selected. 𝑚 is normal distributed with a standard 
deviation of 2.0. 

Figure 4: Minimal energy of the population (dotted line) and the corresponding wire length (solid line). The length of 
the wire is given as relative length compared to the planned length. 

In each epoch, the wire with the lowest energy is selected as best approach. For this wire, also the length is 
computed. Figure 4 depicts the energy as well as the length over 30 000 epochs. As shown, the algorithm 
converges. Also, the length is about the specified length. However, there are several local minima, and it is 
not ensured that the algorithm converges to a valid wire. Figure 5 (a) shows the corresponding computed 
path. Although a local minimum is reached, the wire is obviously not valid. Additionally, it was found that 

0%

100%

200%

300%

400%

500%

600%

700%

800%

900%

1000%

0E+00

1E+09

2E+09

3E+09

4E+09

5E+09

6E+09

7E+09

8E+09

9E+09

1E+10

0 5000 10000 15000 20000 25000 30000

re
la

tiv
e 

w
ire

 le
ng

th

vi
rt

ua
l e

ne
rg

y 
[a

rb
itr

ar
y 

un
it]

epoch

minimal energy
relative length

491



loops in a wire are very likely to remain. To improve the results, the wires are not generated randomly, but 
they are created along the planned. Due to this initialization, similar results are obtained even with 
different starting conditions. Figure 5 (b) presents the resulting wire. Although valid solutions are 
computed, these solutions are very similar to the initialized path. 

(a) (b) 
Figure 5: Result with a randomly initialized set of wires (a) and when initializing the set along the planned path (b). 

The black wire indicates the wire with the lowest energy, while the other wires are drawn gray. However, most wires 
are similar and not visible in the figure. 

The second model implements a fixed length. For this, segments with constant length 𝑙0 are connected.
Due to the fixed end points, the segments are not arbitrary, but each segment must be chosen in such way 
that subsequent segments can reach the end point. 50 wires are generated from the start to the end point 
and 50 wires are generated vice versa to improve the routing. The combination of two wires to a new 
offspring must also be changed to meet the fixed segment length. As before, segments are combined from 
both parents. However, the segments of the second parent are used, but they must be adjusted so that the 
wire reaches the end point. 

Like the recombination, the mutation must be changed accordingly. An arbitrary segment is changed 
randomly. Either all subsequent or all preceding segments are then changed only to the extent that the end 
point is still reached. Figure 6 (a) depicts the result of the computation. Like the first model, the model 
converges but does not yield a valid solution. To improve the results, the intermediate points of the given 
planned path are used. With this, random sub-paths are created between two consecutive points. The sub-
paths are combined to the wire, whereby the algorithm ensures that the number of segments are the same 
for all wires. As before, the paths are generated in both directions, from start to end point and from end to 
start point. Figure 6 (b) presents the resulting wire. 

(a) (b) 
Figure 6: Result with a randomly initialized set of wires (a) and when initializing the set along the intermediate points 

of the planned path (b). 
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Wires are assumed to be unbent before assembly. However, the bending energy 𝐸𝐵 can be modified to

𝐸𝐵 = ∑ 𝑘𝐵 ⋅ (𝛼𝑖 − 𝛼0,i)
2𝑛

𝑖=0 . (3) 

The parameters 𝛼0,𝑖 indicate a preferred direction of the wire at the corresponding position. Although the
parameters need not be equal in general, it is assumed that a constant value 𝛼0,𝑖 = 𝛼0 can be achieved via a
suitable wire pusher mechanism. With this, bends in the wire can be included in the calculation. As a 
result, is should be possible to find parameters 𝛼0,𝑖 that leads to a computed wire matching a real wire.
Figure 7 (a) shows the real mounting plate that corresponds to the configuration shown in Figure 3. The 
length of the wire matches to the length of the wire used for the computations. Based on this image, 
parameters 𝛼0,𝑖 are changed stepwise by 5°. For the computation of the path, the fixed-length model with
initialization along the planned path is used. For each parameter set, the result is compared to the real 
image. However, this comparison is made only visual, i.e., there is no measure applied. Figure 7 (b) shows 
the best-found combination. The corresponding parameters are given in Figure 7 (c). 

(a) (b) 

(c) 
Figure 7: Photo of the real setup (a) and the result of computation (b) that is using the pre-bend angles 𝛼0. The used

values for the angles are shown in (c). 

3.3 Physics simulation 

The third approach to compute a wire model is the usage of a physics engine. The wire is modeled as 
kinematic chain with small segments with a length of 2 mm. The initial shape of the wire is set to the linear 
routed path that is computed as described in section 3.1. The physical computation is done by the 
BEPUphysics v2 library [16]. Figure 8 shows the resulting wire. Although the shape of the wire is fine, it 
is quite difficult to achieve a proper design of the wire. Especially defining physical properties such as the 
stiffness of the wire is complicated. Depending on the selected parameters, instabilities are very likely to 
occur, resulting in invalid wires. 
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Figure 8: Simulation of the wire using a physics engine. 

4. Conclusion and future work

In the paper, an approach to combine different data sources to build a comprehensive model of a control 
cabinet was presented. The resulting model is an important prerequisite, for example, to generate a digital 
twin that can be used to realize path planning for automatic wiring. After combining external data sources, 
data processors are utilized, particularly to compute proper wire models. For the latter, three different 
methods were implemented. The linear routed path is a fast and robust algorithm. The resulting path does 
not match a real wire, but it might be sufficient for simple tasks. The minimal energy and the physic engine 
approach can compute realistic wires. In comparison with a real assembled wire, pre-bend parameters can 
be determined that result in a good match to the real wire. Nevertheless, currently only a single wire is 
considered. An extension of the algorithm from the calculation of wires in the plane to a computation in 
three dimensions, as well as the treatment of multiple wires, will be done in subsequent works. The 
utilization of a physics engine is suitable for a dynamic simulation. Although multiple wires can be 
simulated together, their behavior in terms of stiffness is not realistic right now. 

In future work, real assembled wires will be digitized, and a corresponding path will be computed. With 
this, a measure can be defined, and the deviation of the model with the real wire can be computed. By 
mounting the wire several time, the variance of the assembly process will be analyzed. Additionally, 
parameters 𝛼0,𝑖 can be computed automatically by minimizing the deviation to the real wire. As soon as the
assembly process is automated with a wire pusher, the assumption that α0,i is influenced by the wire reel 
and the pusher mechanism can be validated. The findings will be used to improve the presented models. 

With respect to a future simulation of the assembly, the models will be examined for their suitability. In 
this context, also further models, e.g., an impulse based approach, will be implemented and compared to 
the presented ones. 
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