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ABSTRACT 

Kondamarri, Samuel Sudhakar, M.S., Department of Computer Science, College of 
Science and Mathematics, North Dakota State University, June 2011. Analysis of 
Security Vulnerabilities in Web Applications using Threat Modeling. Major Professor: 
Dr. Dianxiang Xu. 

Software security issues have been a major concern to the cyberspace community; 

therefore, a great deal of research on security testing has been performed, and various 

security testing techniques have been developed. A security process that is integrated 

into the application development cycle is required for creating a secure system. A part of 

this process is to create a threat profile for an application. The present project explains 

this process as a case study for analyzing a web application using Threat Modeling. This 

analysis can be used in the security testing approach that derives test cases from design­

level artifacts. 

iii 



ACKNOWLEDGEMENTS 

I would like to thank my advisor, Dr. Dianxiang Xu, for his immense support and 

guidance. My sincere thanks to Dr. Hyunsook Do, Dr. Kong and Dr. Xiwen Cai for 

serving on the committee. 

I would also like to thank my parents and brothers for their support and 

encouragement. Finally, I would like to thank my friends, especially Manu Bhogadi, for 

their continuous encouragement and support. 

IV 



... 

TABLE OF CONTENTS 

ABSTRACT .......................................................................................................................... iii 

ACKNOWLEDGEMENTS .................................................................................................. iv 

LIST OF FIGURES ............................................................................................................. vii 

1. INTRODUCTION ............................................................................................................. I 

1.1. Background and problem definition ........................................................................... 1 

1.2. Related work ............................................................................................................... 1 

1.3. Objective ..................................................................................................................... 3 

1.4. Approach ..................................................................................................................... 4 

1.5. Results ......................................................................................................................... 7 

2. APPROACH TO THREAT MODELING ......................................................................... 9 

2.1. Overview of the Threat Modeling process ................................................................. 9 

2.2. Function modeling .................................................................................................... 11 

2.2.1. Data flow diagram ............................................................................................. 12 

2.2.2. UML ................................................................................................................... 13 

2.2.3. Flow chart .......................................................................................................... 14 

2.3. Threat trees ............................................................................................................... 14 

3. THREAT MODELING OF OSCOMMERCE ................................................................ 16 

3 .1. Introduction to osCommerce .................................................................................... 16 

3.2. Function modeling of osCommerce .......................................................................... 17 

V 



3 .3. Threat trees for osCommerce .................................................................................... I 9 

4. DRUPAL ......................................................................................................................... 37 

4.1. Introduction to Dru pal .............................................................................................. 3 7 

4.2. Function modeling of Drupal .................................................................................... 38 

4.3. Threat trees for Drupal .............................................................................................. 38 

5. CONCLUSION AND FUTURE WORK ........................................................................ 46 

5. I. Results ....................................................................................................................... 46 

5.2. Limitations ................................................................................................................ 47 

5.3. Future work ............................................................................................................... 47 

REFERENCES .................................................................................................................... 49 

vi 



LIST OF FIGURES 

Figure 

1. DFD for osCommerce ...................................................................................................... 18 

2. Flow chart for osCommerce ............................................................................................ 20 

3. Gaining access to admin files .......................................................................................... 21 

4. Login information vulnerability ....................................................................................... 22 

5. Data modification ............................................................................................................ 24 

6. Denial of service .............................................................................................................. 26 

7. User credentials disclosure .............................................................................................. 27 

8. Session ID exhaustion ...................................................................................................... 28 

9. Session information disclosure ........................................................................................ 30 

10. Transaction resource ...................................................................................................... 31 

11. User data disclosure ....................................................................................................... 32 

12. User data tampering ....................................................................................................... 33 

13. Cross site scripting ......................................................................................................... 35 

14. SQL injection ................................................................................................................. 36 

15. DFD for Drupal .............................................................................................................. 39 

16. User credentials disclosure ............................................................................................ 40 

1 7. Gaining access to admin files ........................................................................................ 41 

18. Denial of service ............................................................................................................ 43 

19. User data disclosure ....................................................................................................... 44 

20. User data tampering ....................................................................................................... 45 

VII 



1. INTRODUCTION 

1.1. Background and problem definition 

Software security issues have been a major concern to the cyberspace community. 

These issues include attacks that deny service, corrupt data, and disclose confidential 

information. An attempt to make computer resources unavailable for the intended users 

is termed 'denial of service'. Corruption that occurs during the transmission, retrieval, or 

processmg, introducing unintended changes to the original data is called 'data 

corruption'. An application usually consists of confidential information such as 

usemame, password, credit card details, and price tags. This crucial information, if 

disclosed leads to a compromised system. 

It has been well-recognized that security issues should be considered as early as 

possible during the software development life cycle. In particular, secure design is 

critical for the success of secure software development because design level 

vulnerabilities are among the hardest defects to handle. In this direction design for 

security (e.g., design-level Threat Modeling) has recently become a widely accepted 

practice for building dependable software systems in a cost-effective way. However, 

secure design does not guarantee secure implementation as vulnerabilities can be 

introduced in the implementation process. 

1.2. Related work 

Software testing for security aims at finding security vulnerabilities by executing 

the software with test cases [ I 3]. In order to find security vulnerabilities we need to test 

the "Presence of an intelligent adversary bent on breaking the system" [22]. Threat 



Modeling has emerged as a viable practice for secure software development. It is the 

process of producing a simplified, abstract description of how an adversary would 

perform potential attacks or pose security threats to the system. It can be conducted at 

various levels of abstraction and granularity or in different development phases, such as 

requirements analysis, design, implementation, and even testing [26]. 

While the importance of trustworthy software systems has been well-recognized 

and tremendous effort has been devoted to enhancing cyber security, companies have 

still suffered from various cyber-crimes. For instance, one study performed by the 

WebCohort's Application Defense Center from 2000 to 2004 reported that at least 92% 

of web applications are vulnerable to some form of hacker attacks [24]. A more recent 

survey performed by Cenzic [30] reported that the number of attacks continues to 

increase, and hackers get more sophisticated and organized. 

Several notations have been proposed for Threat Modeling, such as threat trees (a 

variation of fault trees for safety analysis) [7, 11], threat nets (based on Petri nets) [14, 

5], and misuse cases (based on use case modeling) [I, 23]. Threat models can be used to 

generate security tests for exercising whether the implementation is resistant from the 

identified security threats. 

For example, Wang et al. [15] have proposed a threat model-driven security testing 

approach for detecting undesirable threat behavior at runtime. This approach, utilizes 

UML sequence diagrams to model threats to security policies. A set of threat traces is 

extracted from a design level threat model. Each threat trace is an event sequence that 

should not occur during the system execution; otherwise it becomes a security attack. 

On the other hand, Microsoft's Threat Modeling approach is based on decomposition of 
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an application with data flow diagrams. Security threats to the application are modeled 

with threat trees. The goal is to automatically generate security tests from threat trees. 

Martin and Xie [8, 9, and IO] have been investigating techniques for test generation 

from access control policy specifications written in XACML (OASIS eXtensible Access 

Control Markup Language). They have defined policy coverage criteria [8] and a 

mutation testing framework for XACML access control policies [10]. To generate tests 

from policy specifications, they synthesized inputs to a change-impact analysis tool [9]. 

Masood et al. [2, 3] investigated a state-based approach to test generation for role based 

access control (RBAC) policy. Their approach first constructs a finite state model of the 

RBAC policy and then drives tests from the state model. In contrast to all the above 

approaches, this paper investigates test generation from threat trees. 

1.3. Objective 

The main objective of this paper is to find a way to analyze a software system so 

that it can be fully tested at the end of the implementation process which includes two 

steps: (i) to come up with artifacts of secure design (e.g., threat models) for testing the 

resultant implementation, (ii) to come up with an enumeration of threats to that 

particular implementation. To achieve the first step Data flow diagrams, UML diagrams 

and Flow charts were considered. To enumerate the threat trees, general threats that are 

available and known vulnerabilities were considered. Further, this two-step process is 

applied to the applications osCommerce and Drupal. 
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1.4. Approach 

This paper presents an approach to improve software security involving software 

testing. To date, researchers have developed various security testing techniques. These 

include techniques that generate test cases or identify vulnerabilities focusing on 

specific attacks; such as SQL injection or cross-site scripting; generate test cases using 

use case modeling; generate test cases from control policy specifications. 

A security testing technique that is considered in the paper 'Security threat' consists 

of following activities: (1) building threat trees; (2) generating security tests from threat 

trees; (3) generating test inputs including valid and invalid inputs; and (4) assigning 

actual inputs. 

First part of the security testing technique, building threat trees is described in this 

paper. Threat trees can be generated using Threat Modeling. There are three general 

approaches for Threat Modeling, they are: 

Attacker centric: Designers look for the various kinds of attacker motivations. 

Asset centric: Starts from assets entrusted to a system like personal information. 

Design centric: It is a defensive perspective of Threat Modeling. 

The first two approaches are adversarial perspective of Threat Modeling which can 

be achieved only after implementation is finished. That means if we find any threats in 

the implementation there will be redesign and rework. Whereas, in the last approach, 

consideration is given to possible threats and the design is done according to the already 

known mitigation processes. 

In this paper. attacker and asset centric approaches were considered because the 

applications used for the case study are already implemented and readily deployed web 
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applications. Consideration was not given to design centric approach because it is good 

for the applications that are in the process of building but not for the applications that 

are already built. 

As stated in the book 'Threat Modeling' [ 11 ], it is defined as a method of assessing 

and documenting the security risks associated with an application. This methodology 

can help development teams identify both the security strengths and weaknesses of the 

system and can serve as a basis for investigating potential threats, testing and 

investigating vulnerabilities. A threat is a goal an adversary might try to achieve to 

abuse an asset in the system. Vulnerability is a specific way that a threat can be 

exploited through an unmitigated attack path. 

Therefore, Threat Modeling is, in essence, the act of creating a security design 

specification and later testing that design. It is integral to the development of any secure 

system. lf performed thoroughly and by a standard methodology, Threat Modeling can 

improve the built-in security of a system as well as user confidence in that security. 

Threat Modeling strives to accomplish this heightened security by, 

I. Understanding the threat profile of a system 

2. Providing a basis for secure design and implementation 

3. Discovering vulnerabilities 

4. Providing feedback for the application security life cycle 

5. Defining a set of possible attacks to consider 

Threat Modeling is based on the notion that any system or organization has assets of 

value worth protecting, these assets have certain vulnerabilities, internal or external 
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threats exploit these vulnerabilities in order to cause damage to the assets, and 

appropriate security countermeasures exist that mitigate the threats. 

Of all the vulnerabilities identified in Web applications, problems caused by 

unchecked input are recognized as being the most common. To exploit unchecked input, 

an attacker needs to achieve two goals: Inject malicious data into Web applications and 

Manipulate applications using malicious data. 

While the former includes Common methods such as: Parameter tampering, URL 

manipulation, Hidden field manipulation, HTTP header tampering and Cookie 

poisoning, the latter includes methods such as: SQL injection, Cross-site scripting, 

HTTP response splitting, Path traversal, and Command injection. 

According to Scott W. Ambler five aspects of security Threat Modeling are: 

1. Identifying threats 

2. Understanding the threats 

3. Categorizing the threats 

4. Identifying mitigation strategies 

5. Testing 

Model diagrams such as data flow diagram (DFD), UML diagram or flow chart, can 

be used to identify entry points to a system such as data sources, application 

programming interfaces (APis), web services, and the user interface itself. In order to 

identify threats we should add privilege boundaries to the model diagram. 

To understand the potential threat at an entry point, we must identify any security­

critical activities that occur and imagine what an adversary might do to attack or misuse 

a system. 
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Security threats can be categorized on the basis of STRIDE classification. STRIDE 

was documented in Writing Secure Code, Second Edition (Microsoft Press, 2003), by 

Michael Howard and David LeBlanc. STRIDE stands for S-Spoofing, T-Tampering, R­

Repudiation, I-Information disclosure, D-Denial of service, E-Elevation of privileges. 

Ultimate goal is to find the security vulnerabilities. 

Spoofing allows an adversary to pose as another user, component, or other system 

that has an identity in the system being modeled. Tampering is the modification of data 

within the system to achieve a malicious goal. Repudiation is the ability of an adversary 

to deny performing some malicious activity because the system does not have sufficient 

evidence to prove otherwise. lnfonnation disclosure is the exposure of protected data to 

a user that is not otherwise allowed to access that data. Denial of service occurs when an 

adversary can prevent legitimate users from using the normal functionality of the 

system. Elevation of privilege occurs when an adversary uses illegitimate means to 

assume a trust level with different privileges than he currently has. 

To determine how to mitigate a threat, a diagram called threat tree can be created. 

Every path through the threat tree that does not end in a mitigation strategy is a system's 

vulnerability. All these threat trees form the threat profile of a system which becomes a 

plan for testing. 

1.5. Results 

The main result of this research work is an enumeration of threat trees for 

osCommerce and Drupal. Enumeration of threat trees can be divided into 6 categories. 

Categorizing the threats helps us to better understand the threat profile of a system. The 
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case study is useful for generation of the test sequences which is the next step in the 

process to the software security technique explained above. For osCommerce, 12 threat 

trees were developed and for Drupal, 5 threat trees were developed. Threats that are 

identified in osCommerce are considered in our study of Drupal. Found out that some of 

the threats that are identified in osCommerce are applicable to Drupal and the others arc 

not applicable. One big reason for that is the design of Drupal. In Drupal, they did not 

include session infonnation in the URL. 

Functional models that are developed helps in future reference and also in different 

kinds of research like the process that is explained in the paper "A model-based 

approach to Security Testing'' and in "Security test generation using Threat trees". For 

osCommerce a Data flow diagram and a flow chart are developed and for Drupal a Data 

flow diagram is developed. This case study gives all the details of where exactly the 

system is, in the security perspective. 

The rest of the paper is organized as follows. Section 2 discusses the approach to 

Threat Modeling. Section 3 deals with the application osCommerce and the threat trees 

for osCommerce. Section 4 deals with the web application Drupal and the threat trees 

for Drupal. Section 5 presents conclusions and discusses future work. 
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2. APPROACH TO THREAT MODELING 

2.1. Overview of the Threat Modeling process 

The main objective of this paper is to analyze a web application using Threat 

Modeling. Threat Modeling by Frank Swiderski and Window Snyder [11] comprises of 

three high level steps: understanding the adversary's view, characterizing security of the 

system, and determining threats. Threat Modeling takes an outside-in approach by an 

adversary when compared to a developer who takes an inside-out approach. 

Adversary's view entails enumerating the entry points and assets, as well as cross 

referencing them with trust levels. 

Entry points are locations where data or control transfers between the system being 

modeled and another system. Examples for entry points are open sockets, remote 

procedure calls (RPC) interfaces, web services interfaces, and data being read from the 

file system. Assets are resources for the system under consideration and can be tangible, 

such as a process token, or more abstract, such as data consistency (a string class that 

maintains a length field). Trust levels of entry points and assets are cross-referenced. 

Privileges for an external entity to legitimately use an entry point or functionality at 

the entry point is defined by an entry point. An entry point also dictates which assets 

external entities should normally be allowed to access or affect in some way. 

Characterizing security of the system involves bounding the threat model, gathering 

information about dependencies that are critical to security. and understanding the 

internal workings of the system. This characterization provides the necessary 

information for people to understand the threat model. Modeling the system helps the 
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teams identify design-specific and implementation-specific threats. To characterize a 

system's security level, one must 

I. Define use scenarios 

Development teams must ask themselves how the component or system will be 

used. Conversely, the teams can ask themselves how the component or system will not 

be used. Use scenarios bind the Threat Modeling discussion, point out situations beyond 

the security architecture. Use scenarios can be used as mitigation later in the process. 

2. Identify assumptions and dependencies 

Development teams should collect information such as external dependencies, 

external and internal security notes, and implementation assumptions. External 

dependencies document contingencies on other systems that affect the security of the 

system being modeled. External and internal security notes provide information to the 

system user and the person reading the threat model, respectively, which is critical to 

understanding the security of the system. Implementation assumptions provide security 

information to the developer that is critical to applying parts of the system in a secure 

manner. 

3. Model the system 

Data flow diagrams or other diagrams (DFD's), such as process models, are used to 

understand the actions a system performs at a given entry point. DFD's are visual 

representations of how a system processes data. These diagrams answer questions such 

as: How are protected resources affected? Where could an external entity manipulate as 

asset? What processing occurs beyond an entry point? What action is taken on behalf of 

the external entity or what transformation is performed on the data supplied? These 



answers help development teams understand what an adversary might do at a given 

entry point. 

Enumerating threats creates a threat profile for a system, describing all the potential 

attacks that architects and developers should mitigate against. The security of a system 

can be expressed in terms of threats with appropriate mitigation vs. total threats, taking 

into account the severity of the threats with insufficient mitigation. To create a threat 

profile for a system, development teams must 

I. Identify threats 

For each entry point, the development team determines how an adversary might try 

to affect an asset. Based on what the asset is, the team predicts what the adversary 

would try to do and what his goals would be this is where the STRIDE classification 

system comes into play [ 11 ]. 

2. Analyze threats 

Development teams model threats to determine whether they are mitigated. Using 

threat trees, a development team can decompose a threat into individual, testable 

conditions. Threats that are not mitigated become vulnerabilities-security bugs that 

must be remedied [ 11]. 

2.2. Function modeling 

Representation of a system using Data flow diagrams has been described but 

exclusive use of DFD's in a threat model is not necessary. Some systems are better 

modeled using other standards like UML or flow charts. Emphasis is on getting to 

understand how the system under consideration works and how its subsystems fit 
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together. Data flow diagrams, UML diagrams, flow charts and their advantages are 

described below. 

2.2.1. Data flow diagram 

Any business application can be clearly represented using Data flow diagrams. This 

technique starts off with an overall picture and continues by analyzing each of the 

functional areas of interest. This analysis can be carried out to precisely the level of 

detail required. It is a top-down expansion technique to conduct the analysis. 

A business model comprises of one or more data flow diagrams [29]. This 

technique starts off with a context diagram, which is a simple representation of the 

entire system. This is followed by a level 1 diagram, which provides an overview of the 

major functional areas of the business. The level 1 diagram identifies the major business 

processes at a high level and any of these processes can then be analyzed further, giving 

rise to level 2 business process diagrams. This process of more detailed analysis can 

then continue through level 3, 4 and so on. 

Data flow diagrams are used in Threat Modeling to better understand the operation 

of a system. They provide a visual representation of how the system processes data. This 

allows the system to be modeled by focusing on transformations and processes applied 

to data and requests an adversary might supply. DFDs are also used later in the Threat 

Modeling process when the document is reviewed or used by security testers [ 11]. 

Advantage of using DFD's is that they are hierarchical in nature. Data flow 

diagramming focuses on data as it moves through the system and the transforms that are 

applied to that data [ I I]. 
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2.2.2. UML 

Unified modeling language (UML) is a standardized general-purpose modeling 

language and is used to specify, visualize, modify, construct and document the artifacts 

of an object-oriented software-intensive system under development. UML combines 

techniques from data modeling, business modeling, object modeling, and component 

modeling. UML 2.2 has 14 types of diagrams divided into two categories. Seven 

diagram types represent structural infonnation, and the other seven represent general 

types of behavior, including four that represent different aspects of interactions. 

Structure diagrams emphasize the things that must be present in the system being 

modeled. Since structure diagrams represent the structure, they are extensively used in 

documenting the architecture of the software systems. Class diagram, Component 

diagram, Composite structure diagram, Deployment diagram, Object diagram, Package 

diagram, Profile diagram are the structure diagram type. 

Behavior diagrams emphasize what must happen in the system being modeled. 

Since behavior diagrams illustrate the behavior of a system, they are used extensively to 

describe functionality of software systems. Activity diagram, UML state machine 

diagram, Use case diagram, Communication diagram, Interaction overview diagram, 

Sequence diagram, Timing diagram are the behavior diagram type. 

The degree of detail that is needed for the application analysis was not adequate 

when one of these 14 types of UML diagrams were used. So, decision was taken to draw 

a flow chart for the system under consideration. 
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2.2.3. Flow chart 

Flow chart is a type of diagram that represents an algorithm or process, showing the 

steps as boxes of various kinds, and their order by connecting these with arrows. This 

diagrammatic representation can give a step-by-step solution to a given problem. Data 

flows are not typically represented in a flowchart, in contrast with data flow diagrams; 

rather, they are implied by the sequencing of operations. Flowcharts are used in 

analyzing, designing, documenting or managing a process or program in various fields. 

2.3. Threat trees 

Threat trees are used to determine whether the conditions necessary for a threat to 

be realized exist and are unmitigated. A threat tree consists of a root node, or threat, 

which has one or more child conditions that must be true for an adversary to realize the 

threat. Any child condition can in turn have one or more child conditions. Two or more 

conditions at the same level and sharing the same parent node can be combined, 

resulting in an AND relationship; otherwise, an implicit OR condition exists. 

Determining whether one or more vulnerabilities are associated with a threat is simply a 

matter of starting at a leaf condition (a node in the threat tree with no child nodes) and 

following it up to the root threat. If a path not broken by a mitigated node or a broken 

AND condition exists, a vulnerability exists [ 11]. 

When analyzing threats by using threat trees, the conditions in the tree have 

mitigation associated with them. This is because the conditions represent specific 

actions or situations that must occur, while the threat is less concrete. The conditions 

also have a risk associated with them, for which Microsoft often uses the DREAD rating 
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system. DREAD stands for Damage potential, Reproducibility, Exploitability, Affected 

users, and Discoverability [ 11]. 
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3. THREAT MODELING OF OSCOMMERCE 

3.1. Introduction to osCommerce 

osCommerce is an online shop e-commerce solution that offers a wide range of out­

of-the-box features that allows online stores to be setup fairly quickly with ease, and is 

available free as an open source based solution released under the GNU General Public 

License. It can be used on any web server that has PHP and MySQL installed [20]. 

osCommerce was started in March 2000 in Germany by project founder and leader 

Herald Ponce de Leon as The Exchange Project. Since 2000 it has matured to a solution 

that is currently powering 12,348 registered live shops around the world [20]. 

osCommerce has attracted a large and growing community that consists of over 247, 

600 store owners, developers, service providers, and enthusiasts who support and work 

with each other on their online business. To date there are over 6,500 ad-ons available 

for free to customize osCommerce online merchant online stores that help increase sales 

[20]. 

Today, osCommerce has been taken to the next level, moving towards an e­

commerce framework solution that not only remains easy to setup and maintain, but also 

making it easier for store administrators to present their store to their customers with 

their own unique requirements [20]. 

It is a complete online store solution that contains both a catalog frontend and an 

administration tool backend which can be easily installed and configured over a web­

based installation procedure [20]. 
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3.2. Function modeling of osCommerce 

The main artifact for analyzing osCommerce is a flow chart. Nonna! flow of the 

Threat Modeling uses a data flow diagram. For our experiment, a decision has been 

taken to use a data flow diagram and also a flow chart because the infonnation that a 

data flow diagram gives is not enough to develop the threat trees for osCommerce. 

Dataflow diagram for osCommerce is as shown below. 

Figure 1 represents Level 1 data flow diagram. This is the next level diagram to 

context diagram. A decision has been taken not to go ahead with the detailed analysis 

(which includes Level 2, 3, 4 and so on) because, the details that are provided by the 

diagram are not appropriate for this particular application, osCommerce. 

Customer is the main external entity who provides input to the processes. For Login 

process, input is username and password and output is acknowledgement that takes 

customer to the home page. 

Shopping cart process holds all items together until the items are taken to the 

checkout. Input is addition or deletion of items and also updating of the cart contents 

whenever changes are made to it. Output is the cart contents. 

Checkout process has cart contents as input and total price including taxes and 

shipping charges as output. Checkout process sends user infonnation into the database 

and gets back the saved addresses and credit card infonnation. Payment process is a 

multiple process because it can be done in two ways. One is just paying by credit card 

and the other is cash on delivery. The input for it is the total price and credit card 

information, and the output is full details of the order including the shipping address. 

billing address, charges and the cart contents. And the credit card details are then 
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forwarded to the credit card company or a third party for verification and then the 

approval statement is sent to the shopping cart company. Checkout process which has 

complete information of the order sends that information into the database and gets the 

confirmation back. Confirmation process also sends an Email to the customer soon after 

the order is confirmed. 

1
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__ _i_ 

Customer 
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-- ----·-----:::-;::c=---.- - 1.1 Login 
-----·-

Username and 
password----- --
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Figure 1. DFD for osCommerce 

Database 

Credrt card 
company 

Database 

Figure 2 is the flow chart for osCommerce. It has all the details that were needed 

for the case study. The attacker paths can be clearly seen in the flow chart. Though some 

details are definitely missing, the minimum required details are present. 
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3.3. Threat trees for osCommerce 

The threats to the application are listed here in a series. These threats do not imply 

vulnerabilities. Rather, they are goals that a malicious external entity might have when 

attacking the system. Each threat is organized in a way to comprise Name, STRIDE 

classification, Known mitigation, Assets, Entry points, Description and Threat trees. 

ID: 01 

Name: Gaining access to admin files 

STRIDE classification: Tampering and Elevation of privilege 

Known mitigation: An authentication layer is added to deny access to admin files. 

Assets: Admin files 

Entry points: URL construction which is also called as layered entry point 

Description: The attacker using brute force gets the information related to the directory 

construction. And then using that infonnation attacker gets to the admin files of the 

system. In osCommerce, it is built in such a way that the admin files can be accessed if 

we know the directory structure. It docs not have a special login for the admin files. 

Threat tree: Figure 3 shows the threat tree. 

ID: 02 

Name: Login information vulnerability 

STRIDE classification: Information disclosure 

Known mitigation: If a session is restricted to one IP address, even if the session 

information is shared along with the URL, the attacker cannot access the account. 

Assets: A particular user's account 
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Figure 3. Gaining access to admin files 

Entry points: Login page, referrer log 

Description: The attacker has the session information so gets access to the victim's 

account. Once he has the access he goes and changes the usemame by selecting the 

'view or change information' option. Once the usemame has been changed he can go 

ahead and change the password. He can change the password separately as well. 

But if there is a situation where the actual user (not the attacker) logs out soon after 

the usemame has been changed, then the attackers session expires as well. In that case 

he can actually use the changed usemame and provide the web application with a new 

email address where the application will send a system generated password to that email 

address. And now the attacker can login to the system with the new login information 

and he can also change the system generated password to the password of his choice. 

Now, he has control over that account completely. 

Threat tree: Figure 4 shows the threat tree. 
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Figure 4. Login information vulnerability 

ID: 03 

Name: Data Modification 

STRIDE classification: Elevation of privilege 

Known mitigation: A validation method needs to be added so that the data that 1s 

provided by the user does not change the information provided to the user. 

Assets: Information like item name, item price and item date of purchase 

Entry points: Login page 

Description: Adversary can change the item information. For modifying the item price, 

the adversary follows the following steps. 

Select an item (it can be done in 6 different ways), view and save the source code as 

a text file, find the price tag, change the price tag to the desired amount, save the text 
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file, reload the text file and complete the order. Completing the order has three steps. 

The steps are: checkout, provide the payment information and confirm the order. 

For modifying the item itself, the adversary follows the following steps. Remember 

the name of the item which is at a higher price than the one that he is planning to buy, 

Select an item, view and save the source code as a text file, find the item tag and replace 

it with the one that has been remembered, save the text file, reload the text file and 

complete the order. Completing the order has three steps. The steps are: checkout, 

provide the payment information and confirm the order. 

For modifying the date of purchase, the adversary follows the following steps. 

Select an item, view and save the source code as a text file, find the date of purchase and 

change it to the desired date, reload the text file and complete the order. Completing the 

order has three steps. The steps are: checkout, provide the payment information and 

confinn the order. 

Threat tree: Figure 5 shows the threat tree. 

ID: 04 

Name: Denial of service 

STRIDE classification: Denial of service 

Known mitigation: A module can be added to the application where it can prevent login 

process automation. One way to do it is by giving distorted text that only a person can 

decode and enter the correct text. This method holds good for all the automation attacks. 

Assets: Server which provides services to the users 

Entry points: Login page 

Description: Denial of service in this application can be done in 4 ways. 
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Password recovery process attack: If there is only a single email ID available, then 

automate the process so that osCommerce keeps recovering the password for that 

particular email ID. lf there are multiple email addresses available, automate the process 

so that it uses each email ID for certain number of times and then goes to the next one 

and continues until the end of the list. 

Login process attack: This attack should be done in two steps. The first step involves 

usemame and the second step involves the password. 

Step l: This can be done in two ways. First way is to enumerate all the fictitious email 

addresses. Second way is to get the email address through steal session information 

vulnerability. 

Step 2: This can be done by applying the dictionary attack just for the password field 

and use the above process for the uscrnamc. 

Starvation attack: Starvation attack can be done in two ways. The first way is to 

automate the procedure for creating new accounts and then apply it to osCommerce. The 

second way is to try buying one single item by all the fictitious users. 

Threat tree: Figure 6 shows the threat tree. 

10: 05 

Name: User Credentials Disclosure 

STRIDE classification: Information disclosure 

Known mitigation: A validation method can be added to mitigate the SQL injection. 

Brute force attack can be mitigated by adding another security layer. Example for 

adding another security layer is by saving user's security question. A security question 

can be logical information specific to the user. 
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Assets: Particular user's account which is under attack. 

Entry points: Login page and URL construction 

Description: SQL injection can be done in two ways as explained below. 

Figure 6. Denial of service 

Adversary gets a valid usemame and password: To get a valid usemame, adversary 

uses error string from the login page to determine usemame validity or adversary gets 

user to disclose the username. To get a valid password adversary calls retrieve 

credentials procedure or uses brute force attack on the login page to guess a user's 

password or guesses the password or gets the user to disclose the password. 

Adversary can get in using SQL injection attack. Save the source code on the disk, 

make changes, reload and give username and password. 

Threat tree: Figure 7 shows the threat tree. 
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figure 7. User credentials disclosure 

ID: 06 

Name: Session ID Exhaustion 

STRIDE classification: Denial of service 

Known mitigation: A particular IP address is restricted to have a single session ID. 

Assets: Server which provides the session information 

Entry points: Login page, catalogue page 

Description: Visit the catalog page, click on log yourself in, click on the new tab button 

in your browser, continue the above process until you reach the upper limit of the 

number of tabs that can be opened in one browser window, open a new browser window 

and continue above process until you get to a point where session ID's are exhausted, 
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when the storage capacity reaches maximum and when the processing time 1s 

substantially reduced. 

Threat tree: Figure 8 shows the threat tree. 
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Figure 8. Session ID exhaustion 

Name: Session information disclosure 

STRIDE classification: Denial of service 

When the 
processing time is 

substantially 
reduced L ____ _, 

Known mitigation: If a session is restricted to one IP address, even if the session 

information is shared along with the URL, the attacker cannot access the account. 

Assets: Referer log page and server which serves the session information. 

Entry points: Login page 

Description: User (victim) logs-in, the attacker goes through the steps below. 
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Get access to the referrer log through directory traversal vulnerability present in 

osCommerce and fix the session. 

Access to the referer log is obtained if we follow the following steps: use brute 

force to find the file names, use'../../' fotmat to reach the location intended, read and 

download the files on the server. 

Session fixation is a three step process. First step is to search for the recent log in 

the referer log file and steal the session information. Second step is to build a trap and 

third one is to lure the victim into the trap. 

Building a trap can be done in two ways. One of the ways is to design a URL. URL 

should be exactly the same apart from the session lD. Include an arbitrary session ID. 

The other way to design a URL is to get a session JD from the server referer log page 

and include that in the URL. 

Lure a victim into the trap can be done in 2 ways. 

1. Send an email with a URL which was built that includes the session information, 

wait until the user logs into his account using the URL being sent through the email, 

copy and paste the exact URL in the browser to access the information of the victim. 

2. User enters the trap, Login information is provided, 

3. Copy and paste the exact link from the referer log to get access to the actual users 

account. 

Threat tree: figure 9 shows the threat tree. 

ID: 08 

Name: Transaction Resource 

STRIDE classification: Denial of service 
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Known mitigation: None 

Assets: The server which contacts the credit card company 

Entry points: Credit card information submission page 

~teal session I' 

tnformat1on 

victim 

I-~= session-:: 
, from the server 

I_ 

Figure 9. Session information disclosure 

Description: Transaction resource attack can be achieved with the credit card 

authorization process. The steps to achieve that are as follows. Create a new account and 

login to that account, enumerate credit card numbers which are fictitious, and apply 

them on the account you are logged in. 

Threat tree: Figure IO shows the threat tree. 

ID: 09 

Name: User data disclosure 
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STRIDE classification: Information disclosure 

Known mitigation: If an attacker has login credentials to the database, nothing can be 

done and there is no mitigation to that situation. When it comes to sending requests to 

the database, they can be validated before the requests hit the database. 

Assets: Database 

___ -4-/ - I 
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- I 
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resource attack 
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·~• 
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process DOS 
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I Enumerate credit 

I 
card numbers 

which are fictitious 
1 

Figure I 0. Transaction resource 

Entry points: Database login page 

Description: This attack can be done in three ways. 

Apply them on the 
account you are 

logged in 

_ __J 

I lacker has direct access to the database server which means he has SQL login 

information and he calls the procedure to pull the user's personal data from the database. 

Hacker has already a valid login to the website and also access to the data entry 

page so hacker injects another usemame in the query and pulls the user's personal data 

from the database. 

Hacker obtains another user's credentials or gets hold of the session ID. 
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Threat tree: Figure 11 shows the threat tree. 

ID: 10 

Name: User data tampering 

STRIDE classification: Tampering 

Known mitigation: There is no mitigation if an attacker has the login credentials to the 

database. When it comes to the session information, if a user is restricted to one session 

for one IP address this attack can be mitigated. 

Assets: Database, User information 
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Figure 11. User data disclosure 

Entry points: Database login page 

Description: This attack can be done in two ways 
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If the hacker has direct access to the database, he manipulates information by 

calling the appropriate procedure to store the data. 

Hacker changes the usemame parameter in the HTTP request to inject their 

information. Hacker has a valid customer account and has access to secure customer 

input page. Hacker obtains password from the customer by means of social engineering 

techniques or steals the session ID. 

Threat tree: Figure ] 2 shows the threat tree. 
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Figure 12. User data tampering 

ID: 11 

Name: Cross site scripting (XSS) 
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STRIDE classification: Spoofing 

Known mitigation: A validation method needs to be added so that the data that 1s 

provided by the user does not change the information provided to the user. 

Assets: Users 

Entry points: Server which serves the DIV and Iframe 

Description: XSS attack can be done in three ways. 

1. XSS attack of hidden image: Attackers add script of hidden image in page, Users 

browse modified page, Users request hidden image and attacker gets the sessio~ ID. 

2. XSS attack of form: Attackers modify the attribute of form in page, users browse 

modified page, users request the form and attackers get the session ID. 

3. XSS attack of float DIV or !frame: Attackers add float DIV or Iframe in admin login 

page, Users browse modified page, Users login and attacker gets the user ID and 

password. 

Threat tree: Figure 13 shows the threat tree. 

ID: 12 

Name: SQL injection 

STRIDE classification: Tampering 

Known mitigation: None 

Assets: Database 

Entry points: Database login, User login 

Description: Attackers browse and select product, attackers edit information of product, 

SQL injection of the id array, attackers add items, attackers checkout, attackers confirm 

order, inquire database and obtain sensitive information. 

34 



SQL injection of the id array can be done in three ways, first one is SQL injection 

of credit card information, second one is SQL injection of user personal information, 

and the third one is SQL injection of user login information. 
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Figure 13. Cross site scripting 

Threat tree: Figure 14 shows the threat tree. 
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4.DRUPAL 

4.1. Introduction to Drupal 

Drupal is an open source content management platform powermg millions of 

websites and applications. Jt is built, used, and supported by an active and diverse 

community of people around the world. Drupal is free, flexible, robust and constantly 

being improved. Drupal can be used to build everything from personal biogs to 

enterprise applications. Thousands of add-on modules and designs let you build any site 

you can imagine [6]. 

Drupal is maintained and developed by a community of hundreds of thousands of 

users and developers. Jt is distributed under the terms of the GNU General Public 

License which means anyone is free to download it, share it with others, and contribute 

back to the project [6]. 

Drupal works on any server which has Apache or Microsoft IIS, PHP, and MySQL 

installed and is weh based which means it is compatible with any operating system [6]. 

Manage content with an easy-to-use web interface. Drupal's flexibility handles 

countless content types including video, text, blog, podcasts. and polls with robust user 

management, menu handling, real-time statistics and optional revision control. Drupal 

comes with great options for new user accounts and user permissions. Users can be 

assigned one or more roles, and each role can be set up with fine-grained permissions 

allowing users view and create only what the administrator permits. Drupal's 

presentation layer allows designers to create highly usa~le. interactive experiences that 

engage users and increase traffic. Following section will describe how we can model the 

application [6]. 
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4.2. Function modeling of Dru pal 

The main artifact for analyzing Drupal is a data flow diagram (DFD). Microsoft's 

Threat Modeling approach is based on decomposition of an application with data flow 

diagrams. For this part of our experiment, we have decided to use the same approach 

where, the details that are provided by the DFD for Drupal is enough for the Security 

analysis. Dataflow diagram for Drupal is as shown below. 

The dataflow diagram for Drupal is shown in Figure 15 and is a Level 1 DFD 

diagram and it has one external interactor, five processes, and one data store. External 

interactor is the user. There are five processes, Validation, Inspect forms, Create page, 

Create story and Logout, and one data store that is the database. Validation process has 

user infonnation as input from the user, user information is validated and is sent to the 

database, and an acknowledgment is sent to the user. Inspect forms process has forms 

(username and password) as the input and improperly filled out forms as the output. 

Create Page process has page information (title, body, pets) as the input and an 

acknowledgement is sent to the user after storing it in the database. Create Story process 

has story information (title, body, pets) as the input and an acknowledgement is sent to 

the user after storing it in the database. Logout process has user information that needs 

to be saved as the input and an acknowledgement statement as the output. 

4.3. Threat trees for Drupal 

ID: 01 

Name: User Credentials Disclosure 

STRIDE classification: Information disclosure 
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Known mitigation: A validation method can be added to mitigate the SQL injection. 

Brute force attack can be mitigated by adding another security layer. Example for 

adding another security layer is by saving user's security question. A security question 

can be logical information specific to the user. 
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Figure 15. DFD for Drupal 

Assets: Particular user's account which is under attack. 

Entry points: Login page and URL construction 

Description: SQL injection can be done in two ways as explained below. 

Adversary gets a valid username and password. To get a valid username adversary uses 

error string from the login page to determine usemame validity or adversary gets user to 

disclose the usemame. To get a valid password adversary calls retrieve credentials 
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procedure or uses brute force attack on the login page to guess a user's password or 

guesses the password or gets the user to disclose the password. Adversary can get in 

using SQL injection attack. Save the source code on the disk, make changes, reload and 

give username and password. 

Threat tree: Figure 16 shows the threat tree. 
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Figure 16. User credentials disclosure 

ID: 02 

Name: Gaining access to admin files 

STRIDE classification: Tampering and Elevation of privilege 

Known mitigation: An authentication layer is added to deny access to admin files. 

Assets: Admin files 

Entry points: URL construction which is based on action parameter 
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Description: Hacker gets the login credentials of an administrator using other threats 

like ·Login information vulnerability' and the only authentication layer for admin is the 

login page, that is if the attacker can crack that he can play with the admin files and see 

the results in the actual application. 

Threat tree: Figure 17 shows the threat tree. 
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Figure 17. Gaining access to admin files 

ID: 03 

Name: Denial of service 

STRIDE classification: Denial of service 

Known mitigation: A module can be added to the application where it can prevent login 

process automation. One way to do it is by giving distorted text that only a person can 

decode and enter the correct text. This method holds good for all the automation attacks. 

Assets: Server which provides services to the users 

Entry points: Login page 

Description: Denial of service in this application can be done in 4 ways. 
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Create multiple users: First step by an attacker is to automate the process for creating 

multiple new accounts. Second step is to apply that to Drupal. 

Password recovery process attack: If there is only a single email ID available, then 

automate the process so that Drupal keeps recovering the password for that particular 

email ID. If there are multiple email addresses available, automate the process so that it 

uses each email ID for certain number of times and then goes to the next one and 

continue until the end of the list. 

Login process attack: This attack should be done in two steps. The first step involves 

usemame and the second step involves the password. 

Step 1: This can be done by enumerating all the fictitious email addresses. 

Step 2: This can be done by applying the dictionary attack just for the password field 

and use the above process for the usemame. 

Starvation attack: Starvation attack can be done by automating the procedure for 

creating new accounts and then apply it to Drupal. 

Threat tree: Figure 18 shows the threat tree. 

ID: 04 

Name: User data disclosure 

STRIDE classification: Information disclosure 

Known mitigation: If an attacker has login credentials to the database, nothing can be 

done and there is no mitigation to that situation. When it comes to sending requests to 

the database, they can be validated before the requests hit the database. 

Assets: Database 

Entry points: Database login page 

42 



Denial of Service] 
attack 

Figure 18. Denial of service 

Description: This attack can be done in three ways. 

Hacker has direct access to the database server. Hacker has valid SQL login 

information and he calls the procedure to pull the user's personal data from the database. 

Hacker already has a valid login to the website and access to the data entry page so 

hacker injects another username in the query and pulls the user's personal data from the 

database. 

Hacker obtains another user's credentials. 

Threat tree: Figure 19 shows the threat tree. 

ID: 05 

Name: User data tampering 

STRIDE classification: Tampering 
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Known mitigation: There is no mitigation if an attacker has the login credentials to the 

database. 

Assets: Database, User information 

1-~ser =---1 
I disclosure 

i_ --- _J .,,..,...---1----
----- I ._ ____ 

-/-_///-/- ' -~------------- --
_____________ ....------- ___y_ - ---

-- __._- ---~ 1-- Hacker-has l - -::C. ---

Hacker has direct I already a valid Hacker obtains 
access to the ~ login to the another user's 

j database server website and credentials 
ccess to the Data 

__ ~ _ J _ en~ry p_a_ge L_ ____ j 
/ "-

// ""' --, 

I ------ - - 4_ -- ----- _y_ - -

Hacker has a valid 
SOL login 

1 Hacker calls the 7 
. procedure to pull 

[
he users personal 

data 1n the 
database 

Hacker injects I 
another username 

in the query and 
pulls the user's : 

personal data from j 
L t~e_datoi_b~ 

Figure 19. User data disclosure 

Entry points: Database login 

Description: This attack can be done in two ways 

1. If the hacker has direct access to the database, he manipulates information by calling 

the appropriate procedure to store the data. 

2. Hacker changes the username parameter m the HTTP request and injects their 

information. Hacker has a valid customer account and has access to the secure 

customer input page. Hacker obtains password from the customer by means of social 

engineering techniques. 
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Threat tree: Figure 20 shows the threat tree. 

- -------· 1 
A ~~~~~e:!~o 

e database 

. _J 
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Hacker has valid 
database login 

username 

---------[-
-- .. ---- - -------~ 

The hacker manipulates 
the information by 

calling the appropriate 
procedure to store data 

----- --- ----- -- -

User data 
tampering 

Figure 20. User data tampering 
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5. CONCLUSION AND FUTURE WORK 

5.1. Results 

A case study of Analysis of security threat using Threat Modeling has been 

presented in this paper. Two real world applications, osCommerce and Drupal were 

used for the case study. Twelve threat trees for osCommerce and five threat trees for 

Drupal were developed. This case study proves that the approach is powerful in 

exposing the security vulnerabilities that have been introduced in to the software system 

and entirely concentrates on how an attacker sees the web applications. 

Threat trees developed in this paper are used for the empirical study conducted for 

writing the papers 'Security Test Generation using Threat trees' and 'A model-based 

approach to Security Testing'. 

The results from our study show that Security test generation using Threat trees can 

be an effective test case development technique for discovering vulnerabilities. The lack 

of false positives and negatives also shows that this can be an effective security testing 

and verification technique. Threat trees based approach identifies the threat goals that 

attackers want to realize. These threat goals are the targets of the security testing. 

Different sequences of attack actions can be derived from the threat trees. These 

sequences represent the ways in which attackers realize the threat goals and thus provide 

a basis for security test sequences. 

The results also show that some threat trees that exposed vulnerability in one 

application could be used to expose vulnerability in another application after being 

slightly modified. This could possibly be attributed to a few factors: (1) Both the 

programs are written in PHP, use a MySQL database for data storage, and are deployed 
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on the Apache web server; (2) both have some similar functionality, especially when it 

comes to user management authentication; (3) the programs are both web applications 

that have an identical high level architectural design. The threats that were not 

applicable for both applications were typically due to the areas where the programs 

differ in functionality or implementation. The denial of service threat is a vulnerability 

that is present in both applications. This is likely due to the similar architectures. The 

user data tampering threat is an example where osCommerce was vulnerable and Drupal 

was not. This is likely due to implementation differences in the safeguards of the 

applications use when accessing the database. 

5.2. Limitations 

Although the results for the case study are promising, there are some limitations for 

analysis of the software products that were used in the study. The major limitation is 

how the threat trees were developed with lack of comprehensive design documentation 

for osCommerce and Drupal. This limitation forced us to create threat trees from known 

vulnerabilities and general vulnerabilities instead of design documents. Another 

limitation is the lack of variety in object programs. An attempt has been made to 

minimize this threat by performing realistic attacks against a large, readily deployed 

web application. 

5.3. Future work 

For future work, these approaches can be applied to different kinds of applications 

and consider more types of security threats. In this paper, threats were identified 
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according to the STRIDE category. This research can be extended to model more threat 

trees by considering various ways of violating security goals, such as authentication, 

authorization, confidentiality, integrity, and availability. 

This research can be extended to model threat trees for different kinds of 

applications to standardize some threats to certain kinds of applications so that there will 

be some kind of standard to mitigate those threats. Those mitigation processes can be 

included in the development process so that a secure system can be built. 
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