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Abstract: Agent-based models (ABMs) are one of the most effective and successful methods for
analyzing real-world complex systems by investigating how modeling interactions on the individual
level (i.e., micro-level) leads to the understanding of emergent phenomena on the system level (i.e.,
macro-level). ABMs represent an interdisciplinary approach to examining complex systems, and
the heterogeneous background of ABM users demands comprehensive, easy-to-use, and efficient
environments to develop ABM simulations. Currently, many tools, frameworks, and libraries exist,
each with its characteristics and objectives. This article aims to guide newcomers in the jungle of
ABM tools toward choosing the right tool for their skills and needs. This work proposes a thorough
overview of open-source general-purpose ABM tools and offers a comparison from a two-fold
perspective. We first describe an off-the-shelf evaluation by considering each ABM tool’s features,
ease of use, and efficiency according to its authors. Then, we provide a hands-on evaluation of some
ABM tools by judging the effort required in developing and running four ABM models and the
obtained performance.

Keywords: agent-based model; agent-based simulations; agent-based tools; open-source software

1. Introduction

Simulation models are one of the most effective and successful methods for studying
real-world phenomena [1]. The term model refers to an abstract and simplified represen-
tation of the object of study that only considers the aspects relevant to the investigation;
the concept of simulation indicates a model’s manifestation realized through software for
reproducing its dynamics and providing analyzable results. Among simulation models,
agent-based models (ABMs) are one of the most adopted techniques for representing reality
using a bottom-up approach [2]. Starting from a simple independent entity called an agent,
the modeler can shape the global behavior of a complex system. An agent is an autonomous,
independent entity that acts within an environment and interacts with it as well as with
other agents, according to a set of rules the modeler defines. The combination of these
interactions creates a reproduction of the reality under investigation that the modeler can
evaluate to extract valuable data and meaningful information from its emergent behaviors.
The resulting model will exhibit patterns, structures, and behaviors that were not explicitly
programmed but arise through agents’ interactions [3]. For these reasons, ABMs turn
out to be a valuable tool for studying, explaining, and predicting complex phenomena,
supporting researchers in investigating how the macroscopic behavior of a system depends
on the micro-level properties, constraints, and rules [3–5].

ABMs are extremely powerful for studying problems centered on an individual’s
interactions with other individuals or the surrounding environment [4]. This intrinsic
characteristic makes ABMs particularly suited to being applied in diverse research fields.
Nowadays, ABMs are widely used by researchers in various disciplines, allowing them
to test and assess new theories and observe and notice mechanisms never considered
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before. Applications domains for ABMs include social science [6], economics [7,8], cli-
mate change [9,10], epidemiology [11,12], transportation and logistics [13,14], and many
others [2,5,15]. The widespread use of ABMs in these various application fields created
the need for tools to easily and quickly develop simulations without requiring significant
coding skills. Several ABM tools and platforms have been introduced to overcome this
requirement by abstracting the complexity of the simulation implementation, allowing
modelers to focus on the reality under investigation rather than the coding component.

Existing ABMs reviews. The plethora of existing tools, frameworks, and libraries for
developing ABM simulations makes it difficult for modelers to choose the right tool. Over
the years, several works analyzed and compared the available ABM software to identify
their pros and cons from different perspectives and support modelers towards the right
choice for their needs.

The first review about general-purpose ABM software dates back to 2006 when
Railsback et al. [16] compared the execution speed and the functionalities offered by some
pillar ABM platforms, including MASON, NetLogo, Repast, and Swarm, and identified
development priorities for future ABM platforms. In 2010, Allan et al. [15] provided a
comprehensive exploration of all the ABM software packages available then, describing
the usage of ABMs in different domains and exploring some of the most meaningful works.
Five years later, Kravari et al. [17] supplied a comparative review of ABM platforms based
on given evaluation criteria to classify ABM software and characterize their ideal usage
situation. In 2016, Rousset et al. [18] proposed a detailed description of ABM platforms
running simulations on high-performance architectures; specifically, the authors focused
on parallel/distributed multi-agent simulation tools and a performance assessment of the
HPC-compliant platforms. A year later, Abar et al. [5] presented a concise characterization
of all the ABM frameworks and tools existing back then, providing a valuable reference
for researchers and developers, and identified future priorities around adopting ABMS
platforms. In 2020, Pal et al. [19] recently presented a review of the existing ABM platforms,
including active platforms and those no longer under development or unclear status, pro-
viding a historical perspective of this domain area. Table 1 compares the existing reviews
about ABM tools with our article.

Table 1. Comparison of the existing ABMs reviews. The symbol "-" means that the authors did not
explicitly state any constraints on the ABM tools considered in their review.

Reference Year Selection Criteria
Number

of
Tools

Comparison Criteria Benchmark Hands-on
Experience

Railsback et al. [16] 2006 Publicly released ABM tools 4
Agent-related functionalities
(e.g., movement, scheduling),
scalability, reproducibility

X X

Allan et al. [15] 2010 Authors’ curated list 31 test test test
test

Kravari et al. [17] 2015 Actively supported ABM tools 24 Security, performance, user support,
scalability, license, learning curve

Rousset et al. [18] 2016 Parallel and distributed ABM
computing tools 10

Agent-related functionalities (e.g.,
movement, scheduling), scalability,
reproducibility

X X

Abar et al. [5] 2017 - 85
Programming language, GUI, OS
Support, ease of use, scalability,
license

Pal et al. [19] 2020 - 134 test test test
test

Ours 2022
Open-source actively supported
ABM tools, associated with
peer-reviewed articles

23
Available features (e.g., visual
programming, HPC-related), ease of
use, efficiency

X X

Contribution. This paper proposes an overview of the open-source general-purpose ABM
tools from the two-fold perspective of their available features and the perceived program-
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ming experience. Specifically, we first compare the existing ABM tools based on their
characteristics (e.g., programming model, analytical features), ease of use, and efficiency ac-
cording to their authors and based on the referring peer-reviewed articles, documentation,
and websites. Then, we assess the experience of developing and running four ABM models
with some available ABM tools. We finally report the obtained performance. Although
several works examine existing ABM tools, this article reviews the state of the art from
the novel perspective of standing as a guide for newcomers in the world of ABM tools.
With this work, we aim to provide the reader with a clear perspective of what each tool can
offer, how fast it can be, and the skills required to build and run simulation models. The
contributions of our paper can be summarized as follows:

• A discussion about what can be considered an ABM developing tool and which
desiderata each tool should meet;

• A description of the existing open-source general-purpose ABM tools and their com-
parison under the perspectives of their intrinsic characteristics (e.g., programming
language, simulation space), functionalities offered to the user (e.g., GUI, analysis),
and scaling capabilities (e.g., parallel/distributed execution);

• A comparison of ABM tools based on their efficiency and ease of use according to
their authors’ statements;

• A hands-on comparison of ABM tools by empirically evaluating their ease of installa-
tion and setup, the extensiveness of their documentation, and the effort to implement
and run some example models;

• A suite of experiments to analytically evaluate each tool’s efficiency and scalability.

Outline. The remainder of this article is organized as follows. Section 2 introduces the
main concepts related to agent-based models and discusses what ABM tools are and which
desiderata each tool should offer. Section 3 overviews the existing general-purpose, open-
source ABM simulation tools. Section 4 compares the collected tools from the two-fold
perspective of the available features and the trade-off between ease of use and efficiency.
Section 5 describes the developing experience in using each tool and its actual performance.
Finally, Section 6 concludes this work.

2. Agent-Based Models and Simulations

In this section, we introduce the reader to the main concepts underpinning this work.
First, we characterize ABMs through their key components; then, we focus on ABM tools,
overviewing their main features and the desiderata each tool should have.

2.1. What Is an ABM?

Although no single formal definition of ABM exists in literature, we can easily identify
some key components that ABMs share: agents, environment, and rules [2]. Agents model
the living population, the environment determines the setting where the agents act, and
the rules define the potential agent-to-agent and agent-to-environment interactions [20].

The main aspect of an agent is its ability to act autonomously in response to the sur-
rounding environment while making decisions to achieve its internal goals. The modeler
must define this decision-making process and compose the agent’s behavior, which deter-
mines how the agent relates to other agents and environmental factors [21]. The agent’s
behavior includes simple actions such as moving and communicating, but also more com-
plex operations allowing the population to evolve. Each agent maintains its attributes and
the information acquired during the simulation within its state, which may vary during
its life cycle. Agents live and act within an environment defining how agents can move
and are connected to other agents. An environment has a well-defined topology defined
by fields such as spatial grids, continuous spaces, and networks. When the simulation
environment must reproduce real-world places, ABMs can exploit Geographic Information
System (GIS) data to replicate existing locations like buildings or towns [3,21,22]. All other
information related to fields and other non-active objects is included in the environment
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state. The collection of all agents’ and environment’s states represents the simulation state,
which holds all the information about the model delineating its status at a specific time of
the simulation.

The modeler must be able to identify, model, and code agents, environment, and
behavioral rules to realize an ABM.

2.2. What Is an ABM Tool?

The effectiveness of ABMs collides with the difficulty of developing a model for re-
searchers with low expertise in computer science. Therefore, the ABM community made a
considerable effort to provide standardized software platforms to design, build, and exe-
cute ABMs. ABM tools take away many of the complexities of the model implementation,
allowing the user to focus on the simulation outcomes rather than the development pro-
cess [20,23,24]. ABM tools usually come in the form of frameworks and libraries, providing
developers with (i) a framework consisting of a set of standard concepts for designing and
describing a model and (ii) a library for implementing the framework, containing tools for
the execution and the analysis of the simulation [15,16].

Over the years, numerous ABM platforms have been developed with different objec-
tives and targets. The first discriminant factor is identifiable in the platform’s purpose. A
tool can be either general or special-purpose [17,19]. In the former case, this characteristic
denotes the user can use the ABM platform to model any system of interest. In the latter
case, the term special purpose implies that the system is oriented to a specific domain, thus
including functionalities to address peculiar situations of a given research field. A further
differentiation concerns the main development objective of the tool, usually identifiable
in better ease of use or improved efficiency. Some ABM platforms emphasize easy-to-use
interfaces with a reasonable learning curve that allows non-experienced programmers
to produce models quickly [5,18,25]. The drawback of this approach is low scalability
since graphical tools and domain-specific programming languages are not focused on
performance. Several ABM toolkits for mainstream programming languages also exist. In
this case, they offer high-performance capabilities but require technical skills to use them
appropriately [20,23].

2.3. What Are the Desiderata of an ABM Tool?

Although there is a lack of standardized criteria to analyze ABM tools, we can enu-
merate a series of desiderata deriving from existing work. In the following, we discuss
the desirable requirements either explicitly mentioned in the literature by previous ABM-
related articles or implicitly addressed and implemented by current ABM tools.

Researchers use ABMs to investigate and analyze complex phenomena to understand
how each component and the interaction with other elements affect their emerging behav-
ior [5]. Conducting this kind of experiment often demands building elaborated models in
terms of the number of agents and the parameters regulating their interactions. The need
for implementing and running such models implies the first two fundamentals desiderata
of an ABM tool: efficiency and ease of use [5,17,20,26,27]. These two aspects are heavily in-
fluenced by the design of the ABM platform and its programming model and are often two
conflicting objectives. Some ABM tools expose their functionalities via a GUI (Graphical
User Interface) to enhance user experience and grant high ease of use while limiting the
achievable model complexity by preventing the user from personalizing and/or adding
more complex dynamics. Conversely, frameworks and libraries based on standard pro-
gramming languages give room for developing complex ABM by offering generic facilities.
As a downside, these tools demand adequate technical knowledge, which may result in a
higher perceived difficulty [16], usually mitigated via proper documentation, examples,
and tutorials [20,25,28].

Developing an ABM means defining different common patterns involving agents’
behavior, environment, and interactions. ABM tools should provide ready-to-use meth-
ods and interface covering those patterns, allowing the modeler to easily and quickly
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implement standard actions such as movement and communication, agents’ lifecycle and
internal state management, environments creation using grids, continuous spaces, and
networks, and interaction with the environment [20,29]. Defining a realistic simulation
field is a critical feature to accommodate since the simulation environment may provide
a rich set of information influencing the agents’ behavior. As 80% of the data have a spa-
tial/geographical nature or a geographical component, the ability to work with Geographic
Information Systems (GIS) data becomes a fundamental requirement for any ABM tool.
GIS-based systems use multiple spatial data models for representing and storing informa-
tion about phenomena with spatial location and extent [21,22]. In the ABM context, GIS
data are particularly crucial, especially for the extensive use of simulation in transportation,
urban mobility [30,31], epidemic, and pandemic models [32,33] that incorporate spatial
and network topologies to model, for instance, people’s realistic activity [34]. Additionally,
ABM should transparently handle multiple types of agents and fields within the same
simulation without the developer’s involvement.

Other desiderata relating to the analysis of simulations include facilities for creating
a graphical model visualization, tools for statistical and non-statistical analysis, real-time
monitoring, and data visualization [3,5,16,20,23,29]. Among tools for statistical analysis,
random number generation assumes tremendous importance since ABMs usually include
stochastic processes [3,16,35,36], i.e., processes influenced by a specific random component
causing the simulation results to be volatile. Researchers need to handle this stochasticity
through random number generators that enable them to reliably reproduce a model’s be-
havior and investigate how random distributions affect it [16,20,37]. The intrinsic stochastic
nature of most ABMs also affects the reproducibility of such models. In this context, the
automated validation process becomes a critical step in ABM development as simulations
must be run several times and their results aggregated [36,38,39].

As the last desideratum, we include model exploration and optimization capabilities
since modelers need to explore the model’s parameter space experimenting with how the
simulation behaves when given parameters vary [20,23,36,38].

3. ABM Tools Overview

The increasing adoption of ABMs in various research fields led to the emergence of
numerous platforms to guide and facilitate the design and development of ABMs. In this
section, we describe the process we adopted to select the final set of ABM tools to include
in our review. A concise description of each tool follows.

3.1. Methodology

In this work, we focus our analysis on open-source general-purpose platforms sup-
ported by peer-reviewed academic works that are still actively supported. To compile an
initial list of candidates, we gathered data from the bibliographic database Scopus since
it represents a comprehensive yet accurate database of peer-reviewed research papers on
ABM-related topics. From this source, we collected all articles describing ABM frameworks,
platforms, or tools. We then filtered out from this list all articles related to commercial
or proprietary platforms or discussing domain-specific ABM tools. We finally included
additional ABM frameworks collected from the code hosting service GitHub to consider
other free, open-source works described in peer-reviewed articles not indexed in Scopus.
In Section 4, we compare the main characteristics of each framework by exploiting the
information gathered from each platform’s related article(s), website, and documentation.

3.2. ABM Tools Description

ActressMAS [40] is an agent-based framework written in .NET with the primary objective
of being simple to learn and easy to use. ActressMAS is designed to allow the user to
focus on the model logic rather than learning the framework, enhancing its accessibility
at the expense of performance. According to its developers, ActressMAS should be used
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for applications that do not require fast execution speed or do not include a considerable
number of agents.

AgentPy [41] is an open-source Python library for developing and analyzing ABMs inte-
grated with IPython and Jupyter Notebooks, a web-based interactive development envi-
ronment. AgentPy is designed for scientific applications and provides features for model
exploration, numeric experiments, and advanced data analysis. The library offers func-
tionalities to easily create models and their visualization that can be embedded within
Jupyter notebooks. Moreover, AgentPy allows the modeler to run simulations in a parallel
environment without writing parallel code.

Agents.jl [42] is a recent framework for agent-based simulations for implementing, running,
and visualizing models exploiting the Julia programming language. This framework is
mainly centered on granting efficiency and ease of use by exposing methods that allow
the user to develop models with few lines of code. Agents.jl is available as a Julia library
and is easily usable with the plethora of analytical tools of the Julia ecosystem. It offers the
most common ABM-related features, including different environments, support for GIS
data, and model exploration capabilities. Agents.jl also supports parallel and distributed
computing to empower simulation execution.

Care HPS [43] is a C++ tool for modeling and executing ABMs on high-performance archi-
tectures while hiding the complexity of parallel and distributed programming. The tool
abstracts the modeler from crucial and tricky tasks such as agent distribution, load balanc-
ing, and synchronization. Still, Care HPS remains easily extensible by expert developers.

Cormas (Common-Pool Resources and Multi-Agent Systems) [44] is a simulation platform
based on the VisualWorks programming environment and the Smalltalk language. This
platform is mainly dedicated to non-computer scientists and offers facilities to build,
design, and analyze ABMs; however, it exchanges this ease of use with limited efficiency
and scalability. Cormas editor allows the user to define agent behaviors through activity
diagrams without including sophisticated features to keep its interface as simple as possible.

CppyABM [45] is a library for ABM development that combines the efficiency of C++ with
the availability of Python libraries and exploits CMake to be platform-free. CppyABM offers
all functionalities in both languages, enabling users to choose their preferred programming
language. CppyABM relies on third-party packages to provide additional functionality
while remaining a lightweight library. Other Python or C++ libraries can be installed
separately and integrated into CppyABM.

EcoLab [46] is a framework for developing ABMs in C++ and executing them using
TCL (Tool Command Language). This tool provides a GUI through the Tk toolkit and sup-
ports parallel and distributed processing by exposing utilities to manage communication.
The user has to handle synchronization and partitioning manually.

Evoplex [47] is a platform for developing ABM based on C++, using CMake scripts to
facilitate compilation and setup, thus making it cross-platform. Evoplex adopts a fully
modular approach that separates the core library from the GUI and visualization tools. The
APIs exposed by the core library allow the user to develop the model. At the same time,
additional components are available to improve ease of use with an interactive GUI and a
web visualization tool.

FLAME (FLexible Agent Modeling Environment) [48] is an agent-based modeling system
for creating models runnable on most computing systems, ranging from laptops to HPC
supercomputers. FLAME provides a formal framework for creating models based on the
XXML language, a dialect of XML, that it uses to generate the source code for the simulation
in C automatically. The FLAME engine automatically generates parallel code without any
effort by the modeler by adopting a new programming language easy to understand.

FLAME GPU [49] is an extended version of the FLAME framework to write ABMs for
Graphics Processing Units (GPUs) using the FLAME standard formal XXML language.
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Thanks to FLAME GPU, the user does not need to explicitly understand GPU programming
languages or optimization strategies since the API available uses the FLAME template
to generate the simulation program in CUDA for target GPU devices. Visualization of
the simulation is available even for a massive agent population without suffering perfor-
mance loss.

GAMA (Gis & Agent-based Modelling Architecture) [22] is an agent-oriented generic mod-
eling and simulation platform. GAMA grants high ease of use by providing a simple
agent-based programming language called GAML that offers a simple formalism to de-
scribe all the characteristics of the entities of an ABM. Moreover, the platform can manage
simulations with hundreds of thousands of agents with good performance. The modular
architecture, separating each aspect of the model into a specific component, and the facili-
ties provided makes GAMA an accessible tool for non-expert developers with minimum
learning requirements. This characteristic is enhanced by the full integration of GAMA
with the Eclipse IDE, which provides convenient features such as auto-compilation, auto-
completion, and the use of templates. Finally, the platform supports the integration of
external modules to introduce additional functionalities, such as GAMAR [50], that enable
the analysis of simulation results with R.

Insight Maker [51] is a graphical modeling and simulation tool focused on accessibility and
availability of features rather than performance. This tool is a web application accessible
through a standard web browser and includes features specific to a web environment,
like user management and model searching and sharing. The main advantage of Insight
Maker resides in its VPL (Visual Programming Language), which offers access to all its
functionalities, including tools for data analysis and model exploration and validation. The
simulator also includes API to build models and analyze their results programmatically.

JADE (Java Agent Development Framework) [52] is an industry-driven Java FIPA-compliant
framework aiming to simplify the implementation of multi-agent systems. Thanks to its
features, this tool has established itself as one of the most popular platforms in academic
and industrial communities [17]. JADE provides a powerful and useful GUI enabling
the user to control and configure the simulation during its execution and also supports
debugging and development tasks. Moreover, this tool is designed to work on distributed
systems abstracting most of the inherent complexities to the modeler. The core characteris-
tics of JADE make the tool highly scalable, robust, easy to learn, and compatible with most
Java-based platforms. Moreover, its popularity grants high user support, with complete
documentation and many tutorials and examples available.

JAS-mine (Java Agent-based Simulation library—Modelling In a Networked Environ-
ment) [53] is a Java-based toolkit for discrete-event simulations designed to aid ABM
development. Specifically, this platform aims to speed up model development, facilitate
model documentation, and foster model testing and sharing. The core capabilities of JAS-
mine reside in integrating I/O communication functionalities in the form of embedded
relational database management systems tools and automatic CSV table creation. The
database explorer included in the platform enables the user to inspect the database through
Structured Query Language (SQL) style commands.

krABMaga [54] is a fast, reliable, discrete-event multi-agent simulation toolkit based on
the Rust language for developing ABMs. Designed to be a ready-to-use tool for the ABM
community, krABMaga embraces the architectural concepts of the well-adopted MASON
simulation library to provide modelers with a familiar programming environment and
decrease the learning curve of the framework. However, krABMaga re-engineered some
aspects of the MASON architecture to exploit Rust’s peculiarities and programming model.
This framework comprises all functionalities required for developing and executing a
model, including a visualization component and a convenient UI. Additional functionalities
relate to running model exploration jobs on parallel, distributed, and cloud architectures.
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MaDKit (Multi-agent Development Kit) [55] is a lightweight Java library for designing
and simulating agent systems. The tool follows an organization-centered rather than an
agent-centered approach based on the AGR (Agent/Group/Role) model. MaDKit provides
several functionalities via APIs, including agents’ lifecycle management and distribution,
being mainly designed to be used by users with some programming knowledge.

MASON [56] is a discrete-event simulation toolkit written in Java for designing, executing,
and visualizing ABMs. MASON provides functionalities and API supporting the most
common needs of a modeler, including common agents’ behavior, environment creation,
and scheduling management. One of the main advantages of MASON is its snapshot system
enabling the user to stop and save a simulation and resume it in another machine thanks to
the compatibility provided by the Java Virtual Machine. Moreover, thanks to the existing
extensions, additional features are available, including GIS data with GeoMASON [57],
model exploration with ECJ [58], or the possibility of executing a simulation on distributed
systems and Cloud Computing with DistributedMASON [59]. Further, MASON is well-
suited to computationally intensive models or long-running simulations.

MASS (Multi-Agent Spatial Simulation) [60] is a multi-agent and spatial simulation li-
brary designed to address the need for parallel ABMs. The architecture is based on the
coordinator–worker approach, where the coordinator process spawns workers at different
computing nodes to run parallel simulations. MASS automatically manages agent execu-
tion and migration as well as the simulation space through several APIs, which facilitate
the model development (if the user has some basic knowledge of Java).

Mesa [61] is a Python-based ABM framework providing built-in core components to easily
create, visualize, and analyze simulations. Mesa is one of the most used and actively
supported ABM libraries, which exploits Python’s popularity to provide ease of use and
accessibility. One of the main advantages of Mesa is its extensibility allowing users to
develop and share their components through an open-source ecosystem. This approach
created a rich community providing extensions for any need, including the possibility to
exploit a multi-processor system, support for GIS data, and advanced analysis.

NetLogo [62] is an agent-based modeling environment implemented in Java and Scala,
and it is considered the standard platform for developing ABMs. The importance and
popularity of NetLogo rose to prominence thanks to its community, which is continuously
providing extensions such as GIS data usage, 3D visualization, and integration with other
languages, such as Python with PyNetLogo [63] or Pylogo [64], or R with RNetLogo [65].
Other relevant extensions worth to be mentioned are HubNet [66] for creating participatory
simulations and BehaviorSpace [67] for providing parameter-sweeping capabilities using
distributed and parallel techniques. NetLogo allows modelers to develop their models
through a simple-to-use dedicated modeling language while offering a VPL to create and
edit components to realize any simulation. However, its accessibility leads to significant
limitations regarding model complexity.

Pandora [68] is an ABM framework for large-scale distributed simulation providing two
identical programming interfaces exposing the same functionalities in two different pro-
gramming languages. pyPandora allows non-expert developers to develop models using
Python quickly. C++ Pandora offers a more efficient interface in C++ to implement complex
models, including the automatic generation of parallel and distributed code. Pandora
includes Cassandra, a GUI tool with functionalities to design and analyze a single model
execution or to set up a model exploration process. This tool can run large-scale ABMs, and
deal with thousands of agents with complex behavior.

Repast (REcursive Porous Agent Simulation Toolkit) [69] is a family of agent-based model-
ing and simulation platforms available in several programming languages. Repast Sim-
phony [70] is a Java-based modeling system that provides automated methods to perform
all the common tasks required in a simulation and supports several crucial additional
functionalities. The Simphony platform is based on a modular architecture adopting a
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plugin system that enables adding a wide range of external tools. Any other Repast ver-
sion implements the core features of Repast Simphony. Repast4Py [71] is a Python-based
framework that includes functionalities to develop distributed ABMs.

RepastHPC (Repast for High-Performance Computing) [72] is another member of the Repast
suite; specifically, it is a C++-based modeling system designed for running on large comput-
ing clusters and supercomputers. This toolkit enables the execution of massive simulations
containing hundreds of thousands of agents of very complex behavior whose execution
requires high computational power. Although some built-in functions are available for
developing a model, RepastHPC still requires users to have good programming experience
since they have to manage different aspects of the parallel execution.

4. ABM Tools Comparison

The plethora of ABMS tools available in the literature can easily overwhelm any
scientists interested in adopting a platform to develop ABMs with less effort. In this
section, we compare the leading open-source general-purpose platforms (see Section 3)
from the two-fold perspective of the available features and the trade-off between their
declared ease of use and efficiency. It is worth noting that (as previously mentioned)
we impartially gathered all information from each platform’s related article(s), website,
and documentation.

4.1. Available Features

Every ABM tool should offer some fundamental features to assist the user in creating
their model [16]. Table 2 lists these properties, which are based on the desiderata discussed
in Section 2.3 and includes facilities to write, run, analyze, and optimize ABMs. Tables 3
and 4 compare the tools according to whether they support each desirable feature.

Table 2. Description of the desirable features for ABM platforms.

Feature Description

Programming Language Programming language adopted for model development.

GUI Availability of a Graphical User Interface (GUI) to control the
simulation execution.

Visual programming Use of a Visual Programming Language (VSL) to support the model
development phase.

Simulation environment Fields and topologies available to create the simulation environment,
including GIS data.

Visualization Possibility to graphically visualize the model.

Snapshot and checkpoint Presence of functionalities to pause and save the simulation state and
resume it later.

Modularity and reusability ? Adoption of a modular design supporting the reuse of portions of
simulation code that can be combined to realize other simulations.

Inspector Facilities for retrieving the model’s information during its execution.

Analysis tools ? Presence of tools for statistical and non-statistical analysis, creation of
charts and plots.

Random number generator ? Support for the custom generation of random numbers.

Batch runner ? Facilities to automatically perform multiple runs of the same simu-
lation to assess whether stochastic processes influence the model’s
output.

Continuous Integration (CI)/
Continuous Development (CD)

Facilities to let developers automate code continuous integration and
delivery while keeping track of the simulation versions.

Model exploration and optimiza-
tion ? (MEO)

Facilities for exploring the model’s behavior when its input param-
eters vary and optimizing its outcomes. This feature also includes
automated testing.

HPC Exploitation of parallel and distributed computing as well as integra-
tion with cloud platforms for in-model execution or optimization.

? We only report whether the given feature is available without considering its comprehensiveness.
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We do not explicitly report the feature “Modularity and reusability” as a column since
all frameworks support this property to some extent, primarily thanks to their model devel-
opment language. In particular, most of the tools exploit an object-oriented programming
(OOP) approach, natively benefiting from the concepts of inheritance and polymorphism.
Further, OO programming languages, such as Java and Scala, represent the building blocks
for domain-specific languages (like NetLogo and GAML), which directly inherit their
OO characteristics. In this context, it is worth mentioning how GAMA is the first (and
unique) tool introducing the concept of modularity by design thanks to the co-modeling
mechanism [22], which enables users to incorporate previously defined agents or models
inside new models to create more complicated simulations.

Table 3. Comparison of ABM tools based on their features.

↓ Tool/Feature→ Programming Language GUI VSL Simulation Environment Visualization Snapshot and
Checkpoint Code

ActressMAS C# X Generic [73]

AgentPy Python X Grid, continuous, network 2D [74]

Agents.jl Julia X Grid, continuous, network,
GIS 2D, 3D [75]

Care HPS C++ [43]

Cormas VisualWorks X X Generic 2D X
[76]

CppyABM C++ and Python Generic 2D, 3D [77]

EcoLab C++ and TCL X Grid, continuous, network 2D X
[78]

EvoPlex C++ X Grid, continuous, network 2D [79]

FLAME C++ and XXML Generic [80]

FLAME GPU C++ and Python Generic 3D [81]

GAMA GAML X X Grid, continuous, network,
GIS 2D, 3D X

[82]

Insight Maker JavaScript X X Grid, network [83]

Jade Java X Generic X
[84]

JAS-mine Java X Grid [85]

krABMaga Rust X Grid, continuous, network 2D [86]

MADKIT Java X X
[87]

MASON Java X Grid, continuous, network,
GIS with GeoMASON [57] 2D, 3D X

[88]

MASS Three versions available: Java,
C++, CUDA X X Grid, network 2D [89]

Mesa Python X Grid, continuous, network,
GIS with Mesa-Geo [90]

2D, 3D with
Mesa 3D [91]

[92]

NetLogo NetLogo, Python [93,94] and
R [95] with extension X X Grid, continuous, network,

GIS with extension [96]
2D, 3D with

extension [97] X
[98]

Pandora C++ and Python X Generic, GIS X
[99]

Repast Three version available: C++,
Java, Python X Grid, continuous, network,

GIS 2D, 3D X
[100]

RepastHPC XXML Generic 3D X [101]

Table 4. Comparison of ABM tools based on their features.

↓ Tool/Feature→ Inspector Analysis Random Number Batch CI/CD MEO HPC
Tools Generator Runner In-Model MEO

ActressMAS X X X Parallel,
distributed

test

AgentPy X X X With exten-
sion [102] X Parallel

t

Agents.jl X X X X With exten-
sion [103] X

Distributed via
the Distributed

module [104]

t

Care HPS X Parallel,
distributed

t
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Table 4. Cont.

↓ Tool/Feature→ Inspector Analysis Random Number Batch CI/CD MEO HPC
Tools Generator Runner In-Model MEO

Cormas X X With exten-
sion [105] X

t

CppyABM X X X Parallel
t

EcoLab X X X With exten-
sion [106] X Parallel,

distributed
t

EvoPlex X X X X With exten-
sion [107] Parallel

t

FLAME X X Parallel,
distributed

t

FLAME GPU X X With exten-
sion [108]

Parallel,
distributed

t

GAMA X With
gamar [50] X X X X Parallel Parallel

t

Insight Maker X X X X X
t

Jade X X X[109] Parallel,
distributed

t

JAS-mine X X X X X
t

krABMaga X X X With exten-
sion [110] X Parallel,

distributed, cloud
t

MADKIT X X With exten-
sion [111] Distributed

t

MASON X X X X With
ECJ [112]

Distributed
With

Distributed
MA-

SON [113]

Parallel,
distributed

t

MASS X X X X With exten-
sion [114]

Parallel,
distributed,

cloud

t

Mesa X X X With exten-
sion [115] X Parallel

t

NetLogo X
With

extension
[116]

With
BehaviorSpace

[117]

With exten-
sion [118]

With exten-
sion [119]

With Behav-
iorSpace

[117]
Parallel

t

Pandora X X X X X Parallel,
distributed

t

Repast X X X X With
EMEWS [120]

Parallel,
distributed Distributed

t

RepastHPC X X X Parallel
t

4.2. Declared Ease of Use vs. Efficiency

Ease of use and efficiency are two essential and often conflicting criteria commonly
employed to assess software platforms, and ABM tools are no exception [51]. In this work,
the term “ease of use” refers to the effort required for installation and setup procedures, the
presence of examples, and the clarity of the documentation provided. The term “efficiency”
refers to the capability of the ABM tool to handle large and complex models granting low
execution time.

We evaluated the ease of use of each ABM platform by adopting a five-level Likert
scale. The scale is based on the criteria included in the work of Macal et al. [2], and
it considers the programming model adopted by each ABM tool and the (number of)
available functionalities as reported in the corresponding documentation, websites, and
article (declared ease of use). A description of the scale follows.

• Very low: poor modeling/execution APIs are provided by the tool, and the developer
is also responsible for many execution/technology-related tasks.

• Low: good modeling, but poor execution APIs are provided by the tool.
• Medium: comprehensive modeling/execution APIs.
• High: improves the previous level by adopting a well-known programming language,

such as Python or Java, which widens the number of developers ready to use the tool.
• Very high: tools that offer the previous level by using a Domain-specific Language or a

Visual Programming Language specifically developed for ABM.
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Broadly stated, the ease of use of a tool strictly depends on the programming language
used (higher-level languages are generally easier to approach), the number of available
functionalities (the higher, the better), and the availability of a dedicated GUI or a VSL
(which can further reduce the need for coding).

The classification of ABM tools according to their efficiency is based on how the
authors position themselves within the state-of-the-art regarding the potential to handle
large-scale models and the efficiency in executing them. In this case, we used a five-level
Likert scale, ranging from Very low to Very high, to evaluate the efficiency of each tool as a
function of its underlying technology and HPC capabilities. Table 5 classifies all ABM tools
based on their ease of use and efficiency.

Table 5. Trade-off between the declared ease of use and efficiency of the ABM platforms.

DECLARED EASE OF USE

Very low Low Medium High Very high

D
E
C
L
A
R
E
D

E
F
F
I
C
I
E
N
C
Y

Very low Cormas
Mesa

Insight Maker
NetLogo
GAMA

Low AgentPy

Medium FLAME
MADKIT

Repast

ActressMAS
Evoplex

High EcoLab

Agents.jl
JADE

krABMaga
MASON

MASS
Pandora

CppyABM
JAS-mine

Very high Care HPS
FLAMEGPU

RepastHPC

5. ABM Tools Evaluation

Part of the remarkable popularity of ABM tools comes from the improved developer
experience that allows non-expert programmers and lay users to design and (possibly
efficiently) run a simulation model. In this section, we analyze the collected ABM tools from
the developer’s perspective, assessing each tool’s experienced support and performance.

5.1. Hands-on Developer Experience

A critical quality of each ABM tool is the perceived hands-on experience. To evaluate
this characteristic, we considered the following elements.

Installation and setup. Perceived difficulty in installing and configuring the tool.

• N/A: installation guide not available.
• Easy: an installation script or installer is provided, or the tool can be used as a

standard library.
• Hard: information about the installation procedure is vague or it requires techni-

cal expertise.
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Documentation and examples. Extensiveness of the documentation and presence of examples
and tutorials.

• N/A: no documentation and/or tutorials are available.
• Basic: most functionalities are not documented or only essential information is

provided; few or no examples are given.
• Good: all functionalities are documented; some examples are given.
• Extensive: all functionalities are extensively documented; several comprehensive

examples exist.

Effort. Effort required to implement a model, measured in hours.

Problems. Errors and issues that prevented the tool’s installation or usage.

Hands-on evaluation process. The hands-on programming experience was evaluated by
two developers with a strong background in computer science, relevant expertise in the
ABM field, and some experience with most of the ABM tools considered. Both developers
independently installed each ABM tool reviewed in this work and tried to solve any arisen
problems before moving on to the model development phase. At the end of this process,
both developers rated each tool according to (i) its installation and setup procedures, (ii) the
comprehensiveness of its documentation and examples, (iii) the effort required to develop
a single model, and (iv) documented whether they encountered any issues in the process
(as detailed above). Finally, both developers filled in Table 6, discussing any discrepancy
until agreement. The upper part of the Table includes all tools correctly installed and
used; the lower part lists the remaining tools, clarifying the problems encountered in
the installation phase or when running examples. The number of hours describing the
effort required refers to the average time needed to develop a single model since each has
different peculiarities. In the case of ready-to-use ABM models (e.g., Flockers in NetLogo),
the developers estimated the effort required to adapt them to the experiment’s requirements
(see Section 5.2).

Table 6. Evaluation of ABM tools based on the perceived easiness in installing and using each tool.
N/V stands for Not Verifiable due to the inability to install or use the corresponding tool.

Tool Installation and
Setup

Documentation
and Examples Effort Problems

ActressMAS N/A Basic ∼4 h No installation information provided; only works with
VisualStudio.

test

AgentPy Easy Good ∼2 h
t

Agents.jl Easy Extensive ∼2 h
test

CppyABM Easy Basic ∼4 h
t

GAMA Easy Extensive ∼2 h
test

krABMaga Easy Good ∼3 h
t

MASON Easy Extensive ∼3 h
test

Mesa Easy Extensive ∼2 h
t

NetLogo Easy Extensive ∼3 h without
VSL

test

Repast Easy Good ∼4 h
t
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Table 6. Cont.

Tool Installation and
Setup

Documentation
and Examples Effort Problems

Care HPS N/A N/A N/V Only documented within the article.
test

Cormas Easy N/A N/V The application crashes after few operations.
t

EcoLab Easy Basic N/V The installation script does not work.
test

EvoPlex Easy Basic N/V All the examples do not run; no usage information provided.
t

FLAME Easy Basic N/V The installation script requires fixes to work properly; no more
supported.

test

FLAME GPU Easy Good N/V Not included because of the GPG involvement.
t

Insight
Maker Easy Extensive N/V The web application cannot handle huge workloads.

test

Jade Easy Extensive N/V Not included due to the different programming model
t

JAS-mine Easy Basic N/V Installation fails due to configuration errors.
test

MADKIT Easy Basic N/V Installation fails due to the JAR file.
t

MASS Easy Basic N/V The building process fails.
test

Pandora Easy Basic N/V No more supported.
t

RepastHPC Hard Good N/V The installation script provided does not work.
test

5.2. Performance Evaluation

To evaluate the efficiency and scalability of each ABM tool, we exploited four ABM
models with different characteristics regarding data structures, agents’ behaviors, and
environment type. A brief description of each model follows:

• Flockers. Developed by Craig Reynolds, this is one of the most famous ABM simulating
a flock’s flying behavior. In this model, the agents move within a continuous toroidal
space according to a simple set of rules.

• Schelling. This is a simple segregation model based on a 2D grid in which agents
decide whether to move into a new cell based on the status of their neighbors.

• Wolf, Sheep, and Grass. This multi-agent model simulates the population dynamics of
predators and prey coexisting in a shared environment.

• ForestFire. This stochastic spreading model is realized as a cellular automaton to
reproduce the fire diffusion in a forest.

To perform a fair comparison, we conceived a meta-model for each of the above mod-
els based on their NetLogo implementation, describing the agents’ behavior, the simulation
environment, and the possible interactions happening among agents and between the
agents and the environment. We used these meta-models to ensure that a specific model
simulation would expose the same behavior in all tested platforms. Specifically, in the
case we had to implement a given model for a specific platform from scratch, we followed
the tool’s suggested modeling choices and the guidelines imposed by the meta-model to
guarantee the expected behavior. Conversely, if the model was already available from
the platform’s repository, we verified its behavior and applied small changes in its imple-
mentation to match the meta-model if needed. Still, despite our effort to reproduce the
same model for each ABM tool, some differences could exist due to the variance in the
frameworks, mainly because of the different architectures and programming languages
involved. It is important to notice that in all the evaluated platforms, it is possible to reuse
code portions, such as agent definitions and behavior, in other models (see Section 4.1).
For instance, by incrementally adapting its behavior, we included the Flocker agent model
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in the Wolf, Sheep, and Grass simulation. Specifically, we expanded a Flocker agent’s
basic movement behavior within a two-dimensional environment to a Wolf agent’s more
complex behavior, which also includes eating and reproducing.

Table 7 reports whether a given model was already available as an example on each
functioning platform (see Section 5). The implementations of all models and the benchmark
are freely available on the following GitHub repository: https://github.com/isislab-unisa/
ABM_Comparison (accessed on 15 December 2022).

Table 7. Summary of whether each model was available for a given platform (○) or has been
developed from scratch (A). We only considered the ABM tools that could be installed and used.

↓ Tool/Model→ Flockers Schelling Wolf, Sheep,
and Grass ForestFire

ActressMAS A ○ A A
test

AgentPy ○ A ○ ○
t

Agents.jl ○ ○ ○ ○
test

CppyABM A ○ A A
t

GAMA ○ A ○ A
test

krABMaga ○ ○ ○ ○
t

MASON ○ ○ A A
test

Mesa ○ ○ ○ ○
t

NetLogo ○ ○ ○ ○
test

Repast ○ ○ ○ A
t

Benchmark configurations. All experiments were performed on the same Ubuntu 22.04
LTS x86_64 machine with kernel version 5.15.0-48-generic and equipped with an Intel
i7-8700T (12) @ 4.000 GHz CPU, an NVIDIA GeForce GTX 1050 Mobile GPU, and 16GB
RAM. The performance of each framework was tested with different models configurations,
starting with a field of size 100× 100, 1000 agents, and 200 steps, while maintaining an
agent density of ∼= 10%, calculated as width×height

number of agents . We obtained the other configurations
by doubling the number of agents and changing the field dimension to preserve the agent
density. Table 8 lists all experiment configurations.

Table 8. Experiment configurations for evaluating ABM tools’ performance.

# Agents Field Size # Agents Field Size

1 1000 100× 100 5 16,000 400× 400
2 2000 141× 141 6 32,000 565× 565
3 4000 200× 200 7 64,000 800× 800
4 8000 282× 282 8 128,000 1131× 1131

Results. Figure 1 depicts the running times of all the benchmarked ABM tools varying the
computational load over the four models. The missing data in the graphs means that the
specific tool failed in performing the simulation with the given configuration.

Generally, most tools achieve the same performance stated in the referring articles.
Nevertheless, we can note a few exceptions. Better-than-expected results come from
ActressMAS, reaching execution times comparable with tools specifically designed for

https://github.com/isislab-unisa/ABM_Comparison
https://github.com/isislab-unisa/ABM_Comparison
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obtaining high performance. This outcome probably derives from the efficiency of C# in
managing the simple data structures required to manage the simulation. The platform only
struggles with the WSG model, which includes more complex data structures and requires
multi-agent management. Likewise, NetLogo performs better than expected in all models,
providing good efficiency and scalability. Despite not being designed for simulating
complex models, NetLogo grants medium to low execution times and handles intensive
workloads. Conversely, CppyABM struggled with huge workloads, incurring execution
failures or delivering high execution times. This behavior led to higher computational
times than awaited in all models but Flockers. The reasons for these results must be further
investigated and may also be influenced by our inexperience with the platform and the
need for more documentation and examples.

ActressMAS AgentPy Agents.jl CppyABM GAMA
krABMaga MASON Mesa NetLogo Repast
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Figure 1. Running times of each framework on the four ABMs, varying the computational load by
increasing the number of agents while preserving the agent density.
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6. Conclusions

ABMs are an effective technique for studying complex systems via a bottom-up ap-
proach as, through ABM simulations, researchers from different fields can investigate
phenomena that are too difficult to understand using traditional methods. ABMs represent
an interdisciplinary approach to examining complex systems, and the heterogeneous back-
ground of ABM users demands comprehensive, easy-to-use, and efficient environments
to develop ABM simulations. Over the years, many tools, frameworks, and libraries have
been developed, each with its characteristics and objectives.

This article aims to guide scientists in choosing the proper ABM tool according to their
needs and skills. Specifically, we propose a thorough overview of open-source general-
purpose ABM tools and offer a comparison from a two-fold perspective. We first describe an
off-the-shelf evaluation by considering each ABM tool’s features, ease of use, and efficiency
according to its authors. Then, we provide a hands-on evaluation of some ABM tools by
judging the experience in developing and running four ABM models and the obtained
performance. In particular, this work empirically demonstrates that most platforms meet
the goals and priorities set by their authors. Extreme ease of use characterizes tools such
as GAMA and NetLogo, which represent the optimal choice for lay users as they do not
require any technical skill to be used effectively and provide a VSL along with extensive
documentation. MASON and krABMaga offer a variety of convenient features and solid
documentation, enabling modelers with some coding experience to easily develop and
even run complex simulations. Moreover, they also provide a good trade-off between ease
of use and efficiency. When performance is critical and HPC systems are available, FLAME
GPU, RepastHPC, and MASON (using its distributed extension) embody the best choices,
even though these platforms require extended training and expertise. In this context, we
must emphasize that ABM applications and domains span profoundly diverse disciplines;
therefore, the choice of the right ABM tool is often strongly influenced by the features
needed for the specific use case. For instance, modelers that need deeper insights into the
simulations’ behavior will find Agents.jl and Mesa as their best options thanks to their
functionalities and a programming language ideal for data analysis.

This review points out that there is no perfect ABM platform, but modelers must
choose the right tool primarily based on their technical skills and application requirements
(e.g., elevated computational loads, GIS data management, visualization). Specifically,
modelers must evaluate their confidence in coding in a specific programming language,
the amount of advanced and non-advanced functionalities required, and the scale and
complexity of the models. Based on these parameters, it is possible to identify the tool
that best suits the user’s needs, finding the right compromise between ease of use and
efficiency. Given their inherent distributed nature, ABMs lend themselves well to analyzing
phenomena from the ever more attractive distributed computing domains such as federated
learning [121–124] and blockchain systems [125–128]. An interesting perspective worth
exploring in future work could be assessing the current ABM tool landscape’s availability
and suitability in such domains to inform possible feature development in this context.
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