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## ABSTRACT



This thesis will show how a new type of controller for a Nylon spinning machine was developed from an initial specification. The controller is a component in a loosely coupled feedback system which reads two tachometer pulse trains and various plant interlocks, and produces two pulse trains which are used to control two solid state variable frequency variable voltage inverters and their $A C$ motors. The specification calls for 24 controllers to be linked to a PDP $11 / 23$ host computer which holds a library of operating parameters which can be downloaded into each control unit by an operator.

After examining the requirements of the system, a microcomputer implementation was chosen as best meeting the needs of the project. Elsewhere in the plant several earlier attempts at using micro-computers as dedicated controllers had been made, with rather poor results. Consideration of the future requirements of the company showed that there was a clear role for these controllers, and it was clear that there was a need to define standards for their development and implementation, and so a survey of the company's requirements was done, on the basis of which a standard was adopted.

The thesis covers all system related aspects of the project, from the initial selection of a microcomputer system and software development system, to the design and implementation of the controller.
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## CHAPTER 1 : INTRODUCTION

1.1 INTRODUCTION.


The aim of this project was to control the speed of the traverse and winder motors on a Barmag High speed wind up head, according to the measured ratio of speeds of the traverse motor and a chuck driven by the winder motor. For more details see the introduction to Nylon Spinning given in Appendix A. The rest of this thesis will assume familiarity with these ideas. A glossary of terms and abbreviations is given in chapter 6.

Because of increased demand for certain types of yarn, and in anticipation of future demand, SANS decided to convert an existing Type 18 Terylene spinning machine into a $\quad$ ype 18 Nylon Spinning machine. One part of the project called for the installation of Barmag high speed winders on the windup floor. The control of the winder drives forms the subject of this thesis. Existing machines use two inverters to control all 24 traverse and winder drives. Inverter failure means that all 24 positions are stopped. With the advent of low cost, solid-state, variable speed $A C$ drives, it semed that it might be financially viable to use individual inverters for each position, and it was clear that an investigation was necessary.

Once the question of individual inverters on each position had been raised, the question of inverter controllers for each

## INTRODUCTION

position also had to be considered. Assuming that a sophisticated controller able to give a programmable traverse frequency modulation could be produced, the requirements for the system would be as set out in the next section.

### 1.2 REQUIREMENTS.



1) Reduce the amount of lost production time through inverter failure, without increasing the amount of maintenance time because of a greater number of inverters and hence inverter failures.
2) Extend the range of products that can be spun with the Barmag winder. The old combination of controller and winder could only operate over a limited range, which restricted the number of products which could be spun.
3) Improve the package build of spun cakes. Research carried out by Hudgell, Sykes and others (ref 1, 2, 3, 4) indicated that improved modulation and banding avoidance techniques would reduce or even eliminate ribboning and banding problems which are responsible for wasted production because of yarn takeoff problems.
4) Simplify the updating of operational instructions to a winding position. The controllers on existing machines are analog devices which use potentiometers and switches to set operational parameters. After a machine has been set up for a new product, it usually takes several further fine adjustments to get a satisfactory standard of output - a wasteful process.
5) Monitor the operation of each position on the machine to check whether it is within preset limits, and generate an alarm if operation moves outside those limits. The idea here was to monitor the difference between desired and actual motor speeds to detect bearing failures and log unscheduled production stoppages.

The production department conducted an investigation which revealed that the break even point for cost per inverter against lost production time through inverter failure would be about one inverter for five positions. Factors 2) to 5) called for individual inverters, and the potential production gains from having these features, coupled with the low cost of the inverters made it possible for the machine to pay for itself within the company's stipulated 2 year payback period for projects of this nature. Thus a decision was made to use two inverters and one controller per position.

This decision had other beneficial offshoots. The limited local market for certain products and the inability of the old system to produce more than one product at a time meant that some products required short runs to satisfy demand. Incorrect setting up and faulty operation of the analog controllers is one of the major sources of wasted production in similar systems elsewhere in the plant. The ability to split the machine and controlindividual positions means that low demand products can be set up on a few positions and left running for longer periods, thus increasing the conversion efficiency of the machine. Individual control also enables some units to be used for preproduction trials while normal production continues on the rest of the machine (it had been the practice in the past to stop the machine and wind on only a few heads while trials were in progress).

One aspect of individual control that was of particular interest was the requirement in 3) for banding avoidance or "Ribbon Breaking", which can only be done on the basis of chuck and traverse speed measurements and individual position control. Trials had been done at Barmag in Germany, FII in Canada and ICI in the $U K$ which indicated that banding avoidance leads to improved package build and fewer customer returns (ref 1 ). The three systems all use dual inverters on the traverse, with some method for switching from one to the other when a ribbon point is detected. However the dual inverters added to the cost of the system, and considerable problems were experienced with switching from one inverter to the other. In addition there were problems
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achieving the resolution of control necessary for these schemes to work. The scheme used by SANS overcomes all of these problems.

### 1.3 THE INVERTER CONTROL UNIT.



Once the general requirements for the controller had been decided on, and the SANS production department had produced a specification for the controller operation (appendix b), it was necessary to describe the required behaviour of the controller exactly so that a design could be produced. The functions to be performed by the controller are described in appendix $C$.

The design of the controller was determined by the following factors :

1) The need for highly accurate speed control and measurement to keep garn tension within closely defined tolerances (See Appendix B for a specification of operational parameters).
2) The need for quick, reliable accurate and repeatable alteration of operational parameters.
3) The lack of hardware development facilities at SANS. Past experience has shown that project completion dates, in-service reliability and cost are improved by buying board level components from reliable vendors. In-house design and construction is normally only justified when there is no commercially available system to perform the task, or when the scale of the project leads to savings on component count through hardware optimisation (because ready-made boards usually incorporate features which are unnecessary for a particular project, but give the greatest overall flexibility).
4) The controller has to perform a complex sequence of operations depending on the current status of the machine.
5) The controller had to be able to incorporate future improvements and changes to the machine. It was also desireable that it should be usable in similar but different sytems.

There are no ready-made analog controllers which are able to perform this control function. Given the range and complexity of the functions of the controller, and after investigating the ability of a micro-computer to perform the necessary tasks, and given the relutance of SANS to get involved in the development of component level systems, the decision was taken to develop a microcomputer controller rather than a custom made analog device. This decision meant that a whole range of ready-made systems became available.
1.4 SELECTING A REAL TIME MICROCOMPUTER SYSTEM.

Having decided to use a microcomputer, it then became necessary to choose the microcomputer hardware, operating system, and a development system to implement the controller. There were two factors which had to be considered in making the choice.

The first is that there are already a number of microprocessor controllers in operation at SANS, and it is expected that many more will be installed infuture. These sytems have several disadvantages. The first is that they are mostly dedicated, with sof tware in ROM and no source listing or development facility. This means that it is difficult to maintain and tailor systems for particular applications. In addition there are a number of different systems, which means that a wide variety of spares have to be kept, and more importantly development, maintenance and operational staff have to be familiar with a wide range of equipment. This is undesirable because of the training and familiarisation time needed for each new item. There was a clear need to try and rationalise the situation, and develop a standard for microcomputer and development systems. The system chosen had to be able to cope with all the present and projected needs of the company, and as far as possible had to be compatible with existing
equipment, which implied a careful review of the company s present and future requirements for dedicated computer control. Appendix D is the result of this enquiry.

The second factor that had to be considered was the wide variety of board level computer equipment currently available on the market. Each system has drawbacks and advantages, which had to be seen in the light of the company's present and future needs. The various systems that were examined and the aspects of each that were used for comparison are presented in Appendix E.

On the basis of these enquiries, the standards adopted were: INTEL single board computers for target controller systems; and the MAGIC development package running on DEC PDP-11 minicomputers for application software development.
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## CHAPTER 2 : THE INVERTER CONTROL UNIT HARDWARE

2.1 THE SINGLE BOARD COMPUTER.

The reasons for using the INTEL iSBC $88 / 25$ single board computer were dealt with in chapter 1.4. This chapter will deal with the hardware on the board, and describe how it is used to control the inverter control unit. A brief description of the single board computer will be given, followed by a detailed description of the use of the component parts of the board in this project.
2.1.1 THE ISBC $88 / 25$ SINGLE BOARD COMPUTER.

A block diagram of the computer is given in Figure 2.1.1. The basic board contains an 8 level Programmale Interrupt Controller (PIC); a Programmable Peripheral Interface (PPI) giving three eight bit parallel ports; a three channel programable Interval Timer (PIT) ; $\quad$ U Receiver / Transmitter (USART) for serial communication with a local terminal; 4 kilobytes of RAM, with sockets for another 4 kilobytes; and four sockets for 2,4 , 8 or 16 kilobyte ROMs, giving a maximum capacity of 64 kilobytes of EPROM or ROM.

Because of the need for a second serial port for host computer communications and more interval timers, an iSBX 351 piggy back board was added to the mother board via one of the local bus iSBX


FIGURE 2.1.1: BLOCK DIAGRAM OF SBC
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> connectors. This board provides an extra USART with buffers for RS-232 or RS-422 (differential multidrop) serial communications, and an extra PIT, which is usually used to clock the USART.

Note that a more general term for Progamable Interval $\quad$ imer (or PIT) is Real Time clock (or RTC). Both terms are used interchangeably in this thesis. Figures $H .1$ and $H .2$ in Appendix $H$ contain full schematic circuit diagrams for the two boards.

### 2.1.2 USE OF PROGRAMMABLE INTERVAL TIMERS.

A requirement of the controller was that speed control be smooth, avoiding sudden speed changes (except intended changes such as P-jumps). The 8253 PIT was carefully checked for glitching at terminal counts, using a high speed logic analyser. It was selected as a candidate for timing applications only when it had been shown to have smooth, glitch free operation. There are two PIT's in the system (one on the mother board and one on the piggy back board), giving a total of six timers. The system real time clock requirements were as follows :

1 x 50 Hz system clock.
2 x USART baud rate clocks.
1 x Traverse inverter pulse train.
l $x$ Winder inverter pulse train.
1 x Traverse tachometer.
1 x Chuck tachometer.

Total 7

The use of each PIT channel will now be considered in more detail.
2.1.2.1 USART BAUD RATE GENERATION.

Since both USART's had to run at the same baud rate it was possible to use one channel of the PIT for both USART clocks, which meant that six PIT channels were required in all. This need could be satisfied by the two existing 8253's. The USART
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requires a square wave clock for the serial / parallel shift register. To work out the frequency of the clock, the requirements of the system and the operation of the USART had to be considered. A baud rate of 9600 was required, and the PIT is clocked at 1.229 MHz. The USART has an internal divider which divides the clock by 1 , 16 or 64 to give the baud rate. 1.229 MHz has to be divided by approximately 128 to give a baud rate of 9600. The USART division was arbitrarily set to 16 , which meant that the piT had to divide the basic clock by 8 . Thus the PIT was set up to operate in mode 3 (square wave generator), with a count value of 8 .

### 2.1.2.2 SHAFT SPEED MEASUREMENT.

The specification called for the chuck speed and the traverse speed to be measured. There are three common techniques for measuring shaft speeds with a computer : Analog to digital conversion of the output of a tacho generator; shaft encoders; and counting of pulses from a shaft rotation transducer (eg proximity detector) over time. Each method has its advantages and drawbacks. In this project the last method was used for four reasons :
A) Analysis showed that the pulse counting method was capable of producing the required measurement accuracy.
B) The PIT had channels available for this purpose, providing a simple and cheap method for speed measurement, the only extra hardware required is for buffering and filtering.
C) Speed measurement had to be done to a high degree of accuracy. If $A-D$ or shaft encoding techniques had been used, high quality (and therefore expensive) hardware would have been required.
D) There was very little space on the machine to mount a tachometer or encoder, and the simplicity, small size and reliability of proximity detectors offered reduced maintenance overheads.
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2.1.2.3 INVERTER PULSE TRAIN GENERATION.

The controller had to provide variable speed controlfor two inverters. Because of the requirement for highly accurate speed control, pulse driven inverters were used rather than the more usual reference voltage control. This meant that Emerson had to modify one of their standard inverters to accept a pulse train input (See appendix $C$ for a description of the inverter operation). If a PIT channel was to be used to generate the pulses, it had to be able to produce the full range of operating frequencies with the required accuracy. Two factors had to be considered if this method was to work. The first is that the inherent resolution of the PIT decreases as frequency of operation increases, which had to be checked against the production requirements. . The second factor is that there is a maximum count value that can be loaded into the PIT, which limits the low frequency operation of the PIT. Each of these factors will now be considered in detail.
A) HIGH fRequency resolution of the pit.

The traverse operates at a higher frequency than the winder, its maximum frequency being 320 Hz . The control pulse train had to be six times the required output frequency of the inverter, so the maximum output frequency required was :

$$
6 * 320 \mathrm{~Hz}=1920 \mathrm{~Hz} .
$$

The specification called for a 0.2 Hz resolution, which translates into 1.2 Hz from the PIT. In Mode 3 the 8253 operates as a square wave generator. A count value loaded into the PIT is decremented by clock pulses from a crystal oscillator. When the count has reached half its value the state of the output is changed. When the count reaches zero the state of the output is changed back, and the count value is automatically reloaded into the counter.
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Thus :

## CRYSTAL CLOCK FREQUENCY

SQUARE WAVE FREQUENCY =
COUNT VALUE.

The frequency resolution of the generated square wave is limited by the integer count value loaded into the PIT. The resolution decreases as the output frequency approaches the PIT clocking frequency. Output frequency is controlled by loading different count values into the PIT. The factory default clock rate is 1.229 MHz, thus :

1229000
MINIMUM COUNT VALUE = --------- $=640$
1920

The smallest change in frequency that can be achieved at this frequency is by increasing the count value from 640 to 641. This corresponds to a frequency change from 1920 to 1917.3 Hz , ie 2.7 Hz , which does not meet the specification. Fortunately it was possible to double the PIT clock rate, as the 8253 will operate up to 2.5 MHz , and there was a 2.456 MHz clock available. This increased the minimum count to 1280 , and the worst case resolution is 0.225 Hz , which was acceptable to the production Department.
B) MAXIMUM COUNT VALUE THAT CAN BE LOADED INTO PIT.

The count value loaded into the PIT is a 16 bit integer, so :

$$
\text { MINIMUM FREQUENCY }=-2456000
$$

65536
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Ramping of the motors down to a standstill was achieved by using the expression :

NEW SPEED = OLD SPEED - DECELERATION RATE

If the old speed minus the new speed results in a count value requiring more than sixteen bits, then the high order bits above sixteen will be lost (ie the count "wraps around"from 65536 to zero), and the resulting count value will be incorrect. To ensure that this situation never arises, the minimum sped should be set so that the count value of new speed is never greater than 65536 :

```
OLD SPEED = NEW SPEED + DECELERATION RATE
```

expressing this in terms of the count value :

| Fi | Fi |
| :--- | :--- |
| Nold | Nnew |

```
Where : Fi = clock rate (2.456 MHz)
    Nold = previous count value
    Nnew = new count value
    MAXDEC = maximum deceleration rate
```

Rearranging :
Fi * Nnew
Nold =
Fi + Nnew * MAXDEC
If $\mathrm{Fi}=2.456 \mathrm{MHz}$
Nnew $=65536$
MAXDEC $=4.2 H z$ per 100 mS (Limiting inverter acceleration rate)
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Then maximum count value Nold = 58 930. This corresponds to a frequency of 42 Hz .

Thus by using a clock frquency of 2.456 MHz it is possible to achieve the speed resolution required by the specification, and the useable speed range is 42 - 1920 Hz , corresponding to 7 - 320 Hz out of the inverter. Initially the aim was to get the starting speed as low as possible to limit the starting current of the (synchronous) wind up roll motor. However it was discovered that the motor was unstable at this speed, causing inverter trips, and the best practical starting speed was $13.3 H z$, corresponding to 80 Hz from the computer.

### 2.1.2.4 THE SYSTEM CLOCK.

The $S M T$ operating system requires a 50 Hz system clock which is provided by one of the PIT channels. The requirement for highly accurate speed measurement made it necessary to read the system clock "on the fly" to achieve a clock resolution of less than 20 m (see chapter 3.3.3 and 3.3.10). As a result the PIT was operated in mode 2 as a divide by $N$ rate counter, rather than in mode 3 as a square wave generator. In mode 3 the count value is decremented by two for each clock pulse, and when the count reaches zero the state of the $O U T$ in is inverted. In mode 2 the count value is decremented by one each clock pulse, and when the count reaches zero the OUT pin goes low for one clock pulse. In mode 3 the state of the output pin has to be determined, as well as the count, whereas in mode 2 only the count has to be read, which is far simpler. Using mode 2 had no other ramifications for the design, and gave satisfactory performance in practice.

The clock frequency used was 1.228 MHz , so the required PIT count value was :

$$
1228000
$$

### 2.1.3 THE PROGRAMMABLE INTERRUPT CONTROLLER.

This section assumes familiarity with the 8086 interrupt mechanism, 8086 assembly language, MULTIBUS, and the operation of various Intel peripheral chips. Intel publishes numerous reference manuals which should be consulted for more information (See references 9 and 10). This section will be limited to implementation notes.

Seven interrupts were required by the system, so the on-board eight level 8259 A interrupt controller was adequate, and the use of slave interrupt controllers was not necessary. The interrupt vector table is initialised in MSMTUl.RTL, the user hardware initialisation module. Interrupts Types 1 to 4 are reserved for 8086 exception handiing, single stepping and Non-Maskable interrupts, and Types 5 H to 19 H are reserved by Intel for future use. To maintain compatability with future hardware and still leave as much RAM available as possible, the controller used Interrupt Types $20 H$ to 27 H , occupying physical memory addresses from 80 H to 9 FH .

SMT has no provision for rotating priority interrupt arbitration, so the 8259 A was used in the fixed priority mode, where INT 20 has the highest priority and INT 27 the lowest. The version 1.0 release of the MAGIC assembler has a bug in it which makes it impossible to use embedded absolute code sections in the middle of other code segments. This meant it was not possible to use the org and $D W$ pseudo assembler instructions to initialise the vector table, which had to be done with MOV instructions. The use of each interrupt will now be considered in more detail.
2.1.3.1 INT 21, THE OFF BOARD ADDRESS TRAP.

The computers MULTBUS interface was not used, which means that all system addresses are on-board. The computer has address decoding ROM's which select the peripheral chips, and also give a
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signal indicating whether the address is on-board or off-board. If the address is off-board, it is handled by an 8289 bus controller and an 8288 system controller dedicated to the bus. The system then goes into a WAIT state until the bus peripheral being addressed acknowledges (XACK) that it has valid data on the data bus. If there is no peripheral, the computer would go into an indefinite wait state, that is it would "crash". To prevent this from happening, a monostable is gated with the XACK signal. If no ALE signal is received by the monostable in lms, it times out and clears the HOLD releasing the CPU from its WAIT state. The monostable output can be latched and used to interrupt the processor.

Since there is no off board-device in this system, any attempt to address one implies that something is wrong. If this does happen, the processor traps this condition, which causes the unrecoverable error routine (RRGEL) to be called with an error number 30.

### 2.1.3.2 INT 22, THE SYSTEM CLOCK INTERRUPT.

This routine gets called once every 20 mS when a system clock interrupt is received from the PIT. The routine is held in the system module SMTCLK, and is declared PUBLIC so that it can be initialised in MSMTUl. The service routine sets a system event which triggers the clock task which updates all its counters.

### 2.1.3.3 INT 23, TRAVERSE TACHO INTERRUPT.

This routine is triggerred when the tacho PIT count reaches zero, and is the timer for the traverse tacho task. It takes the current value of NOW, reads the system clock "on the fly", and sets an event which tells the traverse tacho that the timing period has elapsed. See Chapter 3.3.3 for a more detailed explanation of the operation. The routing of the physical link is described in the chapter on the $I / O$ board.
2.1.3.4 INT 24, CHUCK TACHO INTERRUPT.

This performs the same function as INT 23 for the chuck tacho. See chapter 3.3.10 for more details.
2.1.3.5 INT 25, HOST LINK TRANSMIT DATA INTERRUPT.

The USART for the host link is on a piggy back SBX 351 board. This board can be configured for RS-232 or RS-422 (three state differential) operation by changing some links. From the programming point of view however, there is no difference between these two modes.

As explained in chapter 3.3.12, the multidrop serial link is configured so that it produces an interrupt when the transmit buffer is empty. The interrupt service routine fetches the next character from the packet buffer, checks to see if it is the final character, and loads it into the transmit buffer (after checking to make sure it is empty). If the character is the final one, then an event is set which tells the Host link communications task that the transmission is complete. The routine is then exited without reloading the transmit buffer, and data transmission halts.
2.1.3.6 INT 26, the LOCAL VDU RECEIVE DATA INTERRUPT.

Every time a key on the local VDU is pressed, the local VDU USART receives a character in its input buffer, causing an interrupt that calls the service routine in the system module MSMTPIO.RTL. The service routine checks the received character to see if it is control-A. If it is, it sets the system event which triggers the CTL-A task and exits. If it isn't CTL-A, it checks that the input buffer is not full, and if it isn't, places the character in the text buffer and echoes it on the VDU. If the buffer is full, then the pointers are reset and the previous data is overwritten.
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2.1.3.7 INT 27, THE HOST LINK RECEIVE DATA ROUTINE.

This is similar to the transmit routine, and is fully described in chapter 3.3.12.

### 2.1.4 THE SERIAL LINKS.

Two serial links are provided. One is an RS-232 link used for communication with a local VDU, and the other is an RS-422 multidrop link for communication with a remote process management computer. The local VDU link uses the on board USART, while the multi drop host link uses the piggy back USART.

Both links operate at 9600 baud, and use eight data bits, with one stop bit and no parity. As explained before, the baud rate clock for the transmit and receive buffers on both USART's are generated by the same PIT output (See section 2.1.2.1). Initialisation of the USART's is performed in MSMTUl.RTL, and follows the sequence reccommended by INTEL, namely :

1) Disable interrupts.
2) Write four zeroes to USART control port with a 16 clock cycle settling time between writes.
3) Write a USART reset character to control port.
4) Allow USART to settle.
5) Write mode definition word and allow settling time.
6) Write command word to control port.
7) Enable interrupts.

Once an initialising sequence has started, it must be completed. To ensure that this happens in an oderly fashion, interrupts are disabled at the start, and four dumm zeroes are written to the control port, which will take the longest initialisation sequence possible to completion. The settling periods are required by the internal operation of the USART. Once any outstanding initialisation sequences have been completed, control words can be sent to the control port with appropriate setting times between writes. The reset word instructs the USART that mode and
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control words are about to follow. The mode word sets up the number of stop and data bits and disables parity. The command word enables the Transmit and receive buffers, and sets the DTR and RTS modem control pins. This completes the initialisation phase and the USART can receive or send data. When data is received, the interrupt routine merely has to read the USART data register. When the CPU wishes to send data, it writes it to the data port.
2.1.6 DIGITAL I/O.

The $S B C$ 88/25 computer has an on board 8255 Programmable Peripheral Interface (PPI) chip, providing 24 lines of digital I/O. The system digital requirements were for six inputs and four outputs to the outside world, and one output for on board use, as follows:

## INPUTS

1) Four address selection bits.
2) Position ready to start.
3) Tailing button. (not usedin this system)

OUTPUTS

1) Position ready.
2) Winder inverter run contact.
3) Traverse inverter run contact.
4) Software error.
5) Off board memory address latch clear.

Each of these signals is fully described in the section on the $I / 0$ board (section 2.2), and the overall operation of these signals is described in Appendix C. This section will be limited to a description of the PPI.

The outputs had to be latched, but the inputs did not require latching. Port. A of the PPI has an 8287 bi-directional buffer, whereas the other ports have facilities for output buffers only.

So port $A$ was made an input port, and the Transmitreceive pin of the 8287 buffer was pulled low to putit into the input mode. Port $B$ was configured as an output port, buffered by 74LSOO NAND gates in sockets $X U 9$ and XUlo. Both ports were initialised as basic input/output mode 0 ports. The off board memory address latch required bit set/reset facilities; so one bit of port $C$ was used, since port $C$ supports bit set/reset operation. Once again the requirement was for simple latched operation, so port $C$ was configured as a mode output port. Thus the PPI was initialised as follows :

| PORT A | INPUT | MODE 0 |
| :--- | :--- | :--- | :--- |
| PORT B | OUTPUT | MODE |
| PORT C | OUTPUT | MODE |

The code which initialises the PPI is in MSMTUl.RTL.
2.1.6 RAM AND ROM.

Since the 8086 interrupt vector table occupies the first kilobyte of physical address space, RAM is always mapped into the lowest memory locations. The basic $S B C 88 / 25$ board comes with $4 k$ of RAM fitted. SMT requires approximately 2.5 k , the vector table uses 256 bytes, and the applications tasks need approximately 1.5 k giving a total requirement of $4.25 k$. It might have been possible to reduce this to under $4 k$ by carefully tuning the system, but because of the project time limits extra RAM was added to the sockets provided on the board. The factory default setting maps this RAM from physical addresses 3000 to 3 FFF (hex). It was re-mapped to be contiguous with the on board RAM by cutting a track from the address decoding ROM, and soldering a length of wire from a different address select line (See Appendix for the details).

The 8086 reset vector resides at address FFFFOH, so on board ROM is always mapped to the highest memory locations. SMT occupies approximately 16 kilobytes of code, whilst the applications tasks have nearly 32 kilobytes of code. This makes
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the total code requirement 48 k . There are four ROM slots on the board that can take all standard ROM sizes from 2 kilobytes up to 16 kilobytes. Four 8 k ROMs give 32 k , so it was necessary to use three $16 k$ ROMs. The RESET vector at FFFFOH contains a fump to the SMT entry point. Figure 2.1 .2 is a memory map of the system, showing how RAM and ROM are used by the controller.

### 2.2 THE I/O BOARD.

$=================$

The function of the $I / 0$ board is to level shift and buffer signals from the plant and the computer. The board also logically AND's the winder interlock signals together and produces a Go/Nogo signal for the computer. Each interlock drives an indicator LED through a latch, so that its status can be monitored. The signals handled by the $I / 0$ board will now be described. Appendix A should be consulted for a description of a Nylon Spinning machine.

### 2.2.1 THE PLANT INTERLOCKS.

These are voltage free normally open contacts used to monitor the state of the plant. The computer supplies 24 V to one side of the contact, and the other side goes to ground through an opto-coupler and a limiting resistor. If the contact is closed, the output of the opto-coupler goes high, and this output is ANDed with all the other outputs, and latched for an LED display. For the winder to start or continue running, all these contacts must be open. The start button is similar, except that the opto-coupler output is latched before being ANDed with the other interlocks.
2.2.1.1 INPUTS FROM THE PLANT.
A) STOP - this is a push button mounted next to each winder position that when pressed causes the winder motors to ramp to a standstill.
B) START - this is a push button mounted next to each winder position that causes the winder motors to ramp up to runing speed
when pressed, provided none of the other interlocks are enabled.
C) EMERGENCY STOP - There is one emergency stop button located at either end of the machine. If either of these buttons is pressed, all 24 winders ramp to a standstill.
D) WRAP DETECT - A sensor mounted close to the winder and traverse rolls is triggered if yarn gets wrapped around either of them. This usually happens when the thread line has broken; and the machine cannot operate under these conditions.
E) OIL MIST FAIL - The bearings of the motors and the chuck are lubricated by oil droplets carried by air. If the lubrication system fails, all 24 winder positions are ramped to a standstill.
F) THERMISTOR TRIP - Thermistors mounted in the stator windings detect whether the motor is overheating, which signals imminent motor failure, and ramps the winder to a standstill.
G) TRAVERSE INVERTER READY - Each traverse inverter has a set of contacts which are closed as long as the inverter is notin a tripped state, such as over or under voltage or current limit. If an inverter does trip, the winder is ramped to a standstill.
H) WINDER INVERTER READY - As for the traverse inverter.
I) TAILING BUTTON - See Appendix A for a picture of the transfer tail. Operation of the transfer tail indicates that a wind up period has begun. The ability to monitor this condition was included.in case it became necessary to know this start point in future modifications to the system. However it is not used in this application.
2.2.1.2 OUTPUTS TO THE PLANT.
A) HEAD LIFT SOLENOID - Whenever a fault condition occurs or the winder is stopped for any reason, the winder roll must be lifted clear from the package surface. The winder roll is mounted in
the head which is held in contact with the yarn package by compressed air. The head lift solenoid switches the flow of air so that the head is lifted clear of the package. This signal is generated by ANDing all the input interlocks together, and is generated completely independently of the computer software.
B) POSITION READY - This signal is fed to an indicator lamp mounted next to each winder position, and indicates when the motors are up to operating speed and ready for use.
C) WINDER RUN - This is a set of relay contacts which energises the winder roll inverter.
D) TRAVERSE RUN - As for the winder.
E) HOUR METER - This is a set of relay contacts which drive an hour meter which records how long the unit has been in operation. It is used for routine maintenance.
2.2.2 THE PULSE TRAINS.

There are four pulse trains in all. Two go from the computer via the $I / 0$ board to the inverter, whilst the other two come from variable reluctance probes mounted on the shafts of the traverse motor and chuck, and are used for speed sensing. The inverter drive pulses are optically isolated and then buffered by transistors. The tacho pulse trains are filtered and shaped, and then optically isolated.

### 2.2.3 THE INDICATOR LED's.

Fourteen indicator $L E D^{\prime} s$ are mounted on the front panel of each inverter control unit to give information about the status of the plant interlocks and the operation of the computer system. Each indicator is briefly described.

Ll - Winder inverter is not ready, ie it has tripped.

L2 - Traverse inverter has tripped.

L3 - Thermistor trip has occurred.

L4 - Emergency stop button has been pressed.

L5 - Oil mist supply has failed.

L6 - Wrap detected on roll.

L7 - Stop button has been pressed.

L8 - Software watch dog.

L9 - CPU running.

L10-Datatransmitted to host from ICU.

L11 - ICU received data from host.

Ll2- Position winder up to operating speed.

L13-Position started.

L14 - Position ready to start.

Ll to $L 7$ are red and reflect the state of the plant interlocks. If any are lit the winder is stopped or stopping. L8 to Lil are amber, and reflect the activities of the computer. L8 is driven by
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the sequencing task (see chapter 3.3.6.2), and will flash with a two second period if all the system tasks are functioning correctly. L9 is connected (via a buffer) to the 8288 system controller Address Latch Enable pin, and indicates whether the CPU is running. Llo and Lll are connected to the host link USART transmit and receive interrupt lines. If the USART is handifng data, the LED's will flash. $L 12$ to $L 14$ are green, and the winder must be used only when all three are on. There is also a pushbutton mounted on the front panel which resets the interlock Led latches. THIS RESET BUTTON ONLY AFFECTS THE LED's, AND HAS NO effect whatsoever on the operation of the controller.
2.2.4 THE LINK WITH THE COMPUTER.

To simplify maintenance and housing , the $I / O$ circuitry was mounted on $a$ board with a MULTBUS form. factor, which was manufactured to a specification supplied by SANS. The MULTIBUS P-1 connector was not used at all, and the $\mathrm{P}-2$ auxiliary connector was used for bringing power onto the $I / O$ board and connecting the $I / O$ board with the plant. The $J-1$ connector was used for connecting the $I / O$ board signals to the computer. Figure 2.2 .1 shows a logic diagram of the $I / O$ board, whilst figure $H .4$ in Appendix $H$ shows a detailed schematic diagram of the board.

### 2.2.5 THE MARK II VERSION OF THE I/O BOARD.

Two problems were experienced with the first version of the $I / 0$ board. The first was that no limiting resistor was placed on the outputs of the inverter pulse train transistors, so if this output was short circuited the transistors were destroyed. The second problem was the lack of a driver transistor for the "Winder Ready" signal lamp.

A second $I / O$ board was produced with the necessary additions, and these boards have been installed in ICU drawers that have had repeated failures due to these ommissions.
2.3 THE INVERTER CONTROL UNIT CABINET.


The complete Inverter Control System consisted of 48 inverters and 24 computers, all of which had to be mounted in the same space as the original two inverters and one controller of the old machine. Thus space was at a premium, and the computer cabinet had tofit into a space which was two 19 inch rack spaces wide, and no more than eight feet high. In addition the cabinet had to be mounted against a wall with other cabinets on either side. However individual computers had to be easily accessible for maintenance.

### 2.3.1 THE CABINET.

Each computer is housedin a 19 inch rack mounting drawer with removable front and back panels. The indicator LED's are mounted on the front panel, and all the interconnection sockets are mounted on the back panel. The cabinet is made like a cupbord, with two doors opening outwards. Twelve computer drawers were mounted in each door of the cabinet, with hanging connections going from the back of the drawers to terminal strips on the back of the cabinet. The field wiring was brought in through the top of the cabinet and runs in a spine between the terminal strips. Figure 2.3 .1 shows a front view of the cabinet with the doors opened.

This technique makes it possible to access the terminal strips or the back of the drawers by opening the cabinet doors. However it is also possible to remove individual I/O or computer boards without opening the cabinet, simply by removing the front panel of a drawer, and sliding the relevant board out. Figure 2.3.2 is an exploded diagram of the drawer showing the layout and orientation of all the drawer components.
2.3.2 THE POWER SUPPLIES.

The maximum current consumption from the 5 V supply for each Single Board Computer, its $S B X$ piggy back board and $I / 0$ boardis 6 A .


FIGURE 23.1
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There are 24 computers, so the total current supply required is 144 Amps. In addition; $+/-\quad 12 \mathrm{~V}$ supplies were required for the RS-232 serial communications and the $I / O$ board, and 24 V was needed for the interlock contacts. This gave power supply requirements as follows :


The controller specification called for normal operation with up to two seconds power loss from ESCOM, and protection against power supply failure. $A$ ring main UPS (Uninterruptible Power Supply) is available at SANS, so the power supplies were run off this for protection against ESCOM failure. For protection against power supply fallure, a backup power supply was needed. 144A power supplies are expensive, so ten cheaper and more readily available 20A power supplies were wired in parallel. With this arrangement, it is possible to operate with three power supplies out of action.

Each power supply is connected to a busbar system through a diode, to isolate it from the rest of the system if it fails. The diodes are 20 A stud mounting types mounted directly onto the busbar for cooling. Each power supply has individual mains fuses, and 22000 micro Farad capacitors on the 5 V supply before the diodes. Voltage sensing is done at the diode anodes, which are as close to the load as possible. An attempt was made to sensedirectiy on the busbar itself, so that the voltage drop of the diode would be automatically compensated for, but it proved impossible to distribute the current evenly between the power supplies, and the system was extremely unstable. Load balancing is done using a $D C$ current clamp to measure the current in individual supplies, and adjusting the voltage setting pot on the power supply until it is supplying approximately 14 A . This process has to be done
iteratively two or three times until all the supplies are sharing the load evenly.

Each supply has three LED's mounted on the front panel, indicating the presence of mains, $5 V$ and $+/-12 V$. Each group of three power supplies is fed through an EMI/RFI filter to remove noise and spikes on the mains. The power supplies are mounted in the door of the cabinet beneath the computers, so that they can be adjusted without opening the cabinet door. All connections to and from the busbars are made via spade connectors.

ELPAC ESI30 switced mode power supplies were used. These have isolated supplies of 5 V at 20 A , and 2 x 12 V at 1 A which can be connected in series to give the $+/-12 V$ required. The 24 V supply is derived from an external UPS driven supply used for the instrumentation and interlocks on the rest of the machine. Considerable problems were experienced initially with all ten power supplies going into fold-back current limiting for no apparent reason. The problem was traced to the ELPAC overvoltage crowbar circuit, which is extremely sensitive to noise. This was cured by paying very careful attention to earthing, and by increasing the capacitor on the crowbar thyristor gate, the philosophy being that it is cheaper to risk destroying a power supply than it is to stop production on the machine. Figure 2.3 .3 is a schematic diagram of the power supply system, and Figure H. 5 in appendix $H$ shaws a detail of the power supply connection to an inverter control unit drawer.
2.3.3 THE COMMUNICATIONS LINKS.

Each ICU had to be able to communicate with a local VDU, and also with a remote process control computer. The local VDU connections were made via 24 GPO stereo jacks mounted on the front panel of the computer cabinet, any particular ICU being addressed by plugging a GPO plug into the appropriate jack. The jacks had to be the stereo type to accommodate the transmit and receive line of the RS-232 protocol.


At the host computer end, the total requirement was for a local RS-232 1ink to an LA 120 hard copy terminal, and RS-422 link(s) to the ICU's. The host computer (which is part of the plant process management system, called T18 OLDMAC) was a PDP $11 / 23$ computer, with no spare serial ports. The options were to get one RS-232 board and one RS-422 board for the system, or to get a single multi channel RS-232 board and attach RS-232 to RS-422 converters to it. The RS-422 board (with two serial channels).was unable to drive all 24 ICU's, so two boards would have been required. This made the cost of the first solution much higher than the second, so an 8 channel $B M L$ was chosen, with three RS-232 to RS-422 converters, which meant that one channel controlled eight ICU's (the converters had drive capacity for up to eight ICU's).

Figure $H .6$ in Appendix $H$ shows details of the commuications links.

### 2.3.4 WIRING AND INTERCONNECTIONS.

Appendix $H .7$ contains a schedule of all connections in the ICU drawers. Figure $H .8$ shows details of the field wiring connections, and figure $H$. 9 shows modifications that have to be made to a new SBC received from the manufacturers in order for it to work as an inverter control, unit.
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## CHAPTER 3 : THE INVERTER CONTROLLER SOFTWARE

3.1 MAGIC, A SOFTWARE DEVELOPMENT SYSTEM.


Magic is a software development package which converts programs written in $R T L / 2$ into machine code for four different microprocessors. Development is done on a multi-user host computer; which produces object code which can then be loaded into the target microprocessor system. This allows modular applications development by a team of programmers. There arefacilities for testing and debugging programs and producing ROM format object code files. The package is designed to operate on DEC computers running the RSX-1l operating system.

Two run-time environments are supported by MAGIC. The firstis a stand alone Base program called BASEM. This, provides a minimal environment with a single task entry to a single user procedure. It sets up the $R T L / 2$ stack and provides simple housekeeping and I/O functions. The second environment is SMT, which provides a real time multitasking environment as described in chapter 3.2. Both environments can operate in the free standing mode, or in the host /target 1 ink mode.

The MAGIC system consists of five utilities and the source code for the run-time environments. The utilities are $A$ compiler; a target processor assembler; a linker; a target test controller; and a ROM object code formatter. The utilities can be configured for the users requirements by specifying different options at
build time.

Figure 3.1 .1 shows the application program development cycle in schematic form. The RTL/2 source program is submitted to the compiler which produces three output files : An assembler source file, a cross reference file and a compiler list file which contains error messages and compilation statistics. On successful compilation, the assembler source file and cross reference file are submitted to the assembler, which produces two output files : An object code file and an assembler list file which contains error messages and assembly statistics. On successful assembly the object file, along with other applications code and executive object files are submitted to the linker which : resolves inter and intra module references; allocates physical address space to all the object modules; splits the object code into data and procedure blocks for allocation to ROM or RAM in the final system; and verifies the link. The linker produces two files : A link file which is a loadable HEX-ASCII image of the system; and a mapile which gives the locations of all brick level objects in the system and entry points. At this stage there are two options.. The first is to use the test link controller utility (MAG) to load and test the ink file into RAM on the target. The second option is to produce a ROM image using the ROM formatting utility (FDM), which can be loaded into an EPROM programmer and blown into EPROM for the final debugged version.

figure 3.1.1: magic development cycle

SOFTVARE
3.2 THE SMT OPERATING SYSTEM.


The source modules for SMT are supplied as part of the MAGIC package. SMT is a real time multitasking operating system suitable for use in small microcomputer systems. Only those parts of the executive required for the final system need be included, so its size will vary between applications, but generally it uses between 10 and $16 k$ of code, and about 2 to $3 k$ of RAM. Because the source code for the system is supplied, it can be easily modified for use by the applications code. It is modular so that only the features required in the final system need be added. It offers :

1) Support for up to 255 tasks
2) Task scheduling
3) Task priorities
4) Interrupt handifng
5) Events
6) Timing
7) Facility control
8) Run-time monitor
9) System error traps
10) Run-time checking.

Each task can be in one of two states, either GO or NOGO. These two states can be further subdivided as follows :

1) Go - Running. Only one task can be runing at any given time. This will be the task with the highest priority that is in the GO state.

- Pending. Any task which is ready to run but has a lower priority than other pending or running tasks will be placed in the pending state.

2) NOGO - Stopped. The task will not run at all.
```
- Suspended. A task can be suspended for three reasons : Waiting for an event; securing a facility; delayed for a time interval.
```

Every time the currently executing task enters the "suspended" or "stopped" state or a hardware interrupt occurs, the scheduler puts the highest priority "pending" task into the "running" state. If there is no "pending" task, it activates the fallback task which has the lowest system priority and simply executes a "jump to itself" instruction. The executive itself appears as several system tasks, with negative task numbers to distinguish them from the application tasks.

Run-time checks are designed to provide protection between tasks, to try and prevent tasks from corrupting other tasks, and also to provide an oderly recovery mechanism from a detected error. Checks are performed on a range of activities such as array bound checking, divide by zero, stack overflow, floating point underflow or overflow and a range of other system errors.

Each of the procedures that provide system services will be briefly described.

1) Timing

DELAY for an integer multiple of 20 mS
2) Event handiing

SET an event flag
RESET or clear an event flag
WAIT for an event flag to be set
TWAIT wait for event flag to be set or for a delay timeout
3) Facility control

```
SECURE a system facility, suspend task if not available
RELEASE a system facility
TSECURE attempt to secure facility within timeout period
TSTSCR test whether facility is secured
```

4) Task control

START a task
STOP a task and release its secured facilities
5) Scheduling

LOCR disable task scheduling
UNLOCK enable task scheduling
6) Interrupts

HLOCK disable interrupts
HUNLOCK enable interrupts
7) Error handiing

RRGEL unrecoverable error trap
CLEANUP release task's secured facilities
ERPRIN print error message
8) System default procedures

DFERP recoverable error trap
DEFIN stream input
DEFOUT stream output
RRNUL null procedure (fallback task)
ME returns own task number

Note : The MAGIC package used was version 1.0. This implementation is called "SMT+" which has some features not
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[^0]3.3 THE INVERTER CONTROL UNIT SOFTWARE MODULES.


### 3.3.1 SOFTWARE OVERVIEW.

The software for the Inverter control unit has been broken into ten tasks. The relationships between the tasks and the data in the system is illustrated in Fig 3.3.1. The control parameter database holds all the operational values and parameters that the computer controller must use to produce the required yarn, as well as all global flags and data bricks required for inter task communication.

Machine operational conditions are entered into the database either by an operator typing them in from a local VDU connected to the controller, or from the PDP-11 host via an RS-422 multidrop serial link. The host commuication task and local VDU task convert the stream of serial data from either source into the appropriate data type expected by the computer hardware, and stores it in a buffer in the data base update task. The update task loads these values into the database at the correct point in the machine's operational cycle.

The winder and traverse tacho tasks take a stream of pulses from the transducers fitted to the motor shafts and convert them into speeds which are stored in the database. The traverse tacho task also has to calculate the ratio of the winder and traverse speds and initiate banding avoidance, and so it is called the "ratio" task.

The traverse and winder control tasks generate speed values which are used by the corresponding drive tasks to generate the pulse trains which drive the inverters. 13 seconds worth of speed values are generated every 11 seconds, and stored in the control tables. The drive tasks take speed values from the table every looms and convert them into appropriate square waves.


FIGURE 3.3.1: OVERVIEW OF ICU TASKS AND DATA

The sequence task monitors plant interlock signals and controls the system state by setting flags and events which are used by other tasks in the system. It also provides status information for the benefit of plant operators.

Each of the tasks will now be considered in more detail, and the design decisions and task algorithms will be discussed. The tasks will be discussed in the same order as the linker processes them. The emphasis will be on design criteria, and the system will be explained at flowchart level. Familiarity with RTL/2 and SMT is assumed, although a brief introduction to SMT is given in Chapter 3.2. The RTL/2 1istings in appendix $G$ should be consulted for detalls. In the software listings, variables and data relating to the winder are prefixed with a "W", whilst those relating to the traverse are prefixed with a "T". As far as possible, names have been made self explanatory.
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3.3.2 SYSTEM STARTUP AND INITIALISATION.

Initialistion of the database is performed by the SMT procedure RRFILL in the module RRFILC which loads data held in a ROM table into a specified area of RAM. The linker creates a "data template" consisting of all the data declared in linker data segments (not to be confused with 8086 segment registers). This template is held in a data brick called RRDITP. RRFILL loads the contents of this brick into the specified RAM at sytem startup.

Hardware initialisation is performed by an $S M T$ module called MSMTUl.RTL $\quad$ This module is written in 8086 assembly language by the applications programmer, and sets up interrupt vectors, as well as initialising both serial link controllers, the 8255 parallel $I / 0$ chip, the six 8253 timer channels and the 8259 interrupt controller. MSMTUl is called by the operating system before any system tasks are started. A listing of MSMTUl.RTL as used in this system is contained in Appendix G. In addition, the interrupt servicing routines are kept in MSMTU1

When the system is RESET or powered up, the CPU starts executing whatever code is at physical address fFFFO Hex. A module called STARTUP.COD was placed at this address, which executes a jump to the $S M T$ entry point (RRXEQ) in the system module ROMCBA. This module is coupled with the $S M T$ segment of the system at link time, so that the external references between the system and startup code can be resolved. A hardware testing routine to check the system hardware at startup could be called first if required.

### 3.3.3 THE RATIO TASK.

The function of this task is to convert a pulse train from a peed transducer into RPM, calculate the ratio of the traverse and winder speeds and flag the rest of the system to take banding avoidance if required.

The speed of the traverse was found by loading a count value into an 8253 Real Time Clock chip, and then using the tacho pulses to decrement the count value and interrupt the processor when the count reaches zero. The processor measures the time interval between interrupts and calculates the shaft rotational speed by dividing the count value by the time taken to count that number of pulses.

To get the accuracy required by the specification, the count value loaded into the $R T C$ and the measurement of the time between interrupts had to be considered very carefully. Problems arise because the traverse is frequency modulated and because the system clock has an inherent accuracy and resolution.

Both of these problem areas will be considered in detall, and then the results will be combined to calculate the actual tacho speed in RPM. Once an expression for the tacho speed in RPM has been derived, the requirements for banding avoidance will be considered.

### 3.3.3.1 DETERMINING THE COUNT VALUE.

As discussed previously (Chapter 2.1.2.2), the speed measurement technique chosen was that of counting pulses over a time interval. There are two approaches to this technique the number of pulses in a fixed time interval can be measured (variable pulse method); or the time interval for a fixed number of pulses can be measured (variable time method). The latter method was chosen because the sytem clock is clocked at much higher rate than the tacho RTC, so the inherent resolution is much higher. Analysis showed that the measurement interval would have to be unacceptably long to
achieve the desired accuracy of measurement with the former method.

Tacho speeds are measured by taking the time for a fixed number of pulses to be counted. Since the traverse is modulated with a symmetrical waveform, tacho clocking pulses must be measured for an integral multiple of the traverse modulation period, so the measured value is the mean value of the traverse speed. The count value which will produce an integral multiple of the traverse modulation period can be calculated from the expression :

## COUNT $=$ MODULATION PERIOD * TACHO PULSE FREQUENCY

The modulation period is given, and the tacho speed should be the same as the motor speed (ignoring motor slip), and motor speed is given by :

TRAVERSE MOTOR RTC CLOCK FREQUENCY
TRAVERSE MOTOR SPEED =
TRAVERSE MOTOR RTC COUNT VALUE

Note that there is one RTC used for generating motor control signals, and another used for measuring the tacho speed.

Several scaling factors are needed :

1) The tacho pulses are derived from a shaft driven through a 2:3 gear train from the traverse shaft.
2) The shaft gives two tacho pulses for every revolution.
3) The computer output frequency is 6 times the inverter output frequency.

Thus the required scaling factor is $2 / 3 * 1 / 6 * 2=2 / 9$ and the required count value for the traverse tacho RTC is :

2 * MODULATION PERIOD * TRAVERSE MOTOR RTC CLOCK FREQUENCY
COUNT $=$
9 * TRAVERSE MOTOR RTC COUNT VALUE
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A factor was included to make the measurement period greater than 8 seconds, but still an integral multiple of the modulation period. This factor is a leftover from an earlier attempt to measure the speed. However, it guarantees that the required accuracy will be achieved, so it was leftin. Thus:

## 2 * PERIOD * TRAVERSE FREQUENCY


9 * RTC COUNT VALUE

Where :

TIME FACTOR $=1+(15-$ MODULATION PERIOD) :/ (MODULATION PERIOD)
:/ is the integer divide function which returns no remainder. Thus in terms of the variables and constants used in the Inverter control system software:

$\mathrm{TCNT}=$| $2.0 * \operatorname{TMPERIOD} * \operatorname{CLOCKFREQ}$ |
| :--- |
| $9.0 * \operatorname{TPITVAL}(T P O I N T)$ |



The traverse motor is an induction motor so there will be some slip. This will result in a speed measurement error because pulses will be coming from the tacho slightly slower than expected, so the measurement interval will be slightly longer than the modulation period, and as a result the measured speed will not be
the true mean speed. Note that this problem could have been avoided by measuring a variable number of pulses for a fixed time. However as pointed out before this method could not be used because the measurement intervals became unacceptably long.

If the traverse has a slip of e\% of set speed, then the measurement interval will be $e \%$. longer than expected. To get an idea of the error involved a triangular waveform with amplitude a\% of set speed without p -jumps was analysed (see figure 3.3.2a). The mean value of any waveform over some interval is given by the area under the curve. The mean value of the modulation waveform over the interval $0-t_{1}$ is zero. The error due to the measurement interval being too long will be given by the shaded portion under the curve. Figure 3.3.2b shows the error portion of the curve with the axes shifted to simplify the analysis. The slope of the curve is:

$$
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$$

and the mean value of the shaded portion is :

$$
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$$

This result confirms the intuitive expectation that the er ror will be proportional to the slip and the modulation amplitude. The slip will. vary according to the rate of acceleration or decelaration of the traverse, and can even have a negative value ("regenerative" braking). According to Hudgell (reference 2) the sifip under no load conditions is $0.5 \%$, whilst the average slip with modulation can be up to $0.8 \%$ at 200 Hz . Assuming a maximum sifp of $1 \%$ and a maximum modulation amplitude of $4 \%$, the worst case speed measurement error will be :

$$
0.04 * 0.01 * 2=0.08 \% \text { of mean speed }
$$
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FIGURE 3.3.2: TRAVERSE SPEED MEASUREMENT ERROR

The specification called for measurement accuracies of $0.1 \%$, so this measurement technique was accepted as meeting the design requirements.
3.3.3.2) DETERMINING THE TIME BETWEEN RTC INTERRUPTS.

An examination of figure 3.3.3 shows that the accuracy of the measured speed depends on how accurately time is measured. The system operates by interrupting the $C P U$ when the required number of pulses has been counted, and recording the current. time. The time of the previous interrupt is known so the time duration between interrupts can be calculated. The system clock operates at 50 Hz which means that its resolution is 20 mS . To achieve a $0.1 \%$ accuracy the measurement period would have to be at least 20 seconds. This was too slow for the chuck speed measurement (see chapter 3.3.10), which works on the same principles, so a better resolution had to be achieved.

It is possible to read the 8253 RTC count value at any time between interrupts. By this method it was possible to get a fractional count value with a resolution approaching that of the crystal driving the RTC. With reference to Figure 3.3.3:

TIME BETWEEN INTERRUPTS =

TIME AT END OF COUNT- TIME AT START OF COUNT.

SMT provides a counter that gets incremented every 20 mS. The counter is an integer variable called NOW, whose value increases from 0 to 65536 and then "wraps around" back to zero. The inter rupt service routine simply records the current value of NOW and the fractional value of the RTC. These values are saved until the next interrupt so that the end of one interrupt period is also the start of the next period. With variables defined as follows :



Thus :

TIME AT END OF COUNT - TIME AT START OF COUNT
$=(T S T O P+$ FRACTIONAL COUNT $)-(L A S T T S T A R T+F R A C T I O N A L ~ C O U N T)$

```
    IT50HZ - TENDFRAC IT50HZ - LASTTSTART
= TSTOP + ------------------ - LASTTSTART + -------------------------
IT50HZ
    IT50HZ
```

TENDFRAC and LASTTSTART are subtracted from IT50HZ because IT50HZ is loaded into the RTC and decremented. Simplifying this expression gives :

TIME BETWEEN INTERRUPTS =

## LASTTGOFRAC - TENDFRAC

TSTOP - LASTTSTART + ----------------------------
IT50HZ

If a situation occurs where a tacho interrupt occurs while a clock interrupt is being serviced, the tacho interrupt will be serviced immediately after the clock interrupt, before the value of NOW has been updated (NOW is updated by an S-task which is triggered by an event set by the interrupt H-task). This means that the value of NOW picked up by the tacho service routine could be wrong. To prevent this happening, the fractional part of the count is tested to see if the count is close to its startor end. If it is then that speed measurement is discarded. This is the function of the test with INTLIMIT in the listing.
3.3.3.3 DERIVING THE TACHOMETER SPEED.

Now that we have an expression for the count value to be loaded into the RTC and method for accurately determining the time period" between interrupts, it is possible to calculate the actual tacho speed. Remember that this is found from :

## COUNT VALUE LOADED INTO RTC

TACHO SPEED $=$
TIME TAKEN TO COUNT THAT NUMBER OF PULSES

Various constants of proportionality have to be considered. Time measurements are in $1 / 50$ ths of a second. The traverse shaft sensor is mounted on secondary shaft driven through a 3:2 gear ratio, and the sensor produces 2 pulses for every revolution of the shaft. Finally the tacho speed must be converted to RPM by multiplying the frequency by 60 . Thus the required constant is :

$$
(60 * 50 * 3 / 2) / 2=2250
$$

In the terms used in the program :


Where :

| TTACHO | $=$ Traverse tacho speed in RPM. |
| :--- | :--- |
| TCNTLAST | $=$ Count value for last time interval. |
| TTIM | $=$ Period between previous two interrupts from RTC. |

### 3.3.3.4 BANDING AVOIDANCE.

The Chuck tacho speed is measured in a similar way to the traverse tacho speed (see chapter 3.3.10). By definition, the Ribbon ratio is given by:

## SOFTWARE

## 6 * ChUCK TACHO SPEED <br> RIBBON RATIO = ----------------------- <br> traverse tacho speed

After the Traverse tacho speed has been calculated, the Ratio task calculates the Ribbon ratio, and checks to see if it is less than or equal to the critical value where ribboning starts or ends. If a critical point has been reached the flags which control the Traverse control task are altered so that banding avoidance starts or ends. The flow diagram in Fig 3.3 .4 and the listing of the Ratio task in Appendix $H$ give details of operation.


FIGURE 33.4:RATIO TASK FLOW DIAGRAM

## SOFTWARE

### 3.3.4 WINDER DRIVE TASK.

This task reads a value from the winder control table every 100 m S and outputs it to the winder drive RTC (See chapter 2.l for a description of the $R T C$. The control table values are generated by the winder control task which calculates the required output speeds and fills the table. The winder and traverse drive tasks directly control the speed of the inverter and hence control the behaviour of the winding process. Because of their important function these two tasks have the highest priorities in the system. To prevent them from holding out other lower priority tasks they were made as compact and efficient as possible. Their only other duty is to ensure that maximum acceleration or deceleration rates are not exceeded, and that the maximum frequency for the winder drive is not exceeded. If they are exceeded for any reason, they are limited to safe values. Figure 3.3.5 shows a flow diagram of the winder drive task.


FIGURE 3.3.5:WINDER DRIVE TASK FLOW DIAGRAM
3.3.5 WINDER CONTROL TASK.

This task generates winder control table values according to the state of the system (as defined by the sequencing task), and responds rapidly and appropriately to system state changes. It generates 13 seconds worth of control table values every 11 seconds, except when the state changes (eg from STOPPED to STARTING), when it responds immediately. The drive task reads a value from this table every 100 m S and outputs it to the RTC.
3.3.5.1 SYSTEM CONSTRAINTS.

This technique for generating speed values was arrived at after considering the limitations of the system as a whole. These limitations fellinto two broad categories : those of the inverters and their associated motors; and those of the computer system. They placed conflicting demands on the computer, because on the one hand the motors needed to have their RTC output values updated as of ten as possible, but at the same time the amount of calculation to be done by the computer had be kept to a minimum. The solution was a compromise between the two requirements.

In practice it would have been extremely difficult to predict exactly what the timings and requirements of the various tasks would be, as they all run asynchronously with completely different cycle times, and the number of possible states of the system is vast. So empirical methods were used to determine some of the timings. The values that were arrived at were looms for the RTC update period, and a 128 value control table updated every 11 seconds. (Note that if one value is read from the control table every 100 mS , then it will take 12,8 seconds to read the entire table). Figure 3.3 .6 shows the broad principles of the system used, whilst figure 3.3 .7 is a flow diagram of the control task.

Each of the areas of limitation will now be considered in more depth, showing the factors that led to the final design.


FIGURE 3.3.6: OVERVIEW OF TASKS PRODUCING INVERTER PULSE TRAINS.


## SOFTWARE

### 3.3.5.2 INVERTER AND HARDWARE LIMITATIONS.

The traverse and winder drive output have to be updated often enough to ensure smooth control of the winder and traverse rolls. There should be no sudden changes in frequency (apart from P-Jumps), which would shorten inverter life by causing large current surges, and cause unacceptable changes in yarn tension.

Since the traverse is frequency modulated, it is more importantin deciding system values than the winder, so the limitations it places on the system will now be considered. Trials with sweep generator control of the traverse inverter indicated that the maximum continuous acceleration and deceleration rate that the inverter could maintain without tripping is $3 \mathrm{~Hz} / \mathrm{sec}$, whilst the maximum short duration acceleration and deceleration (less than five seconds) was 7 Hz/sec. Trials with computer control of the inverter showed that an RTC update period of 100 mS enabled the specified modulation of the traverse to be achieved without exceeding the maximum acceleration rates of the inverter, as well as giving satisfactory inverter performance with negligible current spikes and smooth acceleration.

Similar trials with the winder inverter showed that the maximum continuous acceleration or deceleration it could reliabily sustain was lHz/sec. Trials with step changes were not conducted because they were not required, and because synchronous motors behave unpredictably (and sometimes destructively!) when they lose synchronism. The traverse and winder motors could accelerate at far greater rates than they could decelerate (mainly because the inverters can supply more energy than they can absorb - through regenerative braking - without tripping ). Since the modulation waveform had to be symmetrical under all conditions, the limiting acceleration and deceleration rates had to be made the same, which meant that the overall acceleration / deceleration limit was determined by the deceleration limit.

### 3.3.5.3 COMPUTER SYSTEM LIMITATIONS.

There were three areas of the computer system that had to be examined : Firstly there was a limited amount of RAM available in the system, so efficient use had to be made of memory; Secondly there were other tasks in the system requiring CPU time, so the drive tasks could not prevent lower priority tasks being serviced; thirdly the control table had to have valid data before the drive task tried to read values from it. Each of these limitations will now be considered in turn.
A) RANDOM ACCESS MEMORY LIMITATIONS.

The drive table had to use RAM economically, as there was only $8 k$ available. However the size of the table also had to be large enough to reduce the frequency of value calculation, so that lower priority tasks could get their fair share of CPU time. The communcation and tachometer tasks had lower priorities, and cycle times (where appropriate) of about 5 to 15 seconds. A table update period of about 10 seconds (100 values) gave no detectable interference with other tasks. A value of 128 was eventually settled on because it made hexadecimal manipulation of the table array index simpler.
B) MULTITASKING LIMITATIONS.

The winder and traverse drive tasks were given the highest priorities in the system because the purpose of the controller was to supply a smooth supply of pulses to the inverters. Reliable real time generation of values cannot be guaranteed because of the nature of multitasking systems. The standardmethod for producing fast real time output values from a computer is by using look up tables. A static table required too much memory, as the range of operating conditions is extremely wide. An interpolated table would have increased the real time processing overhead once more. The solution was to use a dynamically generated table, the data
values being generated at a low priority when the system did not have more important tasks to service.

A second aspect of the operating system that had to be considered was the 50 Hz system clock. The SMT task delay mechanism is controlled by this clock, so delays are multiples of the clock period. Task switching often occurs after a system clock interrupt, which places a limit of 20 mS on the drive task switching time. In practice the drive task cycle period should be much greater than this to avoid excessive system overhead. A 100 m S update period means that the drive tasks are only activated once every 5 clock periods, which gave a practically acceptable system overhead.
C) GENERATION OF CONTROL TABLE VALUES.

A 12.8 S cycle time left enough time for drive table value calculation. The time taken by the system to calculate 128 values under a wide range of conditions was measured, and it never exceeded 600 mS . (These measurements were done by printing out the difference in the system clock variable NOW on entrance to and exit from the calculation procedure.)

To prevent the drive task reading invalid data (from 12.8 seconds previously), new data had to be generated before the drive task reached the end of the table. A $300 \%$ safety margin was allowed on the 600 mS maximum generation time, so new values had to be generated 1.8 seconds before the end of the table was reached, that is every 11 seconds. Thus 12.8 seconds worth of values are produced every 11 seconds.

### 3.3.5.4 WINDER CONTROL TASK OPERATION.

The relationship between $R T C$ count value and output frequency is given by :

## RTC CLOCR FREQUENCY


COUNT VALUE

The RTC has a $2,456 \mathrm{MHz}$ clock, so the desired output frequency can be obtained by calculating the corresponding count value. Note that the output frequency and count value are reciprocally related, which means that frequency resolution is inversely proportional to output frequency, and that the range of output frequencies is limited. This factor coupled with the high resolution demanded by the specification indicated that a careful consideration of clock frequency was required. See Chapter 2.1 for a description of how this was determined.

The winder motor has four states of operation :

1) Stopped or ramping down to standstill.
2) Start up synchronisation.
3) Ramp up to operational speed.
4) Normal operation.

As explained in Appendix C (Overview of ICU system), the inverters have a minimum start up frequency of 13.3Hz. At startup, the output frequency is held at this value for 2 seconds tollow the (synchronous) winder motor to synchronise itself. The 2 second period was determined by trial and error. After the synchronisation period the motor has to be smoothly accelerated up to the set speed. Once at set speed it has to stay there until the stop button is pressed or a fault occurs (such as a winder or groove roll wrap, head lift through air supply failure, or inverter fallure). When commanded to stop the motors must smoothly ramp down to a standstill.

Once down to the iding speed the system stays in the ramp down condition, although an internal test limits the minimum sped to 13.3 Hz . No distinction is drawn between the RAMPING DOWN and STOPPED states as a safety precaution, so that as long as the system is in this state it will try to ramp down to a standsill.

This prevents the motors stopping at an intermediate speed if an error occurs where there is confusion between a STOPPED and a RAMPING DOWN state.

Since phases 1,2 and 3 of the traverse and winder motors are identical, and since $S M T$ is specifically designed to support re-entrant code, the drive table value generation procedures were held in a globally accessible module (COMPROC.RTL) which could be called by both the winder and traverse control tasks. The sequencing tasks TCONT.RTL and WCONT.RTL keep track of where the drive tasks are reading values from and call the appropriate table value generation procedures with the correct parameters.

PHASE 1 : STOPPING OR STOPPED

In this phase the table has to be filled with values that correspond to $13.3 H z$, which corresponds to an RTC count value of

$$
2456000
$$

$-30708$
$6 * 13.33$

The required output frequency has to be multiplied by six because the inverters require an input frequency six times greater than the desired output frequency. (See Appendix Cor a description of the inverter operation). This function is handled by a procedure in COMPROC called DOWNRAMP. It has four parameters passed to it:
a) The name of the control table for which values are to be generated. (PITVAL in the program listing)
b) The current value of the pointer that the drive task is using to read values from. (STARTP in the program listing)
c) The value of pointer which table entries are to be generated from (CALCP in the program listing). This will usually be three or four more than the value passed in b).
 Iisting)

Figure 3.3 .8 is a flow diagram of the Ramp down algorithm DOWNRAMP. The RTC count value is derived as follows:

```
Required new speed = Current speed - deceleration rate.
```

Thus : Fc/Nnew = Fc / Nold-DEC.

$$
\mathrm{Fc} * \mathrm{Nold}
$$

Rearranging :


```
Where Fc = RTC clock frequency (2,456 MHz)
    Nold = Previous RTC count value in table.
    Nnew = Required RTC count value.
    DEC = Deceleration rate in Hz / 100mS.
```

PHASES $2 \& 3: S T A R T U P$ SYNCHRONISATION AND RAMP UP TO RUN

When an operator presses the start button, the system goes into the Synchronisation phase for two seconds, and then moves into the Ramp up phase. The sequencing task controls the change from one state to the next by setting various flags which indicate what state it should be in. The control task monitors these flags and calls the appropriate procedure with the correct parameters for that phase of operation. In the synchronisation phase the RUN procedure is called which fills the control table with iding speed values ( $13,3 \mathrm{~Hz}$ ). Two seconds later the control flags are altered and the ramp up procedure is called. The next section describes the operation of the RUN procedure. The Ramp up procedure (UPRAMP in the common procedures module COMPROC.RTL) works in essentially the same fashion as the DOWNRAMP procedure described in the last section, except that instead of decreasing the speed, it is increased :

```
Required new speed = Current speed + acceleration rate
```

Thus:

```
Fc/ Nnew = Fc/ Nold + ACC
```



FIGURE 3.3.8: RAMP DOWN PROCEDURE ALGORITHM

## SOFTWARE

Fc ${ }^{*}$ Nold
Rearranging :
Nnew =
$\mathrm{Fc}+\mathrm{Nold} * \mathrm{ACC}$

```
Where Fc = RTC clock frequency (2,456 MHz).
    Nold = Previous RTC count value in table.
    Nnew = Required RTC count value.
    ACC = Acceleration rate in Hz / lo0mS.
```

The Ramp up procedure also has to check on whether the required operating speed has been reached. This check is performed every time a new table value is calculated. Once the normal run sped has been reached, the RUN procedure is called with the appropriate parameters to fill the rest of the table with run values, and the run flag (WRUNF) is set. The sequencing task clears the start flag (STARTF) when it detects that both motors are up to speed.

Figure 3.3 .9 shows a flow diagram of the Ramp up procedure UPRAMP.

PHASE 4 : NORMAL RUN OPERATION

Once the motor has reached the required operational speed, the control table is filled with the required run value. This is very simply achieved, and figure 3.3 .10 shows the flow diagram of the procedure. The RUN algorithmfills the control table with the speed value passed as a parameter, which means that it can be used in the synchronisation phase to fill the table with startup values.


FIGURE 3.3.9: RAMP UP PROCEDURE .ALGORITHM


FIGURE 3.3.10: RUN PROCEDURE ALGORITHM
3.3.6 SEQUENCING TASK.

The sequencing task is the interface between the various digital signals required by the hardware, and the internal state of the software. There are three functions that have to be performed :

1) Monitor plant interlocks (such as the ON and OFF buttons), and modify the state of the system accordingly.
2) Output status information about the state of the system, and open and close interlock relays.
3) Monitor the internal state of the system software, take appropriate action and issue information if illegal states occur.

### 3.3.6.1 THE SANS STANDARD SEQUENCE TASK.

This task was adapted from a standard module developed by SANS for sequence control on PDP-11 computers. The use of standard modules reduces software development time, and makes software maintenance and readibility by other programmers far simpler. The task actually consists of three modules in the development stage, and two modules in the final system, namely:

1) A sequence timing module which ensures that the correct sequence gets called at the correct time. The module was developed for a multi-tasking process control system, and so there is provision for as many sequences as required by a system. Each sequence can be executed at a regular interval set by the sequence. Each step in a sequence is timed and has a timeout limit, and each sequence can be stopped, held or adjusted. Figure 3.3.11 shows the flow diagram of this module.
2) Sequence execution modules. These form the body of each sequence and consist of main sequence steps, and sequence sub steps. A main step corresponds with the state of the machine eg stopping, synchronising or ramping up. Sub-steps are the

individual steps that have to be performed eg check that the emergency stop button has not been pressed, close the start relay contacts, flash the warning light. Each sequence execution module sets its own Main and sub step values according to the information it receives from the plant interlocks. Figure 3.3.12 shows the flow diagram of this module.
3) Sequence Operator Command Processor (OCP). This module is only used in the testing and debugging phases. Through a local terminal, each sequence can be stopped, held where it is or have a hold set for a future step. It also enables the sequence main and substep values to be set as required, so that the detailed operation of each step can be tested. The module is straight forward and directly manipulates the sequence data, so it will not be described further.

The data for the sequence task is heldin two data bricks. One is local to the sequence timing module and holds the basic cycle time for the timing module, an array of the sequence execution procedures, and a matching array of delay, timeout and hold counters. There is a second data brickin the global data base which holds an array of step variables and flags for each sequence.

### 3.3.6.2 THE INVERTER CONTROL UNIT SEQUENCING TASK.

This task is made up of the sequence timing module and a sequence execution module. It has the following features :

1) There are no events in the plant which have to be synchronised with internal system events, so the sequence timeout feature of the timing module is not used.
2) There is only one sequence execution module.
3) The basic cycle time of the timing module is one second. This choice resulted from the need for a reasonably quick response time to plant interlocks (eg the emergency stop button).

4) A watchdog timer has been added to the timing module, which turns an indicator LED on and off every secondif six critical tasks in the system are functioning correctly. It uses the fact that every task has to cycle within a certain period. If a task fails to complete a cycle in that period, then there must be something wrong with it. Each of the six tasks loads a count value into an array each time it completes a cycle. When the sequence task cycles, it decrements all the elements of the array and checks to see if any of them have reached zero. If any have reached zero it means that they have been held up for longer than the allowable period, so an error message is printed saying which task has failed, the LED is turned off, and the sequence alarm flag is set which causes the motors to ramp to a stop.
3.3.6.3 SEQUENCE TASK INPUTS AND OUTPUTS.

As mentioned previously, this task forms the interface between the plant and the computer system. Each of the signals and conditions that affect the state of the system will now be considered.
A) INPUTS FROM THE PLANT.

1) THE READY SIGNAL. As described in Chapter 2.2, the start, stop, emergency stop, oil mist fail, thermistor trip, wrap detector, winder inverter trip and traverse inverter trip inputs are $A D^{\prime} e d$ together into a single digital input. If this input is "TRUE" the winder is running, and must ramp up to operating speed. If it is "FALSE" the winder is stopping, and must ramp down to a standstill.
2) THE WINDER TACHOMETER. The sequence task uses this tachometer to set a system event which causes any new operating parameters which have been sent to the controller to become the current operating parameters. Updating of the runing parameters has to occur when the chuck is stationary ie when the winder is being "doffed". This means that new operating conditions are synchronised with the start of a new package, rather than in the
middle of a package.
B) outputs to the plant.
3) WINDER RUNNING INDICATOR. The computer turns this LED on once both the winder and traverse rolls are at their operating speeds. This indicator is relayed to the machine head, and tells the operator that the machine is ready for use.
4) WINDER INVERTER RUN RELAY. This signal closes a set of contacts in the inverter which enables it to be started. The contacts are closed when the READY signal is TRUE, and opened when the READY signal is FALSE.
5) TRAVERSE INVERTER RUN RELAY. As for the winder run relay.
C) INPUTS FROM THE COMPUTER SYSTEM.

The sequence task monitors the frequency of the pulses being fed to the inverters for two reasons :

1) To ensure that the inverters do not start unless the output is at iding frequency. This means that once the stop button has been pressed, the motors cannot be restarted until they have ramped to a standstill.
2) To switch the RUN indicator on when both the winder and the traverse are up to speed.
D) OUTPUTS TO THE COMPUTER SYSTEM.

These are binary flags which signal to the rest of the system what phase of operation is required. The sequence task controls three of these flags. When any of them are set, the others will be cleared.

1) The STOP flag. This is set whenever the READY signal is FALSE, and signals to the system that the stopping phase has been
entered. All other flags are cleared when the STOP flag is set.
2) The SYNC flag. This is set for the first two seconds after the READY signal has been set, and allows the synchronous winder motor to get itself into lock.
3) The START flag. After two seconds, the SYNC flag is cleared and the START flag is set. This results in a steadily ramping pulse train being fed to the inverters.

Once both inverters have reached their required operating speed, all three of these flags are cleared, and the ratio task takes over control of the internal state of the controller.

Figure 3.3 .13 shows a flow diagram of the combined operation of the sequence execution and sequence timing modules for the controller.
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FIGURE 3.3.13: SEQUENCE TASK OPERATION

### 3.3.7 THE OPERATOR COMMAND PROCESSOR (OCP) TASK.

This task allows an operator to enter operating parameters into the controller via a local VDU. It converts the parameters from a form familiar to the operator into the form required by the computer. For example, the operator is used to setting the traverse and winder speeds in (REAL) Hertz. However the computer uses the number of (INTEGER) counts of a 2.456 MHz clock to represent this frequency. Clearly there has to be a conversion between the two.

SANS has a large commitment to computer systems for process management and process control, and there are numerous terminals on the factory floor which are used by operators. As a result the company has attempted to evolve a standardmenu driven operator interface. This section will examine the thinking underlying the OCP task; and then it will look at the operation of the software.

### 3.3.7.1 REQUIREMENTS FOR AN OCP.

The standards for operator communication adopted by SANS were based on those developed by an ICI team in England, who encountered problems when numerous projects were developed by many different people over a long time. There are two groups of people who stand to gain from standardisation, namely operators and programmers. Most machine operators are unfamiliar with computers, so it is desirable to establish a simple and consistent approach to operator communication to minimise training, and given the complexity of some plants, reduce the risk of error. From the perspective of the programmer, standardisation reduces development time and makes it easier to understand and maintain a piece of software written by another person.

The $I C I$ development team found that there was no consistency of approach between projects, and much effort was wasted through
duplication and having to rewrite software for each job. The result was programs that were often difficult to use and read. To overcome these problems the software had to be versatile enough to handle all situations, had to have standard and self explanatory procedure names, had to be in globally accessible modules, and had to avoid hardware specific features.

Experienced operators should be able to interact quickly and efficiently, but when mistakes are made or inexperienced operators use the system, additional information should be available. The solution was a menu driven system that lists the avallable options and prompts for a reply. Typing "x" (for e"X"planation) provides additional information. validity checking is performed on operator entries, and invalid entry produces an error message and analysis. To prevent unauthorised use of the system, security checks have to be passed before the data can be altered.

### 3.3.7.2 OCP SOFTWARE.

Because operating parameters can only be updated when the winder is "doffed" (see Appendix A : "Introduction to Nylon Spinning" for a description of terms used in Nylon Spinning), and because the computer uses different forms of the parameters from the operator, it was necessary to have three sets of data for the OCP. Figure 3.3.14 shows a block diagram of the relationship between these three data bricks, each of which will now be decribed in detail.
A) Currently active parameters.

Firstly there is the data that is active at present. For efficiency it is held in the form most suitable for the computer hardware, so that conversion only has to occur once when the data is entered, rather than having to be converted every time it is required. This has the added advantage of reducing the amount of RAM needed, as computer hardware generally uses byte and word orfentated data, whereas people tend to use real data, which requires four bytes for each variable. This resulted in a $75 \%$


FIGURE 3.3.14: OVERVIEW OF OCP DATA
reduction in the amount of RAM required for the traverse and winder control tables, which have 128 entries each.
B) FUTURE PARAMETERS.

The second data brick is a temporary storage area that holds the newly entered operating parameters until the machine is doffed and the new parameters can become the operating parameters, which ensures that a change of operating conditions does not occur in the middle of a product run. This data brick is updated either by an operator entering values through a local VDU, or via the serial multidrop link with the host. It is an exact replica of the main data brick, using the same variable names prefixed with "AW" to indicate that they are "AW"aiting update. There is a set of flags which indicate which variable (if any) has been altered. When the speed of the chuck falls below 1500 RPM, the sequence task sets an event which triggers a database update task, which copies the contents of the awaiting update data into the main data brick.
C) DISPLAYED PARAMETERS.

The third data brick is a set of variables that hold the data in a form suitable for the operator. Valid parameters entered by the operator are converted into the form required by the computer and copied into the awaiting update data brick when the operator has passed a security check. The operator can view the parameters in the computer by the inverse conversion. There is one further refinement in that the most recently entered parameters are displayed. If these are the running parameters, then a message on the VDU informs the operator that he is viewing the "ACTIVE PARAMETERS". If these parameters have been altered but the main data base has not yet been updated, then the message indicates that these are the "FUTURE PARAMETERS".

The operation and use of the OCP is fully described in chapter 4.2. The software for the OCP task is fairly straightforward, and is illustrated in the flowchart in Figure 3.3.15.

FIGURE 3.3.15:
OCP TASK ALGORITHM


### 3.3.8 TRAVERSE DRIVE TASK.

This taskis identical in operation, to that of the winder control task described in chapter 3.3.4. It reads a value from the traverse control table every 100 mS and outputs it to the traverse drive RTC. The control table is filled with values by the traverse control task.

The only difference from the winder. drive task is that allowance has to be made for traverse $P$-jumps. The maximum step acceleration needed for the $P$-jump is far greater than the limiting acceleration rate of the inverter. This meant that the inverter would not have been able to achieve the desired modulation characteristics. However, the inverters can withstand an instantaneous step acceleration much larger than the greatest continuous acceleration. The inverters have two current overload trips : a maximum instantaneous current trip; and an average current trip derived by integrating the load current. The integrated current tirip is the one which limits the continuous acceleration rate, and the maximum current trip is the one which limits the step acceleration. If the average of the peak currents is more than the average current set point, the inverter will trip. Thus empirical tests were run on the inverters to determine the limiting repetition rate for the maximum p-jump required. In practice the inverters were able to meet the worst conditions called for by the specification

In the software for the traverse drive task, the check for the maximum acceleration or deceleration is modified so that the limiting rate is set to a different value if a p-jump is being executed. Figure 3.3 .16 shows a flow diagram of the traverse drive task.

3.3.9 TRAVERSE CONTROL TASK.

This task is essentially the same as the winder control task described in section 3.3.5, except that traverse modulation and programmable banding avoidance must be provided in place of the normal "RUN" operation of the winder. Section 3.3.5 should be consulted for a description of the requirements and limitations that led to the final design of the control task software. Figure 3.3.17 is a flow diagram of the traverse control task.

The traverse has five states of operation :

1) Stopped or ramping down to a standstill.
2) Start up synchronisation.
3) Ramp up to operating speed.
4) Traverse modulation.
5) Banding avoidance.

The first three states have been describedin chapter 3.3.5. Figure 3.3.18 is a plot of frequency vs time showing all these phases of operation. The modulation amplitude and banding avoidance speed change have been greatly exagerrated for clarity. Each of the labelled points of operation in figure 3.3 .18 will now be examined in more detail.
A) Shows the start up synchronisation phase. The traverse runs at 13.3 Hz until the winder motor has achieved synchronisation, and then ramp up occurs.
B) Traverse ramps up to operating speed.
C) Traverse reaches normal operating speed. This is known as the "Fl" speed.
D) Traverse modulation does not start until the winder roll has reachedits operating speed. (At this point the sequence task switches the "WINDER READY" light on, which signals to the


FIGURE 3.3.17: TRAVERSE CONTROL TASK


FIGURE 3.3.18: TRAVERSE SPEED VS TIME
operator that the machine can be used.)
E) Banding avoidance begins. The ratio task has detected that the ratio of the chuck and traverse speeds has reached a critical point where banding is about to occur, and has set the banding avoidance flag. Modulation is stopped, and the traverse ramps to its new speed. The rate of ramping is one of the process variables set up by an operator via the local VDU or host link.
F) The banding avoidance speed is reached. This is called the "F2" speed. This speed can take any value, and could have been less than the $F 1$ value. F2 modulation begins.
G) Banding avoidance ends. The ratio task has detected that the need for banding avoidance has ended, and has cleared the banding avoidance flag.
H) Modulation stops, and the traverse ramps to the new fl frequency. This ramp rate is also a process variable set by an operator.
I) The new fi frequency is reached, and fl modulation begins again. The new Fl speed is also a process variable which can be set to any value, and does not have to be the same as the first fl speed at $D$.
J) The machine is stopped either by the operator or because a fault condition has occurred.
K) Modulation $s t o p s$ and the traverse ramps to a standstil.

Only one banding avoidance point was shown. In practice up to 15 points can be specified, each with its own fl and f2 set speeds. This enables a close control of wind on tension and package build to be obtained. See Appendix A for a description of why this traverse behaviour is required.

### 3.3.9.1 THE CONTROL FLAGS.

During the normal run phase, the traverse has four phases of operation :

1) Fl modulation.
2) Ramp to F2 operation
3) F2 modulation.
4) Ramp to Fl operation.

Three flags were required to uniquely specifyeach phase of operation : one to indicate floperation; two to indicate f2 operation; three for banding avoidance. Figure 3.3.19 shows the flag settings for each phase. The control task examines these flags and calls the appropriate procedure according to their status.

Another flag called the "RAMP". flag was required. When the operating parameters have been altered and the winder has to operate at a new speed, the large step changes at p-jumps allowed by the traverse drive task must be disabled while the traverse ramps to its new set point. When the ramp flag is set the control task calls the banding procedure with dummy parameters so that a banding avoidance speed change is performed. This results in a smooth ramp to the new operating speed.
3.3.9.2 THE MODULATION PROCEDURE.

The modulation waveform has four components a positive speed ramp to the modulation amplitude maximum; a negative p-jump; a negative speed ramp to the modulation amplitude minimum; a positive p-jump. The control task. finds the point where the drive task is reading values from the control table, and starts generating new values a few places ahead. Since this point is arbitrary, it is necessary to determine the modulation phase being executed, as well as the stage of the phase that has been reached.

Various methods were tried. All of them involved scanning the control table values and trying to fit the observed pattern with


FIGURE 3.3.19 TRAVERSE MODULATION CON TROL FLAGS
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reference patterns, which proved to be clumsy and time consuming. Eventually each phase was given a number, and a "condition code" table was used. Each entry in this table matches the control table and holds the modulation phase or condition code. The condition code values are as follows:

```
0 - No modulation ie mean speed change in progress.
1 - Positive speed ramp to maximum modulation amplitude.
2 - Negative \(P\)-jump.
3 - Negative speed ramp to minimum modulation amplitude.
4 - Positive P-jump.
```

Figure 3.3.20 is a detailed diagram of the modulation waveform, showing the condition code values for the different phases. With this table the phase of operation can be determined immediately, and then it is only necessary to find how many looms steps from the end of the phase the calculation point is. This can be be done by comparing the output speed at the calculation point with the target speed for that phase.
3.3.9.3 GENERATING THE TRAVERSE MODULATION WAVEFORM.

The parameters given in the operating instruction are TFXSPEED for the required mean speed, TFXAMP for the modulation amplitude, TFXPJ for the $P$-jump amplitude, and TMPERIOD for the modulation period. All the other values are derived from these four. The simplest way to generate the control table values is to fix each of the end points in the waveform and then interpolate between them. Figure 3.3.20 shows these end-points and the variable names used for them in the software, namely TFXUPSTART, TFXUPSTOP, TFXDOWNSTART and TFXDOWNSTOP, whose names are self explanatory. TRAMPTIME is the ramp duration (in looms counts). THOLD is the P-jump hold period (also in looms counts).

The prefix "TFX", is used because these are "T"raverse variables, and can be set for either non banding (Fi) or banding (F2) operation. Variables not given in the operating instruction are calculated by a procedure called PARAM (in module COMPROC) which


FIGURE 33.20 TRAVERSE MODULATION VARIABLES
gets called with the parameters for the current phase of operation. In what follows it must be remembered that the modulation waveform is symmetrical about the mean frequency, and that the modulation period remalns the same for $F 1$ and $F 2$ operation. Each of the variables will now be derived.
A) TIME DURATIONS.

To prevent the traverse inverter from tripping when the maximum value of p-jump permissable is immediately followed by a continuous ramp, an inverter recovery time THOLD was inserted after the p-jump. It was made variable so that it could be dynamically altered to cope with different situations if required. In practice a value of 1 proved to be satisfactory for all cases. Thus:

```
Modulation period = (2 * TRAMPTIME) + (2 * THOLD)
```

Modulation period is held as seconds, so in 100 mS counts :

```
10* TMPERIOD = (2 * TRAMPTIME) + (2 * THOLD)
```

Rearranging and remembering that THOLD is given :

```
TRAMPTIME = (5 * TMPERIOD) - THOLD
```

B) CALCULATION OF RAMP UP PARAMETERS.

From figure 3.3.20:

```
Start of upramp = mean speed - modulation amplitude + p-jump.
```

The modulation amplitude and $p-j u m p$ are both held as percentages of the mean speed, thus :
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Start frequency of upramp =

```
    mean speed * (1 - mod amp/100 + P-jamp / 100)
```

$=$ mean speed $*(100-\bmod a m p+p-j a m p) / 100$

Speed values are held as RTC counts (see section 3.3.5.3), and :

## RTC clock frequency

RTC output frequency $=$
RTC count

Thus :


Rearranging :

$$
\text { Mean count * } 100
$$

start count $=$
$(100-\bmod a m p+p-j a m p)$

Using the variable names of the program listing :

```
100 * TMFXSPEED
```

TFXUPSTART =
(100 - TMFXAMP + TMFXPJ)

Where : TMFXSTART = Start count of modulation upramp.

$$
\begin{aligned}
& \text { TMFXSPEED }=\text { Count corresponding to mean speed of traverse. } \\
& \text { TMFXAMP } \quad=\text { Modulation amplitude as \% of mean speed. } \\
& \text { TMFXPJ }
\end{aligned}
$$

The end point of the ramp can be found in the same way since :

```
End point of upramp = mean speed + mod amp
```
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and :

> 100 * TMFXSPEED
> TFXUPSTOP = -----------------
> ( $100+$ TMFXAMP)

Ramping between the start and end points was achieved by finding the total speed difference and dividing it by the number of looms steps between the two points. Each individual. step was found from:

```
speed at step = speed at previous step + step speed increment.
```

Thus step speed increment $=$

## TFXUPSTOP - TFXUPSTART

$\qquad$
TRAMPTIME

This yields a negative value as TFXUPINC, TFXUPSTOP and TFXUPSTART are all RTC count values which are inversely proportional to frequency, so to increase frequency, the count value must be decreased. Since smooth ramping is required under all conditions TFXUPINC was held as a REAL variable, and the ramp calculation was done as a REAL, conversion to INTEGER count only taking place when the calculation was complete.
C) CALCULATION OF RAMP DOWN PARAMETERS.

The same techniques were used for the ramp down phase of the modulation waveform, so :

```
start of downramp = mean speed + mod amp - p-jump amp
```
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or :

$$
\text { TFXDOWNSTART }=\frac{100 * \text { TMPXSPEED }}{(100+\text { TMFXAMP }- \text { TMFXPJ })}
$$

and :

```
end of downramp = mean speed - mod amplitude.
    100 * TMFXSPEED
TFXDOWNSTOP = -----------------
    (100 - TMFXAMP)
```

and :

## TFXDOWNSTOP - TFXDOWNSTART

$\qquad$
TRAMPTIME

This yields a positive value since the count value of TFXDOWNSTOP is greater than that of TFXDOWNSTART.
D) THE P-JUMPS.

An examination of Figure 3.3.20 shows that the p-jump values are really TFXDOWNSTART and TFXUPSTART held for THOLD loomS steps. So once the ramp end points were reached a step change was made to the ramp start point.
E) THE TRAVERSE MODULATION PROCEDURE.

Figure 3.3 .21 shows the flow diagram of this procedure. It is called with the traverse control table pointer and the desired mean speed passed as parameters. The modulation parameters are picked up from the global database.


FIGURE 3.3.21: TRAVERSE MODULATION PROCEDURE
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### 3.3.9.4 BANDING AVOIDANCE.

The banding avoidance procedure is held in the module COMPROC along with the other winder and traverse control procedures. It is used whenever the mean speed of the traverse has to be altered, either during banding avoidance, or when $a$ new operating instruction requiring a different mean speed is entered. It is called with the target mean speed, the acceleration rate and control flags passed as parameters.

While ramping is in progress the corresponding condition code table values are set to zero. The procedure ramps the traverse speed at a rate set by one of the parameters passed to the procedure. This ramp rate is in Hz / sec, and so the corresponding rate in counts / sec must be determined. Thus :
unit ramp rate $=$ (new frequency - old frequency) in unit time.

Converting the frequencies into their equivalent count values :


Rearranging in terms of new count :

```
    clock freq * old count
```

new count $=$
rate * old count + clock freq

Ramp rate in terms of old counts only is given by :

```
Unit ramp rate = old count - new count
    clock freq * old count
= old count
    rate * old count + clock freq
```
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or in terms of the variable names used in the listings :

CLOCKFREQ


Where : SLOPE $\quad=$ ramp rate counts per 100 mS .
RATE $\quad=\quad$ ramp rate in Hz per 100 mS .
TPITVAL(TCALCP) = control table value being output.
CLOCKFREQ $\quad=\quad$ RTC clock frequency. ( 2.456 MHz )

A flow diagram of the banding procedure is given in figure 3.3.22.


### 3.3.10 THE CHUCK TACHOMETER TASK.

This task calculates the speed of the chuck in RPM, for use during banding avoidance action. The operation of the task is identical to that of the traverse tachometer task descibed in section 3.3.3. A variable reluctance probe mounted above the chuck produces a pulse every time one of two holes drilled in the shaft passes it. The pulses are filtered and shaped, and are then used to clock an 8253 RTC. This RTC interrupts the CPU every time the count value reaches zero. The interrupt service routine reloads the counter and notes the time that the interrupt occurred.

The major difference from the traverse tachometer task lies in the length of time that pulses are counted, and hence the count value which is loaded into the PIT. The chuck speed changes continually from the time the machine is "strung up" until it is "doffed". To ensure that the required measurement accuracy is met, the measurement interval will have to be considered first. Following that an expression for the corresponding count value will be derived.

### 3.3.10.1 RELATIONSHIP BETWEEN CHUCK SPEED AND TIME.

The production specification called for a measurement accuracy of $0.1 \%$. The speed measurement technique used is essentially an integrating one, so the result is the mean speed of the chuck. For a small segment of the speed/time curve, the change of speed is approximately linear, so the mean speed is half the start and end speeds. If the measured speed is to be accurate to $0.1 \%$, the actual speed must not change by more than $0.2 \%$ during the measurement interval. This places an upper bound on the measurement interval. In order to calculate this limit, an expression relating rate of change of chuck speed with time will have to be found.

Figure 3.3.23 represents a cake of yarn, the weight of the annulus of thickness $d D$ is :

$$
\begin{aligned}
\text { weight }= & \text { Volume of annulus * density of yarn. } \\
& P I \\
= & --*\left[(D+d D)^{2}-D^{2}\right] * s * p * 10^{-6}
\end{aligned}
$$

Where : PI $=3.142$

```
    D = inner diameter of annulus in mm.
    dD = thickness of annulus in mm.
    s = length of stroke of traverse tip (ie length of
                annulus) in mm.
    p = density of yarn in gcm
```

The weight can also be found from:

```
weight = length of yarn * weight per unit length.
= velocity * time * weight per unit length.
    v*Y* 10-7
= ------------- * dt.
6 0
Where : \(v \quad=\) wind \(u p\) speed in metres per minute. \(Y \quad=\) decitex of yarn in ger \(10^{4}\) metres. dt \(=\) the time interval of measurement.
```

These two expressions can be equated to find the change of thickness of the annulus dD in a time interval dt. Note that the units are those traditionally used in yarn technology, which accounts for the unusual constants of proportionality. Thus:

```
PI
```




FIGURE 3.3.23: DEFINITION OF VARIABLES USED TO CALCULATE RATE OF ChANGE OF ChUCK SPEED WITH TIME.
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Rearranging this in terms of $d t$, and assuming that the term $d D^{2}$ vanishes as $d D->0$ gives :


Y * $v$

The chuck speed and the diameter of the package are inversely related; the diameter starts small and increases, whereas the speed is large to begin with, and decreases during the wind up period. This is illustratedin figures 3.3.24 and 3.3.25. The speed must not change by more than $0.2 \%$ in the measurement interval. We are trying to determine the shortest time interval dt which corresponds to a $0.2 \%$ change in chuck speed. It is clear that dt is going to have its minimum value at the very start of the run. A speed decrease of $0.2 \%$ is almost equal to a diameter increase of $0.2 \%$, so the calculation will be done in terms of diameter rather than chuck speed. The worst situation will occur when $s, p$ and $D$ have their minimum values, and $Y$ and $v$ have their maximum values.

The stroke $s$ : has a fixed value of 120 mm
The diameter $D$ : has a minimum value of 87 mm
The density $p$ : has a value of $1.2 \mathrm{gcm}^{3}$ for most yarns.
A $0.2 \%$ change in the diameter at 87 mm makes $\mathrm{dD}=0.174 \mathrm{~mm}$.

Decitex $Y$, and velocity $v$ are interrelated. Some values and their products are tabulated below:
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FIGURE 33.24: CHUCK SPEED VS TIME


FIGURE 3.3.25: CAKE DIAMETER VS TIME

NOTES :
(1) This product cannot be produced at present because of technical production limitations, but it is hoped that it will be possible to produce it at some stage in the future.
(2) This product is the "spun" yarn, made by twisting several threadifnes together.

Substituting these values for all four. Yv products gives dt‘s of :


The final $Y$ v product of 741600 is the largest that will ever be encountered, so the measurement period should be less than 2.8 seconds to guarantee that the required accuracy is met for all products. Unfortunately, no allowance was made for the last product at the design phase, and a measurement period of 4 seconds was chosen (giving a $100 \%$ safety factor). If this productis produced in future, this measurement period may have to be altered. With the chosen value of four seconds the worst speed measurement error will be slightly less than $0.15 \%$.

There is one other source of error to be considered. The system clock places a lower limit on the time measurement. of necessity the clock interrupt has to have the highest priority. The $S-t a s k$ and $H$-task stack switching procedures PTORTL and RETFIN take a combined total of about 150 micro-seconds to execute. Most interrupt service routines take something like 50 micro-seconds to execute. This means that the worst case latency for the clock is of the order of 200 micro-seconds. To achieve a $0.1 \%$ measurement accuracy the measurement period must be greater than 0.2 seconds, so there should be no problem with errors from this source.
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3.3.10.2 DERIVATION OF COUNT VALUE.

To get a measurement period of four seconds, it is necessary to predict the number of pulses expected to arrive from the tacho in four seconds, that is the current speed of the chuck must be predicted. This can be derived from the speed of the chuck at start $u p$ and the current ribbon ratio. So :

current chuck speed = initial chuck speed |  | current ribbon ratio |
| ---: | :--- |
|  | initial ribbon ratio |

A) initial chuck speed :

```
    1 circumference of winder roll
= - * winder output frequency * ---------------------------------
```

    6 circumference of tube
    1 CLOCKFREQ 3
    $\begin{aligned} &=- \text { - } \\ & 6 \text { WPITVAL(WPOINT) }\end{aligned}$

Note that the initial ratio of 3:2 for the circumferences is an approximation.
B) current ribbon ratio :


TTACHO
C) initial ribbon ratio :
$=$ approximately 7

Thus approximate current chuck speed :
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Required count value:
$=$ chuck speed $*$ time interval * no of pulses / rev
$=$ chuck speed $* 4 * 2$

$=1.714 *$| CLOCKFREQ |
| :---: |
|  |
|  |
|  |
| WPITVAL (WPOINT) |$\quad$| WTACHO |
| :--- |
| TTACHO |

Where :

| CLOCKFREQ | $=$ Winder pulse RTC clock frequency ( 2.456 Mhz ) |
| :--- | :--- |
| WPITVAL(WPOINT) | $=$ Current count being loaded into RTC. |
| WTACHO | $=$ Current chuck speed (in RPM) |
| TTACHO | $=$ Current traverse speed (in RPM). |

There will be a problem when either WTACHO or TTACHO are zero (either when the machine is first started or after a doff). To overcome this problem, a dummy count value of 100 is used until both speeds exceed 500 RPM. The measured speed during this time will be extremely inaccurate. However, accurate speed measurement is only required when both the traverse and winder motors are up to their normal operational speed.
3.3.10.3 DERIVING THE CHUCK SPEED.

This is done in exactly the same manner as for the traverse tacho speed, by dividing the number of pulses counted by the time taken to count them. Once again the possibility of the value of Now changing while the fractional part of the count is read "on the fly" is catered for, by discarding speed measurements whose fractional values are close to the count reload time. Figure 3.3.26 shows the flow diagram for this task.


FIGURE 3.3.26: CHUCK SPEED MEASUREMENT TASK

### 3.3.11 THE DATA BASE UPDATE TASK.

This task is very straight forward-it simply transfers data from the awaiting update data bricks into the system data bricks, after performing any necessary conversions. The update is triggered by a system event which is set when the sequence task detects that the chuck speed has fallen below 1500 RPM, indicating that a doff is in progress. When any data is altered (by the ocp or host link tasks) a flag is set to show which block of data has been altered. The update task scans these flags and updates the appropriate data. The $0 C P$ and host link commuications tasks should be consulted for further information on updating operating data.
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3.3.12 THE HOST COMMUNICATIONS TASK.

The function of this task is to wait for commands fom the host computer (a DEC PDP-11 Process management computer), and to execute the commands when they are received. The communication requirements of the system are for the transfer of operational information between the host and the inverter control units. This requirement arose for two reasons :

1) An operating Instruction can have up to. 70 parameters, and there are 24 controllers. Entering all these parameters is extremely tedious and error prone. In addition the host can hold a "library" of operating instructions for different processes. In time operating instructions for most processes required will be built up, and will not need retyping each time.
2) The host computer can monitor the status of each position and provide both immediate alarms, and long term logging and statistical information on the system. The host computer monitors all the stages of the process, and can thus provide detailed breakdowns of how the process is functioning.

The $N y=0$ Spinning industry often requires precise control of single process, repeated a large number of times. The advent of low cost industrial computers has raised the possibility of sophisticated control for large numbers of machines. There is a clear need for a host computer communicating with large numbers of dedicated control computers. Multi-dropping reduces the amount of wire and serial channels required, and simplifies installation. As a result, a standard communications protocol that would satisfy the needs of all applications that could be foreseen was developed. The results are reproduced in Appendix $F$.

The commuication requirements for the inverter control unit are for the host to be able to send operating instructions to the controllers, and for the host to be able to interrogate the controllers about their current status. There will never be any need for control units to communicate with each other, and all the
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#### Abstract

applications foreseen involve communication between a supervisory computer and dedicated controllers. Thus a master / slave protocol was chosen since it is considerably easier to implement than full station to station asynchronous commuication. With this protocol the host always initiates data transfers, so there are no problems with busy or jammed lines.


Each controller on the line has a uique station address set up by a four bit DIP switch on the $I / 0$ board. Any communication from the host is received by all the controllers, which scan the fourth byte of the received data packet for the destination address, and compare it with the station address.

### 3.3.12.1 THE COMMUNICATIONS SOFTWARE.

This task consists of two modules: One for the hardware driver routines; and one for the packing and unpacking of data into packets. Since simultaneous reception and transmission of data will never occur, the same buffer is used for transmission and reception of data. The buffer is 138 bytes long, which is an optimal length for the amount of data to be sent. The communications task, called LINKDA.RTL, waits for an event which is set by the received data interrupt routine. This event is set once an entire packet destined for that station has been successfully received. LINKDA. RTL then decodes the packet type by looking at the fifth byte and decides whether the host is requesting or sending data.

If data is being requested by the host, it is fetched from the data base, converted into the format expected by the host, and packed into the data buffer along with appropriate header, end of message and checksum data. Once the packet has been assembled, the interrupt service routine is invoked through software by using the INT machine code instruction. The interrupt routine then automatically sends the buffer to the host, until the end of message byte has been transmited. The interrupt service routine then stops sending data, and sets a system event which tells the communcations task that the buffer has been sent. If this event
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is not set within a time limit, the task prints an er ror mes age and clears the USART transmit and receive enableflags. This ensures that the USART does not jam the multidrop link data lines. The host polls all stations once every five minutes, and prints out an error log message if no answer is received from a station. To give added protection against jamming, the host sends a" ${ }^{\prime}$ type message if no answers are received from any stations after information has been solicited. This message type clears the USART enableflags.

If the host is sending data to the controller, the commications task performs the reverse process: it checks the header and checksum, unpacks the data from the packet in the data buffer, converts from host to controller format, and places the received data in the data base. Because of the large amount of data contained in an operating instruction, the host sends a total of four packets to the controller, each packet containing part of the data. The controller always acknowledges a hostcommuication, indicating whether it was successful or not. DEC has a sightly different representation of floating point reals from INTEL, so it was necessary to modify REAL variables passed between the systems. This conversion was performed by the controller. Figure 3.3.27 shows a flow diagram of the communications control task.

The Serial iink USART is configured so that the reception of a data byte from the host interrupts the CPU, which unloads the USART data buffer. The Received data interrupt routine keeps track of the number of bytes received from the host and checks to see if it is part of the header, the data block or the end of message. If the data is part of the header and the packet is addressed to that station the counters and pointers for the packet are initialised. If the packet is not destined for the station, the counters are set up in such a way that when the end of message byte is received the message length byte of the header does not tally with the buffer pointer, so the value is discarded. If the received byte is part of the data part of the packet, it is put into the appropriate place in the buffer. If the byte is an "end of message" character and the buffer pointer tallies with the length


FIGURE 3.3.27: COMMUNICATION CONTROL TASK
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of the message, then a system event is set which triggers the communications task to service the request from the host. Figure 3.3.28 is a flowchart of the Received data interrupt handling routine.

The Transmit channel of the USART is also configured so that the CPU is interrupted once the USART transmit buffer is empty. Because the transmission rate of the data (9600 baud) is much slower than the speed of operation of the computer, the CPU can load the transmit buffer with a character, and then continue executing S-tasks until the USART transmit buffer is empty again, which causes an interrupt and loads the next character and so on. Figure 3.3.29 is a flowchart of the Transmit data interrupt handifing routine.


FIGURE 33.28: RECEIVED DATA INTERRUPT SERVICE ROUTINE


FIGURE 3.3.29: TRANSMIT DATA INTERRUPT SERVICE ROUTINE

The source modules for the applications softwarefor the inverter control unit are held on RLO2 10 MB disc packs in the computer hardware development laboratory of SANS. The SMT source and object files are held in account $D L O:[230,1]$. In the RSX operating system, accounts are called User Identification Codes. They consist of the device where the file is located, and group and member numbers as follows: DLaa:[ggg,mm]. aa is the device number, ggg is the (octal) group number, and mmm is the (octal) member number. A standard for account layouts has been established. Each project is heldin UIC's with the same group number. SMT modules that have been modified for a particular project are held in member number 001 of the UIC along with the command file to make the SMT portion of the system. Project application development is done in the remaining member numbers of that UIC group number. Thus the SMT modules that had to be specially modified for this project are held in account DLI: [341,1], whilst the applications modules are found in DLI:[341,2]. This last account can be signedinto with the MCR command

## MCR $>$ HEL ICUNIT/TEK

If modifications have to be made to any of the sourcefiles it will be necessary to remake the system. This can be done by signing in to account $D L 1:[341,2]$ as explained above and running the command file TOTSYS.CMD by typing @TOTSYS. This command file contains all the necessary utility calls, switches etc 'to rebuild the entire system. The command file will give you several prompts as follows :

Module name, DATAPREL, ALL or SMT?

If you have only altered one module, type the name of that module only (do not type the file extension. RTL). If you want to remake the entire system, type "ALL". If you want to remake the SMT
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portion of the system type "SMT". You will then be asked whether you want Source or Code listings, to which you must respond with a "Y"es or "N"o.

If you chose to remake SMT at the first prompt, you will be prompted:

Do you want to remake SMT?

If you answer "Y"es you will be prompted for the module name and listings as before. Once compilation and assembly of all RTL/2 source files has been completed, the $S M T$ system will be linked, followed by a link of the SMT system with the applications modules.

This is the only interaction necessary with the command file. Appendix $G$ contains a listing of TOTSYS.CMD, and this should be consulted for detailed information on making the system.

Notes :

1) If the database (DATA.RTL) is altered, then the data prelude file (DATAPREL.RTL) should be altered accordingly, and then all the modules and both parts of the system must be remade.
2) TOTSYS calls two linker files, one for the SMT portion of the system, and one for the applications tasks. If the linker operation has to be altered, then these two files (ROMSYS.CMD for the SMT portion in DLI: [341, 1], and ICUSYS.CMD in DLI:[341,2] for the applications tasks) must be edited. See Appendix G for listings of thesefiles. The linker map file in Appendix Gis the output of ICUSYS.CMD.

When the system is ready to be blown into ROM, the SMT link command file must be edited for the correct memory addresses, both parts of the system must be re-1inked, and then a ROM image must be produced using the utility FDM. The user will be prompted by $F D M$ for the start and end addresses of the code, and for a

## SOFTWARE

selection mask for splitting the code. Since 8088 systems are byte orientated and not word orientated like the 8086 , there is no need to split the code and the required mask is lllllll. The output from $F D M$ is putinto a file specified by the applications programmer, usually of extension type. BIN. The. BIN files can then be downloaded into an EPROM programmer, and blown into EPROM.
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## USING THE SXSTEM

## CHAPTER 4 : USING THE SYSTEM.

4.1 ASSEMBLING AND COMMISSIONING AN ICU.

An Inverter control unit has five components:

1) A Single board computer:
2) $A n I / O$ board.
3) A drawer to house the computer and $I / 0$ board.
4) A front panel.
5) A back panel.

Figure 2.3.2 in chapter 2.3 should be consultedfor a diagram showing the contents of the drawer and their orientation to each other.
4.1.1 CONFIGURING THE COMPUTER.

If a new board is received straight from the manufacturers, it, will need a number of modifications in order to work as an Inverter Control unit. These changes are set out in Appendix $H .9$ which lists the $S B C$ jumper allocations. Once these alterations have been made it will be necessary to install EPROM s and extra RAM. The RAM consists of two 2168 four bit by $4 k$ chips installed in sockets U52 and U68.


FIGURE 4.1.2

Three. EPROM chips are required, labeled as follows:

ICUFA/B
VERS 1.C
DD/MM/YY

ICU identifies the EPROM as belonging to the Inverter Control Unit. $F A / B$ is the start address of $8 k$ blocks of the software in the EPROM $s$, VERS I.C is the version number of the software, and $D D / M M / Y Y$ is the date the EPROM was blown.

At the time of writing the software had reached version 1.7 of October 1984, so before installing EPROM's check that you have the latest version. The location of the EPROM's is as follows:

| EPROM LABEL | MEMORY ADDRESS | SOCKET NUMBER |
| :--- | :--- | :---: |
| ICUF4/6 | F4000-F7FFF | U34 |
| ICUF8/A | F8000-FBFFF | $U 64$ |
| ICUFC/E | FC000-FFFFF | $U 33$ |

For details of how to program the EPROM's see chapter 3.4. Once all the jumpers and memory chips have been installed, the SBC board should be inserted into the top slot in the drawer.
4.1.2 CONFIGURING AN I/O BOARD.

The only action necessary before installing an $I / 0$ board is to set the station address for the host link communications on the four pole DIP switch. If the board is inserted in its proper orientation in the bottom slot of the drawer, the LSB is the rightmost bit if looked at from the front of the drawer. The address should be set according to the drawer"s position in the cabinet as follows :
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FIGURE 4.1.4


This table shows the location of the drawers in the cabinet as seen from the front of the cabinet. The link numbers are the serial link numbers from the host computer, and the position numbers are the wind up head position numbers.

Once the station address has been set, the $I / O$ board should be inserted into the lowest slotin the drawer. Once the I/O board and the $S B C$ have been inserted, the signal link cable should be inserted to connect them together. This consists of a 5 centimeter length of 50 way ribbon cable with 50 way edge connectors at either end. The edge connectors are pluggedinto the Jl connectors of the MULTIBUS form factor. This is the connector in the middle of the boards as looked at from the front of the drawers, and can be clearly seen in figure 4.1.5.
4.1.3 THE FRONT AND BACK PANELS.

The front panel connects to the J2 connector on the I/O board. This is the 26 pin connector on the lefthand side of the drawer as seen from the front.

The back panel carries the $I / O$ connector, the host and local VDU
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serial link sockets, the power connector socket, and the auxiliary I/O connector. For details of these connections, consult the wiring schedule in Appendix $H .7$. The serial links must be plugged into the $S B C$ and piggy back boards at the front of the drawer, so the plugs and wiring must be fed down the side of the drawer. The multidrop $R S-422$ link connects to the piggy back 26 way edge connector, while the local VDU RS-232 link connects to the SBC J2 connector on the left hand side of the drawer as seenfrom the front.

Once all the connections have been made inside the drawer, it can be tested by inserting it into the $I C U$ cabinet, or by using the test jig produced by the computer hardware department. This jig emulates a winder head, and allows the ICU to be put through all its paces. When the drawer is powered up, the amber CPU running LED (Llo) should come on, and the watchdog LED (Lll) should flash continuously with a 2 second period. If a local VDU is connected, it should beep and give an "OCP CLEARED" message. After this it should be possible to set up process parameters through the OCP function on the local VDU, and test the operation of the computer by runing it. Software has been developed on the computer hardware development bureau to emulate the host computer, and this can be used to test the operation of the host commuication facility.
4.2 THE LOCAL VDU OCP TASK.

The operator communcates with the computer either through the host link or the local VDU. Both links are menu driven, and the operator is prompted for responses. Typing "X" to any prompt gives an explanation of the options available to an operator. out of range or incorrect responses are rejected, and the operator is reprompted.

Notes :

1) All responses or entries to the system must be terminated with a carriage return, except when the main menu is called up.
2) The system will only accept upper case characters, so the "CAPS LOCK" key on the terminal must be depressed at all times. The system will respond with a "NO!" or "INVALID CHARACTER" if lower case characters are entered.
3) The main OCP menu is called up by pressing the space bar. (Carriage return must not be pressed in this case)
4) Typing "Z" in response to any prompt will cause the system to exit back to the point where pressing the space bar will call up the main menu.
5) Typing "X" to any prompt from the system will result in a full explanation of the options available to the operator at that point.
6) If the system appears to be "hung up" and does not respond when the space bar is pressed, try pressing "Z" followed by carriage return, which will clear the system if it was busy doing something else. If the system still does not respond try RESETting the computer by pressing the RESET button on the back panel of the drawer. If there is still no response there is probably a fault in the hardware or software, and a technician should be called.
7) If no response is entered to a system prompt, then the system will time out after about two minutes and return to the default condition waiting. for the space bar to be pressed.
8) If operational values are to be changed or the "Control-A" monitor is invoked, a security check will have to be passed. When the operator has finished making changes, he will be prompted for an "OPERATOR NUMBER" followed by a "PASSWORD". If both of these are entered correctly, he will be asked if he wants to "MAKE CHANGES". If he answers "Y"es, the changes will be made and the old parameters lost. If he replies "N"o or enters the password or operator number incorrectly, the system will return to the default state and the changes will be abandoned. See the t30 shift supervisor to get the passwords.
4.2.1 THE MENU OPTIONS.

Figures 4.2.l through to 4.2 .8 show printouts of a typical interaction with the ICU through a local VDU. Each of the options will be briefly explained.

Figure 4.2.1

Three basic menu options are provided. The time and date can be set or viewed, The current operating status can be viewed, and the current operating parameters can be viewed or modified. The main menu is called up by pressing the space bar when the system is in the default mode. Figure 4.2 .2 shows the time and date being altered.

Figure 4.2 .3

This shows menu option 2 , which allows the current status of the machine to be viewed. After displaying the status, the user will be asked whether he wants the "DISPLAY AGAIN". Answering "Y"es will re-display the latest values of the status information.

$$
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Figure 4.2 .4

This shows the result of typing "X" when prompted in menu option 2 , and tells the operator what options are available in option 2 .

Figure 4.2 .5

This shows menu option 3 , which allows the current operating parameters to be viewed and modified. The operator is prompted after the display. Four options are available, as can be seen by typing " $X$ " (see Figure 4.2.6)

Figure 4.2.7

This shows how the parameters for banding avoidance point number 1 may be altered, by responding with a "B" to the prompt in menu option 3.

Figure 4.2 .8

This shows how the modulation parameters canaltered by responding with an "M" to the prompt in menu option 3.

```
                                    *** SANS INUEFITEF CONTFOL SYSTEM ***
OCF OFTIONS:-
1-LIATE ANII TIME
2-IISFLAY FIXED PAFIAMETEFSS ANII SFEEIE
3-IISFLAY OR CHANGE TFIAUERSE FAFIAMETEFES
OPTIDN=[
```
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FIGURE 4.2.2
OCF OFTIONS:-
1-fIATE ANI TIME
2-IISPLAY FIXEI FARAMETERS ANII SFEEDS
3-misflay of change traverse fafameters
OPTION=[2]
-IISFLAY, FIXEI FARAMETERS ANI SFEEIS 15:00:33 26/06/95
CINFENT CONTROL STATUS = WINIEF STOFFELI
WINI MAX ACCEL/DECEL FATE = \because% . 1.00/ 1.00 HZ/SEC
TRAU MAX ACCEL/DECEL FATEE = 3.00/ 3.00 HZ/SEC
WINDER MAXIMUM FREQUENCY = 211.98 HZ
TRAVERSE MAXIMUM FREQUENCY = 333.33 HZ
MINIMUM FREQUENCY CLAMF = . 13.33.HZ
START-ÚF' IELAY FEFION: = 2 SECS
WINIER SPEEII SETFOINT . = 50.00 HZ (
OUTFUT FFEQUENCY -- WINIEF = 13.33.HZ *:
CAKE SFEEI (1MIN AUEFMGE) = . . 0.00 RFM
CURRENT FANIING FOINT(1- 1)=
OUTFUT FREQUENCY - TFANERSE =
TRAUERSE SFEEII (1 MIN AVE) =
CURGENT FIGEON FATIO = TKAVERSE STOFFEE
CAKE IIAMETER = CHUCK ETOFFEI
IISFLAY AGAINT (Y/N) ? [

```
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```

OCP OPTIONS:-
1-IIATE ANII TIME
2-IISFLAY FIXEII FAFAMETEFS ANII SFEENS
3-IIISFLAY OR CHANGE TRAVERSE FAFAMETEFS
OPTION=[2] .
-IISFLAY FIXEII PARAMETERS ANI SPEEISS 15:01:29 26/06/85
CURRENT CONTROL STATUS = WINIEF STOFFEII
WINII MAX ACCEL/DECEL RATE = 1.00 / 1.00 HZ/SEC
TRAU MAX ACCEL/IECEL FIATE = 3.00 / 3.00 HZ/SEC
WINIER MAXIMUM FREQUENCY = 211.98 HZ
TFAUVERSE MAXIMUM FFEEQUENCY = . 333.33..HZ
MINIMUM FFEQUENCY CLAMP = 13.33 HZ
STAFT-UP IIELAY FEFION = 2 SECS
WINIER SPEEI: SETFOINT = 50.00 HZ ; % %
OUTFUT FREQUENCY - WINIEE: = . 13.33 HZ
CAKE SFEEI (IMIN AUERAGE) = 0.00 FPM
CURFENT FANIING FOINT(1- 1)=
OUTFUT FFERUENCY - TRAUERSE =
TRAUESSE SPEEII (1 MIN AUE) =
CUFFENT FIEEON FATIO = TRAVEESE STOFFEL
CAKE IIIAMETER = CHUCK STOFFEII
IISFLAY AGAIN? (Y/N) ? [X]
'Y' - CAUSES AN UF'DATE OF THE IISFLAY.
(WITH REFRESHEI IIATA AS AT IISFI_AYEI TIME)
'N' - RETURNS TO 'OCF CLEAEET'
'Z' - ESCAFES TD 'OCF' CLEAREII'
'X' - EXflanatmGN
IIIFFLAY AGAIN? (Y/N) ? [

```

FIGURE 4.2.4
```

OCF OFTIONS:-
1-MIATE ANI TIME
2-IISFLAY FIXEI FARAMETEFS ANII SFEEEIS
3-IIgflay of change trinverse fafimetegs
OPTION=[3]
-misflay or change traverse fafiameters
RIBEON FOINTS . . . SFEEIIS
15:02:35 26/06/85 ACTIUE FAFM'S
tFAverise monulation
AMFLLITUIE F--JUMF

```

```

                                30.0 30.0 0.00 0.00 0.00 0.00
    ```
FEDISFLAY/GANIING CHANGE/MOI \& SFEEI CHANGE/EXIT (R/B/M/E) ? [

\section*{OCF OFTIONS:-}

1-IIATE ANII TIME
2-IIISFLAY FIXEI FARAMETERS ANI SFEEEIS
3-IISFLLAY DF CHANGE TRAVERSE PAEAMETEES
OPTION=[3]
-IIISFLAY OR CHANGE TRAUEFSE PARAMETESS 15:03:28 26/06/85 ACTIVE FARM'S
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline & FIEBEON & FOINTS & SFE & & \multicolumn{3}{|l|}{TRAUERSE MOIULATION
AMFITUNE
F-JUMF} & FERIOM \\
\hline & F1 & F2 & F1 & F2 & F1 F2 & F1 & F2 & SECS \\
\hline 1 & 0.000 & \(0.000^{\circ}\) & 30.0 & 30.0 & \(0.00 \cdot 0.00\) & 0.00 & 0.00 & 2.0 \\
\hline 2 & 0.000 & 0.000 & 30.0 & 30.0 & iris & & & \\
\hline 3 & 0.000 & 0.000 & 30.0 & 30.0 & & & & \\
\hline 4 & 0.000 & 0.000 & 30.0 & 30.0 & & & & \\
\hline 5 & 0.000 & 0.000 & 30.0 & 30.0 & & & & \\
\hline 6 & 0.000 & 0.000 & 30.0 & 30.0 & TRAVERSE & ACCEL & TION & \\
\hline 7 & 0.000 & 0.000 & 30.0 & 30.0 & F1 TO F2 & F2 & & \\
\hline 8 & 0.000 & 0.000 & 30.0 & 30.0 & 0.83 & & & \\
\hline 9 & 0.000 & 0.000 & 30.0 & 30.0 & & & & \\
\hline 10 & 0.000 & 0.000 & 30.0 & 30.0 & WINIER & SFEEII & & \\
\hline 11 & 0.000 & 0.000 & 30.0 & 30.0 & 50. & & & \\
\hline 12 & 0.000 & 0.000 & 30.0 & 30.0 & & & & \\
\hline 13 & 0.000 & 0.000 & 30.0 & 30.0 & & & & \\
\hline 14 & 0.000 & 0.000 & 30.0 & 30.0 & MAXGANI \(=1\) & & & \\
\hline 15 & 0.000 & 0.000 & 30.0 & 30.0 & & & & \\
\hline
\end{tabular}

FEIITSFLAY/BANIING CHANGE/MOI \& SFEET CHANEE/EXIT (FI/S/M/E) ? [XI
TYFE 'R' TO FE-IISFLAY THE CONTENTE OF THE TEMFORAFY IIS
TYFE 'E' TO MAKE CHANGES TO THE EANIING AVOITIANCE IATA. TYFE 'M' TO MAKE CHANGES TO THE MOIULATION FAFAMETERS, INCLUIING WTNHEF SFEEI.
TYEE 'E' TO EXIT ANI FETUSN TO 'OCF' CLEAREI'.
TYFE 'Z' TD ESCAFE TO 'OCF CLEAFEI'.
FEIISFLAY/EANIING CHANGE/MOH \& SFEEI CHANGE/EXIT (F/E/M/E) ? [

FIGURE 4.2.6
-IIIGFLAY OR CHANGE TRAVERSE FARAMETERS 15:04:32 26/06/85 ACTIUE FAKM'S
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline & RIEBON & FQints & \multicolumn{2}{|c|}{SFEEIIS} & \begin{tabular}{l}
triaverise \\
AMFLITUNE
\end{tabular} & monulation P-JUMF' & FERIOI \\
\hline & F1 & F2 & F1 & F2 & & F1 F2 & SECS \\
\hline 1 & 0.000 & 0.000. & 30.0 & 30.0 & \(0.00 \quad 0.00\) & \(0.00 \quad 0.00\) & 2.0 \\
\hline 2 & 0.000 & 0.000 & 30.0 & 30.0 & & & \\
\hline 3 & 0.000 & 0.000 & 30.0 & 30.0 & & & \\
\hline - 4 & 0.000 & 0.000 & 30.0 & 30.0 & & & \\
\hline 5 & 0.000 & 0.000 & 30.0 & 30.0 & , & & \\
\hline 6 & 0.000 & 0.000 & 30.0 & 30.0 & traverise & ACCELEFATION & \\
\hline 7 & 0.000 & 0.000 & 30.0 & 30.0 & F1 T0 F2 & F2 TO F1 & \\
\hline 8 & 0.000 & 0.000 & 30.0 & 30.0 & 0.83 & 0.33 & \\
\hline - 9 & 0.000 & 0.000 & 30.0 & 30.0 & & & \\
\hline 10 & 0.000 & 0.000 & 30.0 & 30.0 & WINIEF & SFEEd & \\
\hline 11 & 0.000 & 0.000 & 30.0 & 30.0 & 50. & & \\
\hline 12 & 0.000 & 0.000 & 30.0 & 30.0 & & & \\
\hline 13 & 0.000 & 0.000 & 30.0 & 30.0 & & & \\
\hline 14 & 0.000 & 0.000 & 30.0 & 30.0 & MAXEANI \(=1\) & & \\
\hline 15 & 0.000 & 0.000 & 30.0 & 30.0 & & & \\
\hline
\end{tabular}

FEEIISFLAY/SANIING CHANGE/MOI \& SFEELI CHANGE/EXIT (FI/E/M/E) ? [E] MAXIMUM NUAEEE OF EANGING FOINTS: FEESENT \(=1\) CHANGE [] WHICH EANIIING FOINT TD CHANGE \(=[1]\)
EANIINE AVOITANCE FOINT NUMBEE 1


SECURITY EXECUTE:
DFERATOF: NO \(=[1]\)
CODE NO = []
EXECUTE (Y/N) ? [Y] EXECUTEI


\section*{sECURITY EXECUTE:}

QFERATOR NO \(=\) [

FIGURE 4.2.8

The host \(0 C P\) task performs essentially the same function as the local VDU task. It is also menu driven, with all the same features as the local task. The main differences arise from four sources :
A) The host is the Master controller for the system.
B) System logging has to be performed by the host.
C) A "library" of operating instructions has to be held.
D) The host is controlling 24 positions.

The host computer is the Tl8 process management computer, which is in turn a foreground computer for the T30 process management computer. The host polls the ICU's once every minutes for position status information, and sends any new OPI's that have been allocated to the machine. If the host detects that a position status is incorrect, or the ICU responds with a vegative Acknowledge", or does not respond at all, the host prints the position number and error type on an alarm printer. figure 4.4.l shows the main menu options available on the host, and figure 4.4.2 shows the display produced by option 5.

Each OPI is allocated a unique number. Each time a new OPI is entered, it can be permanently stored on disc. In this way a library of \(O P I^{\prime} s\) for different products can be built up, which reduces the amount of typing, and hence the scopefor error when library \(O P I^{\prime} s\) are recalled for use at later dates.

The Tl8 operators manual should be consulted for further information on the use of the host computer.
```

                *** ICU SUFERUISUFY SYSTEM
    ```
OCF OFTIONS:-
```1-DISPLAY FIXEI FAFAMETEFS AND WINDEF STATUS2-IISFLAY OF CHANGE OFI'S
3-FASS / ALLOACATE OFI'S
4-FRINT OFI
S-MAC/WINDEF LINKAGE.
G-UNIT OFERATION LOGOING
OFTION=C
    l
```***

FIGURE 4.4.1
```

*** IEL SUFEEUISOKY SYSTEM ***

```

CF OFTIONS:-
- IISFLAY FIXEE FAFAMETESS ANI WINEER STATUE . -IISFLAY DR CHANGE OFI'S
-FASS / ALLOACATE OFI'S

\section*{-FRINT GFI}
- MAC/WINIEF LINK゙AGE
-UNIT OFEFATION LOGGIMG
```

PTIOM=[E]

```

AAC/WINEEF INFDFWATECN \(15 \div 07: 39\) 26/OE/ES
NDN LINK AEIF GFI-NUM GTATUS OFI-FUN MNES LINK AIME OFI-NUM STATUS OFE-FUU












*** ICU SUFEFUISUFY SYETE出 ***
CF OFTIONS:-
- IIEFLAY FIXED FAFAMETEFS AND WINIER STATUS
-IISELAY OR CHANGE OFI'S
-FASS / ALLDACATE OFI'S
-FRINT OFI
- \(A C /\) IINDEF: LINRAGE
-UAIT OFEFATION LOGGINE
\(\because T I O N=[Z]\)
ERMIMAL FFiEE

FIGURE 4.4.2

\section*{USING THE SYSTEM}

\section*{CHAPTER 5 : CONCLUSIONS.}
5.1 ASSESSMENT OF COMPUTER SYSTEM.


The MAGIC development package performed all the functions required of it, although the initial release had a numer of bugs in it, and some aspects of its operation were not as documented. Ways were found around all of these problems, although there is no doubt they delayed the project completion date. However it is inevitable that the first project attempted with any new system will take longer because of the learning required. Most of the problems have been fixed in later releases of the package, and considerable experience has been gained with its intricacies since then, and we feel confident of our ability to use MAGIC to develop applications software. From an efficiency point of view, RTL/2 modules compiled under MAGIC are about \(20 \%\) longer than the equivalent compilation for PDP processors, so there is some overhead in code size when using MAGIC.

A question mark hangs over the future of the MAGIC package, because it does not have a large user base, and SPL are unwiling to commit themselves to future maintenance, which raises the problem of support and keeping abreast with technology advances that SANS might want to take advantage of. The runtime environment manual for RTL/2 on 8086 microprocessors indicates that the MAGIC implementation has adhered to INTEL's iRMX conventions for
register and stack usage. Contact has been made with a large company in the UK who have implemented RTL/2 on an RMX executive, and claim that it is comparatively simple to do. This offers a useful alternative to SMT if problems should ever be experienced

No problems were experienced with the \(S B C 88 / 25\) computer board, apart from the usual misunderstandings and problems of development. There are now nearly forty of these boards installed in various places around the plant, and so far there has only been one genuine failure, all the rest being due to overstresing, incorrect connections or other user related problems. There have not been any problems with execution speed either. With any real time operating system it is necessary to have a good knowledge of the executive, the computer and the application to ensure that the computer performs the task required of it, and careful system design is essential. Provided due attention is paid to these factors, it seems unlikely that the computer will not be "powerful" enough to perform any of the applications foreseen at present. If this should ever happen, the application can always be directly transported to one of the more powerful INTEL computers.

The MAGIC / SBC combination has now been used in two other successful applications (a 256 thermocouple multiplexer, and a 48 stage process timer / sequencer). Two other immediate applications are in the investigation stage, and at least six other applications are being considered. The combination has become a very satisfactory standard, and the results have vindicated the original investigation.

There are two common measures of the success of a production process in use at SANS. One is conversion efficiency, which is the ratio of the useful product made to the amont of wasted product. The second measure is customer returns. On both of these measures the performance of Machine \(5 B\) has improved, the conversion efficiency has risen from \(95.5 \%\) to \(97 \%\) (on average), while customer returns have dropped from \(9 \%\) to \(3 \%\).

There are three possible sources for these improvements : the first is improved inverter reliability overall because of the single inverters per position approach; the second is improvements due to the banding avoidance facility; the third can be attributed to other modifications that were made to the machine when the \(M / C 5 B\) changeover was done. Unfortunately it is extremely difficult to separate the different influences to gauge their individual effects.

The inverters used to drive the winder and traverse rolls have proved to be extremely unreliable, and the computer hardware department is currently involved in a project to make an inverter system which avoids the problems of the existing units and incorporates the good features of other more reliable units used elsewhere on the plant. Unfortunately no records of inverter failure prior to the changeover are available, so it is not possible to compare the amount of lost production due to inverter failure before and after the project. However the performance of two other machines which use the same winders but the old inverter per machine approach, was compared with the performance of the new inverter per winder system. Maintenance logs were checked for winder inverter failures for each of the three machines from 1/l/85 up to \(27 / 8 / 85\). The results were as follows :


The position hours column was derived by multiplying the number of positions affected by the time that the positions were not in operation.

Machine 5B has the new control system. The production lost on this machine due to inverter failure is between 8 and 18 times less than that on the old machines, soit is clear that a considerable improvement in lost production has been made using the inverter per position approach. Although the number of failures on \(M / C 5 B\) is more than six times that of the other machines, because there are 24 inverters the reliability of the per-position inverters is 3.5 times greater than that of the per-machine inverters. It seems that greater productivity has been exchanged for increased maintenance. Using one common product as a baseline, the cost of the failures quoted in the table above are R10 890, R1 362 and R24 750 respectively. If the new approach was used on the older machines, R32 916 would have been saved. However, it is difficult to estimate maintenance costs, and the cost of converting the machines also has to be considered.

The effectiveness of the banding avoidance feature could be tested by comparing two batches of product, one made with the banding avoidance facility, and the other made without. However the production department is understanderbly reluctant to experiment in this fashion with product which is to be sold, as the feeling is that it does help, and the result of experimentation would inevitably mean lower conversion efficiencies. To be meaningful such a test would have to be done in a systematic fashion for a

\section*{CONCLUSION}
range of products, which cannot be justified at present. Determination of the effectiveness of banding avoidance will have to wait until a justification for the tests can be found, or until a different method for its determination can be devised. However the conversion efficiency on machine \(5 B\) is \(1.5 \%\) better than that on machine \(6 B\) when both are making the same product. It is not possible to say conclusively that this is due to banding avoidance, but since the machines are very similar in most other respects it is possible that banding avoidance is the source of the improvement.

Similarly it is not possible to isolate the effect of other modifications to the machine. The only way these other factors could be accounted for is by measuring the other two factors and then subtracting their effect from the total improvement.

\section*{CONCLUSION}

\subsection*{5.2.2 ICU PERFORMANCE.}

Extensive testing has been cariried out on the operation of the Inverter Control Unit. This was done using calibrated stroboscopes which can measure the speeds of the different rotating parts extremely precisely. Stroboscopes are only of use where the speed of the shafts are constant, reliable results cannot be obtained when the speeds are changing. The table below shows the results of the tests:

 deviations from mean speed in RPM).
\(S=r e s u l t s\) measured by strobescope (brackets. show percentage deviation between speed as measured by strobe and computer). All measured values in the table are in RPM.

NOTES :
1) It was not possible to measure speed with modulation applied to the traverse.
2) The difference in the speeds measured by the strobe and computer (with no modulation) were less than or equal to, \(0.05 \%\),

\section*{CONCLUSION}
which is well within the specification.
3) Motor slip is given by the difference between the set sped and the measured speeds. With no modulation the slip is as follows:


These results confirm Hudgell's findings (reference 2) that motor slip is about \(0.5 \%\), with no modulation or load. The increase in slip with speed can be attributed to windage and friction.
4) The mean motor speed measured by the computer decreases as the modulation increases, or expressed another way, motor silp increases as modulation amplitude increases. The magnitude of the slip is approximately the same as that observed by Hudgell (reference 2) using a different technique, which indicates that the speed as measured by the computer is accurate. The table below shows the slip measured by the computer for different speds and modulation amplitudes :

5) A cyclical fluctuation was observed in the speed of the traverse measured by the computer, and the magnitude of this fluctuation was directly proportional to the modulation amplitude. Its source is probably the effect theoretically predicted in Chapter 3.3.3.1, which predicted a speed measurement error brought about by the slip of the motor not being accounted for. The cyclical nature of the effect is probably due to a
"beating" effect between the actual measurement interval and the modulation period, since the starting point for the measurement will be at a slightly different point on the modulation waveform each time. The worst case value occurs at 270 Hz with \(4 \%\) modulation. The measured value of the fluctuation was \(0.012 \%\), and the theoretically predicted value was \(0.07 \%\) (the measured values were less than the theoretically predicted values in every case). These values are of the same order, and are at the resolution limit of the measurement method, so it would seem that the theoretically predicted speed errors were correct.

\subsection*{5.2.2.1 CONCLUSIONS ON SPEED MEASUREMENT.}

The overall accuracy of both traverse and chuck speed measurements was better than the \(0.1 \%\) specified, being generally of the order of \(0.05 \%\), so no further attempts were made to improve the operation of the speed measurement system.
5.2.3 DEVELOPMENT AND COMMISSIONING.

The project was commissioned in May 1984 , nine months after it was started, and one month behind our own schedule. The rest of the project also ran a bit slower than expected, so there was never a point where the \(I C U\) development held back the overall project implementation. Time for contingencies had been allowed for, and in fact the project was completed slightly ahead of overall schedule.

Several bugs of varying degrees of seriousness were found in the software, and the last version to be made was version 7 of October 1984. One of the most serious bugs was in one of the SMT modules released by SPL. This was the "REAL COMPARE" function, and caused the ICU to work incorrectly. The problem was traced and the offending source module was edited. The bug has been fixed in the later releases of MAGIC.
\begin{tabular}{lllll} 
Because \(\quad\) of theed to get the machine into production \\
quickly & (anticipated output had already been sold to
\end{tabular}
customers), the commissioning time was cut short, and this had a very bad effect on the initial reliability of the wind up system, and in factit was not until mid-September, four months later, that all 24 positions were successfully commissioned. The main problem was with the power supplies for the ICU's, which kept shutting down for no apparent reason (see chapter 2.3.2), and with problems in the mechanical construction of the ICU drawers. Any work performed on the \(I C U\) cabinet carifed a high risk of shutting the power supplies down, which caused all the winders to stop whatever production was occuring. As a result the production department were reluctant to allow work on the machine, while at the same time putting pressure on the department to make it work properly. In the end the computer hardware department had to insist on total shutdown for several days in order tocorrect the problems. This involved changing the earthing on the power supply system, modifying the power supplies themselves, and changing plugs and sockets on the \(I^{-} U^{-}\).

Longer term but less severe problems were encountered with the host communications. On one link in particular, a lot of problems were experienced in getting all eight stations working. This was mainly because there were three separate problems masking each other, and once again it was very difficult to work on the system without stopping production, which meant that it took much longer to find the problems. The situation was only corrected when the machine was shut down for five days for other reasons. The source of the problem was found by disconnecting all the stations from the line, and testing the continuity of all the plugs and sockets from one end of the link to the other. From this it was discovered that two of the links had been crossed over, so the search for the problem had been directed at the wrong link on previous attempts. When this problem had been cleared up, each station was individually reconnected to the link and tested for operation, which revealed that one position was not communicating at all. After this the stations were reconnected onto the link one by one, which led to the discovery that one station had its transmit buffer permanentiy enabled, so that no other station could transmit.

Two very important lessons have been learned from this phase of the project: firstly the success of a project hinges on the physical construction of the unit, especially with regard to semingly trivial items like plugs and sockets; Secondy, adequate commissioning time at the end of the development phase is more than compensated for by subsequent reliable operation.

The Control Unit side of the project has been operating extremely reliably since the start of 1985. There has been one computer failure since commissioning, and nearly all other problems have been due to the Inverter pulse driver transistors (on the I/O board) being burnt out, through accidental short circuiting when inverters are repaired or altered. This problem is easily remedied by swapping boards, and the Mark II I/O board has been modified to provide short circuit protection.
5.3) TḢE FUTURE OF THE ICU SYSTEM.

5.3.1) FURTHER DEVELOPMENT OF THE ICU.

There are two aspects of the ICU that still require more attention, namely Cooling of the inverter control unit cabinet; and protecting the \(I C U^{-}\)s from host computer failures. Each of these will be considered in turn.
A) Cooling of the \(I C U\) drawers is done by blowing air up a duct that seals over the side of each ICU drawer in the cabinet. Each side of the drawer has a vent (see figure 4.1.1) that catches the air flow on one side and expels it on the other side. However the computers are running at a very high temperature, anditis clear that the air circulation is inadequate. This situation has serious implications for the long term reliability of the computers, and there are suspicions that the one computer failure recorded was due to overheating. Accordingly arrangements have been made to supplement the air circulation in the cabinet with the chilled air used to cool the inverters. This system has a high volume circulation, and should improve matters.
B) Every time an \(I C U\) station receives a data character from the host, the CPU is interrupted. If continuous data were received from the host, the \(C P U\) would spend allits time servicing the interrupts, and there would be no time left to service system and application tasks. This situation has arisen on two occassions, once when the host computer failed to a state where it was sending data continuously down the links, and once when the BML eight channel serial link board on the host was unplugged. from its backplane, and random noise was sent down the iines. The result in both cases was to crash all the \(I C U^{\prime} s\) and stop production on the machines. Since it is impossible to prevent situations like this occurring, the solution will have to be implemented in software. One method being tried is to mask off the receive data interrupt for a fixed time duration once a certain number of interrupts has been exceeded. This is still under investigation.

There are at least nine other machines that could be converted in the same way as Machine 5B. Justification for conversion will depend on customer demand, and reliability of the old plant. At present there is a strong possibility of one other machine being converted, with two more at a later date. The ICU system produces yarn more efficiently than the old method, so it is a prime contender. A Japanese company produces a precision winder (ref 7) which has comparable performance, so the final decision will rest on cost. Using the Emersen inverters, the cost of the two systems is approximately the same, but the Japanese system is more reliable. With the prospect of reliable, cheap, locally produced inverters, there is a strong case for these units being used.

A second possible use is a modified ICU controlifing existing machines. Analog controllers are difficult and expensive to obtain, and are the source of wasted production (through incorrect controller set up and inherent unreliability). The computerised ICU has shown itself to be far more reliable than the older controllers, and less prone to incorrect set up. A costing exercise has been done, and there are plans to install the computer controllers on six machines. There will be one computer per machine, it will not perform banding avoidance (so there would be no need for tacho's), and there would be no plant interlocks. In addition, it will have to control the meter pump and spin finish pumps as well as the traverse and winder inverters.

Enquiries about the system have been received from ICI in the UK and from Fibre makers in Australia. Negotiations are in progress with both companies for units to be sent for trials.

The Inverter Control Unit is still being assessed, but it is becoming increasingly clear that it offers reliable, repeatable and economical control for high speed Barmag winders, and that it has successfully satisfied all the requirements set out in the specification.
```

CHAPTER 6 : GLOSSARY OF TERMS AND ABBREVIATIONS.

```

\begin{tabular}{|c|c|}
\hline ICU & Inverter Control Unit. The unit which controls a Barmag Winder head, and forms the subject of this thesis. \\
\hline Indirect command file & A file on an RSX system which contains MCR and other utility instructions which will be automatically executed by the computer. \\
\hline MELT POOL & Part of a nylon spinning machine where polymer chip is melted prior to extrusion. \\
\hline MCR & Monitor Console Routine. A command line interpreter commonly used in RSX. \\
\hline OCP & Operator Command Processor. A program which allows an operator to control a computer through a terminal. \\
\hline OP I & Operating Instruction. Set of machine settings which define how a particular batch of yarn will be made. \\
\hline P-JUMP & An instantaneous change of frequency in the traverse modulation signal which compensates for the inertia of the traverse roll. \\
\hline PIC & Programmable Interrupt Controller. An IC (8359A on the \(S B C 88 / 25\) ) used to detect and control interrupts to the 8088 microprocessor. \\
\hline PIT & Programmable Interval Timer. An IC (8253 on the \(S B C\) 88/25) used in computers for generating pulse trains and measuring time durations. Also known as a Real Time Clock or RTC. \\
\hline
\end{tabular}
PPI
QUENCH CHIMNEY

Programmable Peripheral Interface. An IC ( 8255 on the \(S B C 88 / 25\) ) used in computers to send or receive binary data.

QUENCH CHIMNEY
Part of a Nylon Spinning Machine where yarn is cooled and crystallised after extrusion from the melt pool.

RLO2
A 10 Megabyte removable hard disk drive used on PDP-11 minicomputers.

RSX

RTC

SPINNERET

S-TASK

STRING UP
Thread Nylon yarn onto a winder.

THERMEX

UIC
User Identification Code. Defines an account in the RSX operating system. User and system files can only be accessed by suppling the correct UIC and password for the account.
\begin{tabular}{|c|c|}
\hline UPS & Uninterruptable Power Supply. A power supply driven off a battery system that continues operation through ESCOM supply failures. \\
\hline USART & Universal Synchronous Asynchronous Receiver Transmitter. An IC used in computers to convert serial data streams from peripheral devices such as terminals or printers into the parallel data required by the computer, and vice versa. \\
\hline WIND UP & Draw yarn onto a cardboard tube to form a cake of yarn. \\
\hline WRAP & Also known as "head wrap". Yarn which has broken off and wrapped around the windup roll instead of the spinning tube. \\
\hline
\end{tabular}
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\section*{APPENDIX A : INTRODUCTION TO NYLON SPINNING.}

Nylon spinning is a mixture between a batch orientated process and a continuous process. The production of the Nylon threadine is continuous, but the winding up of the yarn is batch orientated. This thesis is concerned with the control of the wind up head, which is at the very bottom of the machine. figure A.l gives a general view of the wind up floor of a Nylon spinning machine, showing the 24 wind up heads. In one sense the production of the threadifne is a batch process in that the market for most types of nylon is not large enough to allow for continuous production. So a batch of one particular type of yarn will be made, after which the machine will be "changed over" to manufacture a new type of yarn. The rest of the process on the higher floors will be briefly described for context.

Dried, pre-crystallised polymer is fed by an archimedian screw at a controlled rate into a "melt pool", which is heated to a carefully controlled temperature. Molten polymer is then pumped out of the melt pool through spinnerets which are small orifices of a carefully controlled shape and size, and from there through a "quench chimney" which cools the yarn and causes it to solidify. From the quench chimney it is fed to the winding head which winds the yarn onto a cardboard tube called a "bobbin". Each wind up head actually takes four threadifnes, which are wound ontofour cardboard tubes, which are called."cakes" or "cheeses" when they are full.


FIGURE A. 2
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Figure A. 2 shows an unloaded, free standing wind up head. Four main components can be seen in the diagram. The firstis the grooved traverse roll. The yarn runs in the groove, which guides the yarn onto the surface of the cake. The second component is the the smooth, shiny wind up roll. This is heldin contact with the cake, causing it to rotate by frictional contact. The third component is the chuck which holds the cardboard tubes, and the fourth component is the transfer tail which transfers the yarn onto the cardboard tube at the start of the wind up period. figure A. 3 shows the winder in operation. If the picture is examined carefully, the threadifnes can be made out as they pass through the traverse tips, into the groove roll and then onto a half full cake.

Each of the four threadifnes are guided through traverse tips, which shuttle backwards and forwards in synchronism with grooves in the traverse roll. A close up view of the traverse tips is shown in figure A.4. The traverse tips guide the yarn into grooves on the traverse roll, which then feeds the yarn onto the cake in regular layers. As yarn gets wound onto the cake, its diameter grows, and so the winder head gradually lifts. Once the cake is full and the winder head has risen as far as it can go, the machine is "doffed". Firstly the threadifnes are cut and a vacuum suction gun used to draw off the yarn from the quench chimney (figure \(A .1\) shows an operator in the process of doffing a winder, using a suction gun); secondly the winder roll is lifted off the cake surface, and the four cakes are stopped; and thirdly, the cakes are removed from the chuck, and replaced with new cardboard tubes so that the process can begin again.

The winder roll is actually the armature of a two pole permanent magnet synchronous motor, the stator being inside the armature. The function of the winder roll is to draw the yarn onto the cake at a constant speed and tension. The cake is surface driven to ensure that the yarn take up rate and tension are constant. If the chuck were driven directly, the surface velocity of the cake would increase as its diameter increased, and so the speed of the chuck would have to be proportionately decreased. This problem is


FIGURE A. 3


FIGURE A. 4
avoided by using surface drive. A synchronous motor is used because yarn tension determines yarn quality, and tension depends on the wind up rate, so close speed control is essential. There is a small amount of slip between the winder roll and the cake which also has to be taken into account (ref 5).

The traverse roll is the armature of a two pole induction motor. The function of the traverse roll and its associated groove roll and traverse tips, is to lay the yarn in a regular fashion onto the cake, so that when the yarn is taken off by the customer (often at a high speed), there are no yarn breaks or snagging which might cause variations in yarn consistency. At first sight this may seem a trivial problem, but there are a number of problems. An examination of Appendix B, which is the production specification for the project, shows that a maximum wind up speed of 6000 metres per minute is required. A wind up period can last up to 12 hours, which means that it is possible to get up to 4000 km of yarn on a single cake. The customer must be able to draw this whole length off without any breaks or snags.

Problems arise when the cake rotates an integral number of revolutions for one double stroke of the traverse tip, in other words when the ratio of the chuck and winder speeds reaches a critical value. When this happens the crossover points of the yarn start falling in exactly the same place on successive layers of the cake, and ridges form. These cause the winder roll to vibrate against the cake surface, which compacts and traps filaments of yarn under lower filaments. This trapping causes the yarn to break when it is pulled off the cake. If the vibration becomes severe enough, upper layers can slip on lower layers towards the centre of the cake where tangles form, causing the threadifne to snap and the yarn to wrap itself around one of the rolls (this condition is known as a "head wrap"). Theoretically this problem should occur instantaneously, but in practice conditions are sufficiently close to the critical ratio for the effect to occur for an appreciable time.
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There are two methods of overcoming these problems. Thefirst is to frequency modulate the traverse speed. This introduces a cyclical change in traverse frequency which ensures that the critical ratio only occurs for short periods of time. The amplitude and the rate of change of the modulation will determine how long the traverse speed dwells in the critical range. The second method of avoiding this effect, known as "banding" or "ribboning", is to rapidly alter the mean traverse speed as the critical point is approached, in order to pass it very rapidly. Once clear of the critical ratio, the mean speed is changed back to its original value.

Nylon Spinning Machines up until the present have only been able to use traverse modulation because all 24 winder heads are controlled by two inverters. The use of individually controlled motors allows a combination of both methods to be used. Traverse speed modulation removes a large proportion of the problem, whilst a change in average frequency overcomes most of the remainder. The degree of the problem varies from product to product, so different modulation and avoidance parameters are used in different situations, which accounts for the need for a programable controller. There is also very rigid limitation on how far the mean speed can be changed because as mentioned before the tension of the yarn is critical. There are some ribbon points on some products that it is not possible to overcome. However, a considerable improvement can be obtained by using these methods.

Figure A. 5 shows the traverse modulation waveform used. The function of the \(P\)-Jump is to overcome the inertia of the roll, which makes reversal of roll acceleration unacceptibly slow if a simple triangular modulation is used. It should be noted that large modulation values shorten inverter life spans, and so are avoided as far as possible.

Figure A. 6 is a graphical representation of what happens when the second method of ribbon avoidance is used. As the chuck speed decreases and a critical point is approached, the traverse speed is rapidly decreased from \(x\) to \(y\) so that the ribbon point is


FIGURE A.5: TRAVERSE MODULATION WAVEFORM


FIGURE A6 BANDING AVOIDANCE
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avoided. As the ribbon point is approached again, the mean sped is altered as rapidly as possible back to its original value so that the ribbon point is traversed as rapidly as posible. Avoidance could also be taken by going from \(x\) to \(z\).

It should be noted that this method of winding is called "Random winding". There is another method used called "precision winding" where the traverse speed is kept (by mechanical means) at a fixed (and very carefully chosen) ratio of the chuck speed, which ensures that the crossover points are evenly distributed over the cake surface for all cake diameters. See reference 7 for a description and comparison of the two methods.
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\section*{APPENDIX B : PRODUCTION SPECIFICATION FOR THE CONTROLLER.}

This specification is the result of a series of consultations between the production department, which produced the original specification, and the computer applications group at SANS. The original production specification was studied and preliminary trials were done to test the feasibility of the goals and aims. Some of the less realistic requirements were altered after consultation with and agreement from the production department.

\section*{B.1) INTRODUCTION.}

The project's alm is to produce a controller which will run the new individual position inverter system for BARMAG winders. It will allow specific control of the traverse to avoid banding and ribboning during cake build. The controller will, be developed using an \(I N T E L\) single board computer system runing software written in \(R T L / 2\) and developed using the INTEL version of the MAGIC software development system. It will control the winder and traverse motor on each position. The standard ramp up, ramp down and traverse modulation (with \(p-j u m p\) ) control will be provided. In addition a banding avoidance function will be provided. The strategy for this will be determined by a table of user set parameters. Advantage will be taken of the banding avoidance facility to provide a rough profile of wind on tension during the cake build.
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B.2) OPERATIONAL LIMITS AND TARGETS.
\begin{tabular}{|c|c|c|c|c|}
\hline Process speeds & MAXIMUM & MINIMUM & STEP SIZE & \\
\hline Wind up speed & 6000 & 2500 & & MPM \\
\hline & 12710 & 5217 & & RPM \\
\hline & 212 & 88 & 0.2 & Hz \\
\hline Traverse speed & 6480 & 2700 & & MPM \\
\hline & 19155 & 7980 & & RPM \\
\hline & 319 & 133 & 0.2 & Hz \\
\hline
\end{tabular}

Traverse modulation waveform
\begin{tabular}{lclll} 
Amplitude & \(+/-4 \%\) & - & \(0 \%\) & 0.2 \\
P-jump & \(+/-4 \%\) & \(0 \%\) & 0.2 & Hz \\
Period & 30 & 2 & 1.0 & sec
\end{tabular}

Modulation to be symmetrical.
B.3) BANDING AVOIDANCE.

Banding avoidance consists of ramping the traversefrom one mean frequency "Fl" to another temporary mean frequency "F2". This takes place as the system approaches a banding condition. The traverse would continue to run with modulation at this new frequency until the banding state had passed, when the traverse would be ramped back to normal mean speed. The avoidance action can be taken in a positive or negative direction.

During the wind up of a cake the chuck speed steadily decreases, so the ratio between the chuck and traverse speeds decreases. This can be specified as a ratio:

CAKE RPM

Page B-2
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The conditions for banding can be set by specific values for R.

A typical banding avoidance operation will be specified by setting a ratio value at which to start avoidance and another corresponding one at which to end avoidance action.

All banding avoidance control parameters will be variable data set by operators and the only checks will be for consistency and safety. Allowance will be made for fifteen banding avoidance points. The acceleration and deceleration rates to and from banding avoidance are variable parameters, and are different from the general limiting rates derived from hardware limitations.
B.4) WIND ON TENSION PROFILE.

When a banding avoidance point "Rl" is reached the mean traverse frequency is changed from Fl to F2. During this change modulation and \(p-j u m p\) will be disabled. After banding avoidance has been completed, when ratio "R2" has been reached, the mean traverse speed is ramped back to Fl. The new value of Fl does not have to be the same as the original value. This enables a step profile of wind on tension to be implemented with the step changes occuring at banding avoidance points.

Modulation will be active during normal operation at the level set by the user. Modulation is disabled during the transition from fl to F2 or F2 to Fl, and the user can select different modulation parameters at \(F 1\) or \(F 2\).
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\section*{B.5) TABLE OF PARAMETERS.}

FIXED VARIABLES (not changeable by operators)

Winder :
\begin{tabular}{lrl} 
Acceleration rate & 1.0 & \(\mathrm{~Hz} / \mathrm{sec}\) \\
Deceleration rate & 1.0 & \(\mathrm{~Hz} / \mathrm{sec}\) \\
Frequency maximum & 212 & Hz \\
Frequency minimum & 13 & Hz
\end{tabular}

Traverse:
\begin{tabular}{lcl} 
Acceleration rate & \(3.0(7.0)\) & \(\mathrm{Hz} / \mathrm{sec}\) \\
Deceleration rate & \(3.0(7.0)\) & \(\mathrm{Hz} / \mathrm{sec}\) \\
Frequency maximum & 319 & Hz \\
Frequency minimum & 13 & Hz \\
Motor start up sync time & &
\end{tabular}

Figures in brackets show maximum acceleration / deceleration rate in changing speed between Fl and \(F 2\).

CONTROL PARAMETERS (to be set by operators)
\begin{tabular}{llll} 
Banding avoidance start ratio & Rl & \(x \quad 15\) \\
Banding avoidance end ratio & R2 & \(x \quad 15\) \\
Normal mean traverse speed & Fl & \(H z \quad x \quad 15\) \\
Avoidance mean traverse speed & F2 & \(H z \quad x \quad 15\)
\end{tabular}

TRAVERSE MODULATION PARAMETERS.

Amplitude \% of Fl in normal operation
\(0-4 \%\) of F 1
P-jump \% of \(F 1\) in normal operation
\(0-4 \%\) of Fl
Amplitude of \(F 2\) in avoidance operation
\(0-4 \%\) of \(F 1\)
P-jump \% of \(F 2\) in avoidance operation
\(0-4 \%\) of Fl
\begin{tabular}{ll} 
F1 to F2 rate of change & \(\mathrm{Hz} / \mathrm{sec}\) \\
F2 to F1 rate of change & \(\mathrm{Hz} / \mathrm{sec}\) \\
WINDER PARAMETERS & \\
WInder speed & \\
B 6) HARDWARE I/O
\end{tabular}

\section*{PULSE INPUTS}
Chuck speed
Traverse speed \(\quad\)\begin{tabular}{l} 
RPM \(+/-0.1 \%\) \\
RPM \(+/-0.1 \%\)
\end{tabular}

PULSE OUTPUTS

Winder frequency
Traverse frequency
\(\mathrm{Hz}+/-0.2 \mathrm{~Hz}\)
\(\mathrm{Hz}+/-0.2 \mathrm{~Hz}\)

\section*{B.7) PARAMETER MODIFICATIONS.}

Direct access to the control parameter table will be possible through an interactive display and modification section of the system. It will ise a standard VDU and will have security protection for the data base change functions. The responsibility of data integrity and validity will be the responsibility of the user, except where safety or consistency considerations indicate an error.

All control parameters will be displayed, and minimal set of status data for stand alone operation will be provided. This will consist of :

Curent banding point (1-15)
Status (stopped, starting, running-normal, running-avoidance)
Traverse output frequency (Hz)
Winder output frequency (Hz)
Cake speed (RPM)
Traverse speed (RPM)
Current ribbon ratio
Cake diameter.
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APPENDIX C : OVERVIEW OF INVERTER CONTROL UNIT PROJECT.

Figure C. 1 shows how the different parts of the system fit together. The winder and traverse inverters with their integral armatures are each driven by a variable frequency inverter. The output frequency of each inverter is controlled by a pulse train fed to the inverter from the computer.

The \(I / 0\) board isolates the plant from the computer, and converts computer TTL levels to plant transducer levels.

Each of the 24 ICU's is linked to a PDP \(11 / 23\) host computer by an RS-422 multidrop serial link. The host computer monitors and logs the condition of each \(I C U\), and sends operating instructions (control parameters for the product being made) to the ICU's. The type of yarn to be wound is chosen. from a library held by the host, and sent over the serial link. This avoids the tedium of entering operating instructions (which could consist of up to 40 parameters) by hand, and also allows alterations to be made to the parameters very rapidly.

The traverse and winder inverters are housed in the inverter cabinet, which is fed traverse and winder motor control pulses, and "inverter run" interlocks from the computer. The inverters supply "inverter not tripped" interlocks back to the computer.

The traverse and winder rolls are supplied with power from the inverters, and proximity detectors mounted on the traverse roll Page \({ }^{`} \mathrm{C}-1\)

INV CONTRO UNIT
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and chuck send speed information back to the computer. These are used to determine the ratio of their speeds, on which the decision to take banding avoidance by altering the mean speed of the traverse is based. The winder also has various interlock signals which are fully described in chapter 2.2.

TRAVERSE AND WINDER INVERTERS.

A brief description of the inverters used in this system will be given to aid understanding of the task the computer has to perform. Figure C. 2 is a block diagram of the main parts of the inverter.

A three phase 460 V supply is rectified and fed to a pulse width modulated chopper transistor, which produces a variable DC voltage (after the \(A C\) component has been filtered out with an inductor). The variable \(D C\) voltage is fed to a three phase transistor bridge. The transistor bases are driven by a ring counter which is clocked by the pulse train from the computer. This is why the computer output frequency has to be six times the required frequency of operation. The overall result is a six step variablefrequency variable voltage three phase supply.

The computer pulse train is also fed to a frequency to voltage converter which is used to control the duty cycle of the chopper transistor, which gives a constant volts to Hertz ratio. A digital speed signal was used rather than an analogue one because of the very tight speed tolerances required in the project.

The protection logic monitors over voltage, under voltage and over current conditions, and trips the inverter if safe limits are exceeded. Over current protection is provided for peak and average conditions.
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APPENDIX D : OPERATIONAL REQUIREMENTS FOR COMPUTERS AT SANS.

This appendix presents the results of a survey done at the start of the project to assess the requirements for dedicated microcomputer control at SANS. The term "dedicated control" is used to distinguish it from "process control". In dedicated control a microcomputer controls part of a process, whereas in process control the entire process is controlled.

When this survey was done several previous attempts at dedicated control with microcomputers at SANS were investigated. The applications had been attempted at component level, and had shown poor results because of overrun budgets and development timescales, technical problems such as overheating and noise, or most importantly difficult maintenance of hardware and software. The purpose of this document is to try and define what is required of a dedicated microcomputer controller, both at the development stage and on the factory floor.

Several points became clear at the outset :
A) Computers installed on machines should be as flexible as possible, to allow future modifications or additions to the computer system to be done as easily as possible, with minimum disruption to the existing system.
B) Standardisation is essential for ease and speed of development,
installation, commissioning and maintenance. Staff should be trained once for the basic system, with supplementary training for new applications.
C) There are a wide range of commercially available board level products which can be used as a base for building systems. In-house component level development is justified only for large volume production or specialised applications, which will seldom be required at SANS. Experience has shown that the cheapest and quickest way of getting limited quantity applications installed and running is to use board level products.
D) The company has limited hardware production facilities, so the assembly of board level products such as specilised applications or \(I / O\) boards will be contracted out to manufacturing companies.
E) The company has a very large investment in DEC computers and development facilities, using the RTL/2 language running under the RSX, MTS and SMT operating systems. Any system chosen should make as much use of existing facilities as possible.
D.1) MICROCOMPUTER REQUIREMENTS.

ENVIRONMENTAL CONDITIONS.
A) Ambient conditions.
\begin{tabular}{ll} 
Operating temperature range & \(: 0-45\) deg \(C\). \\
Humidity & \(: 90 \%\) non condensing. \\
Atmospheric corrosion & \(: M 11 d 1 y\) reducing.
\end{tabular}
B) Mains suppiies.
\begin{tabular}{ll} 
Voltage & \(: 220 \mathrm{VAC}\) \\
Frequency & \(: 50 \mathrm{~Hz}\)
\end{tabular}

Mains supplies often carry large amounts of electrical noise, which the system will have to tolerate.
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C) Equipment location.

Computers will of ten have to be mouted inside machine cabinets on the factory floor, so housings should be available which can withstand corrosion, dirt etc.

SOFTWARE.

In order to take advantage of existing software and development facilities there was a strong motivation for using RTL/2 and SMT as the applications language and multi-tasking executive respectively. Two options presented themselves here. The first was to use a small DEC computer such as the PDP \(11 / 03\) or FALCON as the target system, and use existing development facilities. The second option was to find an RTL/2 cross compiler that would produce object code for one of the more common microprocessors. A company called SPL based in the UK produces such a package, called MAGIC. Because of a technology exchange agreement between SANS and ICI in the UK, it was possible to get MAGIC at a low cost. When the prices, facilities and support for various different microprocessor systems was compared, (see appendix E) it was clear that the DEC computers were much more costly than other systems, so INTEL Multibus Single Board Computers using the MAGIC development package were eventually chosen. The MAGIC package produces object code for 6809, 8086, 68000 and LSI-11 processors, so any system with these \(C P U^{-} s\) is suitablefor operation with MAGIC.

SIGNALS FOUND IN THE PLANT.

The system had to be able to handle the wide range of signals found in the plant, and precise tailoring of applications was necessary to avoid redundancy. In other words the system had to be as modular as possible to ensure maximum flexibility.
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In most applications, up to twenty analog inputs or outputs are required, although in some cases up to 240 inputs are required
B) DIGITAL SIGNALS
\begin{tabular}{ll} 
Inputs : & Up to \(220 V\) AC or \(D C\) \\
Outputs : & Up to \(220 V\) AC or \(D C\)
\end{tabular}

In most applications anywhere from twenty to three or four hundred digital inputs and outputs are required.
C) MEMORY REQUIREMENTS.

Once the decision to use MAGIC had been taken, it was necessary to choose a microcomputer capable of hosting sme and the application tasks. SMT on its own uses up to 16 K bytes of code space and 2.5 K bytes of RAM space. Applications tasks were expected to use up to \(64 K\) of ROM space and up to 8 K of RAM space. During the development stage systems are loaded into RAM, so the target computer had to have facilities for extra RAM during development. Battery backup will be required in some applications.
D) - REAL TIME CLOCKS.

Since the computer is required for real time applications, there must be some provision for real time clocks.
E) COMMUNICATIONS.

Most applications considered required bi-directional communcation either with a host computer andor a local VDU. The data to
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be communicated will be operating instructions or status reports in most situations, so the data transfer rate does not need to be high, and 9600 baud operation down an RS-422 or RS-232 1ink should be adequate.

\section*{APPENDIX E}
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\section*{APPENDIX E : COMPARISON OF MICROCOMPUTER SYSTEMS.}

Summarising appendix \(D\), the requirements for the microcomputer system are as follows:
A) 16 bit processor.
B) Approximately 64 K Rom space and 8 K RAM space with provision for larger amounts of RAM.
C) 9600 baud serial communications.
D) Provision for battery backup.
E) Provision for frequency and event counting by Real time clock.
F) Provision for a wide range of digital and analog \(I / 0\).

A study was done of the technical literature for a comparison between different single board computers, in the context of the South African market (see ref 8). The factors consideredin making the selection were as follows :
A) Processor type.
B) Address and data bus widths.
C) Form factor.
D) Power requirememts.
E) Number of pins on backplane.
F) Number of suppliers.
G) Application development facilities outside the company.
H) Facilities provided by basic \(S B C\), and facilities for further expansion.
I) Cost, both for the basic system and for expansion.
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The availability of different systems in South Africa was then considered, and the following systems were found to be readily available:
A) SABUS.
E) S100 bus
B) STD bus.
F) The DEC Q-bus
C) VME bus.
G) MULTIBUS
D) VERSABUS.

SABUS and \(S T D\) were ruled out at the outset, as they do not support 16 bit processors very easily. A 16 bit processor was not available for SABUS at the time, although one was being developed. However it was felt that the backplane did not really have sufficient pins for true 16 bit operation, and that this would eventually place restrictions on the system. In addition SABUS has a rather erratic history, and there were doubts about its long term viability. The VME and VERSABUS systems were discounted because of their prohibitive cost. Both systems have large backplanes, and the cost of housing coupled with the high cost of the basic board ruled them out. In addition the supply of the boards was very uncertain.

That left the S100, Q-bus and MULTIBUS. A cost comparison between the three systems was done for several applications envisaged. The MULTIBUS system proved to offer the best price / performance ratio. This coupled with the fact that MuLTIBUS is the most widely used bus in South Africa and has the largest user base in real time control applications settled the issue in its favour.
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\section*{APPENDIX F : COMMUNICATIONS PROTOCOL.}

The communications protocol described below was arrived at with the following aims in mind:
1) The prime requirement is data transmission between the supervisory system and a remote unit. For reasons of economy a number of units will be connected to the same link, however it is considered extremely unlikely that projects of this type will ever require the units to be able to communicate amongst themselves. Hence a simple master-slave method of controlifig link usage will result in the simplest software and most efficient usage of the link.
2) As the link will be required to carry commuications traffic for a number of logical channels the control information overhead for each message should be kept to a minimum. This resulted in the choice of a two pass protocol, using variable length messages containing binary data sections.
3) In an effort to keep the system's knowledge of its own status as full as possible, a receiving station will always reply to a message. The reply would be the expected response if the message was received correctly and a negative acknowledgement including the relevant error code if it had been received incorrecty. Thus the only time no response would be expected was if the line was down or the received.message was distorted so that the destination
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could not be determined from the message contents. In this case the receiving system would not be able to tell that the message was intended for it.
F.1) DATA LINK MESSAGE LAYOUT.


NOTES:
A) Address @ will be used for the supervisory systemie the master for that links communications. The other addresses will be numeric starting at one but biased by 40 hex, and so will be stored as \(A, B, C . . e t c\).
B) There will usually not be more than eight to ten slave units connected on a single multi-dropped link, and their addresses will be set alphabetically from A onwards.
C) The message type codes are intended for use as listed below. Further details of their usage in connection with the protocol
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will be given in the next section.
(S) END DATA MESSAGE
(R)EQUEST DATA MESSAGE.
(P)OLL FOR UNSOLICITED DATA MESSAGES.
(A) CKNOWLEDGE POSITIVE RECEIPT OF A MESSAGE.
(N) EGATIVE ACKNOWLEDGE OF RECEIPT OF A MESSAGE.
D) Four spare bytes have been left in the control portion of this message layout for future developments.
E) The length byte in the control section will indicate the number of bytes of binary data included in this message in the data section. The value will be stored in binary as a single byte so there will be an upper limit of 255 bytes of data.
F) The data section layout will depend entirely on the particular application. Normally the first byte will be a data message type code. This would have a project dependant meaning and would define the contents of the remainder of the data section.
G) The last byte of the message would be a checksum. It will be generated by taking the modulus 256 value of the negative summation of all bytes in the message bounded by, but not including the \(S T X\) character and the checksum itself.
H) The entire message control packet and data from sync to checksum inclusive constitute what is. transmitted over the data link, however the user"s useful information comprises only the data section and thus this is sometimes known as the user message or data message.
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F.2) MESSAGE PROTOCOL.
 ERROR CODE)


OR

\section*{<--- N - TYPE MESSAGE (ONE DATA BYTE, THE ERROR CODE)}

P-TYPE MESSAGE ---> <---A - TYPE MESSAGE (EITHER A CODE \{255\} TO SHOW NO UNSOLICITED data messages are WAITING, OR THE OLDEST DATA MESSAGE WAITING TO BE TRANSMITTED)

OR
<--- N - TYPE MESSAGE (ONE DATA BYTE, THE THE ERROR CODE)
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1-LINKER OUTPUT FILE
2- DATABASE3- RATIO TASK
4- WINDER TASK
5- WINDER CONTROL ..... TASK
6- OCP TASK
7- TRAVERSE DRIVE TASK
8- TRAVERSE ..... CONTROL TASK
9- CHUCK TACHO TASK
10- DATABASE UPDATE TASK
11- COMMUNICATIONS TASK
12- SANS INTERACTIVE STANDARDS PROCEDURES
13- ICU COMMON PROCEDURES
14- MSMTU1
15- STARTUP CODE
16-SYSTEM BUILD COMMAND FILE

INKER M SYSTEM FILE FROM \(?=[341,1] S M T R O M . S A U\)
M)SEG RATIOAR AREAS=A2,A3

M \(\operatorname{MSEG}\) WIRUAR AFEAS=A2,A3
M-SEG WCONTAR AREAS=A2,A3
M SEG SEQ AFEAS=AZ, A3
M SEEG OCFIAR AREAS=A2,A3
M>SEG TIRVAR AREAS=A2,A3
M>SEG TCONTAR AREAS=A2,A3
M SEG WTACHAR AFEAS=A2,A3
\(M>S E G\) LIEUFAR: AREAS \(=A 2, A 3\)
M•SEG COMMS AFEAS=A2,AB
M.TASK II=1 SEG=FATIOAR,GOSMT ENTFY=FATS FRI=5G GO

M \(\triangle\) TASK II=2 SEG=WIRUAR,GOSMT ENTRY=WIRIUE FFFI=CO GO
.M TASK III=3 SEG=WCONTAR,GOSMT ENTFY=WALGO FFI=60 GO
M \(>\) TASK II \(=4\) SEG=SER,GOSMT ENTFY=SERMON F'FI \(=80\) GO
M TASK III=5 SEG=OCF \(1 A R, G O S M T\) ENTRY=GENOCF STACK=180 FRI \(=54\) GO
M \(\triangle\) TASK III=6 SEG=TIRVAR,GOSMT ENTRY=TIIRIVE FFRI=CO GO
\(M\) TASK II=7 SEG=TCONTAF,GOSMT ENTFY=TALGO FFI=60 STACK \(=180 \mathrm{GO}\)
M TASK II = 8 SEG=WTACHAF,GOSMT ENTFY=WINHTA FRI=57 GO
M \(\triangle\) TASK ID=9 SEG=IEUUF'AR,GOSMT ENTFY=UFIAATE F'FI=5S GO
M)TASK III=A SEG=COMMS,GOSMT ENTFY=SENIME STACK=100 FFI=56 GO

M>MOLS SEG=RATIOAR
BJECT MOIULE FILE NAME(S) :=RATIO
MPMOLS SEG=WIRVAR
IBJECT MOIULE FILE NAME(S) :=WIIFU
MッMOLS SEG=WCONTAR
- \(\operatorname{EJECT}\) MOIULE FILE NAME (S) : =WCONT, COMF'ROC

MSMOLS SEG=TIRUAR
(EJECT MOIULE FILE NAME(S) :=THRU
M>MOIS SEG=TCONTAF
IEJECT MOIULE FILE NAME(S) :=TCONT,COMFROC
M.MORS SEG=SER

JEJECT MOIULE FILE NAME(S) :=SQMONyINUSQ
.MPMONS SEG=OCFIAF
IEJECT MOIULE FILE NAME(S) :=OCF'1
.M>MOLS SEG=WTACHAF
JEJECT MOIULE FILE NAME(S) :=WTACHO

MMONS SEG=COMMS
3JECT MOIULE FILE NAME(S) :=LINKIAA.
-INK OK

MLINK SMT=GOSMT
1. IUMF ROM=AS

JAIFILE NAME? >ROMSYS
qTA TEMFLATE QCCUFIES \(7 E 2\) EYTES
ZXEQ TAKEN FFOM SEGMENT: gOSMT

(SHF)
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline FEA AB & FROM: & F4000 & TO: & FE8 & \multicolumn{2}{|c|}{LENGTH:} & 7820 \\
\hline EASE & USEI & STACK & LEN & GTH ) & & & \\
\hline F4000 & 8LIA & 0 & & 8IIA) & Friocs & SEG & fatioa \\
\hline F48E0 & 286 & 0 & & 286) & PFOCS & SEG & WIRUAF \\
\hline F4F70 & F18 & 0 & & F18) & FFOCS & SEG & WCONTA \\
\hline F5A90 & A2B & 0 & & A2B) & Priocs & SEG & SEQ \\
\hline F64C0 & 2457 & 0 & & 2A57) & Friocs & SEG & OCFIAF \\
\hline F8F20 & 2 H & 0 & ( & 2I1) & Frocs & SEG & turvaf \\
\hline F9200 & 1294 & 0 & & 1294) & FROCS & SEG & tconta \\
\hline FA4AO & 31 C & 0 & , & 31C) & Frocs & SEG & WTACHA \\
\hline FATC0 & 535 & 0 & & 535) & FFIOCS & SEG & IIEUFAR \\
\hline FADIOO & 9 EF & 0 & & 9E9) & FFiOCS & SEg & COMmS \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline REA & AS & FFiOM: & FE820 & TO: & FCOOO & LENGTH: & フEO \\
\hline & gase & USEI & STACK & ( LEN & TH) & & \\
\hline REA & A 4 & FROM: & FCOOO & TO: & FFFFO & LENGTH: & 3FFO \\
\hline & EASE & USEI & STACK & LE & & & \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline FCOOO & \(3 F 96\) & 0 1 & & 3F96) F & FFio & C5 S & SE & GOSMT \\
\hline IEA AI & FROM: & FFFFO & T0: & 100000 & & LENGTH: & & 10 \\
\hline EASE & USEII & STACK ( & LEN & (GTH ) & & & & \\
\hline FFFFO & 6 & 0 ( & & & ALL & & SE & STFTUF \\
\hline SYSTEM TOF \(=\) & FFFFF & \multicolumn{7}{|l|}{} \\
\hline
\end{tabular}

JRULE MAF
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```

| 3100 | $3 A 2 A($ | $92 A)$ | MSMTFI (FFOCS) |
| ---: | ---: | ---: | :--- | :--- |
| $3 A 30$ | 3AII1 | A1) | FFFILC (FROCS) |
| $3 A I 2$ | $3 A I I 2($ | $0)$ | IATA (FFOCS) |
| 3AII2 | $3 F 96($ | $4 C 4)$ | INVSQ (FROCS) |

```
```

SEGMENT STRTUF FFOM: O TO: .6 IN AREA A1

```
SEGMENT STRTUF FFOM: O TO: .6 IN AREA A1
BASE TOF (LENGTH)
    O ( 5 STUFCI

ENTFY FOINTS IN MOIULE: SMTIEA


ENTRY FOINTS IN MOIULE: SMTE2
PATTER( II) 22

ENTRY FOINTS IN MOIULE: SMTE3
\begin{tabular}{|c|c|c|c|c|}
\hline SEGIAT ( II) & 798, TIMEIA ( II) & 782, SSSOFF ( in) & 7EA, SYSTAC(ST) & 2 FA \\
\hline SSFFI ( II) & 842, FESTK (ST) & 116, SSSTAT ( II) & 854, SSEOFF( II) & 7FE \\
\hline ERFSTK (ST) & 44A, CLK゙STK(ST) & 382, TFAFIIA ( II) & 7AC, HSTK (ST) & \(4 E\) \\
\hline TASKIIA ( II) & 526, INSTK (ST) & 18E & & \\
\hline
\end{tabular}
ENTRY FOINTS IN MOIULE: MSMTUI
-riaust ( II) 8AA, WINIIST( II) ..... 8 A 4
ENTRY FOINTS IN MONULE: LINKIR:
II)90 C

\section*{NTEY FOINTS IN MORULE: FFFILC}
```

ILSTKR(?)
A7S

```
=NTFY FOINTS IN MOIULE: IATA
\begin{tabular}{|c|c|c|c|c|}
\hline OnIAT ( II) & 10AA, SEqUAR( II) & HEB, FLAGSI( II) & E14, AWAITUS (I) & EA2 \\
\hline ECOIE ( II) & E2A, MAXRAT ( II) & ETE, IFARAM ( II) & E7A, FFARAM ( II) & All2 \\
\hline FAFAMS (II) & A78, FLAGSO( II) & EIE, TCONTT ( II) & ESC, WCONTT ( II) & CE2 \\
\hline ATCHII ( II) & E6C & & & \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|}
\hline EgMENT RATIOA & FROM: & - T0: & 100 IN & AFEA & A2 \\
\hline EGMENT WIRSAR & FFOM: & - T0: & 100 IN & AFEA & A2 \\
\hline EgMENT WCONTA & FFOM: & \(\bigcirc\) TO: & 100 IN & AREA & A2 \\
\hline EGMENT SEQ & FFOM: & - T0: & 11 A IN & AREA & A2 \\
\hline EGMENT OCPIAF & FROM: & - TO: & 334 IN & AFIEA & A2 \\
\hline EEGMENT TIRSUAF: & FROM: & - TO: & 100 IN & AREA & A2 \\
\hline SEGMENT TCONTA & FFOM: & - TO: & 180 IN & AFEA & A2 \\
\hline ZEGMENT WTACHA & FROM: & - TO: & 100 IN & AFEA & A2 \\
\hline SEGMENT IIEUPAF & FFOM: & - T0: & 100 IN & AREA & A2 \\
\hline SEGMENT COMMS & FFOM: & - TO: & 100 IN & AREA & A2 \\
\hline SEGMENT FIATIOA & FFOM: & 0 T0: & 8IA IN & AFEA & A3 \\
\hline
\end{tabular}

ENTFY FOINTS IN MOIULE: RATIO
FATS ( F) C
SEGMENT WIRVAR FROM: \(\quad 0\) TO: 286 IN AREA A3
```

ENTFY FOINTS IN MOLULE: WCONT
WALGO (F) C
ENTRY FOINTS IN MONULE: COMF'KO

```

SEGMENT SEQ FROM: \(\quad\) TO: ADE IN AREA AB

ENTEY FOINTS IN MOIULE: SQMON
SEMMON( F) 98

ENTFY FOINTS IN MOIULE: INUSQ
INUSEQ( F.) 613
```

SEGMENT OCFIAR FFIOM: ~ O TO: 2AE7 IN AREA A3

```

\section*{ENTRY FOINTS IN MOIULE: OCF1}
```

GENOCF(F) EH2

```
```

SEGMENT TIRUAK FFIOM:
OTO: 2mI IN AREA AB

```
```

ENTEY FOINTS IN MONULE: TIRV
TIRIUE( F')
1 0
SEGMENT TCONTA FROM: O TO: 1294 IN AREA AZ

```
\(\sim\)
ENTRY FOINTS IN MOIULE: TCONT
TALGO (F) C
ENTRY FOINTS IN MOLIULE: COMPRO
TMON (F) 9NO, UFRAMF (F) GA9, HOWNFAS F) 59C, FUN (F) (F) 767
"ARAM (F) 7EE, BANI (F) FOE
segment wtacha friom: 0 TO: 31 C IN area ab

：NTRY FOINTS IN MOIULE：SMTBI
（ETEU（F）3CB，QEURFE（ F）3AA，QEV（F） 358
：NTEY FOINTS IN MOLULE：SMTE2
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline STOF & F） & 416. & ME & F） & 90A， & FEFROCS & F） & 10MA， & Ifefout & F） & 1076 \\
\hline ．OCK & F） & 69F， & GTIM & F＇） & I18C， & TSECUR（ & F） & 1086， & FESET & F） & 640 \\
\hline iecures & F） & 922 & SYSSTO & F） & 81F， & SYgRTO & F） & 84F， & WAITFOく & F＇） & 674 \\
\hline ELAY & F） & 49 E ， & IEFIN＜ & F） & 10C5， & TIMIAT & F） & E06， & SETIAAT & F） & EF1 \\
\hline JAIT \｛ & F） & 5 CB & UNLDCK゙ & F） & SFA， & TWAIT & F） & 104A， & SET & F．） & 734 \\
\hline בLEANUS & F） & 1147 & IFEEFF & F） & 100．2， & STAET & F） & 45A， & feleas & F） & A17 \\
\hline
\end{tabular}

ENTFY FOINTS IN MOIULE：MSMTCT
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline 301 & （ & F） & 10EC， & R02 & & F） & 111E， & Fil & （ & F） & 12AE， & Fil3 & & F） & 12 A 3 \\
\hline ¡30 & ＜ & F） & 1539， & Fis & （ & F） & 1347， & F31 & ¢ & F） & 1533， & F08 & （ & F） & 113 F \\
\hline 332 & （ & F） & 1176， & R40 & （ & F） & 1211， & R09 & （ & （F） & 1156， & Fi41 & （ & F） & 122F \\
\hline 317 & ¢ & Fi） & 1400． & F25 & ¢ & F） & 14 CE, & F34 & （ & F） & 1185， & F 42 & ＇ & F） & 123 C \\
\hline 326 & く & F） & 14E9， & F35 & ¢ & F） & 11C1， & R43 & （ & F） & 121 II ， & F19 & （ & Fi） & 14 AE \\
\hline ：27 & （ & Fi） & 150F， & & ＜ & F） & 11 CE, & F28 & （ & （F） & 150A， & F33 & （ & F） & 11E1 \\
\hline 229 & ＜ & F） & 1505， & Fi38 & （ & F） & 11EF， & F39 & ¢ & F） & 1206 & & & & \\
\hline
\end{tabular}

ENTRY FOINTS IN MODULE：MSMTU1
\begin{tabular}{|c|c|c|c|c|}
\hline - \({ }^{\text {NTTY }}\) ( P) & 185C, FFiIN ( F) & 1982, DUTTTY( F') & 176A, FXXINTE( F.) & 1893 \\
\hline IETNEC( P) & 1996, FiFOUT ( F') & 1842 & & \\
\hline
\end{tabular}

ENTRY FOINTS IN MOIULE: LINKIF:
 ENTRY FOINTS IN MOHULE: MSMTCL
- \(N\) NSTEU (F) 1CO2

ENTRY FOINTS IN MORULE: SMTCLK
ZLOCK ( F ) 2828

ENTRY FOINTS IN MOLULE: SMTEFF
ERFRIN( F) 2AB6

ENTRY FOINTS IN MOIULE: MSMTEU
SETFMC( F) 2C78, FRMAG (F) 3094

ENTEY FOINTS IN MOIULE: MSMTFI
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline Fillit & F) & 36FO, SF'S & F') & 3130, & IWRTF & F) & 3180, & TREALI & ( & F) & 3388 \\
\hline -RREAI & F) & 3491, ZREAII & F) & 327F, & FFEAII & ( F) & 339A, & IWRT & ( & F) & 3160 \\
\hline HWRT & F) & 3212, NLS & F) & 3100, & HFEAII & ( F') & 326E, & FWRT & ( & F) & 3394 \\
\hline IREAII & F) & 3257, FWFTF & F) & 3397. & TWET & (F) & 3453. & FWRTF & ( & F) & 3714 \\
\hline
\end{tabular}

ENTFY FOINTS IN MOHULE: FFFFILC


ENTEY FOINTS IN MOIULE: INUSQ
\begin{tabular}{|c|c|c|c|c|}
\hline IREPTO ( F) & 3BAC, SETEYT( P) & 3E60, EXECOIT ( F ) & 3LIOF, CHOICE ( F ) & 3 CaF \\
\hline IIGOUT ( F \({ }^{\text {P }}\) & 3EIF, VALBIT( \(F\) ) & 3EAE, HIGIN ( F') & 3F28, SETEIT ( F') & 3E15 \\
\hline INFORS ( Fi) & 3F7C, NOXF'LN( \({ }^{\text {P }}\) ) & 3E6E & & \\
\hline
\end{tabular}
\(=[I T L E\) IIATA EASE FOR CONTFIOL FAFAMETEFES.
    CREATEII 12-SEF-83 EY TEK, FILE: IIATA.FITL
    LAST EIIITEII 2-OCT-84 TEK;
-ET IILLE \(=30700 ;\)

*

\(-*\)
\(\therefore *\)
            \(\begin{array}{cc}\text { CONTFIOL FAFIAMETEFI IIATA BASE, } \ldots & * \% \\ \text { FIAM EASEII IIATA } & * \%\end{array}\)
* \(\%\)


\(\begin{aligned} & \text { ENT IIATA TFAFAMS: } \\ & \text { ARFAY (NUMBANI) INT } \\ & \text { TFISFEEI: }=(13644(\text { NUMEANI) ) } \\ & \text { TF2SFEEI: }=(13644(N U M E A N I)) ; \\ & \% \text { IIEFAULT UALUES : } 3 O H Z ~ \%\end{aligned}\)
\(\begin{aligned} & \text { ENT IIATA TFAFAMS: } \\ & \text { ARFAY (NUMBANI) INT } \\ & \text { TFISFEEI: }=(13644(\text { NUMEANI) ) } \\ & \text { TF2SFEEI: }=(13644(N U M E A N I)) ; \\ & \% \text { IIEFAULT UALUES : } 3 O H Z ~ \%\end{aligned}\)
\(\begin{aligned} & \text { ENT IIATA TFAFAMS: } \\ & \text { ARFAY (NUMBANI) INT } \\ & \text { TFISFEEI: }=(13644(\text { NUMEANI) ) } \\ & \text { TF2SFEEI: }=(13644(N U M E A N I)) ; \\ & \% \text { IIEFAULT UALUES : } 3 O H Z ~ \%\end{aligned}\)
\(\begin{aligned} & \text { ENT IIATA TFAFAMS: } \\ & \text { ARFAY (NUMBANI) INT } \\ & \text { TFISFEEI: }=(13644(\text { NUMEANI) ) } \\ & \text { TF2SFEEI: }=(13644(N U M E A N I)) ; \\ & \% \text { IIEFAULT UALUES : } 3 O H Z ~ \%\end{aligned}\)
    FEAL TMFIAMF: \(=0.0\),
        TMF2AMF: \(=0.0\);
    FEAL. TMFIFJ \(:=0.0\),
        TMF2F \(J:=0.0 ;\)
    INT TMFERION:=2;
    \(\begin{aligned} \text { FEAL TACC } & :=0.5 \\ \text { THEC } & \vdots=0.5 ;\end{aligned}\)
    \(\begin{aligned} \text { FEAL TACC } & :=0.5 ; \\ \text { THEC } & \ddagger=0.5 ;\end{aligned}\)
ENUMATA: •
ENT IIATA FFAFIAMS:
    FIEAL WTACHO: \(=0.0\), TTACHO: \(=0.0\);
    ARFIAY (NUMEANII) FEAL
                FIESI: \(=(0.0(\) NUMBANI \())\),
FIESS \(:=(0.0(\) NUMEANII \() ;\)
                FIES \(:=(0.0(\) NUMBANI \())\),
FIES2 \(:=(0.0(\) NUMEANII \() ;\)
    INT CURBANI: \(=1\),
        MAXEANI: = INITMAXEANI,
        NOFI: \(=0\);
ENIIIATA;
ENT IIATA TCONTTAELE:
\(\%\) TFAUEFSE CONTFOL FAFAMETEFS \(\%\)
\(\%\) SFEEI EEFOFE/TURING BANIING \(\%\)
\(\%\) UALUES STOFEI AFE COUNTS \(\%\)
\(\%\) COUNT \(=(2,456 E 6 /\) OUTFUT FFEQUENCY \() \%\)
\(\%\) CONUEFSELY \(\%\)
\(\%\) OUTFFEG \(=(2.456 E 6 /\) COUNT \() \%\)
    \% MOIULATION AMFLITUIE IN FEFCENT\%
    \% MOIULATION AMFLITUIE IN FERCENT\%
\% F-JUMF AMF'LITUNE IN FEFICENT \(\%\)
\(\%\) MOIULATION F-JUMF AMFLITUIE \(\%\)
\(\%\) MOIULATION F--JUMF AMFLITUIE \(\%\)
\(\%\) MOIULATION FERIOII IN SECONIS \(\%\)
\% F1 TO F2 \& F2 TO F1 ACCEL \& IIECEL \%
\(\%\) FATES IN HZ/100 MILLISECS \%
\% FATIO TASK CONTFIOL FARAMS \%
\% TACHO SFEEIIS IN FFM \%
```

% FIIBRON FATIO START/STOF UALUES %
% HELII AS FIATIOS %
% CURFENT FOINTER TO EANIING FARAMS %
% MAX NUMEEF OF UALIII BANIING FOINTS %
% CUFIFENT OFI NUMEEF O=INIT UALUES %
% CUFFEENT OFI NUMEER O=INIT VALUES %

```
* \%
\% SFEEI EEFOFE/IURING EANIING \%
\% UALUES STOFEI AFE COUNTS \%
\(\%\) COUNT \(=(2.456 E 6 /\) OUTPUT FFIEQUENCY) \(\%\)
\(\%\) CONUEFSELY \%
\(\%\) OUTFFEG \(=(2.456 E 6 /\) COUNT \() \%\)
    AFRAY (NUMTAB) INT TFITVAL:=(IILE (NUMTAE));
                                    \(\%\) + + LDOKUF TABLE INITIALISEI WITH IILING SFEEII VALUES \%
    AFIFAY (NUMTAE) BYTE TSTAT: \(=(0\) (NUMTAE)):
    INT TFOINT:=1; \(\%\) TAELE FOINTEF \(\%\)
ENULATA:
ENT IIATA WCONTTAELE: \(\%\) WINLIER CONTFOL FAFMS \%
    AFFiAY (NUMTAE) INT WFITUAL:=(IILE (NUMTAE)):
                \% . . LOOKUF TAFLE INITIALIZEII WITH IILING SFEEN VALUES \%
    INT WFOINT \(:=1\), \(\%\) TAELE FOINTEF \(\%\)
    \(\begin{aligned} & \text { INT WFOINT: }=1 ; \\ & \text { WSFEEII }:=8187 ;\end{aligned}\)
                                    \(\%\) TABLE FOINTEF \(\%\)
        WSFEEI: \(=8187\);
\(\%\) WINLER TAFGET SFEEII IN COUNTS \(\%\)
ENIIIATA:

INT CURSER;
LABEL SEQEXIT;
ARRAY(1)REAL MAXSTEF:=(9.9);
ARFAY (1)INT IISEQSTAT, \(\quad\) BIT \(1=H E L I I \%\)
IITIMOUT,
ncalleseg,
\%SEQ TIME-DUT CNTEFS\%
\%SET TO 1 FOF ENTRY AT NEXT SCAN\%
LISTEF,
\%SEQ MAIN STEF\%
[iss,
\(\%\) SEQ SUR-STEF\%
HOLIISTEF, HOLIISS:
\%STEF O IF NO HOLII\%

\section*{:NIIATA;}
```

:NT IIATA FLAGSIN; % FLAGS FROM SEQUENCE TASK %
% ASSOCIATEI HITH EVENT 2 %

```
INT STOFF,HOLIIF,STARTF, EANIF,SYNCF;
:NIITATA;
:NT IIATA FLAGSOUT; \(\%\) FLAGS FFIOM CONTROL TASKS \%
    INT WEUNF,TF1F,TF2F, FAMFF,RUFF, RIOLNF:
ENIIIATA;
ENT IIATA SECOLES;
    INT NOUALII: \(=20\);
    AFRAY(20)INT FEOFLE: \(=(1,2,0(6), 2204,0(11)) ;\)
    AREAY (20) BYTE SECCOLE: \(=(40,20,0(6), 255,0(11))\);
EnIIIATA;

ENT IIATA WATCHLIOG;
AFRAY(6)INT WATCNT
 2, \% 2NI: WINIER IRIUE LIMIT 2 SECS \% 20, \% 3RIH: TRAU CONTROL LIMIT 15 SECS \% 20 , \% 4TH: WINIIER CONTFOL LIMIT 15 SECS \% \(45, \%\) 5TH: TEAU TACHO LIMIT 35 SECS \(\%\) 15); \% GTH: WINIER TACHO LIMIT 10 SECS \%
EnviAata;
\(\%\) *********************************************************************** \%
\(\%\) * \(* \%\)
\% FROM EASEI IAATA * \%
\% *
```

ENT IAATA IIFARAMS:
INT WMAXF:=1931,
TMAXF:=1228;
ENILIATA;

```
\% LIFIUEF CONTROL FARAMS \%
\(\%\) UINIEF MAX FFEQ CLAMF IN COUNTS \%
\(\%\) TRAUEFSE MAX FFEQ CLAMF (2000HZ) \(\%\)

\section*{ENT IAATA MAXFATE;}

FEAL MAXACC: \(=0,6\), MAXIEC: \(=0.6\), STACC: \(=1,8\), STIEC: \(=1.8\), RUNACC: \(=4.2\), FUNIEC: \(=4,2\), TMXACC: \(=1,8\), TMXIEC: \(=1,8\);
INT ITLLESF:=IILE ,
```

% WINIIEF MAX ACCEL \& IECEL FIATES %
% IN HZ FEFF 100 MS. %
% TFIAUEFSE FIAMF UF FIATE AT GTART %
% TFAUUEFSE FIAMF IIOWN FATE AT STOF %
% TFAUEFSSE ACCEL FIATE AT FUUN %
% TRAVEFSSE IIECEL FIATE AT FIUN %
% CUFFENNT TFIAU FIATES IN HZ FEF 100MS %
% STAFT UF ITMJNG SFEEII COUNT (13.3HZ)%

```

ENT IAATA AWAITUFIATE:
AFFRAY (NUMBANI) FEEAL AWTF1SFEEI, \(\%\) IIATA AWAITING UFIIATE \%
AWTF2SFEEI,
AWFIES1: \(=(1,0\) (NUMEANII)), AWFIFS2: \(=(1.0\) (NUMEANI)) ;
ARFIAY (NUMEANI,4) INT EANIFLAG;

FEAL AWTMF1AMF: \(=0.0\), AWTMF 2AMF: \(:=0.0\), AWTMF 1F \(J:=0,0\), AWTMF2F \(J:=0,0\). AWTMFEFIOI: \(=2+0\), AWTACC: \(=0.3\), AWTIEC \(:=0.3\), AWWSFEEI: \(=0.0\) :

\section*{AFFiAY (9) INT MOLIFLAG;}

INT AWMAXEANI, UFPATEFLAG: \(=0\), QFINUM:
\(\%\) (HENCE FFFEFIX OF 'AW/ \%
\% FFOM DCF INTO MAIN \(\%\) \(\%\) IIATABASE \(\%\)
\(\%\) TABLE OF FLAGS OF THOSE \%
\% UALUES TO EE UFDATED \%
\(\%\) MOII AMFLITUNE \%
\(\%\) MOII F--JUMF \(\quad \%\)
\% MOL FERIOI \(\%\)
\(\%\) F1 TO F2 FIATE OF CHANGE \%
\% WINIER SFEEI SETFOINT \%
\% TABLE OF FLAGS FQF THE\%
\% MOLULATION UALUES \%
\% IIATA EASE UFIIATE NECESSAFY FLAG \%
\(\%\) OFI NUMEEF OF NEXT OFI TO EE STOREI \%

INT TFXUFSTAFT, TFXUFSTOF:
REAL TFXUFINC:
INT TFXIIOWNSTAFT, TFXIOWNSTOF;
REAL TFXIOWNIEC;
INT TFAMFTIME, THOLII:=1;
FEAL UFFATE, LIOWNFIATE;
INT TEMFFLAG; \(\%\) TEMF FLAG TO ENSUFE TFI OF TF2 NOT SET TOO SOON \% ENIIIATA:
```

ITLE inta EASE frEluIE FilE for fiata mase.
CREATEI 22-SEF-83 EY TEK. FILE : IAATAFFEL.FTL
LAST EIITEII 2O-MAR-84 DIRT;

```
-ET NUMEANI = 15;
-ET INITMAXEANI = 1;
- ET NUMTAF = 128;
.ET SPBAREU = 1;
ETT SEREU \(=2\);
-ET TTACHOEV \(=3\);
-ET UTACHOEV \(=4 ;\)
-ET IERUFTIATE \(=5\);
\(\therefore\) EVENTS \(6 \% 7\) ARE USEII EY THE
.ET CLOCKFFEG \(=2.456 \mathrm{E}\);
-ET ITEOHZUAL \(=24576.0\);
-ET INTLMT \(=300 ;\)
\% NUMEEER OF EANIING FOINTS \%
\% NUMEER OF FOINTS IN TAELE TO EE INITIAL\%
\% SIZE OF IIRIVE \& CONTFOL TASK TAELE \%
\% SPACE EAF EVENT NUMEER \%
\% sequencing event: numberf \%
\% TRAU TACHO EVENT \%
\% WINIEE TACHO EVENT \%
\% UFIIATE MASTER IIATAEASE \%
IL COMMS COIIE \%
\% FFEEQUENCY OF CLOCK INFUT TO TIMERS \%
\(\%\) SYSTEM CLOCK COUNTS FER \(1 / 50\) SECS \(\%\)
\% SYSTEM COUNT LIMIT FOF INTEFRUFT CLASH CHECK \%

※ \(\begin{aligned} & \text { 亿 }\end{aligned}\)
\% * FFIELUIE FILE FOR IAATA EASE. * \%
(TO EE INFUT TO SJF EEFOFE MAIN FRTL FILE) * *
* \%
\(\%\) *********************************************************************** \%
EXT IIATA TFARAMS:
    AREAA (NUMEANII) INT TF1SFEEEI,TF2SPEEI;
    FEAL TMFIAMF,TMF2AMF;
    REAL TMF1FJ, TMF2FJ;
    INT TMPERIOI:
    fieal tacc, tiec;
ENIITIATA:
EXT IIATA RF'ARAMS:
    FEEAL WTACHO,TTACHO;
    ARRAY (NUMEANII) REAL FIESS1,FIESE;
    INT CUREANI,MAXEANI,NOFI;
ENHIATA ;
EXT IIATA TCONTTABLE:
    ARRAY (NUMTAE) INT TFITUAL;
    AREAY (NUMTAE) EYTE TSTAT;
    INT TFOINT;
ENIIIATA:
EXT IIATA WCONTTAFLE;
    ARFIAY (NUMTAE) INT WFITVAL;
    INT WFOINT,WSFEEI:
ENINATA;
EXt liata sequakiakles;
    INT CURSER:
    LAEEL SEGEXIT;
    ARFAY (1)REAL MAXSTEF;
    ARFAY (1)INT IISEQSTAT,
                IITIMOUT,
                    icallseg,
                    IISTEF,
                ISS,

\section*{HOLISTEF, HOLIISS:}

\section*{ENIIIATA;}
:Xt IIATA FLAGSIN:
INT STOFF, HOLIIF, STARTF, BANIF, SYNCF:
:NIDATA;
EXT LIATA FLAGSOUT:
INT WRUNF,TF1F,TF2F, RAMPF, FUFF, FHOWNF;
ENILIATA;
EXT IIATA SECONES:
INT NOVALII;
AFRAY (20)INT FEGFLE:
ARRAY(20)EYTE SECCOLE:
ENIIIATA;
EXT IIATA WATCHIIOG:
AEKAY (6)INT WATCNT;
ENIIDATA:
\(\% * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * \%\)
\% * . *
\% * FOM BASEI IIATA * \%
\(\%\) * * \%
\(\%\) *********************************************************************** \%
EXT IIATA IIFARIAMS:
INT WMAXF, TMAXF:
ENIIIATA;
EXt inata maxrate:
FEEAL MAXACC,
MAXIIEC, STACC, sTIDEC, FUNACC, FUNIEC, tMXACC, TMXIEC:
INT INLESF, STARTSYNCTIM;
ENILIATA ;

\% * *
\% temforaky matabase containing ocf ufdateli values alaiting the * \%

\section*{EXT IIATA AWAITUPIATE;}

AFRAY (NUMEANII) FEAL AWTFISFEEI,AWTF2SFEETI,AWFIESI, AWRIES2; \%FANIING IIATA\%


FEAL AWTMFIAMF, AWTMF2AMF,AWTMFIFJ,AWTMF2FJ,AWTMFEEIOD,
```

        AWTACC,AWTIEC,AWWSFEEI; % MOIILLATION IAATA %
    ARRAY(9) INT MOTFLAG; %WHICH MONULATION UALUES HAVE EEEN UFIIATEI%
    INT AWMAXEANI,
        UFIIATEFLAG,
        OFINUM:
    :NIIIATA;
\XiXT IIATA MOMIIATA;
INT TFXUF'STAFT,TFXUF'STOF;
REAL TFXUFINC:
INT TFXIOWNSTAFT, TFXIOWNSTOF:
REAL TFXIIOWNLEEC;
INT TFAMFTIME,THOLII;
FEAL UFFIATE, IIOWNRATE;
INT TEMFFLAG;
ENIIIATA;

```
```

TITLE FULSE TFAIN RATIO TASK (FOFI BANIING AUOIIIANCE).
CREATEII 15-AUG-83 BY TEK. FILE: FIATIO.RTL
LAST EIIITEII 11/4/84 IIFT;

```
```

LET NL $=10$;

```
LET ENQ=5:
OFTION (1) ES;
\% ************************************************************************** \%
\% *
\(\%\) * FULSE TRAIN FATIO TASK * \%
* \%
\(\%\) * \(\%\) \%
\(\%\) ************************************************************************** \%
SUC IAATA FFFERF; LABEL EFL;INT EFN;FROC (INT) EFF;ENIIIATA;
SUC IAATA RFSIIO;FFOC () EYTE IN;FFFOC (EYTE) OUT;ENIIIATA;
EXT IAATA TFAUSTOF; INT TSTOF;TENIFFAAC,TCNT;ENIIIATA:
EXT IIATA TIMEIATA:
    INT. NOW\% \(\%\) CYCLIC TICK COUNT \%
    INT SECSNOU,MINSNOW; \% CYCLIC CLOCK COUNTS \%
    INT NTICK゙S; \% OUTSTANIING TICNS TO FFOCESS \%
    INT TCOUNT, SECS,MINS,HOUFS, IIAYS,MONTHS,YEAFS:
ENIIIATA
EXT FFOC () EYTE FFIIN:
EXT FFOC (EYTE) FFROUT;
EXT FROC () INT IFEAII;
EXT FKOC (INT,INT) IWFTF;
EXT FFROC (FIEAL) FIWFTT;
EXT FFOC (FEEAL, INT, INT) FWFITF:
EXT FROC (FIEF AFIFAY EYTE) TUFT:
EXT FFOC (INT) NLS;
EXT PROC (INT) IELAY;
EXT FFOC (INT,INT,LAEEL) TWAIT;
EXT FFOC () CLEANUF;

\% *
\% F FTL/2 COLIE FOF FATIO TASK. \(\%\) \%
\(\%\) * \(\% ~=~=~\)

ENT FFOC FATS();
    INT TIELAY,STEFLG,TCNTLAST, TNCYCCNT;
    FIEAL TCONST1,TCONST2,TTIM, ITSOHZ:=ITSOHZUAL,FIATIO;
    INT LASTTSTAFT, LASTTGOFFAC, NEXTTSTAFT, NEXTTGOFFAC, MAXFLAG;
    IN: \(=\) RFFIN:
    OUT: =FFFROUT:
    ERL : = LOCEFIL:
    ERF ; = LOCEFF;
    ERN: \(=0\);
    \% INITIALISATION FOF THIS MOIULE \%
    TCONST2 : = (CLOCKFFEQ / (TF1SFEEI(1) * 3.0)) * 5.0 * FIBS1 (1);
        \(\%\) FIATIO=WTACHO*G/TTACHO \(=\%\) WTACHO=FATIO*TTACHO/6 \%
\% TTACHO=TFAUUERSE TARGET HZ*60 SECS \%
\% TFAVERSE TARGET HZ=CLOCKFFRER/6*TF1SFEEI \%
\% THUS WINIEF TAFGET FFM = FAATIO*(CLOCKFFER/6*TF1SFEEII)*60/6 \% NEXTTSTART: =NOW; NEXTTGOFRAC: \(=0\);
TCNTLAST: \(=\) TCNT: \(=20\);
TTACHOSTAFT();
CUFTAANI := 1;
EANDF :=0;
RAMFF: \(=0\);
MAXFLAG:=0;
STEFLG:=0;
FATIO: \(=0\);
TNCYCCNT: \(=(15-T M F E F I O L): / T M F E F I O L I+1\);
\% FACTOR TO MAKE THELAY +/- 15 § THELAY : \(=50\) * (TMFEEFION * TNCYCCNT +5 ); TCONST1:=2.0 * TMFEFION * CLOCKFFEER / 9.0;
zatiol:
WATCNT (5): \(=45 ;\) U UFTIATE WATCHIOG TIMEF COUNT FERIOI \%
\% calculate count value basen on the current traverise outfut \% \% UALUE TO GIVE AFFFROX MOIULATION FEFIOII COUNT TIME \%

IF TFITUAL(TFOINT) \(>=\) IILEESF THEN
TCNT: \(=200\);
ELSEIF WRUNF\#O ANI TF1F LOR TF2F*O THEN
TCNT:=IF EANIF=0 THEN TF1SFEEI(CUREANII) ELSE TF2SFEEI(CUREANII) ENI;
TCNT:=INT(TCONST1/FEAL TCNT * TNCYCCNT)
ELSE TCNT:=INT(TCONST1/REAL(TFITUAL(TFOINT))); ENI:
\% WAIT FOF EUENT WHICH IS SET EY INTEFFUFT SERUICE ROUTINE WHEN \% \% COUNTEF HAS COUNTEI TCNT FULSES FFIOM THE TACHO \%

TWAIT(TTACHOEV, THELAY,RATIO2):
\% Calculate ttacho in RFM \%
LASTTSTART:=NEXTTSTART; \% SAUE OLII STAFT TIME FOR \%
LASTTGOFRAC: =NEXTTGOFFAC;
\% THIS CALCULATION \%
NEXTTSTART:=TSTOF; \(\quad \%\) SAVE NEW START TIME FOR \(\%\)
NEXTTGOFFAC:=TENIFFAAC; \(\%\) NEXT CALCULATION \%
```

CHECK FOR FOSSIELE INTEFFIUFT CLASH TIMINGG ERROR %
IF LASTTGOFRACHINTLMTPITSOHZ OF NEXTTGOFFAC+INTLMT`ITSOHZ THEN
TCNTLAST:=TCNT;
goto RatiOI
ENI;
TTIM:=FEAL(TSTOF-LASTTSTART)+FEAL(LASTTGOFRAC-TENIFFRAC)/ITSOHZ;
TTACHO:=2250.0/TTIM*FEAL TCNTLAST; % IN FFM. %
% TCNT/2 FEUS IN TTIM 1/50THS SEC %
**60 SECS * 3/2 GEAR FIATIO => 2250.0 %

```
TCNTLAST:=TCNT;
```

IF TTACHO <= 500.0 OR WTACHO <= 500.0 THEN % IE IF ENI OF IOFF OR %
CUREANII:= 1;
BANIF := 0;
MAXFLAG:= 0;
STEFLG:= 0;
TCONST2 := (CLOCKFREQ / (TF1SFEEI(1) * 3.0)) * 5.0 * FIRSI(1);
TCONST1:=2.0 * TMFEERIOI * CLOCKFFEG / 9.0;
% 2 FULSES/FEU FOR TMFERION SECS * 2/3 %
% IIIV EY 6*(INU OUTFUT) => 2*TMFEFION*2/3*6 %
THELAY :=50 * (TMFEFIOII * TNCYCCNT + 5);
RATIO := 0.0;
TNCYCCNT:=(15-TMFERIOLI):/TMFEERIOIT1;
IF FIAMF'F = 0 THEN
FARAM(TMF1AMF,TMF1FJ,TF1SFFEEI(1)); % CALCULATE NEW MOL F'ARAMS %
ENII;
gOTO FiATIO1;
ENI:
FIATIO := (WTACHO * 6)/ TTACHO;
IF TFIF = O ANI TF2F = O OF % ION'T IO RATIO CALCULATION %
BANIF = 1 ANI TFIF = 1 OR
BANIF =0 ANII TFIF = 0 THEN
gOTO FATIOI;
ENI;
IF WTACHO >= TCONST2 THEN STEFLG ;= 1;ENI;
IF CUREANI = 1 ANI GANIF = 0 ANI STEFLG = 0 ANI MTACHO< TCONST2 THEN
gota katIO1;
ENII;
% COMFARE WINIER ANI TRAUERSE TACHO SFEEIIS, IF CRITICAL SET EANI FLAG %
IF EANIF = 0 THEN % NO EANIINGG IE AT FFEQ F1 %
IF FATIO <= FIESI(CUREANII) THEN % IF FIBEON FOINT FEACHEI% %
IF MAXFLAG == 0 THEN % LAST EANIING FOINT? %
EANIF := 1; % SET EANII FLAG %
goto fitiO.:
ELSE
gOTO RASTIOI;
EN[!;
ELSE GOTO FATIOI; % OTHEFWISE CONTINUE %
ENI;
ELSE % FANIIING IE AT FFEQGF2%
IF FATIO <= RIES2(CURBANII THEN % IF RIBEON FOINT FEACHEI %
EANIF := 0; % FESET THE BANIING FLAG %
CURGANI := CUFBANI + 1; % INCREMENT FOINTEF %
IF CUREANI > MAXEANII THEN
% IE LAST FIBBGON FOINT %
CUFGANI := MAXEANI;
MAXFLAG := 1;
gOTO RATIOI;
ELSE
goto fitiol:
ENI:;
ELSE
goto katIO1;
ENI;

```
```

    ENI:;
    GOTO FATIOI;
    FATIO2:
TTACHO := = 0.0:
FAFAM(TMF1AMF,TMF1F'J,TF1SFEEII(1));
% CALL TO FAFAM FUT HEFE TO OUEFCOME
%
% F'ARAM UFTIATE PROES WHEN TFAUEFSE %
% NOT FUNNING E.G. ON MINIFIG %
GOTO FAATIO1:
LOCEFLL:
CLEANUF();
GOTO FIATIO1;
ENIIFROC;
FROC LOCEFF(INT N);
TWRT("\#NL\#EFROF NO ");IWNTF(N,5);NLS(1);
ENDFFOC:
% THIS FFOC CONUEFTS THE MOIULATION FAFAMETEFS FFOM THE IAATA EASE INTO %
% COUNT UALUES FOF THE 8254 TIMEF CHIF. THE FFOC IS THE SAME AS THE ONE %
% IN MOIULE COMFFOC.FTL. IT IS INCLUNEII HEFE TO AUOIII FFOELEMS WITH SHAREI %
% AFEAS IN THE SMT LINKEF %
FROC FAFIAM(FEF FEAL TMFXAMF',TMFXFJ,FEF INT TMFXSFEEII);
FEAL K゙1;
KI:=100.O*TMFXSFEEI; % CONSTANT USEI FEFEATEILY %
TFAMFTIME := 5 * TMFEFION - THOLI:
IF TMFXAMF «= 0.01 THEN
TFXUF'STAFT: =TFXUF'STOF: = TFXIOWNSTAFT :=TFXIOWNSTOF; =TMFXSFFEEI;
TFXUFINC:=TFXIOWNIIEC:=0.0;
ELSE
TFXUFSTAFT := INT(K゙1/(100.0-TMFXAMF+TMFXFJ)):
TFXUFSTOF:= INT(K゙1/(100.0+TMFXAMF));
TFXUFINC := {FEAL TFXUFSTOF' - FEAL TFXUF'STAFT\/FEAL TFIAMFTTIME;
TFXIOWNSTAFT := INT(KN1/(100+0 + TMFXAMF - TMFXFJ));
TFXIOWNSTOF:= INT(K゙1/(100.0 - TMFXAMF)):
TFXIOWNIEC := (FEAL TFXLOWNSTOF - FEAL TFXIOWNSTAFT)/REAL TFAMFTIME;
ENI:;
ENIFROC;
% ************************************************************************ % % w
% * * *
% * 8088 MACHINE CONE INSEFTS FOF TFAUEFSE TACHO TASK. * %
% * * * %
% ************************************************************************ %
FROC TTACHOSTAFT();
COIE 10,10:
ITXCTFOXFOFT EQU OFBH \#SEX TIMEF CHANNEL O. (FOF TFAUEFSE)
;STAFT TFIAUEFSE COUNT IOWN TO INTEFFIUFT.
MOU AX,SEG *TFAUSTOF

```
```

MOV ES,AX
MOU
MOU
OUT
MOU
AX,ES:*TCNT/TRAUSTOF ;GET TRAUERSE COUNT UALUE.
IIX;ITXCTROXFORT
IIX,AL
AL,AH
OUT
IIX,AL
STI

```
*RTL;
NOFRROC;
```

"ITLE WINLEF' IFIIVE TASK.
CFEATEII 13-SEF-83 EY TEK゙. FILE : WIFU,FITL;
.ET NL=10;
.ET ENQ = 5;
.ET SETF = 1;
-JTION (1) BS;
: *********************************************************************** %/m
:*
WINIEF IIFIUE TASK. *

*     * % %

```

\(\Rightarrow\) OC IIATA FFSIO;FFOC () EYTE IN;FROC (EYTE) OUT;ENIIIATA:
IVC IIATA FREEFF;LAEEL EFL ; INT EFN;FFROC (INT) EFFF:ENIIIATA;
EXT FROC () EYTE FFIN:
EXT FFOC (EYTE) FFOUT;
EXT FFOC (INT) IELAY,STOF;
EXT FFROC () INT ME:
EXT FFROC (FEFF AFFAY EYTE) TWFT;
EXT FFOC (INT) IWRT, NLS:
EXT FFOC (INT,INT) IWFTF:
EXT FROC () INT IFEAIF;
EXT FFOC \& CLEANUF;
ENT FFROC WHFIUE ();
    INT WOUT, IIFF, COUNT, WLAST, WSAFELEC, WSAFEACC,FLAG;
    INT ACCEFF: \(\ddagger=0\), IECEFF \(:=0\), CLAMFEFF: \(:=0 ; \quad \%\) EFFFOF COUNTEFS \(\%\)
    INT T100MS: \(=5 \%\)
    IN: =FiFIN:
    OUT: \(=\) FFFOUT;
    EFL : = LOCEFL;
    EFF \(:=\) LOCEFF';
    EFN : \(=0:\)
    STOFㅇME()); \% STAFTEI EY CONTFOL TASK \%
    WFOINT \(\ddagger=1\);
    WLAST:=WFITUAL (WFOINT) :
=WMRU1 :
WATCNT (2) \(\ddagger=2 ; \quad\) \% UFIATE WATCHIOG TIMEF COUNT FEFIOI \(\%\)
\% CHECK TO SEE IF MAXIMUM IIECELEFATION OF ACCELEFATION \%
\% FAATES AFE EEING EXCEEIEI. IF THEY AFE, LIMIT THE FATE. \%
```

    IIFF:=WLAST-WFITUAL(WFOINT);
    IF IIIFF >0 THEN % ACCELEFATING %
        WSAFEACC ==WLAST-INT ((CLOCKFFEQ*WLAST)/(CLOCKFFREQ+WLAST*MAXACC));
        IF IIFF <=WSAFEACC THEN % IF ACCELEFATION FIATE SAFE %
            COUNT:=WFITUAL(WFOINT); % % ...+OUTFUT TAELE UALUE %
        ELSE
            COUNT:=WLAST-WSAFEACC; % IF NOT SAFE LIMIT IT %
            ACCEFF:=ACCEFF + 1; % INC EFFOF COUNTEF %
    ```
        ENI:
```

ELSEIF IIFF < O THEN % IECELEFATING %
WSAFELIEC:=INT{(CLOCKFFEQ*WLAST)/\CLOCKFFE(R-WLAST*MAXIEC))-WLAST;
ELSE
COUNT:=WLAST+WSAFELIEC;
IECERF:=DECEFF: + 1;
ENI:;
ELSEIF IIIFF = O THEN
COUNT:=WFITUAL{WFOINT);

```

IF ABS IIIFF <= WSAFEIEC THEN COUNT: =WFITUAL (WFOINT);

ENI:
\(\%\) IF IIECEL . FATE SAFE . . . \(\%\)
\% .... OUTFUT TAELE UALUE \%
\% IF NOT SAFE LIMIT IT \%
\% INC EFFROR COUNTEF \(\%\)
\% NO CHANGE \%
\(\%\) OUTFUT TABLE VALUE \%
```

CHECK TO SEE IF FFERUENCY CLAMF UALUE IS EEING EXCEEIEIM IF IT IS. LIMIT %
THE vALUE TO THE CLAMF valuE. %

```
IF COUNT < WMAXF THEN \(\quad \%\) NOTE THAT COUNT FFOF TO \(1 / F \%\)
    COUNT: =WMAXF:
    CLAMPERF: \(=\) CLAMFEFR \(+1 ;\)
ENI;
: WFITE THE UALUE TO THE FIT (INITIALISEI IN MSMTU1,FTL) \(\%\)

COLE 10,10;
TXCTFIXFORT EQU OBAH FSEX FIT CHANNEL 1.
MOU AX,SS:[EF+*COUNT]
OUT ITXCTFIXFORT,AL : OUTFUT LOW COUNT.
MOU AL,AH
OUT ITXCTFIXFOFT,AL :OUTFUT HIGH.COUNT.
*RTL;
: INCFEMENT THE TAELE FOINTEF "WFOINT" AFTEF A \(100 M S\) MELAY \%
```

IELAY(T1OOMS): % WAIT FOF 100MS %
WLAST:=COUNT; % HOLI ACTUAL CUFFENT UALUE %
WFOINT:=WFOINT LANI HEX 7F + 1; % INRT'S SUFEF: FAST METHOII %

```

30TO WIRU:;
LOCERL:
CLEANUF( \({ }^{\text {C }}\);
GOTD WHRVI:
ENIFFROC;

FFOC LOCERF(INT N):
TWRT ("\#NL\#ERFOR NO *) ; IWRTF (N,
ENIFROC;
```

TITLE WINIEF CONTROL TASK.
CREATEII 14-SEF-83 EY TEK. FILE : WCONT.RTL ;

```
-ET SETF=1;
LET RESETF=0;
-ET ENQ=5;
-ET NL=10;

\% *
= * WINIEF CONTFIOL TASK. *
* * \(\%\)

SUC IIATA RRSIO;FROC () EYTE IN;FROC (EYTE) OUT;ENIIATA;
SUC IIATA RFEEFF;LABEL EFL;INT ERN;FROC (INT) EFF;ENHIIATA;
EXT FFROC () BYTE RRIN;
EXT FROC (EYTE) FRROUT;
EXT FFOC (REF ARRAY EYTE) TWRT;
EXT FROC (INT,INT) IWRTF;
EXT FROC () INT IREAI;
EXT FFOC (INT) STOF, NLS ;
EXT FROC () INT ME;
EXT FFRCC (INT,INT,LAEEL) TWAIT;
EXT FFROC (FEF ARFAAY INT,INT,INT, REF FEAL) IIOWNFAMF;
EXT FROC (REF AREAY INT, INT,INT,INT) RUN;
EXT PROC \{REF ARRAY INT,INT,INT,INT, FEF INT, REF FEAL)UFRAMF;
EXT FROC () CLEANUF;
EXT PROC (INT) START;
Ext liata timetiata;
    INT NOW, SECSNOW,MINSNOW,NTICKS;
    INT TCOUNT,SECS,MINS, HOURS, IIAYS,MONTHS,YEARS;
ENIIIATA ;
ENT FROC WALGO();
    INT WCALCF, WSTARTP,FLAG, EEGIN, IELAY;
    \% INITIALISATION. \%
    IN:=RRIN;
    OUT: =FRROUT;
    ERL := LOCEFL;
    EFF : = LOCEFF;
    ERN := 0;
    \% IIYNAMIC INIT OF WCONTTAELE \%
    FOR J : \(=1\) EY 1 TO NUMTAE LIO
    \% IYYNAMIC INITIALISATION OF \%
            WF'ITVAL(J):=IDLESP;
                        \% CONTROL TAELE \%
    REF;
    WFOINT:=1;
    \% INITIALISE FLAGS \%
    WFUNF:=RESETF;
    STAFT (2); \% STAFT WINIER IIRIUE TASK WHEN ALL INIT IIONE \%
\% MAIN CONTFOL LOOF \%
AINLDOF:
WATCNT \((4):=20 ; \quad\) \% UFIIATE WATCHIOG TIMEF COUNT \%

EEGIN: =NOW:
WCALCF;=WFOINT; \(\quad \%\) SET UF TAELE FOINTEFS TO CALC \(* \%\)
WSTARTF: =WFOINT;
IF STOFF \(\# 0\) THEN IIOWNFAMF (WFITUAL y WCALICF, WSTAFTF, MAXIIEC) ;
ELSEIF SYNCF \# O THEN \(\%\) START SYNC SEQUENCE \% FUN (WFITVAL , WCALCF, WSTARTF, IILESF);
ELSEIF STAFTF \# 0 THEN \(\%\) STAFT SEQUENCE \(\%\) UFRAMF (WFITUAL, WCALCF, WSTARTF, WSFEEI, WRUNF, MAXACC) ;
ELSEIF WFUNF \# O THEN
\% NORMAL RUN SEQUENCE \% FUN (WFITUAL, WCALCF, WSTAFTF , WSFEEII);
ENI;
IELAY: \(=550-N O W+\) EEGIN;
\% ENSURES LOOF TIME IS EXACTLY \% \% 11 SECONDS \%
\(\%\) WAIT FOR 11 SECS OR EUENT \(2 \%\)

GOTO MAINLOOF:
.OCEFR:
CLEANUF();
GOTO MAINLOOF;
ENDFROC:
:ROC LOCERF(INT N);
TWFT ("\#NL\#ERROR NO *) ; IWFTF (N, 5) :NLS (1);
```

'ITLE
--- INUSG.FTL --- LOGIC SEQUENC MOLULE FOR INUERTEF CONTROL SYSTEM
URITTEN 8/9/83;

```
    LAST EIITEI 29-JUN-84 TIRT \%
    SEQUENCE FROCEERURE TO FERFORM LOGIC CHECKS ANI SEQUENCING OF INUERTER \%
    CONTFOL TASKS. RUN UNIEE THE CONTROL OF THE SEQUENCE MONITOR \%
```

FPTION (1) EC;

```
-ET SEREV=2;
ET \(N S E Q=1\);
ET NL=10;
ET \(\mathrm{SP}=32\);
ET ON=1;
ET DFF=0;
ET FEAIIY=6; \(\quad\) FOOSITION STAFT I.E REAIIY=1 STOF \(=0 \%\)
ET FUNLIGHT=1; \%FOSITION FEAIIY I.E UF TO SFEEEI\%
.ET WONFELAY=2; \%WINIEF ON FELAY\%
.ET TONFELAY=3; \%TRAVERSE ON FELAY\%
:XT FROC(INT)SET;
EXT FFOC(INT)IWRT;
EXT FROC(FEF ARFAY BYTE)TWRT;
SEXT FROC(REF ARRAY BYTE,REAL, REAL,FFROC(INT))REAL RFEEFTO;
:XT FROC(INT,FEF INT,INT)SETEIT;
EXT FROC(INT, KEF EYTE,INT)SETEYT;
EXT FROC(INT,INT)INT VALEIT;
EXT PROC(EYTE, EYTE) HIGOUT;
EXT FROC(EYTE)EYTE IIGIN:
SUC IIATA FRSSIO;FROC()BYTE IN;FROC(EYTE)OUT;ENIMATA;
mata locsegnat;
    INT SEQNO: \(=1\), SST,ST: \(=1\);
EnIIIATA;
\%PROC STEFOUT(INT ST,SST);\%
\(\% \quad\) OUT(SF) \(\%\)
\% IWRT(ST) \(\%\) \%
\% OUT(',');\%
\% IWFT (SST): \%
\(\%\) DUT(SF); \%
\%ENIFFROC; \%
FROC EETFLAG(FEF INT FLAG);
    CLEAFFLAGS():
    UAL FLAG:=1;
    SET(SEQEV);
ENIIPFOC:
        STAFTF: \(=0 ;\) HOLIF: \(=0 ;\) STOFF: \(=0 ;\) BANLIF: \(=0 ;\) SYNCF: \(=0 ;\)

\section*{=NIIFROC;}

FROC CHECKHOLI(); \%
IF IISTEF (SEQNO) =HOLIISTEF(SEQNO) ANI IISS (SEQNO)=HOLIISS (SEQNO) \%
THEN IF ISEESTAT(SEGNO)LAND \(1=0\) THEN NOT HELI \%
IISERSTAT(SEQNO):=ISEQSTAT(SEQNO) LOR \(1 ; \%\)
TWRT(" HELI AT"):\%
STEFOUT(LISTEF(SEQNO), ISS(SEQNO)); \%
OUT(NL) ; \%
ENI; \%
GOTO SEQEXIT:\%
ENI; \%
ENIFFOC:\%
FROC INSTEF (FEEF INT ST,SST) FEAL;\%
REAL R;\%
F:=FFREFTO("STEF*, 0.0,MAXSTEF (SEQNO), EXFLN); \%
VAL ST: \(=\) INT(F-0.5); STEF\%
UAL SST: \(=\) INT \(((\) F-FEAL \(S T) * 10.0) * \%\)
IF SST=0 THEN UAL SST:=1 ENII; \%
RETURN(F):\%
:ENTIFFOC: \%
:FROC EXFLN(INT X);\%
: TWFT("\#NL\#NOT UALII")
:ENIIFROC:\%
ENT FROC INUSEQ (REF INT SEQSTAT
SEGALAFM, STEF, SS, STIME, CALLTIME, TIMEOUT);
SEREXIT:=EXIT;
IF SEGALAFM LANII 1 : 0 THEN UAL STEF: \(\ddagger=3 ;\) VAL \(5 S:=1\) ENI;
SWITCH STEF OF W1,W2,W3,W4;
FETUFN:
山1
\% sync and start sequence \%
ELLOCK;
IF IIIGIN(REAIY) \(=0\) THEN UAL STEF: \(:=3 ;\) UAL SS: \(=1\);RETUFN;ENI;
IF WTACHO<1500.0 THEN SET(IRUFTIATE):ENI;\%EUENT OCFTASK ANI FATIO TASK\% SWITCH SS OF S1, 52, 53, 54, 55, 56, 57, 58, 59; FETURN:
S1:
\% CHECKHOLII(); \%
CLEAFFLAGS():
IIIGOUT(FUUNLIGHT, OFF);HIGOUT (WONFELAY,OFF);IIGOUT(TONFELAY, OFF); UAL SS:=2;
S2:
S3;
\% CHECKHOLIS); \%
IF IIGGIN(REAIY) \(=1\) THEN
SETFLAG(SYNCF);
VAL SS:=4;
ENI;
RETURN:

ENI；
RETUFN：

\section*{\(56:\)}

S7：
\％CHECKHOLI（）：\％
UAL CALLTIME：＝STARTSYNCTIM；\％WAIT 15 SECS\％
UAL SS：＝8；
FETURN：
58：
\％CHECKHOLI（）：\％
SETFLAG（STAFTF）：
UAL SS：＝9；
59：
\％CHECKHOLII（）；\％
IF WFITVAL（WFOINT）\(\because=\) WSFEEI ANI TFITUAL（TFOINT）\(\because=\) TF1SFEEI（ 1 ）THEN \％WINIEF ANI TRAUEFSE INUEFTEFS UF TO SFEEI？\％ CLEARFLAGS（）；IIGOUT（FUNLIGHT，1）； UAL STEF：＝2；VAL SS：＝1；
ENI：
FETUFN：
ENHBLOCK゙；
＇W2：\(\%\) NOFMAL FUN SEQUENCE \(\%\)
＇ BLOCK ＇
IF IIGIN（REAIY）\(=0\) THEN UAL STEF：\(=3\) ；UAL \(S S ;=1\) ；RETURN；ENI；
IF WTACHO61500．0 THEN SET（IRUFIIATE）；ENI：\％USEI IN OCPTASK ANI FATIO TASKK
SWITCH SS OF S1，52，53，S4，55，56，57，58，59；
RETUFIN：
S1：
RETUFN：
S2
53：
S4：
S5；
56：
S7：
58：
59：
RETUFN：
ENHELOCK゙：
```

W3: % STOF SEQUENCE %
ELOCK゙;
IF WTACHO }\therefore1500.0 THEN SET(IIEUFIIATE);ENI:
SWITCH 5S OF 51, 52, 53,54, 55, 56, 57, 58, 59;
FETURN:
S1:
% CHECKHOLI$); %
    IIGOUT (WONRELAY,OFF);IIGOUT (TONRELAY,OFF):
    VAL SS:=2;
S2;
    % CHECKHOLII(); %
    SETFLAG(STOFF);
    TF1F:=0;TF2F:=0;WFUNF:=0; % CLEAF FUUN FLAGS %
    FAMFF:=0;
                                % AIIIEII 15/10/G4 TEK %
    UAL SS:=3;
```
```
3:
% CHECK゙HOLI!(); %
    IIGGUT{RUNLIGHT,OFF);
    UAL SS:=4;
4:
    % CHECNHOLII(): %
    IF IIGGIN(FIEAIIY)=1
        ANI WFITVAL (WFOINT) >=IILESF ANI TFITUAL(TFOINT)\=IILESF THEN
        %NOTE COUNTS INUEFSE OF SFEEII HENCE > %
        UAL STEF:=1; UAL SS:=1; %GO TO STAFT SEQ%
    ENI:;
    FETURN:
5:
% CHECNHOLII(); %
6:
# CHECKHOLIM(); %
7!
% CHECN゙HOLII(): %
8:
% CHECK゙HOLII{): %
9:
% CHECKHOLII(): %
    RETUFN;
:NIELOCK゙;
=14:
-LOCK;
    SWITEH SS OF S1, 52, 53, 54, 55, 56, 57, 58, 59;
    FETURN:
31:
% CHECKHOLII(); %
32!
% CHECKHOLII(); %
33:
% CHECN゙HOLI\(); %
34:
% CHECNHOLI($; %
55:
% CHECKHOLI((); %
56:
% CHECKHOLI(); %
S7!
% CHECK゙HOLII(); %
58:
% CHECKHOLT(\): %
59:
% CHECK゙HOLI(): %
RETUKN:
ENIELOCK゙;
EXIT:
ENIFFROC:
```

ITLE ---- SQMON. RTL ---- SEQUENCE CONTROL MONITOR AKEN FFIOM SANS T3O SEQUENCE MONITOR ON CONMAC 8/9/83;

LAST EIITEII 29-JUN-84 IIRT \%
allows 1) a sequence to be executen at regulak intervals adiustakle by the \% SEQUENCE,2) THE ENTFY FOINT FOR EACH EXECUTION TO RE SET EY THE SEQUENCE \% ITSELF OR UIA A CONTKOL OCF.3) AN EUENT'S IUKATION TO EE ACCUMULATEI. A) AN \% event to have a timeout set for it, 5) and it allows the seguence to be \% STOFPEI, HELI WHERE IT IS, HAUE A HOLI SET FOR SOME FUTURE STEF, OR AS \% STATEI IN SECTION '2" EE SET TO A IIFFERENT SEQUENCE STEF; THE SECTION \% "S" OFTIONS ARE MAINLY FOR NERUGGING FURFOSES \%

```
FTION (1) EC;
```

ET TIMEINC = 1;
ET SEQHOLII = 1 ;
.ET $N S E Q=1$;
.ET MAXINT $=32767$;
.ET MININT $=-32767$;
.ET $\mathrm{EELL}=7$; LET $\mathrm{NL}=10$; LET $\mathrm{SP}=32$;

- ET OFF=O;LET CFURUN=4;
EXT FROC (INT,INT) IWRTF:
:XT FROC () BYTE RFIN:
EXT FROC (BYTE) RFOUT;
EXT PROC (INT) IIELAY, IURT,NLS;
EXT FROC (REF ARRIAY EYTE) TWRT:
EXT FROC ()CLEANUF;
EXT FFROC (FEF INT, FEF INT,REF INT, REF INT, FEF INT, REF INT, FEF INT) INUSEQ:
EXT PFROC (BYTE,BYTE) IIGOUT;
EXT IIATA TIMEILATA;
INT NOW, SN, MN, NTICKS, TC, SEC, MIN, HOUR, IIAY, MONTH, YEAE;
ENIITATA:
SUC IIATA FIRSIO;
FROC () EYTE IN: FROC (EYTE) OUT; ENHIATA;
sUC IIATA FRERE;
LABEL EFL: INT EFN: FFOC (INT) ERF;
ENIIIATA;
ilata localsequariakles;
INT IELTIME;
AFRAY(NSEQ) FROC (REF INT, REF INT, FEF INT, REF INT, FEF INT
, REF INT, REF INT) SEQUENCE:=(INUSE();
ARFAY (NSER) INT IISERALAFM,
IISTIME,
IICALLTIME:
ENILIATA;
ENT FFROC SEGMON ();
INT NEXTIME,FLASH;
EyTE LEI;
ERL: =ERLAE;
EFF'; =LOCEFF;


# \% INCREMENT SERUENCE INTEFVAL TIMEFS (FOR LEAFNING AU TIMES) \% IF IISTIME(S)\&MAXINT THEN ISTIME(S):=IISTIME(S)+TIMEINC ENI: 

\% IIECREMENT SEQUENCE FEECALL TIMEFS \& SET FLAGS TO CALL SEQUENCES \%
IF IICALLTIME (S) XMININT THEN IICALLTIME (S):=IICALLTIME (S)-TIMEINC ENI:
IF IICALLTIME(S) ©TIMEINC THEN IICALLSEG(S):=1 ENI:
\% IIECFEMENT SEQUENCE TIMEOUT COUNTERS \& GIUE TIMEOUT ALAFMS \% IF IITIMOUT (S)SMININT THEN IITIMOUT(S):=ITTMOUT(S)-TIMEINC ENI;
IF ABS IITIMOUT(S)CTIMEINC THEN TWRT (" IELAY IN STEF *): \% IWFT(LSTEF(S)): OUT('.) ; IWFT(IISS(S)); OUT(NL); \% ENI: \%
REF:
FOR S:=1 TO NSEQ IO
IF IICALLSEQ(S)=1 THEN IICALLSEQ(S):=0;
IF ISERSTAT(S) LANI HEX $1=1$ THEN GOTO SKIFSER ENI; \% SEQ *HELI: \% CURSEQ: $=5$;
SEDUENCE(S)(IISERSTAT(S), IISERALAFM(S), IISTEF (S), ISS(S), IISTIME(S) , IICALLTIME (S), IITIMOUT (S)) ;
ENI:
KIFSEQ:
FEF;
tELAE:
IIELAY(15): \% TO ALLOW LOW FFIO TASK゙S IN \%
NEXTIME:=NEXTIME+TIMETNC*5O;
IELTIME:=NEXTIME-NOW;
IIELAY(IIELTIME):
GOTO ONESEC:

ERLAE:
CLEANUF'();
TWRT ("EFROF ") : IWRT (ERN) : OUT (NL) :
GOTO IIELAE:
ENDFROC:
FROC LOCEFF (INT N):
TWRT("\#NL\#EFFOR NO ");IWFT(N);NLS(1);
ENIFFOC:
FROC ERFFFN(INT I): $\quad$ WATCHIOG EFROF FFIINTING TASK \%
NLS(2);
TWFT("\#EELL WATCHIOG ERFOF IN ")
SWITCH I OF TURV, WIRV, TCONT, WCONT, FATIO,WTACHO:
GOTO NONE:
TLIFV: TWRT("TFAVEFSE IIRIVE "):GOTO FINISH;
WNRU: TWFT("WINIEF IIFIVE "):GOTO FINISH;
TCONT: TWRT("TRAVEFSE CONTFOL *):GOTO FINISH;
WCONT: TWRT("WINIEF CONTFOL "); GOTO FINISH;
FATIO: TWRT("FATIO ");GOTO FINISH;
WTACHO: TWFT *WINTEF TACHO "):GOTO FINISH;
NONE: TWFT("NO ") ;
FINISH:
TWFT("TASK゙") ;
NLS(1):

```
NIFFROC;
```


## -ITLE OCF MONULE FOR TIB INUEFTEF CONTFOL FROJECT

## EG 03/11/83

TST EHITEI 2-OCT-84 TEK;

*************************************************************************V\%
ET NBTIMESA = 60; \% NUMBANI * $4 \%$
ET INFUT $=1 ; \quad$ \%INFUT STFEAM NUMBER $\%$
.ET OUTFUT = 1\% \%OUTFUT STREAM NUMEER \%
.ET NL = 10;
.ET SFACE = 18;
-ET ENQ=5;
-ET NOFTS=3;
-ET OFENERACKET=91;
ET ESC=27;
_ET FIELII=8; \% FIELII SIZE OF FORMATTEI OUTFUT\%

- ET EOM=3;
-ET SECLEVEL=40;
SUC IATA RFEERF;LABEL ERL;INT EFN:FFROC (INT) EFFF;ENIIIATA;
SUC IIATA FRSIO:FFROC ()EYTE IN:FFROC (EYTE) OUT:ENDIAATA;
SUC IIATA FRSEI;FYTE TEFMCH,IOFLAG;ENIIAATA;
EXT FROC (INT) IIELAY;
EXT FROC (REF AREAY BYTE,FEF ARFAY BYTE,FROC(INT)) INT CHOICE;
EXT FROC (REF ARRAY GYTE,INT,INT,FROC(INT)) INT IREFTO;
EXT FROC () BYTE FRIN;
EXT FROC (BYTE) FRROUT;
EXT FROC ()CLEANUF;
EXT FFOOC () INT IFEAII;
EXT FFROC (INT) IWRT;
EXT FFROC (INT) INT EXECONE;
EXT FROC (FEEF ARFAY EYTE) TWRT;
EXT FROC (INT) SFS;
EXT FFOC (INT) NLS;
EXT FFOC (INT) STOF;
EXT FFROC ()INT ME:
EXT FROC(INT)TIMIAAT;
EXT FROC(SSETIIAT;
EXT FROC(INT)WAIT, RESET,SET;
EXT FROC () REAL RREAI;
EXT FROC ( EEAL ) FIWRT;



## ENHIMATA:

```
IIATA OCPIIATA:
    AFFAY(NOFTS)REF ARFAOY EYTE OFTAGS:=\
    "-IIATE ANII TIME",
    *-IIISFLAY FIXEII FAFIMETERS ANII SFEEIIS*,
    "-IIISFLAY OF CHANGE TFAUERSE FARAMETEFS*);
    AFFIAY(S) FIEF AFFIAY EYTE UNITLIST:=\
    " HZ",
    "HZ/SEC",
    " SECS",.
    - FFMM**
    " MM");
ENLIIATA;
```

$\% * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * ~ \% ~$
\% *
$\%$ * $\% ~ \%$
$\%$ ************************************************************************* \%
ENT FROC GENOCF();
\%ENTFY FOINT FOF OCF TASK゙\%
INT K゙,S,A,F:=0;

```
    BYTE E;
    FEAL WINLISF',ZWSFEEII;
    IN:=MYIN:
    OUT:=FRROUT;
    ERL:=LDCEFL;
    EFP:=LDCEFF;
    UFIIATEFLAG:=0;
    EFN:=0;
"AFTLAE;
    TWRT("#NL洮OCF' CLEAFEI*#NL#*);
    WAIT{SFEAREU);
    SCFEENHEAII();
    CLEAFFLAGS();
    TWRT("OCF' OFTIONS:-");
    FOF: K:=& TO NOFTS IIO
        OUT (NL);
        IWFT(K゙);
        TWFT(OFTAGS(K゙)):
    FEF;
    K:=OFTIONS(NOFTS);
    ERL:=STAFTLAE;
    SWITCH K OF IIATETIME,IIISF'FIXFAFIAM,IIISFTFAFFAM;
    GOTG STAFITLAE;
ATETIME:
    SCFEENHEAII();
    QUT (NL);TIMIAT(-1);SFS(2);TWFT("CHANGE?滸NQ#");
    E:=IN();
    IF E='Y' THEN SETIIAT() ENII;
    OUT(NL):
    GOTO STARTLAB;
ISFFIXF'AKAM:
        SCFEENHEAII();
        SPS(9);TWFT(OFTAGS(K));SFS(5);TIMIAT(-1);OUT(NL);
            FIXEDF'ARAMIIISFLAY();
        OUT(NL);
        SWITCH CHOICE("IISFLAY AGAIN? ", "YN",XFLNI) OF IISFFIXFAFAM,STAKTLAB;
    gOTO STAFITLAE;
IISF'TF'ARAM:
    IF UFTIATEFLAG = 1 THEN
            FEAIIIATA(1);GOTO FEIISFF:
        ELSEIF UFTIATEFLAG = 0 THEN
            FEALIIATA(O);GOTO FEIIISF;
        ELSE UFIIATEFLAG:=0;GOTO EFL;
    ENI;
#EIISF:
        SCFEENHEAII();
        SFS(4);TWFT (OFTAGS(K));SFS(3);TIMIAT(-1);
        THRT(IF UFIIATEFLAG=0 THEN * ACTIUE* ELSE " FUTURE* ENII;
        THFT(" F'AFMMSNNL#*);
        FEAIIMATA(2);
        F:=O;
        SWITCH CHOICE{"FEIIISFLAY/BANIING CHANGE/MOII & SFEEI CHANGE/EXIT",
                            "FBME", XFLNA)
                            OF FEIISF,CHANGEBANI,CHANGEMOI,STAFTLAE;
        GOTO STAFTLAE;
```

CHANGEEANI:
F:= COLLECTCHANGE(3):

```
    IF F # 1 THEN GOTO FEIISF; ENI:
    FEALMATA(2);
    IF EXECONE(SECLEUEL) % O THEN
        CHANGEIATAEASE(3);
        CLEAFFLAGS():
    ELSE
        IIELAY(25);
    ENI:;
    GOTO IISF'TFAFAM:
HANGEMOLI:
    F:= COLLECTCHANGE(2);
    IF F # 1 THEN GOTO FEIISF: ENI:
    REAL[IATA(2):
    IF EXECOIE(SECLEVEL) # O THEN
        CHANGEIATAEASE(2);
        CLEARFLAGS();
    ELSE
        IELAY(25);
    ENI:;
    GOTO IISFTFAFAM:
```

.OCEFLL
CLEANUF();
IF EFN: ${ }^{\text {O }}$ O THEN
TWFT ("EFROR NO ) :
IWFT (EFN):
$E E N:=0$;
OUT (NL) ;
ENI:
GOTO STARTLAE:
ENDFROC

$\%$ * $\%$
\% *
$\%$ *
SECTION 3:
* \%
* \%

FFOC COLLECTCHANGE (INT $X$ ) INT;

$\not \approx *$

* \%
\%* THIS FFOC CALLS "MYFFEFTO' TO COLLECT THE NECCESAFYY * *
$\%$ *
CHANGES FERUESTEI EY OCF . $X=0$ NO COLLECTION
* \%
$X=1$ NO COLLECTION $* \%$
$X=2$ MOLULATION \& WTNIEF FAFAMS $* \%$
$X=3$ EANTIING AUOITIANCE * *
    * \%

IF $X=2$ THEN
IISFWSFEEI: =MYRFEFTO("WINIEF SFEET *, IISFWSFEEI, 80,0,220.0,2,XFLN2): IF FLAGO $=1$ THEN XFLAG:=1; IISFMONFLAG(9):=1;ENI; IF FLAGO $=2$ THEN GOTO FINISH ENI;
IISFFTMFIAMF: =MYEFEFFTO "AMFLITUIE AT F1", IISFTMF1AMF,0.0, $0.0,1, X F L N 2): ~$ IF FLAGO $=1$ THEN XFLAG:=1; IISFMOMFLAG(2):=1;ENI; IF FLAGO $=2$ THEN GOTO FINISH ENI:
IISFTMF 2AMF: = MYFFEEFTO("AMFLITUNE AT F2",IISFTMF2AMF,0,0,B,0,1,XFLN2):

```
        IF FLAGO = 1 THEN XFLAG:=1;IISFMOMFLAG(3):=1;ENI;
        IF FLAGO = 2 THEN GOTO FINISH ENI;
    IISFTMF1FJ:=MYFREFTO("F--JUMF FOF F1',IISFTMF1F'J,0.0,8.0,1,XFLN2);
        IF FLAGO = 1 THEN XFLAG:=1;IISFMOIFLAG(4):=1;ENI;
        IF FLAGO = 2 THEN GOTO FINISH ENI:
    IISFTMF2FJJ=MYRFEFTO("F-JUMF FOF F2",IIISFTMF2FJ,0,0,8.0,1,XFLNN);
        IF FLAGO = 1 THEN XFLAG:=1;IISFMOIFLAG(S):=1;ENL;
        IF FLAGO = 2 THEN GOTO FINISH ENI;
    IISFTMFEFIOI:=MYFREFTO("FERIOL",IISFTMFERIOL,2:0,30,0,1,XFLN2);
        IF FLAGO = 1 THEN XFLAG:=1;IISFMOIFLAG(6):=1;END;
        IF FLAGO = 2 THEN GOTO FINISH ENI;
    IISFTTACC:=MYFREFTOS"ACCEL F1 TO F2",IISFTACC,0.5,7.0,1,XFLN2);
        IF FLAGO = 1 THEN XFLAG:=1;IISFMOIFLAG(7):=1;ENI;
        IF FLAGO = 2 THEN GOTO FINISH ENI;
    IIISFTIIEC:=MYFIFEFTO(*ACCEL F2 TO F1",IIISFTIIEC,0.5,7.0,1,XFLNN);
        IF FLAGO = 1 THEN XFLAG:=1;IISFMOIFLAG(B):=1;ENI;
        GOTO FINISH;
.SEIF }X=3\mathrm{ THEN
    IISFMAXFANI:=INT (MYFFEFTO("MAXIMUM NUMEEF OF FANIING FOINTS: "*
                                    FEAL(IISFMAXEANII),1.0,FEAL (NUMGANII),0,XFLNGS));
    IF FLAGO = 1 THEN XFLAG:=1;IISFMOIFLAG(1):=1;ENI;
    LINE:=IFEFTO("WHICH EANIING FOINT TO CHANGE",O,NUMEANI,XFLNS);
    IF LINE = O THEN GOTO FINISH ENII;
    SCREENHEAIN():
_INEAGAIN:
    TWRT("EANIING AVOIIANCE FOINT NUMEEF ");IWFT(LINE):OUT(NL):
        IISFFIFSI(LINE):=MYFFEFTO("FATIO FI1",IISFFIESI(LINE),0.0,8,0,1,
                        XF'LN2);
            IF FLAGO = 1 THEN XFLAG:=1;IISFGANIFLAG(LINE*4-1):=1;ENI;
            IF FLAGO = 2 THEN GOTO FINISH ENI;
        IISFFIES2(LINE):=MYFFEFTO("RATIO F2",IISFFIES2(LINE),0.0,8.0.1,
                                    XF'I_N2):
            IF FLAGO = 1 THEN XFLAG:=1;IISFBANIFLAG(LINE*4):=1;ENI;
            IF FLAGO = 2 THEN GOTO FINISH ENI;
        IISFTF1SFEEI{LINE):=MYFFEFTO("FFEQ F1 ",IISFTF1SFEEIM(LINE),
                                    30.0,320.0,2,XFLN2);
            IF FLAGO = 1 THEN XFLAG:=1;IISFGANIIFLAG(LINE*4-3):=1;ENL;
            IF FLAGO = 2 THEN GOTO FINISH ENI;
        IISFPTF2SFEED(LINE):=MYFFFEFTO('FFEQ F2 *,IISFTF2SFEEII(LINE),
                        30.0,320.0,2,XFLN2);
            IF FLAGO = 1 THEN XFLAG:=1;IISFGANIFLAG{LINE*4-2):=1;ENI;
            IF FLAGO = 2 THEN GOTO FINISH ENI:
    LINE:=IFEFTO("NEXT EANIING FOINT ",O,IISF'MAXHANII,XF'LNS);
    IF LINE # O THEN GOTO LINEAGAIN ENI:
ZLSE
    GOTO ERL:
NH:
=INISH:
    FETUFN(XFLAG);
ENLFROC;
#ROC CHANGEIAATAEASE( INT E):
%*******************來氺氺杖*************************************************%
%*
AFTEF FECEIUING CLEAFANCE TO UFIIATE THE MASTEF IAATAEASE SUBSEQUENT TO *%
THE OCFIIATAGASE EEING UFIATEII ANI CHECKEII,THIS FFOC FE-CONUEFITS THE *%
vaFIAELES FROM DCF FORM TO IIATAEASE valuES.
*%
```

: * IIUILED INTO THFEE SECTIONS - B=0 EFFOF NO CHANGE TAKES FLACE ..... *\%
$B=1$ NO ACTION ..... *\%
$E=2$ CHANGE MOIULATION \& WINTER FAFAMS ..... * $\%$
$\mathrm{B}=3$ CHANGE EANIING FAFIAMETEFIS ..... *\%

```
    FOR I:= 1 TO NUMEANI IO
    AWTF1SFEETI(I):=IIISFTF1SFEEII(I);
    AWTF2SPEEI(I):=IISFTF2SFEEM(I);
    AWRIES1(I):=IISFFIES1(I);
    AWRIES2(I):=|ISFRIES2(I);
    FEF;
    AWTMF1AMF:=IIISFTMF1AMF;
    AWTMF2AMF::=IIISFTMF2AMF;
    AWTMF1FJ:=IISFTMF1FJ;
    AWTMF2F'J:=IIISFTMF2F'J;
    AWTMFERIOII:=IIISFTMFERIOI;
    AWTACC:=IISPTACC;
    AWTHEC:=IIISFTHEC;
    AWWSFEEII:=IISFWSFEEII;
    AWMAXEANL:=IIISFMAXEANI:
IF E=2 THEN
    FOR I:= 2 TO 9 NO
        IF IISFMONFLAG(I)=1 THEN
            MONFLAG(I):=IIISFMONFLAG(I);
        ENI;
    REF;
    UFIIATEFLAG:=1;
ENI;
```

```
IF E=3 THEN
```

IF E=3 THEN
FOR I:= 1 TO NUMEANII*A IIO
FOR I:= 1 TO NUMEANII*A IIO
IF [IISFBANIIFLAG(I)=1 THEN
IF [IISFBANIIFLAG(I)=1 THEN
HANIFLAG(1+((I-1):/4),1+((I-1) MOI 4)):=IISFEANIFLAG(I);
HANIFLAG(1+((I-1):/4),1+((I-1) MOI 4)):=IISFEANIFLAG(I);
ENI:
ENI:
FEF;
FEF;
IF IIISFMOLFLAG(1)=1 THEN
IF IIISFMOLFLAG(1)=1 THEN
MOIFLAG(1):=IISPMOIIFLAG(1);
MOIFLAG(1):=IISPMOIIFLAG(1);
ENI;
ENI;
UFIIATEFLAG:=1;
UFIIATEFLAG:=1;
ENI;
ENI;
IF E=O OF B%2 OF EO3 THEN
IF E=O OF B%2 OF EO3 THEN
TWRT("\#NL\#.NO UFIIATE OF IIATAEASE TOOK FLACE");
TWRT("\#NL\#.NO UFIIATE OF IIATAEASE TOOK FLACE");
GOTO EFL;
GOTO EFL;
ENII;

```
ENII;
```

ENIFFROC;
$\because R O C ~ F I X E L I F A R A M I I S F L A Y() ;$
******************************************************************** this section calculates ani misflays a "gatabase" which* \%
CONTAINS THE LIATABASE VALUES IN A FORM ..... $\%$
SUITAELE FOF FFESENTING TO THE SCFEEN. ..... * \%IISFLAYING FIXEI FARAMETERS ANI SFEEI INIICATION. $\%$

| IISPWSFEEI | : = CLOCkFREQ / | (FEAL (WSFEEEII) * | 6.0) |
| :---: | :---: | :---: | :---: |
| IISFWMAXF | : = CLOCKFREQ / | (WMAXF * 6.0); |  |
| IISFTMAXF | ! = Clockfrieg / | (TMAXF * 6.0); |  |
| IISF'IILESF' | ; = CLOCKFFEQ / | (IILESF * 6.0); |  |
| IISPWFFEQ | := CLOCNFFEQ / | (WFITVAL (WFOINT) | * 6.0) |
| IISF'TFFEQ | := CLOCKFFEQ / | (TFITUAL (TFOINT) | * 6.0); |
| TWETく" CUR | t CONTROL STA | US =*) |  |

IIETERMINE THE FFESENT OFERATING FHASE WITHIN THE SEQUENCE \%
IF TF2F=1 OR EANIF=1 THEN
TWFT(' GANIING AVOIIANCE");
ELSEIF WFUNF=1 AND TFIF=1 THEN
IF WTACHO < 5OO.0 THEN
TWFT(" CHUCK STOF'FEL")
ELSE
TWFT(" FUNNING")
ENI:
ELSEIF STARTF=1 OR SYNCF=1 THEN
TWRT(" STARTING");
ELSEIF STOFF=1 AND TTACHO < 500.0 THEN TWFT(" WINIER STOFFEI"):
ELSEIF STOFF=1 THEN
TWFT(* STOFFING*);
ELSE
TWRT(" EUSY CHANGING STATUS"):
ENII;
OUT(NL);
TWRT("\#NL\# WINI MAX ACCEL/IECEL FATE ="); FWFTF((MAXACC*1,667),FIELI,2): TWRT(" /');RWRTF((MAXILEC*1.667),3,2);UNIT(2);
TWRT("\#NL TFAU MAX ACCEL/IECEL RATE =") ; FIWRTF((TMXACC*1.667),FIELII,2); TWRT(" /");RWRTF ((TMXDEC*1.667),3,2);UNIT(2);
TWFT('\#NL\# WINIER MAXIMUM FFEQUENCY ='); RUFTF(IIISFWMAXF,FIELI,2);UNIT(1);
TWRT(*\#NL* TRAUERSE MAXIMUM FFEQUENCY ="); FWRTF(IIISFTMAXF,FIELI,2);UNIT(1);
TWRT("\#NL* MINIMUM FEEQUENCY CLAMF =*);FWRTF(IISFIIMLESF,FIELI, 2);UNIT(1);
OUT(NL);
TURT('\#NL* START-UF IIELAY FERIOI = = ) IURTF (STARTSYNCTIM,11);UNIT (3);
TWRT("\#NL\# WINDER SFEEI SETFOINT =");FWRTF(IISFWSFEEI,FIELII,2);UNIT(1);
TWRT("\#NL\# OUTFUT FREQUENCY - WINIER ="); FWRTF(IIISFWFFEQ,FIELI,2);UNIT(1);
TWRT('\#NL\# CAKE SFEEI (IMIN AUERAGE) ="); FWRTF(WTACHO,FIELI,2);UNIT(4);
OUT(NL);
TWRT("\#NL\# CURRENT BANLING FOINT(1-");IWFTF(MAXEANI, 2);TWRT(")="); IWFTF (CURBANI,11);
TWFT('\#NL\# OUTPUT FREQUENCY - TRAUERSE =");FWRTF(IIISFTFFER,FIELII,2);UNIT(1); TWFT("\#NL TRAVEFSE SFEEI (1 MIN AUE) ='); FWRTF(TTACHO,FIELI,2);UNIT(4); TWFT("\#NL CURFENT FIBRON FIATIO =");

IF TTACHO \& (IISFIDLESF * 60.0) THEN
TWFT(" TRAUERSE STOFFEI");
ELSEIF WTACHO < 5OO.O THEN
TWFT(" CHUCK STOFFEL");
ELSE
IISFFRATIO: $=(W T A C H O ~ * ~ 6.0) / T T A C H O ; ~$
FWFTF (IIISFRFATIO,7,3):
ENI:

```
    TWRT\"#NL# CAKE IIIAMETEF: =");
    IF WTACHO < 500.0 THEN
            TWFT(" CHUCK STOFFEI');
        ELSE
            IISFFCAKE:= (IIISFWSFEEI / WTACHO) * 9014.723;
            FWFTF(IIISFCAKE,FIELI,2);UNIT(5);
        END;
    OUT(NL);
ENIFFROC;
PROC FEALIIATA(INT Z);
```

| $\%$ | $* * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * *$ |  |
| :--- | :--- | :--- |
| $\%$ | $*$ |  |
| $\%$ | $*$ |  |
| $\%$ | $*$ | THIS SECTION CALCULATES A TIATABASE* UHICH |
| $\%$ | $*$ | CONTAINS THE IIATAEASE UALUES IN A FDFM |
| $\%$ | SUITAELE FOR IIISFLAYING ANI AMMENLIING | $*$ |
| $\%$ | $*$ | FOF USE IN THE OCF TASK |

$\% \quad * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * *$

```
IF Z=0 THEN
    OFINUM:= - NOFI; % MANUAL MOIS TO OFI NEGATE IAATA LINK STOREI OFI NUMEEF;
    FOR I:=1 TO NUMEAND NO
            IF TF1SFEEII(I)<10 THEN TF1SFEEI(I):=10;ENI;
            IF TF2SFEEI(I)<<10 THEN TF2SFEEI(I):=10;ENI;
            IISFTF1SFEEI(I):= FEAL (CLOCNFREQ/(TF1SFEEII(I) * 6.0));
            IISFTF2SFEEI{I):= REAL (CLOCKFREQ/(TF2SFEEI(I) * 6.0));
            IISFFIESI(I) := FIESI{I);
            IISPRIES2(I) := FIRS2(I);
    FEF;
    IISFTMF1AMF:= TMF1AMF;
    IIISFTMF2AMF:= TMF2AMF;
    IISFTMFIFJ := TMF1FJ;
    IISFTMF2FJ := TMF2FJ;
    IISFTMFERIOI:= FEAL TMFERIOII;
    IISFTTACC := TACC * 1.6667;
    IISPTIIEC := TIIEC * 1.6667;
    IISPWSFEEII := CLOCKFFEEQ / (FEAL(WSFEEI) * 6.0);
    IISPWMAXF := CLOCKFFEQ / (WMAXF * 6.0);
    IIISFTMAXF := CLOCKFFEE / (TMAXF * 6.0):
    IISFIILESF := CLOCKFFEQ / (IILESF * 6.0);
    IIISFMAXEANI := MAXEANII;
    GOTO RET;
ENII;
    IF }\textrm{Z}=1\mathrm{ THEN
        OFINUM:=0; % MANUAL MOLS TO OFI ZERO IIATA LINK STOREE OFI NUMEER %
        FOR I:=1 TO NUMEANI LO
            IISFTF1SFEEM(I):=AWTF1SFEEN(I);
            IISFTF2SFEEI\(I):=AWTF2SFEEI\(I);
            IISFFIESI(I):=AWRIESI(I);
            HISFFIES2(I):=AWFIES2(I);
    FEF;
        IIISFTMF1AMF:=AWTMF1AMF;
        IISFTMF2AMF:=AWTMF2AMF;
```

```
    IISFTMF1FJ:=AWTMF1FJ;
    IISFTMF2FJ:=AUTMF2FJ;
    HISFTMF'ERION:=AWTMFERIOII;
    IIISFTACC:=AWTACC;
    IIISFTIIEC:=AWTHIEC;
    IIISFWSFEEII:=AWWSFEEI;
    IIISFMAXEANII:=AWMAXEANII;
    GOTO RET;
ENII;
IF Z=2 THEN
    TWRT("#NL FIIEBON FOINTS SFEENIS');SFS(15);
    TWRT("TRAUERSE MOIULATION#NL*");
    SFS(41);TWRT("AMFLLITUIE F-JUMF FERION");
    CWFT("#NL#
    OUT(NL);
    IWFTF(1,2);
    FWRTF(IIISFRIES1(1),3,3);RWFTF(IIISFRIES2(1),2,3);
    FWFTF(IIISFTF1SFEEI(1),7,1);RWRTF(IIISFTF2SFEEIM(1),5,1);
    FWRTF (IISFTMF1AMF',4,2);RWFTF (IIISFTMF2AMF';4,2);
    FWFTF(IIISFTMF1F.J,4,2);RWRTF(IIISFTMF2FJ,4,2);FWRTF(IIISFTMFERIOI, 4,1);
    OUT(NL);
    FOR I:= 2 TO NUMBANII IO
        IWRTF(I,2);
        FWRTF(DISFRIES1(I),3,3);RWFTF(IIISFRIES2(I),2,3);
        FWFTF(IIISFTF1SFEEII(I),7,1);RWRTF(IIISFTF2SFEEIM(I),5,1);
        IF I = 6 THEN
        SFS(9);TWRT("TGAVERSE ACCELEFATION");
    ENI:;
    IF I = 7 THEN
        SFS(10):TWRT("F1 TO F2 F2 TO F1");
    ENI;
    IF I = B THEN
        FWRTF((IISFFTACC),13,2);FWRTF((IISFTTIEC),7,2);
    ENI:
    IF I = 10 THEN
        SFS(11);TWRT("UINIEF SFEEI"):
    ENII;
    IF I = 11 THEN
        FWNTF(IIISFWSFEEII,17,2);
    ENI:
    IF I = 14 THEN SFS(8);
        TWRT("MAXEANII ="):IWRT(IISFMMAXEANII);
        ENI;
        OUT(NL);
    REF;
ENI;
RET: % RETURN %
ENLIFROC;
\(\%\) ********************************************************************** \%
\(\%\) * SECTION 5:
% SECTION 5: * %
% * %
% ********************************************************************** % % 
```

FROC MYIN()EYTE;

```
    EYTE E;
    IOFLAG:=0;
    B:=FFRIN();
    IF B='Z' OF IOFLAGNO THEN GOTO EFLL ENI;
    RETUFN(E):
ENIFFROC:
FROC MYFREFTO (FEEF ARFIAY EYTE CUE,FIEAL UALUE,MIN,MAX, INT IIEC,
                        FFOOC (INT) XFLLNTN) FEAL;
    %GIVES A CUFFENT FEAL UALUE ANII FFIOMFTS FOR A NEN VALUE%
    %CHECKS UALIIIITY.CAFIFAIGE FETURN LEAVES UALUE AS EEFORE%
    #EASEII IN INSTII 'FREFTO' EY IIEG 18-10-83%
    INT SIZE:=0;
    FEAL Fit=0.0:
    ERN:=O;
    EFF;=LEFFF;
    FLAGO:=O;
    SIZE:={FIELII - NEC);
RFT:
    OUT(NL);TWFT(CUE);TWFT(" FRESENT =');FWNTF(UALUE,SIZE,IIEC):
                TWRT(" CHANGE *ENQ**);
        F:=FFREALM();
    IF TEFMCH = 'X' THEN XFLNTN(O): GOTO RF'T; ENI;
    IF TEFMCH = 'F' THEN FLAGO:=2;GOTO XIT ENII;
    IF FMMIN OF FOMAX OF IOFLAG*O OR ERN*O THEN
        IF EFNNO OF IOFLAG#O THEN % MAYEE NUL %
XIT:
        EFN:=0;
        IOFLAG:=0;
            IF TEFMCH = EOM THEN % YES IT WAS %
                EFP:=LOCERF;
                RETUFN(UALUE); % LEAVE AS EEFOFE %
            ENI:;
        ENII:
        TWRT(" INUALIII NO.");
        GOTD FIFT;
    ENI;
    ERF;=LOCERF;
    FLAGO:=1;
    FETUFN(R);
ENLFROC:
PROC LERF(INT A);
    ERN:=A:
ENIIFROC;
=ROC OFTIONS(INT LIMIT)INT;
    INT K゙:=0;
    OUT(NL):TWFT("OFTTION=#ENQ*");
    K゙:=IFEALI();
    IF K゙\IMMIT OF K<<1 THEN EFF(5001);ENI;
    FETUFN(K゙):
ENIFFROC:
```

```
PROC LOCEFFF(INT N):
    TWFT("#NL #OUT OF FIANGE EFROF:");IWFT(N);NLS(1);
    GOTO EFL
ENIIFROC:
```

FROC SCFEENHEAIK ) :
CLEAFSCREEN();
SFS(SFACE);
TWFT ('*** SANS INUEFTEF CONTFOL SYSTEM ***HNL(1)\#");
ENIFROC:
FROC CLEAFSCFEEN();
TWFT("*ESC, OFENEFACN゙ET*2」AESC\#8") ;
ENLIFROC;
FROC CLEAFFLAGS();
FOF I:=1 TO NUMEANII*4 IIO
IIISFBANIFLAG(I):=0;
FiEF;
FOF I:=1 TO 9 IIO
IISF'MOLIFLAG(I):=0;
FEF;
ENIIFROC;
PROC UNIT (INT A):
TWRT (UNITLIST\{A)):
ENIFFROC:
FROC XFLNI (INT J):
SCFEENHEALI();
OUT (NL) ;
TWRT("\&NL* 'Y' - CAUSES AN UF'TAATE OF THE IISFLAY, "):
TWRT(*\#NL* (WITH REFFESHEII IATA AS AT IISFLLAYEI TIME)*):
OUT (NL) :
TWFT ("\#NL $\#$ 'N' - FETUFNS TO 'OCF' CLEAFEI'");
OUT (NL.) ;
TWFT ("\#NL\# ' $\mathrm{Z}^{\prime}$ - ESCAFES TO 'OCF' CLEAREI'");
OUT (NL):
TWFT ("*NL\# 'X' - EXF'LANATION"):
ENTIFROC:
FROC XFLN2 (INT ل):
SCFEENHEAII():
TWFT("\#NL\# TYFE 'Z' TO QUIT - ANY CHANGES AFE IISCAFIEII"):
TWRT("\#NL \# 'F' TO FINISH MAKING CHANGES");
TWFT("\#NL: "FETUFN' TO LEAVE VALUE UNCHANGEI");
TWFT (\#NL\# 'INUALII NO' OCCURS FOR ALL OTHEF CASES WHEFE THE VALUES");
TWFT ("\#NL AFE OUTSITE THE FOLLOWING RANGES:");

TWFT（＂洪NL＊
TWRTS＂\＃NL： TWFTC＂：NL\＃ TWET（＂非NL\＃ TWFT（＂腤 NL TWRT（＂\＃NL\＃ TWFT（＂蚛NL ENDFFROC：

```
FFFOC XFLNA(INT J):
    % SWITCH ON CHANGE OF EANIING,WINIEF SFEEII,MOIULATION IIATA.%
    SCFEENHEAI();
    TWFT{"#NL# TYFE 'F'' TO FE-IIISF'LAY THE CONTENTS OF THE TEMF'OFARY IR");
    OUT(NL);
    TWFT("#NL# TYFE 'E' TO MAKE CHANGES TO THE EANIING AVOIIANCE IIATA.");
    TWFT{"*NL* TYFE 'M' TO MAKE CHANGES TO THE MOIULATION FAFIAMETEFS'*);
    TWRT("#NL# INCLUIING WINIER SFEEII*");
    TWFT("*NL# TYFE 'E' TO EXIT ANN FEETUFIN TO 'OCF'CLEAFEI'.*);
    TWFT(*#NL* TYFE 'Z' TO ESCAFE TO 'OCF CLEAFEI'.");
ENDFROC:
FROC XFLNE(INT J)$
    % WHICH EANDING FOINT TO CHANGE %
    SCFEENHEATI();
    TWFT{"#NL* ENTEF THE NUMEEF OF THE LINE TO EE CHANGEI IE 1 TO 15*);
    TWFT("*NL* ENTEF A 'O' TO EXIT FFOFEFLLY.");
ENIF'ROC;
FROC XFLNG(INT J);
    % UFPIATE OF MAXEANII %
    SCFEENHEAIM();
    TWFT{"#NL# THEFE AFE A MAXIMUM OF 15 ALLOWEI EANIING FOINTS.");
    TWFT("#NL# THE FIGURE SHOWN INIIICATES THE CUFRENT NUMEEF IN USE*");
    TURT("#NL# TO LEAUE UNCHANGEII TYFEE 'FETURN' *");
    TWRT(*#NL# ELSE ENTEF THE FEQUIFEI NEW UALUE");
ENIFFROC;
```

```
`ItLE TRAVEFSE liRIUE TASK.
    CREATEII 12-0CT-83 EY TEK. FILE : TIRUV.RTL;
```

ET NL $=10$;
.ET ENQ = 5;
JPTION (1) ES;

\& *

* TRAVERSE LIRIVE TASK. J - * *
* \%
*     *         * \%

SUC IIATA FRSSIO:FROC () EYTE IN:FROC (EYTE) OUT;ENIIATA;
SUC IIATA FREFRF;LABEL ERL; INT ERN;FROC (INT) EFF; ENIIIATA;
EXT FROC () EYTE RRTN;
EXT FROC (EYTE) FROUT;
EXT FROC (INT) IELAY,STOF;
EXT FROC () INT ME;
EXT FRROC (REF ARFAY EYTE) TWRT;
EXT FROC (INT) IWRT,NLS;
EXT FFROC (INT,INT) IWRTF;
EXT FROC () INT IFEAII;
EXT FROC () CLEANUF;
ENT FROC TRRIUE(S;
INT IIFF, COUNT,TLAST,TSAFEIEC,TSAFEACC,T100MS: $=5$;
FEAL TACCEL,TIECEL, MAXJUMF: $=54.0$ :
IN: =FRIN:
OUT: =RROUT;
ERL $\ddagger=$ LOCERL;
ERF := LOCEFF;
ERN: $=0$;
STOF(ME());
TFOINT : = 1 ;
TLAST:=TFITVAL(TFOINT);
TIRUV :
WATCNT(1):=2; \% UFIATE WATCHIIOG TIMER COUNT \%
\% CHECK TO SEE IF MAXIMUM IIECELERATION OF ACCELEFAATION \%
\% FiATES ARE HEING EXCEEIEEI. IF THEY ARE, LIMIT THEM. \%
IIFF:=TLAST-TFITVAL(TFOINT);
IF IIFF $>0$ THEN $\%$ ACCELERATING \%
IF TSTAT(TFOINT) $=4$ THEN . \% IF FOS F-JUMF \%
TACCEL: $=$ MAXJUMF;
ELSE TACCEL:=TMXACC;ENI;
TSAFEACC: =TLAST-INT((CLOCNFFEQ*TLAST)/(CLOCKFREQ+TLAST*TACCEL));
IF IIIFF $<=$ TSAFEACC THEN
\% IF accelefation fiate safe \%
COUNT:=TFITUAL(TFOINT); $\%$..... OUTFUT TABLE UALUE \%
ELSE

```
            COUNT:=TLAST-TSAFEACC; % IF NOT SAFE LIMIT IT %
        ENI;
```

```
ELSEIF IIFF < O THEN % HECELEFATING %
```

ELSEIF IIFF < O THEN % HECELEFATING %
IF TSTAT(TFOINT) = 2 THEN. % IF NEG F-JUMF %
IF TSTAT(TFOINT) = 2 THEN. % IF NEG F-JUMF %
TIECEL:=MAXJUMF;;
TIECEL:=MAXJUMF;;
ELSE TDECEL:=TMXIIEC:ENI;
ELSE TDECEL:=TMXIIEC:ENI;
TSAFEHEC:=INT({CLOCKFREQ*TLAST)/(CLOCKFFEQ-TLAST*THECEL))-TLAST;
TSAFEHEC:=INT({CLOCKFREQ*TLAST)/(CLOCKFFEQ-TLAST*THECEL))-TLAST;
IF AGS IIIFF <= TSAFEIEC THEN % IF IECEL. RATE SAFE....%
IF AGS IIIFF <= TSAFEIEC THEN % IF IECEL. RATE SAFE....%
COUNT:=TFIITUAL(TFOINT); . % ....OUTFUT TABLE VALUE %
COUNT:=TFIITUAL(TFOINT); . % ....OUTFUT TABLE VALUE %
ELSE
ELSE
COUNT:=TLAST+TSAFENEC; % IF NOT SAFE LIMIT IT %
COUNT:=TLAST+TSAFENEC; % IF NOT SAFE LIMIT IT %
ENI:
ENI:
ELSEIF IIIFF = 0 THEN
ELSEIF IIIFF = 0 THEN
% NO CHANGE %
% NO CHANGE %
COUNT:=TFITVAL(TFOINT);
COUNT:=TFITVAL(TFOINT);
ENI;

```
ENI;
```

\% CHECK TO SEE IF FFEQUENCY CLAMF VALUE IS EEING EXCEEIEI, IF IT IS, LIMIT \% \% the value to the clamp value. \%

IF COUNT < TMAXF THEN \% NOTE THAT COUNT FFIOF TO $1 / F \%$ COUNT: =TMAXF;
ENI;
\% WFITE THE VALUE TO THE FIT (INITIALISEI IN MSMTUI.FTL) \%
COLE 10,10;
ITXCTR2XFORT EQU OBCH :SEX FIT CHANNEL O.
MOU AX,SS:[EFF'+*COUNT]
OUT ITXCTFIXFORT,AL ;OUTFUT LOW COUNT.
MOU ALyAH
OUT ITXCTF2XFOFT,AL ;OUTFUT HIGH COUNT.
*RTL;
\% INCREMENT THE TAELE FOINTEF "TFOINT" AFTER A 1OOMS IELAY \%
HELAY(T100MS): \% WAIT FOF $100 \mathrm{MS} \%$
TLAST:=CDUNT; $\%$ HOLI ACTUAL CURFENT VALUE \%
TFOINT:=TFOINT LANI HEX 7F + 1; \% INCFEMENT TCONTTAELE FOINTEF \%
-goto tirui;
_OCEFIL:
CLEANUF();
GOTO TLIRU1:
ENHFROC:
FROC LOCERF (INT N);
TWRT("\#NLERROR NUMEER *);IWRTF(N,5);NLS(1); ENIFRROC

```
TITLE TFAUEFSE CONTFOL TASK゙.
    CFEATEII 12-OCT-83 EY TEK. FILE : TCONT,FTL
    LAST EIITEI 2-OCT-84 EY TEK ;
```


## LET SETF=1;

```
LET FESETF=0;
LET ENQ=5;
LET \(N L=10\);
LET RAI=FIEF AFRFAY INT;
LET FI=FEF INT:
OFTION(1) BC;
```

$\%$ *********************************************************************** \%
TFAUEFSE CONTFOL TASK.
\% * TFAUEFSE CONTFOL TASK゙. * \%
\% *

* \%
$\% ~ * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * ~ \% ~$

SUC IIATA FFFSIO;FROC () EYTE IN:FFOC (EYTE) OUT;ENIIIATA; SUC IIATA FIFEEFF;:LAEEL EFIL;INT EFN:FFOC (INT) EFFF;ENIIAATA;

EXT FFOC () EYTE FRIN:
EXT FFFOC (EYTE) FFFOUT ;
EXT FFOOC (FEEF AFFFAY EIYTE) TWFT:
EXT FFOC (INT,INT) IWFTF:
EXT FROC () INT IFEALI;
EXT FROC (INT) NLS,STAFT;
EXT FROC (INT,INT,LAEEL) TWAIT;
EXT FFOC (FIAI,INT,INT,FEF FEAL, IIOWNFAMF;
EXT FROC (FAII,INT,INT,INT) FUUN:
EXT FFIOC (FIAI, INT,INT,INT,FI, FEEF FEEAL) UFFAMF;
EXT FFIOC (INT, INT, RI) TMOIF;
EXT FFBOC (FII,FII,FII,FBEF FIEAL,INT,INT) EANII;
EXT FROC (FiEAL, INT, INT) FiWFTF;
EXT FFBOC (FEEF FEAL, FEEF FEAL,FII) FAFAM;
EXT FFOC () CI_EANUF:

EXT IIATA TIMEIAATA;
INT NOW, SECSNOW,MINSNOW, NTICKS:
INT TCOUNT,SECS,MINS,HOUFS, IAYYS,MONTHS,YEAFS;
ENIIATA:
ENT FFOC TALGO():
INT TCALCF,TSTAFTF, IELAY, BEGIN,FCALCFLAG,TEMF1, IUMMY,FLAG:=0;
\% INITIALISATION. $\%$
IN: =FRIN;
OUT: =FiFOUT;
EFIL : = LOCEFL;
ERF : = LOCEFF:
EFN: $:=0 ;$
\% IIYNAMIC INIT OF WCONTTABLE \%
FOR $J:=1$ EY 1 TO NUMTAE IO
TFITUAL (J) $\ddagger=I$ ILLESF;
TSTAT(J): $=0$;
FEF;

TPOINT:=1;
\% INITIALISE FLAGS \%
TF1F:=TF2F:=FCALCFLAG:=TEMFFLAC:=FANIF:=FESETF;
FUFF: =FIIOWNF: =FAAMPF:=RESETF;
\% CALCULATE FARAMETEFS FOR INITIAL F1 MOLULATION \%
FARAM (TMF 1AMF, TMF 1FJ, TF1SFEETI(1)):
STAFT (6) ; \% IIFIUE TASK STAFTEII ONCE INITIALISATION COMFLETE \%
MAINLOOF :
WATCNT ( 3 ) $:=20$ :
BEGIN: =NOW:
TCALCF:=TFOINT; $\%$ SET UF TABLE FOINTEFS TO CALC .. $\%$
TSTARTF:=TFOINT; $\%$. . NEW UALUES. \%

IF STOFF \# 0 THEN
$\%$ STOF SERUENCE \%
TMXIEC:=STIEC;TMXACC:=STACC:
IIOWNFAMF' (TF'ITUAL, TCALCF, TSTAFTF ,TMXIEC):
FOF I : $=1$ TO NUMTAE IO
TSTAT(TCALCF) $:=0 \%$ FILL CONI CONE TABLE WITH $0^{\prime} 5 \%$ TCALCF $\ddagger=$ TCALCF LANI HEX 7F $+1 ;$
FiEF;
ELSEIF SYNCF 0 THEN $\%$ STAFT SYNC SERUENCE \%

FUN(TFITUAL, TCALCF; TSTAFTF, IILLESF) ;
ELSEIF STAFTF \# O THEN
$\%$ STAFT SEQUENCE $\%$
UFRAMF (TFITUAL, TCALCF, TSTAFTF,TF1SFEEI(1), TF1F,TMXACC):
ELSEIF FIAMPF * $O$ THEN $\%$ NEW OFI \%
FARAM (TMF1AMF', TMF1F'J,TF1SFEEI(1)):
EANII(TF1SFEEII(1),FIAMFF, IUMMY,STIEC, TCALCF,TSTAFTF) ;
ELSEIF EANLIF $=0$ ANI TFIF $\# 0$ ANI TF2F $=0$ THEN $\%$ F1 MOIULATION $\%$
TMXIEC: =RUNIIEC; TMXACC:=FUNACC;
TMOII TCALCF, TSTAFTF, TF1SFEETI(CUREANI));
ELSEIF GANIF * O ANI TFIF \# 0 ANII TF2F $=0$ THEN $\%$ F1 TO F2 RAMF $\%$ IF EANLIF F FCALCFLAG THEN FCALCFLAG $\ddagger=$ EANLIF; FAFAMM(TMF2AMF, TMF2FJ,TF2SFEEI(CUFEANII)); ENI:
EANI (TF 2SFEEII(CUFEANII), TF1F, TF2F, TACC,TCALCF,TSTAFTF) ;
ELSEIF BANLF * 0 ANI TFIF $=0$ ANI TF2F $\# 0$ THEN $\%$ F2 MOLULATION $\%$ TMOI(TCALCF, TSTAFITF, TF2SFEEI (CUREANI)) ;
ELSEIF EANDF = O ANI TF1F = 0 ANI TF2F \# 0 THEN \% F2 TO F1 FAMF \%
IF BANLIF * FCALCFLAG THEN FCALCFLAG $\ddagger=$ EANIF: FAFAM (TMF1AMF, TMF1F'J,TF1SFEETI(CUFBANI));
ENI:
EANI(TF1SFEEI(CUFBANI), TF2F,TF1F,TLECyTCALCF, TSTAFTF);
ENI:

IIELAY:=550-NOW+EEGIN:
$\% 1 / 50$ THS TO GET HEFE $\%$
\% WAIT FOR 11 SECS OR EUENT $2 \%$

TWAIT (SEQEV, IELAY,MAINLOOF'): GOTO MAINLOOF:
goto mainloop:
"ROC LOCERF(INT N);
TWFT("\#NLEEFOR NO *);IWRTF(N,5);NLS(1); ENIFFROC ;

```
TITLE WINNEF TACHO TASK.
    CFEATEI 20-JAN-84 TEK. FILE: WTACHO.FITL
    LAST EIIITEII 8-MAF--84 IIFT:
```

LET NL $=10$;
LET ENQ $=5$ 5
OFTION (1) ES:
$\%$ ************************************************************************** \%
\% *
$\%$ * WINIEF TACHO TASK゙
\% * $\quad$ *
$\%$ ************************************************************************** \%
SUC IIATA FFFEFF; LAEEL EFL;INT EFN;FROC \{INT) EFF;ENIIIATA;
SUC IIATA FFFSID:FFIOC () EYTE IN;FFOC (EYTE) OUT;ENIIIATA;
EXT IIATA WINISTOF; INT USTOF, WENIFFAAC, WCNT;ENLIIATA:
EXT IIATA TIMEIAATA:
INT NOW; $\%$ CYCLIC TICK COUNT \%
INT SECSNOW,MINSNOW; $\%$ CYCLIC CLOCK゙ COUNTS \%
INT NTICKS: $\%$ OUTSTANIING TICKS TO FFROCESS \%
INT TCOUNT, SECS,MINS,HOURS, LIAYS,MONTHS,YEAFS:
ENDIAATA:
EXT FROC () EYTE FRIN;
EXT FROC (EYTE) FFROUT;
EXT FROC () INT IFEAII;
EXT FROC (INT,INT) IURTF;
EXT FEOC (FEEAL) FWFET;
EXT FFROC (FEAL, INT, INT) FWRTF:
EXT FFIOC (FEEF ARFIAY BYTE) TWFT:
EXT FROC (INT) NLS:
EXT FROC (INT) STOF, IELAY;
EXT FFOC () INT ME;
EXT FROC (INT, INT, LABEL) TWAIT;
EXT FROC () CLEANUF;

ENT FROC WINITACH():
INT TBSEC: $=400$; $\quad \%$ IIELAY T*20 ms \%
REAL WCONST1,WTIM, ITSOHZ:=IT5OHZUAL:
INT WCNTLAST: $=100$, LASTWSTAFT, LASTWGOFFAC, NEXTWSTAFT, NEXTWGOFFAC:

IN: =FFRIN:
OUT: = RROUT;
EFLL : = LOCERL;
EFF $:=$ LOCERF:
ERN $\ddagger=0 ;$
$\%$ INITIALISATION FOF THIS MOIULE \%
WCONST1 $:=4.0 *$ CLOCKFFER $3.0 ; \quad \% 2$ FULSES FEF FEU FOR A SECS $\%$
$\%$ QUEF: $6 *(I N U$ OUTFUT) $=\% 4.0 / 3.0 \%$
NEXTWSTAFT : = NOW;NEXTWGOFFAC:=0:
WTACHO:=0.0;
WCNT: $=20$;

WINII:
WATCNT (6):=15; \% UFLIATE WATCHIOG TIMER COUNT FERIOI \%
\% calculate count value on the curfent winger outfut \%
\% VALUE TO GIVE AFFFROX 8 SEC COUNT FEEFIOI \%
IF WFITVAL (HFOINT) >= ILILESF THEN
WCNT: =100;
ELSE WCNT:=IF WTACHOS500.0 ANI TTACHO:500.0 THEN INT (WCONST1/FEAL (WFITVAL (WFOINT)) *WTACHO/TTACHO*1,28571)
ELSE $\quad \% 3 / 2 * 6 / 7=\{I N I T I A L$ F) 100
ENI:
ENI:
\% WAIT FOR EUENT WHICH IS SET EY INTERRUFT SERUICE ROUTINE WHEN \% \% COUNTEF HAS COUNTEI WCNT FULSES FFOM THE TACHO \%

TWAIT (WTACHOEU,TBSEC,WINIS);
\% CALCULATE WTACHO IN EFM \%

| LASTWSTAET: =NEXTWSTART; | \% Save olir start time for \% |
| :---: | :---: |
| LASTWGOFFAC: = NEXTWGOFFABC; | \% CUREENT CALCULATION \% |
| NEXTUSTAET: = WSTOF; | \% SAVE NEW STAFT TIME FOR \% |
| NEXTWGOFRAC: =WENDFRAC; | \% NEXT CALCULATION \% |

\% CHECK FOF FOSSIELE INTEFFUFT CLASH ANH IGNOFE FIESULT IF SO \%
IF LASTWGOFFACHINTLMTYITSOHZ OF NEXTWGOFFAC+INTLMTYITSOHZ THEN WCNTLAST: =WCNT: GOTO WINXI
ENI:
WTIM: =REAL (WSTOF-LASTUSTAFT) +FEAL (LASTWGOFFIAC-WENHFFAC)/ITSOHZ;
WTACHO: $=1500.0 / W T I M * F E A L$ WCNTLAST: $\%$ IN FFFM. $\%$
$\%$ WCNT/2 REUS IN WTIM $1 / 50 T H S$ SEC \%
$\%$ *SO SECS IN 1 MIN $=\% 1500.0 \%$
WCNTLAST: =WCNT;
GOTO WINII:
WINII2:
WTACHO $=0.0 ;$
GOTO WINII:
LOCEFF:
CLEANUF();
GOTO WINII:
ENIIFFOC:
FFOC LOCEFF (INT N);
TWFT(":NL: EFFOF NO ") ; IURTF (N, 5 ) ; NLS (1);
ENIFFROC:

```
% *
* * 8088 MACHINE COIE INSEFTS FOF FIATTO TASK.
% *
% **************************************************************************
FFGOC WTACHOSTAFT();
    COLIE 10,10;
ITQCTFIOFORT EQU OH2H FSEC TIMEF: CHANNEL 1. (FOF WINIEFS)
    ;STAFTT WINLEF COUNT IOUN TO INTEFFUFT.CALLEEI ONCE AT STAFT UF TO
    ;INITIATE INTEFIFUFT SEQUENCE.
            MOU AX,SEG *WINISTOF
            MOU ES,AX
            MOV AX,ES:*WCNT/WINISTOF #GET WINLEF COUNT UALUE.
            MOU IIX,ITECTFIQFOFT
            OUT IIX,AL ;LOAII LOW COUNT VALUE.
            MOU AL..,AH ;LOAII HI COUNT UALUE.
    *FTL;
ENIIFFOC:
```

* \%
* \%

TITLE T18 INUEFTEF CONTFOL SYSTEM
UFIATE MOIULE TO INFUT THE TEMFGRARY IAATABASE 'AWAITUF'IATE'
INTO THE MASTEF IIATAEASE IF ANY OCF INFUTS HAUE OCCUFEII. IIEG $02 / 11 / 83$ (FEFEFENIUM IIAY) MOIULE : IEUF.FTL
LAST EIITEII 2-OCT-84 TEK:
SUC IIATA FFFEFR;LAEEL EFL; INT ERN:FFOC \{INT) EFF;ENIIATA;
EXT FFKOC (INT) WAIT:
ENT FROC UFIATENE():

\% *
\% *
THIS MOIULE/FFOC UFTATES THE MASTEF IIATAEASE IF ANY CHANGES
HAUE EEEN MAIIE TO THE TEMFOFAFY IIATAEASE UIA THE OCF TASK
\% * THE FFIOC WAITS FOF' 'IEUFIAATE' EVENT -- SET RY A LOU CHUCK SFEEI
\% *
$\%$ ***********************************************************************
EFIL: = STARTLE;
EFiN: =0;
STAFTLE:
WAIT(IEUFTIATE): \% EUENT SET EY WTACHO(CHUCK SFEEII LOW \%
IF UFIATEFLAG $=0$ THEN GOTO STAFTLE; ENII:
IF UFIATEFLAG $=1$ THEN GOTO CHANGELE; ENI;
UFIATEFLAG:=0;
GOTO STAFTLE;
CHANGEIE:
EFIL: =:CHANGEIE;
UFIIATEFLAG: $=0$;
$\%$ AIIIEII TO VEFSSION 1.7 EY TEK $11-10-84 \%$
IF AES(TF1SFEEI! 1$)$-INT(CLOCKFFER/(AWTF1SFEEL(1)*6.0))) © 5 THEN
ELSE
FAMFF: $=0$;
FPMFF: :=1;
ENII:
IF STOFF $=0$ THEN
TF1F:=1;TF2F:=0;
EANIIF:=0;
ELSE
$\mathrm{FAMFF}:=0 ;$
ENI:
\% ENI OF UEFSION 1.7 FATCH \%

\% *
$\%$ IF ANY OF THE EANIING FOINTS HAUE EEEN CHANGETI THEN FE-CONUEFT *
$\%$
$\%$
$\%$$\quad$ THEM FRGM OCF LIATA FOFM TO IIATAEASE UALUES. FE-CONUEFT $*$ *


[^1]```
            BANIFLAG(I,I):=0;
            TF1SFEEI(I):= INT(CLOCNFFEQ/(AWTFISFEEIM(I)* 6.O))&
            ENN:
        IF EANIFLAG(I,2)=1 THEN % FFEGUENCY IUFING EANDING AUOITANCE %
            BANIFLAG(I,2):=0:
            TF2SFEEI(I):= INT(CLOCNFFEQ/(AWTF2SFEEIM(I) * 6.0)):
            ENII:
        IF EAMMFLAG(I*S)=1 THEN % EANIING AUOICIANCE,STAFT FATIO %
                BANIFLAG(I,3):= 0:
                FIBS1(J):== AWFJES1(I);
            ENII:
        IF EANIFLAG(I,A)=1 THEN % EANTING MUOIMANCE STOF FATJO %
            EANLIFLAG(I,A):=0:
                FIES2(I):= AWETES2(I);
            EN[:;
FEF:*
IF MOUFLAG(1)=1 THEN
    MOIFIAG(1):=0;
    MAXEANII=MWMAXEANII* % NUMEEE OF BANIING FOINTS IN USE %
    ENII:
```



```
% * % % %
% UFHATE OF MOMULATION IATA CHANGES (JF MNY) % %
% * % %
```



```
IF MONFLAG(2)=1 THEN
    MODFLAG(2):=0;
    TMFIAMF:=AWTMFIMNF;% % MOIULATION AMFLITIUIE AT FEEQ 1%
ENM:
IF MOLFLAG(3)=1. THEN
        MOMFLAG:3):=0;
        TMF:2AMF%=AWTMF2AMF; % MOIULATION AMFLITLINE AT FFEE 2%
        EN[I:
IF MOUFLAG(A)=1 THEN
        MOMFLAG(A):=0;
        TMF1FU:=AUTMF1FW% % F-wUMF AMFLITULE AT FFEQ 1%
        ENI;
IF MOLIF:LAG(5)=1 THEN
    MONFLAG(5):=0;
    TMF2FJ:=AUTMF2FI; % F...NUMF AMFLITUNE AT FFEQ 2 %
    ENO:%
```

```
IF MOLFLAG(O)=1 THEN % FEFIOM OF MOIULATION %
```

IF MOLFLAG(O)=1 THEN % FEFIOM OF MOIULATION %
MONFLAS(6):=0;
MONFLAS(6):=0;
TMFEFIOI:=TNT AWTMFEFION:
TMFEFIOI:=TNT AWTMFEFION:
ENI:
ENI:
IF MOMFLAG(7)=1 THEN % ACCELEFATION FATE FEOM FI TO F% %
MOIFLAG(7):=0;
TACC:=AUTACC / 1.6667%
ENCI;

```
```

IF MOIFLAG(8)=1 THEN \% ACCELEFATION FATE FFIOM F2 TO F1 \%
MOLIFLAG(B):=0;
THEC: =AWTIEC / 1.6667:
ENII;

```
IF MOLFLAG(9)=1 THEN \(\%\) CHANGE WINIEF SFEEI SETFOINT \% •
MODFLAG(9):=0;
WSFEEI:=INT (CLOCKFFEQ / (AWWSFEEII * 6.O));
ENII;

NOFI:=OFINUM:
OFINUM: \(=0:\)
EFL: = STAFTLE;
GOTO STAFTLE:
ENIIFFIOC:
```

TITLE IIATALINK゙ TO HOST
M.MALENGEET 20-IEE-83
LAST EIITTEII 16-JUL-84 LIFT
MOMULE*********LINKIA + FTLL*************

# 

LET SYNC='U':
LET STX =2;
LET LINK゙RXEV=6;
LET CR=13;
LET EUFSIZE=138;
LET NL=10:
LET SF=32;
LET ILMSGSNIICMF=7; % IL MSG SENI COMFLEETE EUENT FLAG %
SUC IIATA FFISIO;FFOC ()BYTE IN;FFIOC (EYTE) DUT;ENIIIATA;
SUC IIATA FFEEFF;%LABEL EFL;INT EFIN;FFOC (INT) EFFF;ENIIIATA;
EXT FROC (INT,INT,LAEEL) TWAIT;
EXT FFROC ()EYTE INFORTA;
EXT FFROC (EYTE)FFROUT:
EXT FROC (FEF AFFFIAY EYTE)TWFT;
EXT FKOC (INT)IWFT:
EXT FFIOC ()FETEV;
EXT FROC (INT)QEU;
EXT FFOC (INT)WAIT;
EXT FFROC ()FTOFTL.
EXT FROC (INT) SENIEUUFF;
EXT FFIOC (INT) FESET:
EXT IIATA EUFFEFS;
GYTE CHAR;
AFFIAY(EUFSIZE)EYTE FXEUFF;
INT LFBF;
LTBF,
LFCOUNT,
LTMAX,
SENII;
ENIIIATA:
ENT FFOC SENDME();
EYTE TYFE,MESSAGE, EFFNO:
FEAL FTTEMF;
INT I,CRS,GTEIT,M:
FEF INT FII:=I;
EFL:=LOCEFL;
OUT:=FIFOUT:
START:
FESET(ILMSGSNHCMF);
CRS:=12;
LFEF:=0;
WAIT(LINKFFXEV);
IF CHECK゙SUM()非O THEN
ERFNO:=1;
GOTO EFFIOF
END;

```
```

    MESSAGE:=FXEUFF(5);
    IF MESSAGE:'F'' THEN GOTO FXMESS;
    ELSEIF MESSAGE='S'THEN GOTO SXMESE;
    ELSEIF MESSAGE='Z' THEN.
        IIAELITX():
        gOTO STAFTT;
    ELSE EFFNO:=2% GOTO EFFOF:
    ENI;
    FXMESS:
FAKF(TTACHO,FXXEUFF(12)):
FAKF(WTACHO,FXXEUFF(1S)):
FTEPF:=CLOCKFFEG/(TFITVALL(TFOINT)*6.O);
FAKRR(FTEMF,EXEUFF(3O)):
FTEMF:=CLOCNFFEQ/(WFITVAL.(WFOTNT)*G.O);
FAKF(RTEMF,FXEUFF(2A));
FXEUFF(SO):=EYTE CUFEAND:
FACKI (NOFI,FXEUFF(29));
FXRUFF(31):=IF TF2F=1 OF EANIIF=1 THEN 1
ELSETF TFIF=1 ANA WFUNF=1 THEN IF WTACHOCEOO.O THEN A ELSE 2 ENI
ELSEIF STAFTF=\ OF SYNCF=1 THEN 3
ELSEIF STOFF=: ANII TTACHO\because5OO.O THEN E
ELSEIF STOFF=1. THEM E
ElSE 7
ENTI;
CFS:=32:
GOTO OKEY:
SXMESS:
TYFE:=EYTE:RXEUFF(11));
SWITCH TYFE OF EAIIT,TYFEQ,TYFES,TYFEA,TYFEE;
BAIIT:
EFFNO:=3; GOTO EEFOF%%NO TYFE 1 FOF S MESEAGE%
TYFET:
UNFACNI(FXEUFF(12),OFINUM):
FOF K:=1 TO 15 [OO

```

```

        UNFANF(F:XEUFF(70+N゙*4) & A|TF2GFEEN(K゙));
        EANIFLAGG(K゙y.):=1;
        EANRIFLAG(K゙y2):=1;
    REF;
    GOTO OKEY;
    TYFEG:
UNFACKII(FXEUFF(12),I);
IF IWOFTNUM THEN ERFNO:=A%OFINUM:=O;GOTO EBEOF ENII*
FOF K:=1 TO IS IOO
UNFAKF(FXEUFF(10+N゙* A) y(bFIBSI(K゙));
UNFAKFF(RXEUFF(70+K*4) AWFTES2(N゙)):
GANIFLAG(K゙yZ):=1;
EANIIFL_AG(N゙,4):=1;
REF:;
GOTO OKEY';
TYFEA:
UNFACKI(FXEUFF(Jこ),T):
IF I:OFTNUM THEN ERFNO:=A;OFTNUM:=0;OOTO EFROF ENH:
UNFAKE(BXEUFF(14),AWTMF1AMF):
UNFPNE(FXEUFF(1S),AUTMF בAMF);
UNFAKRE(EXEUFF(22),AWTMF1FJ)*
UNFAKF(FXRUFF(S与),AWTMF2FJ):
UNFAKF(FEXEUFF(SO) y AWTACC):

```
```

    UNFAKE(EXRUFF(3A),AWTLEC):
    UNFAKF(FXESUFF(38),AWTMFEFIOII);
    UNFAKR(F:XEUFF(A2) % AWWSFEEII):
    AWMAXEANI:=FFXE(UFF(AG):
    FOR K゙:=1 TO }9\mathrm{ IIO MOMFLAG(K):=1 FEF:
    UFMATEFLAG:=1;
    GOTO OKEEY;
    TYFES:
FOF K:=1. TO 20 IOO
UNFACK゙T(FXEUFF(12+K゙*2),FEOFLE(K゙));
SECCONE:(K):=FXEUFF(N+5З);
REF;
NOUALIII:=2O;
GOTO OKEYY:
EFFOF:
SETSTAFT();FXRUFF(E):='N';FXRUFF(10):=1;
RXEUFF(11):=EFFNO;
FXBUFF(12):=CALCCSUM(12);
SENUEUFF(12);
GOTO TSTCMF:
OKEY:
SETSTAFIT();
FXEUFF(5):='A';
FXEUFF(10):=BYTE(CFS-11);
FXRUFF(11):=TYFE:
FXEUFF(CFS):=CALCCSUM(CFS);
SENTRUFF(CFS):
TSTCMF:
TWAIT(ILMEGSNLICMF'10,CLF):
M:=0;
WHILE MOSO IO;% WAIT FOF SEFIAL IUFFEF TO EE EMFTY, EUT NOT TOO LONG %
FOR K゙t:=1 TO 5 [1O
COTE O,0:
MON IXX,OADH ; FTGGY EACK STATUS AKMEESS
IN aL\&TX \& FEAN STATUS
ANI AL,OAH; CHECN TXE EIT
MOU SS:LEF+WSTETT],Al
*FTI..;
M:=N+I:
IF STEIT=O THEN GOTO NOTYET ENI:
FEF;
GOYO CLF:
NOTYET:
FEFF;
Cl_F:
IMALLTXO);
gOTO STABT:
LOCEFL:
TWFT("\#NL\# IIATA LINK COMMS TASK EFFOFE EFN == ");
TWFT(EFN):
OUT(NL):
GOTO START:
ENLFGOC;
FFOC SETGTART():
FXEUFF:(1):=SYNC:
FXFUFF(2):=STX;
FXEUFF(Z):=MYAMMEESS();

```

ENIFFFOC；
FFOC IIABLTX（）；
COLIE 0．0：
MOU IIX，OAZH；FIGGY BACK SEFIAL FORT
MOU AL，O37H ；ENAELE FXX \(\%\) TX ANL FESET EFFRG FLAG ANI ITG \＆FTS \(=1\)
OUT IXXPAL ；WFITE ABOUE CMII
＊FTL；
ENDFFOC：
ENT FFOC MYAIIIFESS（）BYTE；
FETUFN（EYTE（INFORTA（）LANI HEX OF +64\()\) ）；\％IE SET SITE 1 TO AIIRESS A \％ ENAFROC

FFOC CALCCSUM（INT A）EYTE：
INT TMF：\(=0 ;\)
FOF I：＝\(=3\) TO A－1 IIO
TMF：\(=T M F-F X E U F F(I) ;\)
REF：
FETURN（EYTE TMF＇）；
ENIFFFOC：
FFOC CHECN゙SUM（）EYTE：
INT TMF \(\ddagger=0 ;\)
FOF I：＝3 TO LEAF IIO
TMF \(:=\) TMF＇＋FXEUFF（I）；
FEF：
FETUFN（BYTE TMF）：
ENLFFOC：

FFOC FACN゙I（FEF INT RI，FEF EYTE FF）：
HLOCK FEF EYTE FETMF：＝FEFENIELOCK；
BLOCK FEF INT FII：
VAL FIII：＝FI；
ENUELOCN：
ENLIPSOC：
FROC UNFACKI（FEF EYTE RB，FEF INT FII）：
ELOCK FEF EYTE FETMF：＝FE；ENIXLOCK゙；
BLOCK FEEF INT FIII：
UAL FII：\(=\) FII
ENAELOCN：
ENIFFROC；
FFOC UNFAKR（FIEF EYTE FB，FEF FIEAL．FFi）；
BLOCK FEF FEAL FRTMF：＝FF；FEF BYTE FETMF：＝RE；ENIELOCK；
FLOCK INT II，I2，J3yIA；
I2：＝I 2＋2\％\(\quad \% \quad\) OFHEF OF WOFHS IN FEAL IS FEVEFSEII AS WELL \(\%\)
ENIHLOCN：
ELOCK FEF INT FII；FIS＊
\％FEIUICE EIAS ON EXFONENT BY 2 FLIF TO INTEL FEAL FORMAT \％ VAL RII：＝IF FIZ \(=0\) THEN \(O\)

ELSE（FIJ2 LANI HEX QOTF）LOF（FII2 LANI HEX 7F80－HEX 100） ENI：
ENIELOCK゙：
ELOCK INT II，I2，I3，IA；\(\%\) IOUELE WORI FEF＇S SEG ANI FOINTEF \(\%\) I2 \(\ddagger=12-2 \ddagger\)

I4：＝I4＋2；
ENIELOCK；
ELOCK FEF INT FIII，FII2：
UAL FIII：＝RI2；
ENIELOCK゙：
ENIFFGOC；
FFOC FAKR（FEEF FEAL FFI，FEF EYTE FE）：
ELOCK FEF FEAL FFTMF：＝FFF；FEF EYTE FETMF：＝＝FE：ENIELOCK；
ELOCK INT JI，I2，IB，I．4； I2：＝I2＋2；
ENIELOCK゙；
ELOCN FEF INT FIIッFII2：
\％INCFEASE EIAS OF EXFONENT EY 2 INTEL TO FTIF FEAL FOFMAT CONUEFSION \％ UAL FII2：＝IF FII＝0 THEN 0 ELSE（FIII LANI HEX 807F）LOF（FIII LANI HEX 7F8O＋HEX 100） ENI：
ENIELOCK゙：
ELDCK INT II，I ，I \(3, I A ; \quad\) \％IOLBLE WORI FIEF＇S SEG ANI FOINTER \％ I2！＝I2－2；
I4：＝I4 4 2：
ENIELOCK；
ELOCK FEF INT FII，FI2； UAL FII2：＝FIII；
ENTELOCK：
ENLFROC：

TITLE IFIUEF MOIULE FOF COMMS EETWEEN ISEC ANI HOST M．MALENGRET 20－IIEC－83 LAST EIITEI 2－MAR－84 IIRT MOTULE \(* *\) LINK゙IRF，FTLL \(* * *\)＊

LET SYNC＝＇U＇；
LET STX＝2；
LET LINK゙FXEU＝6：
LET CF＝13：
LET EUFSIZE＝138；
LET SOUFICEAIIIRESS＝＇e＇；
LET IILMSGSNXICMF＝7；\％IATA LINK MSG SENI COMFLETEII EVENT \％
```

EXT FROC ()FETEV;
EXT FFFOC (INT)QEU:
EXT FFROC (SFTORTL;
EXT FFOOC () FETFIN;
EXT FFOC ()EYTE INFOFITA:

```
ENT IIATA EUFFEFS:
    EYTE CHAF: \(=\) CF:
    AFFIAY (EUFSIZE)EYTE FIXEUFF:
    INT LFEF: =O,
        LTEF: =O,
        LRCOUNT: \(=0\),
        LTMAX: \(=0\),
        SENI:
ENIIIATA:
ENT FFOC HOSTLINK();
        COME 2A,O;
        SIOGMATAOFORT ERU OAOH
        SIOESTATEFORT EQU OA2H
        FUFLIC LINK゙FXINT
\&CFN F,LINKFXINT,QOZ
LINK゙FXINT:
    CALL FIFEFTORTL
    MOU IIX, SIOBMATABFOFT
    IN AL, IIX
    MOU *CHAF/EUFFEFS,AL
    *FTL;
    LFEF: = LFEFF +1 ;
    SWITCH LFEF OF SYNCHAFi, STXCHAF, SFALIIF, IITALINF,FET, FET, FET,
    FET,FET,LNGTH;
    GOTO CONT:
SYNCHAF:
    IF CHAF:SYNC THEN LEEF:=0;GOTO CON1 ENI:GOTO FET:
STXCHAF:
    IF CHAF \(=\) STX THEN GOTO FET ENI;
FETST:
    LFEFF:=1;GOTO SYNCHAF:
SRALIRR:
    IF CHAF=SOURCEALIFESS THEN GOTO RET ELSE GOTO FETST ENI;
IITADIIF:
    IF CHAFI=IESTALIIF() THEN GOTO FET ELSE GOTO FETST ENI:
LNGTH:
    LFECOUNT: =CHAF;
    IF LRCOUNT+11LENGTH FXEUFF THEN LFCOUNT:=0 ENI;
```

TITLE
STANLIAFILI INTEFAACTIVE FFIOCS
MOLIFIEI FFOM CONMAC FOF SANS FI7 FACKEEFMAC 19 }98
10/12/81 AHMEII EXECOHE, BEMOUEI EXEQUES
20/4/8A LAST EIITEI IIFT
MOIULE *** INTSTIFFTTL ****:
\#EIITEI 1G-9-83 LFT FOF USE IN MAGIC MICFO SYSTEM %
% CONUEFSATIONAL FFOGFIAMS AFE MOFE EFFECTIVE WHEN THEY MAKE USE OF A GOOI %
% SET OF STANIIAFII INTEFACTIUE FFOOCS. THE OEJECTIVES AFE... %
% (1) TO MAKE FFOGFIAMS MOFE COMFACT %
% (2) TO SIMFLIFY TFAINING RY CONUEFSSING IN A CONSISTENT METHOI \& STYLE %
% (3) TO ENCOUFAGE OFTIONAL. EXFLANATIONS. EXFEFIENCEI OFEFATOFS WJLL HOLII %
% FIMFII CONUEFSATIONS IN THE COMFACT BCUE \& FEFLYY FOFM, WHILE THE %
% LESS CONFIDENT MAY FESFONI WITH "X". THIS SHOULI FIESLLLT IN MOFE %
% EXFLANATIONS EEING FROGFAMMEI HHILE AVOIIING UNSOLICITEII CI.UTTEF, %
% (\&) TO INSIST THAT CHANGES AFE FFOFEFLYY COMFLETEII ON "EXECUTE: %
% ANII A HARTI-COFY JOTTING IS MAIEE. %
% FFIOGFAMMEFS MAY HAUE SOMETIMES TO CFEATE THEIF OWN SFECIAL FFIOCS: %
% THESE SHOULI CONFOFIM A.F.A.F. TO THE STYLE OF THE STANIMRISS EELOM. %
LET FEEJECT = 'Z';
LET EACN゙SFACE=OCT 10:
LET NL = 10:
LET YEAH = 1;
LET SF = 32%
LET EOM = 3;
LET ENQ = 5;
LET ON=1:
LET OFF:=O:
EXT FROC (EEAL_ INT,INT` FWFTF:
EXT FROC () FIEAL FFEAII:
EXT FROC () INT IBEAI,ME;
EXT FROC (INT) TIMIIAT, IWFT, IEELAY:
EXT FFOC (INT) SFS:
EXT FFFOC (INTyINT) IWFTF;
EXT FFOC (FEF AEFAY EYTE) TWFT:
EXT FFOC () SETNECHO:
SUC IMTA FRSIO:
FFIOC () EYTE IN: FROC (EYTE) OUT;
ENIMATA:
GUC IIATA FREFE:
LAREL ERL; INT EFN; FFOC (INT) EFF;
ENIMATA:
SUC IATA FRGEI:
EYTE TERMCH, IOFLAG;
ENIITATA:
EEXT IIATA TIMEIIATA:
INT NOW, SECSNOW,HN,NTIEKS,TCOUNT,SECS,MINS,HFS, IAYS,MONTHS,YEAFS'
ENLIIATA:

```
```

ENT FFROC NOXFLNTN (INT J):
TWFT{"*NL\# SORFYY - NO EXFLANATION AUATLAELE");
ENDFROC:
ENT FROC IFEFFTO (FIEF AFGAAY EYTE CUE, INT MIN,MAX, FFOC(INT) XFLNTN) INT;
FROC (INT) FEMEFF:=EFFF;
INT J;
ERF:=XFLNTN;
F'FT:
OUT(NL); TWRT(CUE); TWRT(" = \#ENR|");
J:==IFEAIM();
IF J^MIN OF JVMAX OF IOFLAG\#O THEN
IF IOFLAG = O THEN
TWFT:" INUALIII NO ');
ELSE
IOFLAG:=0;
ENI:;
GOTO FIF'T;
ENI:
EFF'=FEMEFFF;
RETUFN(J);
ENIFFROC;

```
\#ENT FFOOC FFEFFTO (FEEF AFFAY BYTE CUEy FIEAL MIN,MAX, FFOC(INT) XFLNTN) FEAL:\%
\% FEAL Fi\#\%
\(\%\) FFOC (INT) FIEMEFF: =EFFF: EFF: :=XFLNTN; \%
\%RFT: \%
\(\%\) DUT(NL); TWFT(CUE); TWRT(: = \#EN(: \({ }^{\circ}\) ) \(\% \%\)
\(\% \mathrm{~F}:=\mathrm{FF}\) EALI() \(\%\)
\% IF FIMIN OR F \(\% M A X\) OF IOFLAGEO THEN
\(\% \quad\) IF IOFLAG \(=0\) THEN
\(\begin{array}{lr}\% & \text { TW } \\ \% & \text { ELSE }\end{array}\)
\(\% \quad\) IOFLAG \(:=0: \%\)
\% ENI; \%
\(\% \quad\) GOTO FFT: \%
\% END: \%
\(\%\) EFF: =FiEMEFF; \%
\(\%\) FETUFN(F): \%
\%ENIFFROC \% \%
ENT FFIOC CHOICE (FEF ARFAY EYTE CUE, FEFLIST, FFOC(INT) XFLLNTN) INT;
    INT L: =LENGTH FEFLIST: BYTE C:
FFT: OUT(NL): TWFT(CUE): TWFT(" ( \({ }^{\text { }}\) ) ;
    FOF \(\quad \mathrm{J}:=1\) TO LIOD
        OUT(REFLIST(J)); IF J※L THEN QUT(//) ENI:
    FEF:

    \(C:=I N() ;\) IF \(C={ }^{\prime} X\) ' THEN XFLNTN(O); GOTO FFFT; END;
    FOK \(J:=1\) TO L IO
        IF C=FEFRLIST(J) THEN FETUFIN(J) ENI;
    REF;
    IF \(C=E O M\) THEN
        FETUFN(O):
    ENII:
    TWRT(" NOT INLIST*); GOTO FFFT;
```

ENT FROC EXECONE(INT SECURITY)INT;
%FETURNS O-INUALII%
% -1 NO SECURITY%
% 1-30 OFS NO%

```
                                    \%SECURITY=0-NO SECUFITY\%
    INT FERSON: \(=-1\), FCONE: \(=0\), NOCHAF: \(=2 ;\)
    IF SECURITY末O THEN
    TWET('\#NL\#SECURITY EXECUTE: ");
    FEFSON:=IREFTO('OFERATOR NO",1,NOUALIII,NOXFLNTN);
    SETNECHO():
    FCOLE:=TFEFTO("COLE NO", 1,32767,NOXFLNTN);
    IF FEOFLE (FERSON) HFCOLE OF SECCODE (FERSON) <SECURITY THEN
        TWET(" INUALII NO ");OUT(NL):RETUFN(O):
    ENI:
    ENI:
        IF CHOICE("EXECUTE',"YN",NOXFLNTN)=1 THEN
    TWFT(" EXECUTEI");RETUFN\{FERSON);
        ENI:
        FETURN(0):
ENIFRROC:
EXT IIATA FATTERNS: \%LIATA 'FATTEFNS' IN SMT\%
    AREAY(16)INT MASKS:
ENIIIATA:
ENT FROC SETBIT(INT EITNO,REF INT WI, INT \(U\) );
    IF U\#O THEN
    UAL WI:=WI LOR MASKS(EITNO);
    ELSE
            VAL WI:=WI LANO NOT MASKS(BITNO):
        ENI;
ENIFROC:
ENT FFOC SETEYT(INT BITNO, FEF EYTE WII,INT \(v)\);
    IF \(U=1\) THEN
    UAL WII:=WI LOR EYTE(MASKS(EITNO));
    ELSE
        UAL WII:=WI LANI EYTE (NOT MASKS(EITNO));
        ENS:
ENIFROC:
ENT FROC VALEIT(INT EITNO,WI)INT;
    IF WI LANII MASKS(EITNO)\#O THEN RETURN(J.) ENH;
    FETUEN(0):
ENIFFROC:
IIATA IIIG:
    RYTE OUTSTORE:=0;
EnIIIATA:
ENT FFROC IIGOUT(EYTE SELECT,STATE);
    FEF EYTE STORE:=OUTSTORE;SETEYT(SELECT,STORE,IF STATE=1 THEN O ELSE 1 ENII):
    OUTFORTE(OUTSTORE);
ENIFFROC:
ENT FROC HIGIN(EYTE SELECT)EYTE;
        INT INFUT:=INFPORTA();

IF UALEIT (SELECT, INPUT) =ON THEN FETUFN(O)ENI:
FETUFN(1):
ENLIFROC:
FROC OUTFOFTE (EYTE STATE):
COLE 20.0;

\section*{FOFTEAIIIR EQU OCAH}

OUTF:
MOU AL, SS:[EFF+*STATE] :LOAII STATE UALUE TO FEG AX
OUT FOFTEAMIFiy AL OUTFUT EINAFY VALUE OF STATE
*FTL
ENIFFFOC:
ENT FFOC INFOFTA()EYTE;
EYTE A:
COIIE 14,0;
FOFTAALIKF EQU OCBH
IN AL,FORTAAIILF:
MOU SS:[EF+*A], AIL
*FITL;
RETUFN(A):
ENIIFFOC:


ELSE GOTO IIRLOOF; ENII;

\section*{IREXIT:}

ENIFROC:

ENT FROC UFRAMF(REF ARFAY INT FITUAL, INT CALCF, STAFTF, SFFEEI,FEF INT RUNF, FEF REAL ACC):
INT LASTUF,CUFFENT;
\% calculates control tamle values fof famfing machine uf \%
FOR I:=0 EY 1 TO 1 HO \(\%\) HOLI SFEEI CONSTANT FOR 2 TICS \% FITUAL((STAFTF + I)LANI HEX 7F + 1):=FITVAL(STAFTF):
REF:
CALCF: \(=(\) CALCFF +2 )LANI HEX \(7 F+1\);
LASTUF: =F'ITVAL(CALCF);
UFLDOF:
CURFENT:=INT ( (CLOCKFFEQ*LASTUF)/(CLOCKFFEEQ+LASTUF*ACC));
IF CURFENT \& SFEEII THEN
CUFRENT:=SFEEI; \(\quad \%\) CURFENT SFEEII \(=\) SET SFEEN \%
UAL RUNF:=SETF; \(\quad \%\) SET THE RUN FLAG \%
FUN(FITUAL, CALCF, STAFTF, CUFFENT); \% FILL FEST OF TAELE WITH FUN VALS \% gOTO UFEXIT:
ENI:
LASTUF: =CURFENT;
\% FEMEMBER CURRENT VALUE \%
FITUAL(CALCF:):=CUFRENT; \% WRITE NEW UALUE INTO TAELE \%
CALCF:=CALCF LANII HEX 7F +1 ;
\% INCREMENT THE FOINTEF \%
IF CALCF = STAFTF THEN
GOTO UFEXIT:
ELSE GOTO UFLOOF;
ENI:

\section*{UFEXIT:}

ENIFROC:
\(\% * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * ~ \% ~\)
\% FUN AT CONSTANT SFEEI \(* * * * * * * * * * * * * * * * ~ \% ~\)
\(\% * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * ~ \% ~\)
ENT FROC FUN(FEF AFRAY INT FITVAL,INT CALCF, STAFTF;,FREQ);
\% CALCULATES CONTEOL TAELE UALUES FOR STEATY OUTFUT FRERUENCY \%
FUNLOOF:
FITVAL(CALCF):=FFER; \(\quad\) OUTFUT A VALUE TO THE TAELE \%
CALCF: =CALCF LANI HEX 7F +1 ;
\% INCFEMENT FOINTER \%
IF CALCF \(=\) STARTF THEN GOTO RUNEXIT;

ELSE GOTO FUNLOOF;
ENI:;
RUNEXIT:
ENIFROC;

\section*{\(\%\) ************************************** \% \\ \% CALCULATE MOLULATION FAFAMETERS ******* \% \\ \(\%\) *************************************** \%}

\section*{ENT FROC FARAM(REF REAL TMFXAMF,TMFXFJ,FEF INT TMFXSFEEI): FEAL K2;}

K2: =100.0*TMFXSFEEIH: \% FARAM CALC CONSTANT \%
TEAMFTIME: \(=5\) *TMFERIOII-THOLI;
IF TMFXAMF 《= 0.01 THEN
TFXUF'STAET:=TFXUFSTOF:=TFXIOWNSTAFT:=TFXIOWNSTOF:=TMFXSFEEN;
TFXUFTNC: \(=\) TFXIOLNTIEC: \(=0.0\);
ELSE
TFXUFSTART:=INT (K2/(100.0-TMFXAMF+TMFXFJ) );
TFXUFSTOF: \(=\) INT \((K 2 /(100.0+T M F X A M F))\);
TFXUFINC: =(FEAL TFXUFSTOF--FEAL TFXUFSTART)/FEAL TFAMFTIME;
TFXIIOUNSTART: \(=\operatorname{INT}(K 2 /\{100.0+\) TMFXAMF-TMFXFJ \()\) ):
TFXIIOUNSTOF:=INT (K2/(100.0-TMFXAMF));
TFXIOWNIEC:=(REAL TFXHOWNSTOF-FEAL TFXNOWNSTAFT)/FEAL TRAMFTIME; ENI;
ENDFROC:
\% *************************************** \%
\% MOLULATION RUN UALUES **************** \%
\(\% * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * \%\)

\% Fills tconttable with moinlation count values \%
INT CCNOW, CCCOUNT, TAFGET, I, VALUE, \(A 1, A 2, F L A G ;\)
FEAL FATE, TEMF;
TCALCF: = (TCALCF + THOLD+MELOFFSET)LANI HEX \(7 F+1\);
\% reloffset leaves severial values untouchen to leeave time fok \%
\% Calculation. allso usei in proc band and must have same value \%
CCNOW:=TSTAT(TCALCF); \(\%\) GET CURFENT CONI CODE \% FLAG: \(=0\);

SWITCH CCNOW OF ONE, TWO, THFEE: FOUR;
```

ZERO: TARGET:=TFXUFSTOF;
CCNOW:=1;
FATE:=TFXUFINC;
TEMF:=TFXSFEEN;
gOTO MONO:
ONE: TARGET:=TFXUFSTOF;
RATE:=TFXUFINC:

```
```

TEMF:= TFXUF'STAFTT;

```
CCCOUNT : = TFAMFTIME;
GOTO MONI:

TWO + WHILE TSTAT (TCALCF \()=2\) IOO : \% MOUE FOINTER TO STAFT OF F- JUMF \% TCALCF := (TCALCF -- 2) LANI HEX 7F + 1:
FEF;
CCNOU:=1;
CCCDUNT \(:=0 ;\)
GOTO MOIZ:
THREE \(\ddagger\) TAFGET \(:=\) TFXIOWNSTOF;
RATE: = TFXIOUNIEC
TEMF : = TFXIOWNSTAFT:
CCCOUNT : = TFAMFTIME;
GOTO MOLI:
FOUF: WHILE TSTAT (TCALCF) \(=4\) IO \(\%\) MOUE FOINTEF TO STAFT OF F-JUMF \(\%\) TCALCF:=(TCALCF - 2) LANI HEX \(7 F+1\);
FiEF:
CCNOW: =3;
CCCOUNT \(:=0:\)
GOTO MOIS:
MOHO:
```

TEMF:=TEMF + FATE; % FIAMF UF TO TFXUFSTOF IF %
TFITUAL(TCALCF):=INT(TEMF);
TSTAT(TCALCF):=EYTE(CCNOW):
% THIS IS FIFST ENTFY TO %
% THIS FFOC AFTEF STAFT UF %
IF INT(TEMF) <= TARGET THEN
TF'ITUAL (TCALCF):=TARGET;
FOF I := 1 TO THOL.II IIO
TCALCF:=: TCALCF LANI HEX 7F + 1;
IF TCALCFF =: TSTAKTF THEN FIETUFN:ENI:
TFITUAL(TCALCF) := TFXLOWNSTAFT;
TSTAT(TCALCF) := 2;
FEF;
CCNOL := 3:
FATE := TFXHOWNIEC;
TARGET ;= TFXIIOWNSTOF;
CCCOUNT := TFIAMFTIME:
TEMF: = FEEAL TFXIOWNSTART;
GOTO MOL2:
ELSE TCALCF:=TCALCF LANN HEX 7F \& 1;
IF TCALCF = TSTAFTF THEN
FETUFIN: % EXIT IF TAELE HAS EEEN FILLEII %
ENI:;
GOTO MOMO:
ENII:

```
MOII :
```

A1:= TFITUAL(TCALCF';
AT:= 0;
I := (TCPLCF - 2) LANE HEX 7F + 1;
WHILE TFITUAL (I) = A1 ANII CCCOUNT \# O IO
CCCOUNT := CCCOUNT - 1; % OF CUFRENT LEVEL. OF TFITUAL %
I ;== (I - 2) LANI HEX 7F + 1;
A2 := A2 + 1;

```
FEF;

IF CCNOW \(=1\) THEN
WHILE INT(TEMF: > AI ANI CCCOUNT \# 0 IIO
\% FINI NUMEEF OF 100 MS STEFS FROM \% TEMF := TEMF + FATE: \(\quad\) \% STARTING FOINT TO CURFENT LEVEL OF \% CCCOUNT \(\ddagger=\) CCCOUNT \(-1 ;\) \% TFITVAL ANI CORFESFONIING CCCOUNT \%

REF;
ELSE
WHILE INT(TEMF) \& AI ANI CCCOUNT \# 0 nIO TEMF := TEMF + FATE CCCOUNT := CCCOUNT - 1 ;
REF:
ENI:
TEMF := TEMF + (A2 * RATE) ;
GOTO MOLIS:
MOLI2:
TCALCF:=TCALCF LANI HEX 7F \(+1 ;\)
IF TCALCF \(=\) TSTAETF THEN
RETUFN:
ENI;
TEMF:= TEMF + RATE; \% UFTIATE CONTFOL TAELE VALUE \%
TSTAT(TCALCF): = EYYTE(CCNOW);
\% UFIAATE CONI COLIE TABLE \%
TFITVAL(TCALCF): \(=\) INT TEMF:
CCCOUNT: =CCCOUNT-1;
MOH3:
IF CCCOUNT \(\%\) O THEN GOTO MOLI2:ENI;
IF CCNOW \(=1\) THEN
FOF: I := 1 TO THOLI IO
TCALCF: = TCALCF LANI HEX 7F +1 ;
IF TCALCF = TSTARTF THEN RETUFN: ENI;
TFITVAL (TCALCF) : = TFXINOUNSTAKT;
TSTAT(TCALCF) := 2;
EEF;
CCNOW:= \(3 ;\)
RATE : = TFXIOLNNEC:
TARGET : = TFXIOWNSTOF;
TEMF: := FEAL TFXIOUNSTART;
CCCOUNT := TEAMFTIME;
```

ELSE
% IF CCNOW := 3 %
FOF I := 1 TO THOLI IO
TCALCF:= TCALCF LANI HEX 7F +1;
IF TCALCF = TSTAFTF THEN RETURN;ENI;
TFITUAL(TCALCF) := TFXUFSTART;
TSTAT(TCALCF) := 4;
REF;
CCNOW := 1;
RATE := TFXUFINC;

```
```

TAFGET := TFXUFSTOF;
TEMF:= FEAL TFXUFSTABT:
CCCOUNT := TRAMFTIME;

```

\section*{ENI；}

FLAG：：0；
goto MON2；
ENIFFSOC：



 \％Fills tconttable uith famp values on entry to of exit from a banaing foint \％
```

INT J,K,IIIFF;

```

FEAL TEMF；SLOFE；
IF TEMFFLAG \＃ 0 ANI TSTAT（TCALCF）\＃O THEN \％IE AT NEW MOIULATION FOINT \％ UAL FLAG2 ：＝FLAG2 NEU \(1 ;\) \％FOR THIS CONIITION TCALECF MUST \％ UAL FLAG1 ：＝FI．AGI NEU 1；\％NOT BE MOVEI EACK 3 FLACES，SO \％ TEMFFLAG \(:=0 ; \quad \%\) gO TO TMOI IIIRECTLY \(\%\) gOTO EANIIA：
ENO：
SLOFE ：＝FEAL TFITVAL（TCALCF）＊（1－（CLOCKFFEG／
（RATEKFEAL TFITUAL（TCALCF）＋CLOCNFGEQ）））；
TEMF ：＝TFITUAL（TCALCF）；
IIFF ：＝TFITUAL（TCALCF）－TFXSFEEI；\％FAMF UF OF HOLN？\％
」：\(=2\)
IF IITFF \＆O THEN GOTO BANIO：\％RAMF IOUN \％
ELSETF IIFF \(>0\) THEN
\％FAMF UF \％
SLOFE ：\(=-\) SLOFE；
GOTO GANIII：
ELSEIF IIFF \(=0\) THEN GOTO EANLIB；\％ENII OF FAMF \％
ENI：
EANHO：
\％FAMFING IODNWARIIS \％
WHILE TFITUAL（TCALCF：\(<=\) TFXSFEEI ANI \(J>=0\) no TSTAT（TCALCF）：\(=0 ;\) TFITUAL（TCALCF：：＝TFITUAL（TSTARTF）；\％OUTFUT CURRENT VALUE FDR \％」：＝」－1；
\(\%\) J＊ 100 MS TO LIMIT MAX \％ TCALCF ：＝TCALCF LANI HEX \(7 F+1 ;\)
\％ACCELERATION \％
REF；
L．OOF 1：
TEMF ：＝TEMF＋SLOFE；
TFITVAL（TCALCF）：：＝INT TEMF；
TSTAT（TCALCF）：：\(=0\) ：
TCALCF：：＝TCAlCF LAND HEX TF＋1；
IF TCALCF＝TSTARTF THEN RETURN；ENG；
IF INT TEMF \(>=\) TFXSFEEI THEN
```

        TEMF := TFXSFEEEI;
    ```
        gOTO EANLIS:

ENI;
GOTO LOOP1;
```

EANII: % FAMMFING UFWARIIS %
WHILE TFITVAL(TCALCF) >= TFXSFEEN ANH J }>=0\mathrm{ no
TSTAT(TCALCF) := 0;
TFITUAL(TCALCF) := TFITUAL(TSTAETF):
J:= J-1;
TCALCF := TCALCF LANI HEX 7F + 1;
FEF;
LOOF2:
TEMF := TEMF' + SLOFE;
TFITUAL(TCALCF) := INT TEMF;
TSTAT(TCALCF) := 0;
TCALCF := TCALCF LANII HEX 7F + 1;
IF TCALCF = TSTAFTF THEN RETUFN;ENI;
IF INT TEMF <= TFXSFEEII THEN
TEMF :== TFXSFEEI;
gOTO EANIIS:
ENI;
gOTO LOOF2;

```
EANIB:
    IF TEMFFLAG \(=1\) THEN \% TEMFFLAG IS SET THE FIFST TIME TFITUAL \%
        VAL FLAG2 := FLAG2 NEU 1; \% FEACHES OFERATIONAL SFEEI. FESET ON SE
        VAL FLAG1 \(:=\) FLAGI NEU \(1 ;\) \% FASS THFRUGH EANI FROC \%
        TEMFFLAG:=0;
    ELSE
            TEMFFLAG:=1;
    ENI:
        TSTAT(TCALCF) :=0; \% ENSURES MOL CALC STARTS FROM MEAN SFEEI \%
        TCALCF := (TCAl_CF - (2 + IELOFFSET) - THOLII) LANI HEX \(7 F+1\);
                \(\%\) MOVE TCALCF EACK \(3+\) THOLI FLACES \%
                \% SINCE TMOI MOVES IT FORUARII \%
                \(\% 3+\) THOLI FLLACES \%

BANLIA:
TMOI(TCALCF, TSTAETF,TFXSFEEII); RETURN:

\section*{ENDFFAC;}

```

EXX FFFDC (EYTE) OUTTTY:
EXT FFOC () EYTE INTTY;

```
\(\% ~ I / O\) FDFMATTING FFOCS \(\%\)
EXT FFOC (INT) HWFIT, IWFIT, SFS, NLS:
EXT FFOC (INT,INT) IWFTF;
EXT FROC (FFAC) FWFT:
EXT FFROC () INT IFIEAII, HFEAII, ZFEAI:
EXT FFROC () FRAC FFEADI;
EXT FEOC (FEEFAB) TWFT;
```

EXT FROC (FEAL,INT,INT) FWFTF:

```
EXT FROC () FEAL FEEAMI:

TITLE SECONLI FFELUNE FILE FOF LONG AMIRESSING SMT+ ON INTEL 8086. EXISTS FOR THE EENEFIT OF SMTEAS.FMF, WHICH IOES NOT WANT THESE EXT DEFINITIONS IN ITS FRELUNE:

EXT FFOC () CHANGE, HLOCK゙, HUNLOCK, FTOFTL, FETFIN;
EXT FFOC (INT) FFGEL;
TITLE
SMT-FLUS OFEFATING SYSTEM FOF LONG-AIIFESSING ON 8086 USEF TASK INITIALISATION ANII DEVICE-SFECIFIC COME **** MOIULE SMTU1 *****
OFTION (1);
\% THIS MOMULE IS CONFIGUREI ON SYSIOO, MAGIC. AMESG \%
\%USER INIT FFOCS CALLEE EY USEFINITS\%

ENT FFROC USEFINITS();
\% USEF EIITEI INITIAIIISATION FFROCEIUFE
\% CALLEI BY STARTUF TASK EEFOFE INTEFFWFTS AFE ENAELEI \%
\% THIS COIE SECTION CONTAINS IEVICE-SFECIFJC INITIALISATIONS.
\(\%\) IT IS INCLUNEI HEFE TO ALILOW THE USEF TO AMEND THE UALUES IF \%
\(\%\) NECESSAFIY. \(\%\)
COME 200,0:
EXTFN FFOCLOCKINT:NEAF
EXTFN FXINTEFFUFT:NEAR
EXTFN LINKFXXNT \(\ddagger N E A F:\)
EXTFN LINKTXINT:NEAF
\begin{tabular}{lll} 
ICQFORTA & EQU & \(O C O H\) \\
ICQFOFTE & EQU & \(O C 2 H\)
\end{tabular}

yinitialise iSEX FIT channels 1 and 2 into mode 3 ;for winder and traverse drivers respectively.
MOU IIX,ITXCONTFIOLXFOFT

Ax, Itecimo ITECONTROLEFORT,AL AX, ITXCOMO ITXCONTFOLXFORT,AL
; set up FIC interrupt vector 7 for iSEX USART R \(\%\). ;(RS422 Multidrop link to host).
EX, INTSEG
MOV
AL, ITXCIM3
IIX,AL
AL, ITXC2M3
IIX,AL
```

\#initialisesiSEC FIT channel 1 for winder tacho
;pulse countins, and iSEX FIT channel o for traverse
;tacho pulse countins. (Count value loaded by service
; routines in WIRU.FTTL and TIFW,FTL)
;(TEN)

```

ES, EX
ES:INT27,OFFSET LINKRXINT
ES:INT27+2,CS
;set up FIC interrupt vector \(\sigma\) for iSEC USAFT Fx.
; (RS232 serial link to local UIU):
ES:INT26,OFFSET FXINTEREUFT
ES:INT26+2,CS
;set up FIC interrupt vector 5 for iSEX USART TK. ES:INT25,OFFSET LINKTXINT ES:INT25+2,CS
iset up FIC interrupt vector 4 for winder tacho. (TEK) ES:INT24,OFFSET FFG2ASERUICE ES:INT24+2,CS
; set up FIC interrupt vector 3 for traverse tacho. ES:INT23, OFFSET RFP23SERUICE ES:INT23+2,CS
;set up FIC interrupt vector 2 for system clock. ES:INT22,OFFSET FFPCLOCKINT
ES:INT22+2,CS
;set up FIC interrupt vector 1 for address trap. ES:INT21, OFFSET RFEEALIMEM ES:INT21+2,CS
; Initialise Interrupts.
IIX, ICEFORTA
AL, ICeICW.
IIX, mil
IXP, ICEFORTE
Al, ICOICU2
IIX,AL
AL, ICEICW4
IIX.AL
AL,00000001B ;unmask all used interrupts.
IXX,AL
```

                    ;initialise USART's:
                            ;First :initialise SEC FIT channel 2 for USART clock.
        MOV
        IIXyITGCONTFOLOFORT
        MOV AX,ITGC2M3
        OUT IIX,AL
        MOU IIX,ITGCTFI2GFOFT
        HOU AX,ITE9600 $TO GIVE 9600 EAUII CLOCK゙.
        OUT IIX,ALL
        MOU AL,AH
        OUT IIX,AL
            ;Second ; Initialise SEX USAFT.
            #FESET USAFT:--
        CLI
        MOU IIX,SIOXSTATXFOFT
        MOU AL,O ;TO CLEAR USAFT.
        OUT
        IIX,AL..
        MOU CX,2 ;HELAY
        LOOF LF=2
        OUT IIX,AL
        MOU CX,2 ;IELAY
    LF3: LOOF LFZ
OUT IIX.AL
MOU CX,2 ;IELAY
LOOF LF'A
OUT IIX,AL
MOU CX,2 ;IELAY
LF'S:
LOOF LFS
MOU AL.,SIOXRESET
OUT IIX,AL
MOU CX.200
IELAYABIT:
NOF
LODF IIELAYAEIT ;USAFT SETTLING TIME
FConfisure SEX USAFTT.
MOU AL,SIOXCFTXMOLE
OUT IIX,AL
MOV CX,2 ;IELAY
LFG: LOOF LF'G
MOU AL,SIOXCFITXCMI
OUT IIX,AL
;Third :Initialise SFC USAFIT.
; FESET USART:-
Cl_I
MOV IIX,SIOESTATEFOFT
MOU AL,O
OUT IIX.ALL
MOU CX.2
LF7: LOOF' LF7
OUT IIX,AL
MOU CX,2

```

\begin{tabular}{lll} 
FOFF & & FESTOFE FLAGS \\
MOU & CX, \(1 E H ;\) & FFGEL \((30)\). \\
FUSH & \(C X\) & \\
CALL & FFOFFGEL \\
& & ; IOSEN'T RETUFN
\end{tabular}
*FTL;
ENIFFRDC:

ENT IATA TRAUSTOF:
\% IMTA EFICKK FOF INTSERV23 \%
INT TSTOF, TENIIFFAC,TCNT:
ENDIIATA:
FROC INTSERV23(); \(\%\) INT SERUICE FOUTINE FOF TFAUEFSE TACHO (TEKN) \% COME 0.0 :
FFG23SEFUICE:
CALL FAF FTF FFFGFTOFTL
; Fead system clock counter on the fly to set fraction of 'NOW'.
MOU ALyITERIICLK
OUT ITECONTEDLOFOFT, BL
IN AL. ITECTFOOFOFT \(\operatorname{HET}\) LSE.
MOU CL, AL
IN AL.IT@CTROEFORT FGET MSE.
MOU CHyAL
MOU *TENIFFAC/TFAUSTOF: \(C X\)
*RTL
TSTOF: =NOW:
COME 0.0 :
; Fieload interrupt counter. MOV AX, *TCNT/TEAUSTOF
MOV IIX,ITXCTFOXFOFT
OUT IIX,ALI.
MOU AL,AH
OUT IIX, AL
*FTL:
QEUFFET (TTACHOEV):
ENIFFROC:

\% UINIEF TACHO SEFUICING FOUTINE \(* * * * * * * * * * * * * ~ \% ~\)


ENT IATA WINISTOF: \(\quad\) I IATA GFICK゙ FOF INTSEFU2A \(\%\)
INT WSTOF',WENLIFFFAC,WCNT:
ENIIIATA:

FFOC INTSEFVNA():
\(\%\) INT SEFUICE FOUTJNE FOF WINIEF TACHO (TEK) \%
COLE 20.0;
FFO2ASERUICE:
CALL FAR FTF FFFEFTOFTL
;Fead system clock counter on the fly to set fraction of 'NOW'
```

        MOV AL,ITEFIICLK゙
    OUT ITQCONTFOLOFOFT,AL
    IN AL,ITQCTFOQFOFT ;GET LSE.
    MOU CL,AL
    IN AL.,ITQCTROQFOFT - #GET MSE.
    MOU CH,AL
    MOU *UENIFFIAC/WINISTOF,CX
    *RTL;
    WSTOF:*-NOW;
    CONE O.O:
    ;Fielond interrupt counter.
        MOU AX,*WCNT/WINNSTOF
        MOU IIX,ITECTFIOFOFFT
        OUT IIX,AL
        MOU AL.,AH
        OUT IIX,AL
    *FTL;
    QEURFET (WTACHOEV):
    ENMFFOOC;
%ENT FFOC UFWFAIL();% % NOT IMFLEMENTEI FOF 8086
7 USEF EIITTEI FFOCEIUFE WHICH IS CALLEII ON FOWEF FATL FESTART. %
% THEFE AFIE SEUEFAL. FOWEF FAIL FESSAFT MECHANISMS WHICH CAN EE %
% IMFLEMENTEI IIEFENIING ON THE COIIE OF THTS FFOCEIUFE:- . %
% (1) IF THIS FFOCEIUNE IS NLILL, A FOUEF FAIL FESTAFT WILL %
SIMFLLY STAFT ALLL USEF TASKS AS FOF A NOFMAL SYSTEM . %
STAFTUF (COLI STAFT FFOM ZEFO). %
SIMFLY STAFT ALLL USEF TASKS AS FOF A NOFMAL SYSTEM %
(2) IF THIS FFOCEIUFE ENIIS EY CALLING 'FETEV', THIS WILL %
ALLOW ALLL TASKS TO CONTINUE FFOMM THE FOINT THEY HAII %
REACHEI WHEN FOWEF FAIL OCCUFFEI. . %
(3) THIS FFOCEIUFE FUNS IN A LIMITEI HTASK ENUIFONENT, ANII %
FFOCEIUEE QEV MAY EE USEI TO SET EUENTS. IT IS NOT FEFMITTEI %
TO USE STAFIT, ANII STOF', EUT EXT IIATA TASKIIATA MAY EEE %
MANIFULATED IIFECTLY, AS IN CLOCKINT - SMTEI. IT IS THE %
FESFONSIEILITY OF THE USEF TO CHECK WHETHEF THIS IS %
FEFMISSIBLE IN HIS SYSTEM. IT WILL USUALLY EE FFEFEFABLEE %
TO USE AN STASK WAITING ON FWFEU, THE FOWEFS FAIL EVENT TO %
TIIIY UF. %
(4) THEFE AFE TWO SYSTEM FEATUFES WHICH MAY EE USEFUL ON %
FOWEF FAIL/FESTAFT:-- %
(A) FWFLAG IN FWFIIATA IS SET NON ZERO AFTEF A FOUWEF FAILUFE. %
(NOTE: THE SYSTEM NEUEF ZEFOS THIS FLAG.) %
(E) EUENT NUMEEFR-1O(NEGATIUE EECAUSE IT IS A FESEFVEII SYSTEM %
EUENT), WILL EE SET AFTEF A FOWEF FAIL/EESTART. %
%ENIFFFOC;%

```

```

FTLEFROCS SEGMENT WORI FURLIC 'FCLASS'
RTLESFOOL LABEL WORII
$;$
Fitlemata segment worit fuglic 'ticlass'
gtlenata
ENIS
FTLGFFOCS SEGMENT WORII FUELIC 'F'CLASS'
ASSUME IIS:FTL@IIATA, CS:RTLEFFOCS
FFESTARTUF FFROC FAR
; CONE INSERT--FARAMETEFS OOOOOH ANII OOODOH
EXTFN FPFGFF:XEQ:FAR
JMF FAR FTR FFGREXEQ
;
RTLEFROCS ENIS
ENII

```
－© COMMANI FILE TO COMFILE ETC ICUNIT EYSTEM FOFMAT IS－－
－\(\ddagger\) OTOTSYS MOIULE，SOUFCE LISTING，COIE LISTING OF INFUT CAN
－F EE IIONE INTEFACTIULY．
－FILENAME IS TOTSYS．CMI 29－NOU－83 IRT
－：MOIIFIEI 21－IEC－83 TEK゙
＋
\(+\dot{9}\)
－ENABLE SUBSTITUTION
－ENAELE GLOBAL
．GOTO QEYI
－QFY：
；No！please re－enter module name
－QFiY1：
－ASK゙S NAM＂Module name，IATAFREL，plli or SMT＂
．IF NAM \(=\)＊，GOTO RFY
．IF NAM \(=\) ．SMT．．GOTO 25
－gosur 102
－IF NAM \(\because\)＂IATA＂IF NAM \(\because\)＂IATAFGEL＂IF NAM \(\because\)＂ALL＂，GOTO 1
．SETS MOL＂IATA＂
SJF＇＇MOI＇，＇SLST＇，SY：＇MOI＇＝IIATAFFEL，＇MOI＇／NA：＇MOI＇
．IF CEXSTAT \(=2\) ．GOSUK 100
ASM＇MOH＇＇CLST＇＝＇MOL＇，XFFF＇MOI＇
－IF \＆EXSTAT \(=2\) ．GOSUE 1.01
－GOSUE 13
+1 ：
－IF NAM \(\because\)＂WCONT＂．IF NAM \(\because\)＂IATAFFEL＂．IF NAM \(\because\)＂ALL＂，GOTO 2
－SETS MOL＂WCONT＂
SJF＇MOI＇＇SLST＇，SY：＇MON＇＝TATAFEEL，MOH＇／NA：＇MOH＇
－IF＜EXSTATY \(=2\) ，GOSUB 100
ASM＇MOI＇＇CLST＇＝＇MOU＇XFF＇MOS＇
－IF EXSTATY＝2 GOSUE 101
－gosur 13
．2；

－SETS MOTI＂TCONT＂
S．JF＇MOI＇，＇SLST＇，SY：＇MOI＇＝IAATAFFEL．．＇MOH＇／NA：＇MOH＇
－IF CEXSTAT \(=2\) ，GOSUE 100
ASM＇MOL＇，＇CLST＇＝． MOI＇XFF \(^{\prime}\)＇MOL＇
．IF EEXSTAT \(=2\) ．GOSUS 101
－GOSUE 13
．3：

－SETS MOU＂COMFROC＂
SJF＇MOI＇，＇SLST＇，SY：＇MOH＇＝IATAFFEL＇MOH＇／NA：＇MOL＇
，IF EXSTATY \(=2\) ，GOSUR 100
ASM＇MOH＇＇CLEST＇＝＇MOH＇XFF，＇MOR＇
－IF EEXSTAT \(=2\) ，GOSUR 101
－GOSUE 13
． 4 ：

－SETS MOI＂WNRU＂
SJF＇MOL＇，＇SLST＇，SY：＇MOH＇＝IAATAFFEL，＇MOH＇／CN：F／NA：＇MOM＇
－IF GEXSTATS＝2．GOSUR 100
ASM＇MOH＇，＇CLST＇＝＇MOH＇XFFF＇MOI＇
．IF SEXSTATン＝ 2 ．GOSUE．IOJ
．GOSUE 13
．5i．

－SETS MON＂TIFU＂
SJF：＇MOH＇＇SLST＇，SY：＇MOH＇＝DATAFREL，＇MOH＇／CN：F／NA；＇MOH＇
．IF EXSTATY＝ 2 ．GOSUE 100
ASM＇MOI＇，＇CLST＇＝＇MOI＇．XFF＇MOL＇
```

.IF EXSTATY = 2 .GOSUB 101
.GOSUE J.3
.6:
.IF NAM <% "FATIO" . IF NAM \because "MATAFEEL" .IF NAM \& "ALL" *GOTO 7
.SETS MON "FIATIO"
S.JF'MOL','GLST',SY:'MOI'=IAATAFEEL,'MOI'/CN:F/NA:'MOI'
.IF CEXSTAT` = 2 .GOSUE 100 ASM 'MOI', 'CLST'='MOI'. XRF 'MOI' . IF &EXSTAT% = 2 .GOSUE 101 .GOSUE 13 .7! |F NAM % "WTACHO" , IF NAM % "IATAFREL" , IF NAM \because "ALL" .GOTO E .SETS MON "WTACHO* S.JF 'MOI','SLST',SY:'MOH'=IATAFFEL,'MON'/CN:F/NA:'MOI' +IF EEXSTAT` = 2 .GOSUR 100
ASM 'MOH','CLST'='MOI' +XFF,'MOI'
.GOSUE 13
. IF EESTATY=2 ,GOSUE 101
.B:
*IF NAM "% "INUSQ" .IF NAM < "IATAFFEL" IF NAM ` "ALL" +GOTO % .SETS MOII "INUSQ" SJF: 'MOI','SLST',SY:'MOH'=IIATAFFEL_,'MOI'/NA:'MON' .IF <EXSTATY = 2 ,GOSUR 100 ASM 'MOH', 'CLST'='MOH' +KFF',MON' .IF <EXSTAT` = 2 .gOSUR 101
.gosua j3
+9:

* IF NAM \& "GGMON" . IF NAM < "IATAFEEL" . IF NAM < "ALL" ,GOTO 10
.GETS MOU "SOMON"
SJF 'MOL','SLST',SY:'MOH'=IAATAFFEL,'MOL'/NA:'MOL'
- IF EEXSTATS = 2 .GOSUE 100
MSM 'MOI','CLST'='MOI'. XRF''MOL'
* IF EESSTMTV = 2 .GOSUK 101
.gOSUR 1.3
.10:

```

```

. SETS MON "INTSTE"
SJF 'MOL','ELST',SY:'MOI'=INATAFFEL,'MON'/SS/CN\&F/NA:'MOI'
.IF EEXSTAT% = 2 .GOSUS 100
ASM 'MOI','CLST'='MOM' XFFF,'MOH'
.IF \&EXSTATY = 2 , GOSUE 101
.gOSUE 3.3
.1.1:

```

```

- SETS MOD "IEUF"
SJF 'MOL','SLST',GY:'MOH'=NATAFFEL,'MON'/NA:'MOL'
4F IEXSTAT% = 2 .GOSUR 100
ASM 'MOL','CLST'='MOL' + XEF 'MOL'
+IF CEXSTATY = 2 +GOSUE 101
.gOSUE 13
.12:
-IF NAM O "OCFI" .IF NAM O MATAFFEL" , IF NAM \& "ALL" ,GOTO 1A
.SETS MOH "OCFI"
SNF 'MOH','SLST',SY:'MOL'=MATAFREL,'MOL'/TA:SJ100/NA:'MOM'
-IF EEXSTAT` = 2 .GOSUR 100 ASH 'MOL', 'CLST'='MOL' XFF, 'MOM' . IF EXSTAT` = 2 .GQSUR 101
.gosum 1.3
.14:
* IF NAM \& "LINKIAA" .IF NAM \& "IATAFREL" +IF NAM \& "ALL" .GOTO 15
. SETS MOI "LINKIIA"

```
```

SJK 'MOH', SLST,SY:'MOI'=IIATAFFEL, MOL'/CN:F/NA:'MOI'
-IF \&EXSTAT% = 2 GOSUE 100
ASM 'MOH'='MOL' . XFFF'MOH'
.IF \&EXSTAT` = 2 .GOSUF 101
.gocur 13
.15:
-ASK SYS "IO you want to remake SMT "
.IFF SYS .GOTO 20
SET /UIC=[341.,1]
-gOTO QRYZ
,QFYS:
; No! Flease re-enter module name
.QFY3:
*ASKS NAM "MOdule name or ALL"
-IF NAM = ": GOTO QRY2
-gosua 102
.IF NAM ", MSMTUL" .IF NAM % "ALL" ,GOTO 16
.SETS MOI *MSMTU1'
SJF 'MOL','SLST'ySY:'MOH'=='MON'/CN:F/NA:'MON'
.IF<EEXSTAT% = 2 +GOSUE 100
ASM 'MOI','CLST'='MOL', XFF y'MOL'
+IF EEXSTATY = 2 ,GOSUH 101
.gOSUR 13
.16:
-IF NAM 人% "MSMTCLA" .IF NAM 人% "ALL" .GOTO 17

- SETS MOL "MSMTCLA"
SJF' 'MOI'*'SLST',SY:'MOL'='MOL'/CN:F/NA:'MOL'
.IF \&EXSTAT% = 2 .GOSUE 100
ASM 'MOL','CLST'='MOL' XFF 'MOI'
-IF !EXSTATY = 2 .GOSUR 101
-G0SuE 13
+1.7:
.IF NAM Q "MSMTFIO". IF NAM 人% "ALL" .GOTO 18
.SETS MOL "MSMTFIO"
SJF'MOL','SLST',SY:'MOL'='MOH'/CN:F/NA:'MOL'
.IF CEXSTAT% = 2 ,GOSUE 100
ASM 'MOH','CLST'='MOI' . XFF, 'MOI'
. IF <EXSTAT> = 2 .GOSUB 101
.gOSUE 13
.1.3:
.IF NAM "LINKNIF" .IF NAM % "ALL".gOTO 1.9
.SETS MON "LINKKIR"
SJF 'MOH','SLST',SY:'MOI'='MOI'/CN:F/NA:'MOTI'
.IF \&EXSTAT% = 2 ,GOSUE 100
ASM 'MOH','CLET'='MOH'.XFF%'MOH'
.IF \&EXSTAT` = 2 .GOSUE 101 .G0SUB 1Z .19: LLM OSMTFOM .gosum 13 SET/UIC=[3A1,2] .IF &EXGTAT` 人 2 .GOTO 2O
.EXIT
.20:
LLM GROMLNKN
.IF EXSTATY = 2 .GOTO 21
.GOSUE 1Z
.EXIT
+21:
* Link failed.
- FETUFN

```
```

.gOSUK 1.3
-EXIT
.13;
FITF *,ASM;*/IE
FIF **XFF;*/LE
FIF ***/FU/L.II

- FETUFIN
.100:
;'\&EXSTAT'' 'MOK' Compilation failure
-FETUFIN
.101:
;'EEXSTAT`' 'MOM' ASSembly failure
-RETUFN
.103"
.ASKS SL_ST " Source ljstin\# Y/N "
*ASNS CLST " Codelistins Y/N "
.IF SLST < "Y".SETS SLST**
* IF CLST \& "Y* .SETS CLST **
* IF SLST = "Y" .SETE SLST "LFF.SFC/SF"
* IF CLST = "Y" ,SETS CLST "LFF+LST/SF''
- FETUFN

```
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INTEFCONNECTIONSCHETULES \(\mathrm{F} O \mathrm{Fi}\)

INUERTEFCONTFOLCOMFUTEF

Frepared by T.E. Kírk.
Fiev 00 relersed \(23 / 2 / 84\)
Fev O1 corrected and altered \(12 / 3 / 84\)
Fev 02 serial link details altered \(16 / 3 / 84\)
Fiev 03 [19 wirins included. 20/3/84
Fiev OA serial link details altered.
Fiev Of power switch details included.
A) KEY TO CONUENTIONS USEI IN THIS IOCUMENT.
E) COMFUTEF IIFAWEF INTEFNAL. CONNECTIONS.
E.1) Multibus.
E.2) I/0 board to external I/0 connector.
B.3) I/0 board to computer bourd.
E.4) Local Urul serjal link.
B. \(\mathrm{E}_{\mathrm{I}}\) ) Host to ICU serial link.
F.6) Fower Supplies.
C) COMFUTEF IFFAUEF EXTEFNAL CONNECTIONS.
C.1) J/0 to terminal strip and interposins relay.
A) Key to conventions used in this document.

In this document the followins conventions will be used for namines sockets and pluss (See Fis 1 for an illustration of the physical appearance and location of the boards).
\[
X X X-Y Y Y-Z Z Z
\]

Where \(X X X\) is the wnit where the socket or plus is located.
EEC = SEC Ba/2w Sinsle Eoard Computer.
SEX = SEX 35t "Fissy Back" serial Comms rard.
I/O \(=\mathrm{J} / 0\) Eourd.
\(E X T=\) Eack panel of compater drawer.
LEI = Eoard carryins LEI's mounted on front panel.
WX = Terminal strip at other end of I/O plus.

Yyy is the particular plus or socket on a board or panel.
ZZZ is the pin number on the plus or socket.
e. S. SEC-FI-1A would be pin 1.4 on the Fl connector of the SKC \(88 / 25\) sinsle bourd computer.
```

E.1) Computer Multibus connector.

```

```

IMultibus Fin { Multibus Fin : Connection Function. . \

```

```

ISEC-FI-1,2,85,86 : EXT-FB-6,7 ; GROUNI for 50 and +/-12V.;

```

```

SEC-F1-3,4,83,34 : EXT-FB-1,2 : 5U Fower.

```

```

SEC-FI-7,8 : EXT-F'3-3 i +12V Frower m

```


```

ISRC-F1-1 : EXT-FESET : Software Feset,
ISEC-F1-14
EXT-EESET

```
E.2) I/O Board to External I/O connector.

\begin{tabular}{|c|c|c|c|}
\hline : EXT-FED-b & \[
\begin{aligned}
& I / 0-F_{2}-2 \\
& 1 / 0-F_{2}-4
\end{aligned}
\] & \[
\begin{array}{ll}
10 \\
: & 10
\end{array}
\] & \begin{tabular}{l}
- Trav Tacho Screen. \\
- Trav Tacho Core.
\end{tabular} \\
\hline : EXT-FS-C & 1/0-F2-14 & 1.9 & - Trav freq out Screen. \\
\hline ; & 1/0-F2-16 & 18 & - Trav freq out Core. \\
\hline EXT-FS-d & I/0-F2-10 & 21 & ( Wind Freq out Screen. \\
\hline ) EXT & I/0-F2-12 & 20 & : Wind Frea out Core. \\
\hline : EXT-PE-E & ; \(1 / 0-\mathrm{Fz}-41\). & 22 & Screens for Co-a\%. \\
\hline
\end{tabular}
(The external \(1 / 0\) terminal pin numbers are included for ease of reference.)
These connections are made by links which are crimped into snap-in plas pins at the plus end, and soldered to connector luss at the other end.

The MIL spec plus used for fis has an unreliable record where the coax connectors are concerned, and so these connections were duplicated with twisted pair wires on FA, which is connected as follows:

E.3) I/O board to Computer Eoard.



The I/0 and cemputer boards are linked tosether by a 40 way onemtomor ribbon cable terminoted at both ends by \(3 M\) pluse. The cable is fitted betwes the SEC-d1 comnector and the \(1 / 0-J 1\) connector.
```

3,4) Local UIU serial link.

```

```

Computer board : Fack panel Fl: ; Connection function
Ilink source. I destination., |

```

```

: SEC-J2-4 : EXT-FI-2
: SEC-J2-6 EXT-FI-3 : Feceive data. (Ereen)
SBC-12-14 : EXT-F1-7 : Sisnal Ground. (Ged)
SEC-12-B ; EXT-FP1-e | FTS (Not used). (Yellow);
(*.5) Host to ICU link.

| Fissy buck <br> bourd source | Back panel For destination | Connection function. |
| :---: | :---: | :---: |
| 5EX-J1-8 | EXT-F2-3 | F Feceive Inata. (-ve) |
| S4X-J1-12 | EXT-P2-1 | - Transmit Ilata. (-ve) |
| SEX-11-9 | - EXT-F2-14 | - Transmit mata, (tve) |
| SEX-31-5 | - EXT-F2-16 | - Feceive Ilata. (tye) |

```

The local unu link is a standard 3-wire Fis-232 Serial link, and the host link is a stidard fs-422 maltidrop link. In both cases the connection is made usins 4 -core screened cable.


These connections are made by individually soldered leads.
2.1) I/0 to terminal strip and interposins Fielay.
Terminal Strip


\begin{tabular}{|c|c|c|c|c|c|}
\hline & (MINTFI ON SEC BOARI) UIA JA-2A ON SHC ROARI & ' & \begin{tabular}{l}
INSTALL İINK E120-E126 SOLIER U5O-S TO J4:24 \%
U50-1,2,4,5 TO E35 \\
ON SEX-BOAEII: \\
REMOUE LINK E17-E18 \\
REMOUE LINK E27-E23 \\
FEMOUE LINK E29-E30 \\
INSTALL LINK E27-E29 \\
INSTALL LINK E24-E33 \\
INSTALL F1:24-E19
\end{tabular} &  & \\
\hline UAFT CLIOCKS & TO COMEINE CLOCK FOF SEC ANI SEX UART'S --SEC TIMEF CLOCK゙-2 & & ```
ON SEC-HOARI:
SOLTEK J4:10 TO U24-9
ON SHX-BOARII:
INSTALL F'1:10-E:31
``` & (SOLTER WIRE ONTO \(14: 10\)
ANI FIN 9 OF THE 8251 )
(SOLIER WIFE ONTO \(J 1: 10)\) & \\
\hline 3254 MOLIFICATION & INCFEASE CLOCK RIATE TO \(2+456 \mathrm{MHZ}\) & ! & \begin{tabular}{l}
ON SEX--EOARI: \\
CUT TKACK TO U9-18 \\
SOLIEEF U9-18 TO E20 \\
FEMOVE LTNK E19-E20 \\
INSTALL LINK゙ E20-E38 <LEAUE
\end{tabular} &  & \[
0-9
\] \\
\hline FAM MOLIFICATION & TO GET SEC TO ACCEFT 2168 RAM CHIFS & & \begin{tabular}{l}
ON SHC EOAREI: \\
CUT TFACN TO U40-14 \\
SOLTEF UAO-1.3 TO US2-9
\end{tabular} & :(SOLIER WIFE ONTO FIN 13: 1OF (U-40 \& FIN 9 OF (U-52): & \[
u-40, u-52
\] \\
\hline FOM MONTFICATION & TO GET SHC TO ACCEFT 27128 FOM CHIFS & & ON SRC EOAFII SOCKET JG: INSTALL JUMFEE FIN 1-14 INSTALL JUMFEER FIN 6-9 INSTALL JUMFEFE FIN \(7-8\) FEMOUE JUMPEF FIN 2-13 FEMOVE JUMFER FIN 3-1.2 FEMOUE JUMFER FIN 1-1. & INSTALL JUMFEFSS ON J6 & \\
\hline
\end{tabular}

SEC EDAFIII STANIAFIII JUMFEF CONFIGUFIATION
```


[^0]:    found in other versions of SMT. These additional features were not used in order to maintain compatibility with other systems in use at SANS. In addition this version had to be modified to comply with the version 18 SMT used by the company.

[^1]:    FOF I: $=1$ TO NUMEANA IOO
    IF EANIFLAG(I,1)=1 THEN
    \% FFERUENCY EEFORE RANIING AUOIIANCE \%

