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Abstract. The urgency of sustainability concerns has intensified in recent years, 
sounding alarm bells over the planet's condition and prompting nearly every in-
dustry and practice to reassess their contributions to the climate crisis. Software 
engineering is not immune to this scrutiny. Software engineering practices sig-
nificantly affect the environment and may not align with sustainability goals. Alt-
hough sustainability is a relatively recent focus in software engineering, it has 
garnered increased attention, with numerous studies addressing various concerns 
and practices. Green software engineering aspires to develop dependable, endur-
ing, and sustainable software that fulfills user requirements while minimizing en-
vironmental impacts. As this green paradigm gains traction in software engineer-
ing, practitioners must incorporate sustainability considerations into future soft-
ware designs. However, despite the surge in green software engineering research, 
a universally accepted definition and framework remain elusive. This paper out-
lines green software engineering by explaining its principles, challenges, and 
methods for measuring and evaluating software effectiveness in this context. 
 
Keywords: sustainability, energy efficiency, software engineering, green soft-
ware engineering 

1 Introduction 

Software has the power to support the environment, and create environmentally friendly 
solutions to processes that previously contributed to the carbon footprint and climate 
change [1]. However, it also has the potential to worsen the climate crisis if proper steps 
are not taken to manage energy use and the carbon footprint of the software itself. Green 
software development is becoming a discipline of its own: some have even suggested 
a new green software engineering (hereafter referred to as “Green SE”) process that is 
a change on the traditional software development life cycle with a focus on lowering 
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resource use [2]. With this new discipline comes new implications for software devel-
opers, new practices, new challenges, and new ways of evaluating if the software is 
effective in respect of sustainability objectives.  
 
Green IT has been described as a discipline that considers and optimizes the resources 
consumed by the life cycle of Information and Communication Technology [1]. This 
idea can also be applied to Green SE. However, no single universally accepted defini-
tion of Green SE has been identified in the literature. This research sets out to explain 
Green SE by examining its practices, concerns, challenges, and analysis.  
 
The objectives of this paper are to: 
1. Provide a contemporary understanding of Green SE in the context of the 
growing urgency for sustainability. 
2. Examine the environmental implications of traditional software engineering 
practices and their alignment with sustainable objectives. 
3. Review the evolution and current state of Green SE research, addressing its 
various concerns and practices. 
4. Elucidate the principles, challenges, and potential methods for measuring 
and evaluating the effectiveness of Green SE. 
5. Contribute to the development of a universally accepted definition and 
framework for Green SE, paving the way for future sustainable software design prac-
tices. 
 
 
This paper is organized as follows: Section 2 details the research methodology, eluci-
dating our inclusion/exclusion criteria and delineating the related research questions. 
Section 3 encompasses the analysis, featuring subsections addressing each of the four 
specific research questions. Section 4 contemplates the limitations of our study, while 
Section 5 highlights avenues for future research. Finally, Section 6 offers the research 
conclusions. 

2 Research Methodology 

2.1 Search Strings 

A multivocal literature review (MLR) [49] was conducted for this research. While most 
of the sources cited are peer reviewed (published academic literature), grey literature is 
also included. The grey literature included is from platforms which ostensibly incorpo-
rate robust oversight and moderation. 
 
Google Scholar was used to identify the literature sources. Search strings included 
‘green software engineering’, ‘energy efficiency software’, ‘green software engineer-
ing practices’, ‘green software engineering sustainable design’, ‘disadvantages of green 
software engineering’, ‘cost of green software engineering’, ‘green software engineer-
ing universal framework’, ‘life cycle assessment’, ‘green metrics’.  

https://www.researchgate.net/publication/272086338_Green_software_and_green_software_engineering_-_definitions_measurements_and_quality_aspects


3 

2.2 Inclusion/Exclusion 

When searching on Google Scholar, we defined our inclusion/exclusion criteria to be 
the first 20 articles from 2019 or later. Software engineering, and especially Green SE, 
is an evolving discipline, so we wanted to ensure our research was current. We also 
took a brief look into the topics of the papers that came up to decide if they were rele-
vant to our research questions. Although we limited our results on Google Scholar to 
papers since 2019, we did include some sources that were older. This was because they 
were cited by a paper published in 2019 or later, and they provided useful background 
information on the topic. 180 papers were identified as potential sources. We read the 
titles, key words, and/or the abstracts to evaluate the relevance and credibility. We also 
looked into sources that were cited by the original sources to find more information. 
Ultimately, we included a total of 48 sources. 
 
To address the central research question of this paper, "What is Green Software Engi-
neering?", we have identified the following four subsidiary research questions: 
 

• What are the fundamental principles and practices of green software engineer-
ing?      

• In what ways can software developers decrease the energy consumption of 
software? 

• What are the primary challenges confronting green software engineering?     
• How can we assess and quantify the environmental impact of green software 

engineering? 

3 Analysis 

3.1 What are the principles and practices of Green Software Engineering? 

The growing demand for software products and services has led to an increase in the 
energy consumption and carbon footprint of the IT industry. As a result, it has become 
critical to adopt sustainable practices in software engineering to mitigate the environ-
mental impact of the software development lifecycle [3]. The adoption of a green mind-
set is essential for all stakeholders, including software developers, software develop-
ment organisations, end-users, and society as a whole. According to Professor San 
Murugesan [4], the IT sector and users must develop a positive attitude toward address-
ing environmental concerns and adopt forward-looking, green-friendly policies and 
practices. 
 
Green SE consists of a set of principles and practices aimed at reducing the environ-
mental impact of software development. The principles are high-level guidelines that 
describe the core values and concepts of Green SE, while the practices are specific 
actions that can be taken to implement those principles. The principles provide a con-
ceptual framework for Green SE, while the practices offer practical guidance on how 
to achieve the goals set out by the principles. By adopting Green SE principles and 
practices, software developers can aspire to reduce the carbon footprint of software 
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development and contribute to a more sustainable future. The principles help to guide 
decision-making and provide a sense of direction, while the practices ensure that ac-
tions are aligned with the principles and contribute to the overall goal of environmental 
sustainability. 
 
This section explores the key principles and practices of Green SE. The key principles 
include energy efficiency, sustainable design, life cycle assessment, and renewable en-
ergy sources. For each principle, we discuss the key practices that can be implemented 
to achieve the goals set out by the principles. 
 
Energy efficiency is one of the key principles of Green SE. It involves optimizing en-
ergy usage at every stage of the software development lifecycle. This principle can be 
achieved by employing best practices such as reducing computational complexity, 
power management, and using cloud-based services. Minimizing computational com-
plexity involves optimizing the algorithms and data structures used in the software to 
reduce the amount of processing power required. Power management involves optimiz-
ing the hardware and software settings to minimize energy consumption [5]. Finally, 
using cloud-based services is another way to achieve energy efficiency. Cloud-based 
services enable software to be run on remote servers, which are optimized for energy 
efficiency [6]. This means that the energy required to power the software is not con-
sumed on the user's hardware, which can be less energy-efficient. 
 
Sustainable design is a key principle focused on designing software systems that are 
environmentally friendly and sustainable. Essential practices for sustainable design in-
clude minimizing energy consumption, reducing waste, and designing for the future 
[7]. Minimizing energy consumption involves designing software systems to be energy-
efficient at every stage of the software development lifecycle, while reducing waste 
involves designing software systems that minimize the amount of waste generated at 
every stage of the software development lifecycle. Designing for the future involves 
designing software systems that are flexible, scalable, and adaptable to future changes 
in technology and user needs [8]. 
 
Life cycle assessment is the principle of evaluating the environmental impact of soft-
ware throughout its entire lifecycle. A comprehensive life cycle assessment involves 
practices such as carbon footprint analysis, energy consumption analysis, and waste 
generation analysis. Carbon footprint analysis involves measuring the amount of carbon 
emissions generated by the software at every stage of the software development lifecy-
cle. This can be achieved by using tools such as the Software Sustainability Assessment 
Framework, which helps to measure the environmental impact of software [9]. Energy 
consumption analysis involves measuring the amount of energy consumed by the soft-
ware at every stage of the software development lifecycle. This can be achieved by 
using tools such as the Energy Consumption Analysis Tool, which helps to measure the 
energy consumption of software. 
 
Renewable energy sources are a key principle of Green SE that can help to reduce the 
environmental impact of software development. By using renewable energy sources, 
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such as solar or wind power, software development can be made more sustainable, re-
ducing the reliance on non-renewable energy sources [10]. The use of renewable energy 
sources can be achieved through practices such as the use of green hosting services, the 
adoption of green data centres, and the implementation of energy-efficient hardware. 
One practice is the use of green hosting services. These services provide data centres 
that are powered by renewable energy sources such as solar or wind power. By using 
green hosting services, the environmental impact of software development can be min-
imized. Another practice involves the adoption of green data centres. Green data centres 
are data centres that are designed to be energy-efficient and are powered by renewable 
energy sources [11]. Green data centres can help to reduce the carbon footprint of soft-
ware development by minimizing energy consumption. 
 
In summary, Green SE is essential for mitigating the environmental impact of the soft-
ware development lifecycle. The key principles of energy efficiency, sustainable de-
sign, life cycle assessment, and renewable energy sources provide a framework for 
achieving environmental sustainability. The key practices associated with each princi-
ple offer practical guidance on how to achieve the goals set out by the principles, con-
tributing to a more sustainable future. 
 

3.2 How can software developers reduce the energy consumption of software? 

Energy use tend to increase with larger populations and increased reliance on technol-
ogy. Reducing energy consumption has become critical, as has concern with carbon 
emissions. Refactoring code is the practice of editing code to improve its design without 
changing its functionality. Refactoring may mean a number of different things: editing 
methods to make them more concise, remove duplicate code, or shorten a class [12]. 
Refactoring code has many potential benefits, including decreasing the use of energy 
while the program does the same job. For example, a triple refactoring combination on 
applications for portable devices written in C# and Java can considerably lower power 
consumption [13]. By refactoring code, software developers can not only make their 
code more readable and elegant, but also improve its energy efficiency.  
 
The programming languages employed in a system may also influence the energy con-
sumption of an application. Researchers utilized The Computer Languages Benchmark 
Game framework to collect 13 problems, finding that C used the least energy, memory, 
and was the fastest [14]. They also stated that “Compiled languages tend to be, as ex-
pected, the fastest and most energy efficient ones” (14) as opposed to interpreted and 
virtual machine languages. However, faster languages are not always more energy ef-
ficient [14]. This also does not mean that there is one best programming language to 
use for a piece of software if the developer is considering energy, time, and memory 
usage. 
 
When searching for Green SE, one may find many resources about the usefulness of 
cloud computing. Cloud computing can enable customers to pay for software on de-
mand instead of owning all of the hardware [15]. Before the cloud, companies and in-
dividuals often had more hardware and servers than were necessary. The cloud fixed 
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this problem since these services are delivered over the internet when they are needed. 
It can be cheaper and more energy efficient for companies [16]. However, simply be-
cause something uses the cloud does not necessarily mean it is energy efficient.  Many 
large companies have cloud data centers, which consume massive amounts of energy 
to operate, take up space, and require significant energy to cool [15]. Power consump-
tion of the cloud is on the rise, which inevitably contributes to carbon emissions. De-
creased carbon emissions is a central focus of Green SE [2]. Virtualization (running 
multiple virtual computers on one piece of hardware), consolidation (consolidated the 
number of servers so there are less idle servers), a thermal aware approach to data cen-
ters, and static and dynamic power management are some cloud-based energy saving 
approaches [17].  
 
Software defined networking (SDN) is a similar approach to cloud computing because 
it “is capable of providing the solutions without the knowledge of underground com-
plex network architecture” [18]. SDN allows software developers to manage network 
operation through software. In a traditional network architecture where elements are 
not globally controlled [19]. In a traditional network, specific knowledge of the infra-
structure may be a necessity [20]. Due to the similarities with cloud computing, there 
are similar concerns of energy efficiency in software defined networking. Using sleep 
state of end devices and managing traffic have been suggested as techniques to achieve 
this [18]. 
 
Beyond the energy efficiency of programs being difficult to measure, there has been 
uncertainty as to how aware software developers are of energy efficiency. When ques-
tions regarding energy efficiency on Stack Overflow were compared with other ques-
tions on the platform, it was discovered that questions about energy efficiency are pop-
ular and diverse in themes (code design, energy use, noise, general questions), but the 
answers are not always good quality [21]. Improving the answers to these questions 
would help software developers be prepared to write energy efficient programs. 
 
Although energy efficiency is difficult to measure, some researchers sought out to es-
tablish commonly agreed upon terminology surrounding energy efficiency of software. 
The results noted that this terminology did not exist, leading to the creation of a Green 
Software Measurement Ontology (GSMO) that includes terms and definitions such as 
Test Case, Test Case Measurement, and a Measuring Instrument [22]. A hardware-
based approach was used to measure energy use, with an Energy Efficiency Tester 
(EET) and software tool called ELLIOT used to process the data. The EET includes a 
power source, sensors, and a system microcontroller to gather the information gathered 
by the sensors and store them in memory. The Green Software Measurement process 
includes defining the requirements, configuring the measurement environment with the 
measuring instrument, performing the measurement, and doing data analysis on that 
test case [22]. Published in 2021, and the authors hoped that it would establish a practice 
on measuring energy use. Creating energy efficient software is easier if developers can 
gauge the energy use of software. A focus on energy efficiency can only be useful if 
there exists a way to measure energy use and gauge the impact.  
 

https://reader.elsevier.com/reader/sd/pii/S2210537921000494?token=19F50456E1DAB68CD001BCCF743EE64F68BF1A176F55118961F39DA900A1BFC8F644D5D3DB137EBFF2D897AE9AFDBBB1&originRegion=eu-west-1&originCreation=20230219174718
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3.3 What are the challenges facing Green Software Engineering? 

As the topic of environmental sustainability becomes a widespread concern throughout 
many areas of computer science, there has been a recent spike in research into Green 
SE and sustainable computing. Although green software is a topic of increasing interest 
within the IT industry, it is not a technology that is commonly implemented within 
these industries. The reason for the lack of green software implementation can come 
down to three main challenges that a company may be faced with when implementing 
such technology. These challenges being the lack of awareness, lack of a universal 
framework and the cost of implementation. 
 
Green software is still a relatively new concept. Results from a recent survey indicates 
that sustainable software is a new concern for software engineers and, despite a high 
interest in the subject, they have a low perception of the impacts of sustainability 
throughout the development cycle [23]. A study carried out in 2017 found that, while 
viewing software sustainability as important, software engineers are primarily con-
cerned with the technical aspects of software sustainability rather than the environmen-
tal aspects [24]. When referring to software sustainability, they address organisational 
and economic issues but lack considerations for environmental issues. Through this 
study, there is a diverse understanding of what sustainable software is which suggests 
that a clear definition of sustainable software has yet to be refined and distributed within 
the IT industry. The results of this survey further reveal that software practitioners have 
a skewed understanding of sustainability concepts in the software development process 
[23]. This is due to their targeted perceptions on the reuse of code in regard to sustain-
able software. This perception is still relevant to Green SE as it does have a positive 
environmental impact. However, it prevents companies from becoming green as they 
have their focus only on one dimension of the four major dimensions of software sus-
tainability as defined in a proposed sustainability framework [25]. 
 
Companies are yet to fully adapt to these dimensions and utilise any other green models, 
processes, methods and tools that can support the development of their software in a 
meaningful way. This can be further evidenced through a recent study where, out of 
nineteen software engineers interviewed, fourteen participants reported that they have 
worked on software that was not sustainable [26]. This shows that not only are compa-
nies not implementing all dimensions of green software, but they are also not prioritis-
ing the technical dimension that they put most emphasis on in the development process. 
Thus, it can be found that companies do not promote sustainable development within 
the company [23]. While companies tend to focus on the technical aspects of sustaina-
ble software, researchers are mainly interested in proposing frameworks, approaches 
and models [27]. This shows a gap between the level of interest between academia and 
the industry which needs to be aligned. It is important for companies in the IT industry 
to recognize the importance of Green SE and the benefits that it can provide in order to 
spread awareness within the industry and allow for higher rates of research and imple-
mentation of green software. 
 
The lack of awareness of Green SE means there is an additional deficit in the amount 
of research going into developing a universal Green SE framework. While a number of 
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frameworks have been proposed, they are not being widely used in the computing in-
dustry. This is due to the lack of a universal framework that can be used by companies. 
Universal frameworks are an essential part of software engineering by acting as a com-
mon reference point for engineers to aid in developing software regardless of where in 
the world they are working. Without this framework, the companies that want to im-
plement green software will need to research and develop their own framework to work 
from. Existing software engineering models such as ISO 25000 and ISO 25010 do not 
consider sustainability as a quality attribute [27]. As a result, over a third of organisa-
tions in Europe do not implement green IT practices and less than one fifth of the or-
ganisations monitor how their employees reduce their energy consumption [28]. The 
main reason given for this is that there is no official legislation in their countries en-
forcing green practices. The majority of Green SE research is happening in developed 
countries due to the peak in interest. However, in developing countries, there is little 
research carried out regarding this topic. The focus of these countries is mostly on de-
veloping software applications and ICT products for the developed countries [29]. As 
there is a lack of universal interest in the topic of Green SE, there is insufficient incen-
tive for research to be invested towards a universal green software framework. The 
existence of a universal framework is essential to allow for better Green SE processes 
and will promote the implementation of green software into their IT businesses and 
organisations.  
 
The initial implementation cost of green technology may be significant as there are 
many aspects to the implementation. Not only is it necessary to change the coding 
standards in accordance with a green framework, but there are also additional payments 
involved in research and buying new equipment [30]. Although green technology be-
comes more cost effective over time, this high upfront cost of the technology imple-
mentation process can deter businesses from making the switch [31]. Another addi-
tional payment concerns maintenance costs which may be increased due to the need to 
understand the new system and the changes that need to be analysed. Training may also 
be necessary to understand the original and new programming languages, systems and 
methods [32]. As there is no universal green software framework, there will be addi-
tional charges in order to develop a framework that can be used within the industry. 
The cost of designing, implementing, evaluating and deploying a framework may be of 
the order of c.USD$15-20 [33]. The total price of all the resources and maintenance 
needed for a company to convert from their current software to green software may 
deter them from making the switch to a more sustainable approach. 
 

3.4 Green Software Engineering is Part of Green System Engineering? 

The European Union supported the development of green and sustainable concepts and 
in the last 4 years also blue print projects [52] to develop skills and concepts to move 
towards a green economy. European studies about future skills [54] required to em-
power this new development have been performed for e.g. the automotive sector. When 
looking at solutions for green technologies in the automotive sector it is obvious that 
the product strategy, the system and the software life cycle are interlinked [51], e.g. 
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software implementing an electric powertrain is supporting the green economy. How-
ever, this requires a system design integrating high voltage batteries, electric motors, 
sensors, and software on electric control units. Moreover, if the mechanical design of 
the car has a high wind resistance the electric power in the battery is inefficiently con-
sumed. So in fact all three layers (product, system, software life cycle) and their inte-
gration play a role for achieving a green solution [53]. 
  
A modern car, plane, ship, etc. may be largely controlled by functions that are imple-
mented in software, so software is a key to change functional behavior of systems. For 
instance, software can switch to green mode and in this case reduce the consumption 
and at the same time would force the driver to an economy mode. Most cars have mean-
while an over the air update functionality. So one strategy could be an over the air 
update of a fleet to drive in green economy mode decided by e.g. a region or govern-
ment. This in fact makes software the nearly most important turn key. 

3.5 How can we measure and quantify the impact of green software engineering 
on the environment? 

Green SE is a field that seeks to reduce the environmental impact of software develop-
ment and operation. Measuring and quantifying the impact of Green SE on the envi-
ronment is crucial for promoting sustainable development practices [34]. Quantitative 
and qualitative methods can be used to achieve a comprehensive understanding of the 
environmental impact of software development and operation [35]. 
 
Quantitative methods include life cycle assessment. In the context of Green SE, life 
cycle assessment can be applied to assess factors such as energy consumption, green-
house gas emissions, and resource use [36]. Life cycle assessment involves identifying 
and quantifying the environmental impacts of each stage of a product or service's life 
cycle, from raw material extraction and processing to production, use, and disposal. By 
doing so, life cycle assessment provides a comprehensive understanding of the envi-
ronmental impact of the entire life cycle of a product or service, enabling decision-
makers to identify opportunities for improvement [37]. 
 
Energy efficiency metrics such as power usage effectiveness and data center infrastruc-
ture efficiency can also be used to measure the amount of energy used by software 
systems during development and operation [38]. Power usage effectiveness is a ratio 
that measures the amount of energy used by a data center facility compared to the 
amount of energy used by the IT equipment it houses [39]. Data center infrastructure 
efficiency is similar to power usage effectiveness but takes into account the energy 
efficiency of the IT equipment itself. These metrics can help software developers and 
data center operators to identify opportunities to improve energy efficiency and reduce 
energy consumption [40]. 
 
Carbon emissions reduction can also be quantitatively measured by calculating the re-
duction in greenhouse gas emissions achieved through measures such as server consol-
idation, virtualization, and energy-efficient hardware. Server consolidation involves re-
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ducing the number of physical servers in a data center by consolidating multiple appli-
cations onto a single server [41]. Virtualization involves creating multiple virtual serv-
ers on a single physical server, allowing for more efficient use of hardware resources 
[42]. By reducing the number of physical servers in a data center and optimizing the 
use of IT equipment, carbon emissions can be reduced. 
 
Overall, these quantitative methods provide a rigorous and systematic approach to 
measuring the environmental impact of software development and operation. By quan-
tifying factors such as energy consumption, greenhouse gas emissions, and resource 
use, decision-makers can identify opportunities to improve the environmental sustain-
ability of software systems [43]. These methods also provide a basis for comparing the 
environmental performance of different software systems and evaluating the effective-
ness of Green SE practices. Qualitative methods can provide valuable insights into the 
impact of Green SE on the environment. Surveys, interviews, and case studies are com-
monly used qualitative methods [44]. 
 
Surveys can be used to gather data on the attitudes and behaviours of software devel-
opers regarding Green SE practices. For example, a survey might ask developers about 
their awareness of energy-efficient coding practices or their use of sustainable software 
development tools [45]. The data collected from surveys can be used to identify trends 
in Green SE practices, as well as barriers to the adoption of these practices. 
 
Interviews with stakeholders such as customers, employees, and management can pro-
vide insights into the impact of Green SE on business operations and customer satis-
faction. For example, an interview with a customer might reveal that they are more 
likely to purchase software products that are developed using sustainable practices [46]. 
An interview with an employee might reveal that they are more likely to stay with a 
company that prioritises environmental sustainability. Interviews with management can 
provide insights into the cost-effectiveness of Green SE practices, as well as the impact 
of these practices on the company's bottom line. 
 
Case studies can provide detailed information on specific Green SE projects and their 
impact on the environment. For example, a case study might examine the development 
of an energy-efficient software application and the resulting reduction in greenhouse 
gas emissions [47]. Case studies can also provide insights into the challenges and op-
portunities associated with Green SE, as well as best practices for implementing sus-
tainable software development practices [48]. 
 
Overall, qualitative methods provide a more nuanced and detailed understanding of the 
impact of Green SE on the environment. By gathering data on attitudes, behaviours, 
and specific projects, qualitative methods can provide valuable insights into the human 
and organisational factors that influence the adoption of Green SE practices [46]. These 
methods can also help to identify opportunities for collaboration and communication 
among stakeholders, as well as potential barriers to the adoption of sustainable software 
development practices. 
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Green SE is a vital field for promoting sustainable development practices. Measuring 
and quantifying the impact of Green SE on the environment requires the use of both 
quantitative and qualitative methods. Life cycle assessment, energy efficiency metrics, 
carbon emissions reduction, surveys, interviews, and case studies are all methods that 
can be used to achieve a more comprehensive understanding of the environmental im-
pact of software development and operation. By using these methods, the benefits and 
challenges of implementing Green SE practices can be identified, and strategies for 
reducing the environmental impact of software development and operation can be de-
veloped. 

4 Research Limitations 

When discussing Green SE, it is important to consider several limitations that may im-
pact research and implementation. Firstly, the limited literature available may not be 
well-established or robust enough to draw solid conclusions, which means that research 
may not provide a comprehensive analysis of the topic. Additionally, the availability 
and quality of data can pose limitations on research as there may not be enough reliable 
data available to support meaningful conclusions. Moreover, the context in which 
Green SE practices are implemented may vary depending on industry, organisational 
culture, and technology infrastructure, which means that research findings may not be 
generalizable across different contexts. Finally, potential biases in the research design 
and the lack of a standardized framework or set of practices may impact the validity 
and reliability of findings. 
 
Another set of limitations pertains to the implementation of Green SE practices in real-
world settings. Even if practices are identified and validated, implementation may be 
challenging due to technical, organisational, or financial constraints. Research may not 
fully address these challenges due to time and resource constraints, leading to a narrow 
focus on specific aspects of Green SE, such as energy efficiency or sustainable design. 
In conclusion, a nuanced understanding of the limitations of Green SE is crucial to 
interpret research findings with appropriate caution and to develop effective strategies 
for implementing these practices. 
 
It is important to highlight that the initial research was undertaken by four final year 
undergraduate students over a 6-week period. Although preliminary training in aca-
demic research and writing was provided, the core primary researchers were essentially 
novices. To further mitigate this risk, a senior academic was available on a weekly basis 
to address any questions and to direct the work. Later, the work was reviewed and ex-
tended by a team of senior academics. Nevertheless, the experience of the core research-
ers and the limited time frame available for the review has reduced the academic com-
pleteness of the process, as such it might be considered research methodology light, 
therefore tending towards an experience report. An obvious area for improvement con-
cerns the consistent treatment of quality characteristics in the included works, which is 
not well reported.  
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5 Directions for Future Research 

These findings emerged from a six-week project. Future research efforts can try to an-
swer the question with a broader scope. Ideally, a consensus regarding the definition of 
Green SE would be reached, along with mutually agreed-upon methods for implement-
ing Green SE practices. One possible solution involves conducting further surveys of 
software developers to gauge their understanding of Green SE. Additionally, now that 
sustainability has been a concern in software engineering for at least several years, the 
effectiveness of these Green SE practices can be evaluated. Consequently, software 
practitioners can discern which practices yield the most significant environmental ben-
efits and are worth incorporating into their work. 
 
Inefficient code and associated algorithmic implementation can increase the hardware 
and indeed maintenance costs, and therefore it is perhaps an appropriate time to refo-
cus efforts on efficiency in existing system. This can be as simple as unnecessary 
code included in systems but never actually used, it nevertheless requires hardware re-
sources and associated electrical supply.  

6 Conclusions 

The urgency to address sustainability concerns has led to a growing interest in Green 
SE, which aims to create reliable, sustainable software that meets the needs of users 
while reducing environmental impacts. Despite the recent spike in research, there is 
still no universally accepted definition or framework for Green SE. Through a multivo-
cal literature review, this paper examines the fundamental principles and practices of 
Green SE, the obstacles confronting the field, and methods for curbing the energy con-
sumption of software systems. As software practitioners embrace the green agenda, 
they will need to take sustainability into account in the future of software design, and 
work towards creating software that not only meets the needs of users but also mini-
mizes the environmental impact of their work. 
 
To achieve this goal, software developers need to adopt practices such as code reuse, 
energy-efficient design, and sustainable software lifecycle management. Part of this 
task will inevitably involve embracing emerging cloud computing paradigms such as 
function-as-a-service (FaaS) [50]. However, implementing Green SE practices can pose 
significant challenges, including technical, economic, and social barriers. To overcome 
these challenges, developers can leverage green metrics, quantitative and qualitative 
methods, and life cycle assessment to evaluate the environmental impact of their soft-
ware and make data-driven decisions. 
 
In conclusion, Green SE signifies an essential stride towards forging a sustainable fu-
ture, with software developers holding a pivotal role in this pursuit. By adopting Green 
SE practices, developers can reduce the carbon footprint of software systems and con-
tribute to global efforts to mitigate climate change. However, achieving this goal will 
require ongoing research, collaboration, and innovation in the field of software engi-
neering. 
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