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Introduction: Modern Code Review (MCR) is a multistage process where

developers evaluate source code written by others to enhance the software

quality. Despite the numerous studies conducted on the e�ects of MCR on

software quality, the non-technical issues in the MCR process have not been

extensively studied. This study aims to investigate the social problems in the MCR

process and to find possible ways to prevent them and improve the overall quality

of the MCR process.

Methodology: To achieve the research objectives, we applied the grounded

theory research shaped by GQM approach to collect data on the attitudes of

developers from di�erent teams toward MCR. We conducted interviews with 25

software developers from 13 companies to obtain the information necessary to

investigate how social interactions a�ect the code reviewing process.

Results: Our findings show that interpersonal relationships within the team can

have significant consequences on the MCR process. We also received a list of

possible strategies to overcome these problems.

Discussion: Our study provides a new perspective on the non-technical issues in

the MCR process, which has not been extensively studied before. The findings of

this study can help software development teams to address the social problems

in the MCR process and improve the overall quality of their software products.

Conclusion: This study provides valuable insights into the non-technical issues

in the MCR process and the possible ways to prevent them. The findings of this

study can help software development teams to improve the MCR process and the

quality of their software products. Future research could explore the e�ectiveness

of the identified strategies in addressing the social problems in the MCR process.
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1. Introduction

Modern Code Review (MCR) is a multistage process where developers evaluate source

code written by others to enhance the software quality (Fatima et al., 2019; Davila and

Nunes, 2021; Malikova and Succi, 2021). The term MCR appeared in 2013 and represents

the lightweight version of Fagan inspection. MCR is tool-based and asynchronous process,

which distinguishes it from others code review approaches (Bird and Bacchelli, 2013).

Asynchrony allows participants to conduct code reviews independently of time and space

(Stein et al., 1997). The use of tool-based code review implies adapting a tool to bring

structure to the process of reviewing patches and supporting the overall logistics of the

process, and there aremany such tools that are used in open-source and commercial projects:

CodeFlow (used byMicrosoft), Gerrit (Google’s Chromium and OSS projects), ReviewBoard

(VMware), Phabricator (Facebook), and others (Sadowski et al., 2018).
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The core of MCR requires at least two people: the author and

the reviewer. Some companies involve more than one reviewer,

for instance, VMware involves two independent reviewers (Rigby

and German, 2006), and Microsoft requires an average of four

people (Rigby and Bird, 2013). The process consists of several

steps common among different companies: creating, previewing,

commenting, addressing feedback, and approving (Sadowski et al.,

2018).

One of the most compelling reasons for performing MCR is

to prevent developers from inappropriately “protecting” the code

they developed, that is, avoiding organizing the process so that no

one but them can change their code or even, in the most extreme

cases, use it. Moreover, the review provides insight into the code

to other developers, promotes the exchange of information among

team members, supports them, and improves the overall process

and quality of the software (Bird and Bacchelli, 2013). A thorough

empirical study conducted at Google evidenced that the main

drivers for MCR, from the developers’ perspective, are education

(teaching or learning), maintenance of organizational standards,

and, eventually, prevention of bugs, defects, and other quality issues

(Sadowski et al., 2018).

Unlike recent researches that focus on analyzing the artifacts

of the online tools used (Ahmed et al., 2017; Asri et al., 2019;

Chouchen et al., 2021), our work focuses specifically on a qualitative

analysis of the aspects of interpersonal interactions in the MCR

process. Consequently, in this work we aim at answering the

following research questions:

RQ1: How do social interactions affect the code reviewing process?

RQ2: How to prevent the artifacts induced by social interactions and

improve the quality of MCR?

This work is structured as follows. Section 2 presents the state of

the art inMCR research. Section 3 describes the selected approaches

and the structure of the conducted research. The demographics of

the research and data collection process are presented in Section 4.

Section 5 shows the results of its implementation. The evaluation

and discussion of results in respect to defined research questions

as well as overall summary of the work are presented in Section

6, followed by the analysis of validity of the research in Section 7.

Finally, we discussed the directions of further research in Section 8

and draw the conclusions in Section 9.

2. Related works

The effects of MCR have been studied in many researches

(Ebert et al., 2019, 2021; Nazir et al., 2020; Wang et al., 2021),

with experiments conducted at large software companies, such as

Microsoft (Bird and Bacchelli, 2013; Rigby and Bird, 2013; Bosu

et al., 2017), Google (Rigby and Bird, 2013; Sadowski et al., 2018),

Mozilla (Kononenko et al., 2016), and in open-source projects

(Rigby and Bird, 2013). These works reveal a significant number

of non-technical issues in MCR: distance, review subject, context,

customization, and social interaction. Distance can be interpreted

as physical or social distance between different teams or different

roles. The problem with the subject of the review arises from a lack

of comprehension of the code. The problem of context is related

to the misunderstanding of the reasons for changing the code.

Customization is a problem arising from the specific requirements

in each particular company (Uchoa et al., 2020; AlOmar et al.,

2022).

A number of researches resulted in development of models and

tools for automated evaluation of MCR process and its outcomes

(Hijazi et al., 2022; Thongtanunam et al., 2022).

Factors of social interactions include the trust relationship with

the author of the code (Zhang et al., 2020), interaction among

the MCR participants (history of interactions, frequency, and so

on; Bosu et al., 2017; Fatima et al., 2019; Kashiwa et al., 2022),

relationships between the teammembers (Succi et al., 2002; Coman

et al., 2014; Bosu et al., 2017), and the perception of the individual

author or reviewer (Bosu et al., 2017; Fatima et al., 2019; Kashiwa

et al., 2022). Furthermore, individual factors including skills,

characteristics, emotions, knowledge and experience, psychological

safety, work style, and individual bias, also affect social interactions

(Fatima et al., 2019). These kinds of human issues are the area of

this research. Specifically, considering how social interactions and

individual factors can lead to not objective and misleading reviews.

Problems related to social interaction between developers and

affecting the code review process are common to both distributed

and co-located teams (Bosu et al., 2017). It is worth considering

that interactions become more superficial as the size of the

team increases (Crowston and Howison, 2005). Moreover, the

researchers found that a few individuals on a team have a large

number of interactions, while the rest have only a few (Crowston

and Howison, 2005). A number of OSS (Open Source Software)

and Microsoft teams were observed to analyze the effects of social

factors (Bosu et al., 2017; Alami et al., 2019). The results have shown

that concepts such as trust, respect, credibility, and friendship have

a significant impact on the code review processes.

The researches mentioned above are mainly focused on the

problems of the MCR and their consequences, while the possible

solutions to these issues are not well-studied. In this regard, the

current research aims not only at investigating social problems

described above, we also have a purpose of finding possible ways

to prevent them and improve the overall quality of MCR process.

3. Structure of the empirical
investigation

This study is based on:

(a) the Goal-Question-Metric approach (Basili and Weiss,

1984) for creating a research framework, elaborating the

questionnaires, and validating the obtained results, and

(b) the Grounded theory research in form of a survey for

conducting qualitative research (Bolderston, 2012).

Qualitative research is a procedure that involves collecting and

analyzing the data (e.g., images, sounds, words, and numbers;

Rossman and Rallis, 2003). Such a strategy uses a different set of

philosophical assumptions, research strategies, and methods for

collecting, analyzing, and interpreting data (Creswell and Creswell,

2018). Its purpose is to learn about some facet of the social world

by understanding concepts, opinions, or experiences (Rossman and
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FIGURE 1

GQM model.

Rallis, 2003). Qualitative research has different approaches such as

grounded theory, case study, ethnography, phenomenology, and

narrative study (Bolderston, 2012). For our work, the grounded

theory is best suited since it helps to study the process of human

interactions and generate theories to create theories that explain

human behavior (Bolderston, 2012).

3.1. GQM model

In this work we followed the research model suggested

by Malikova and Succi (2021): semi-structural interviews with

developers of different companies to investigate the topic and

gather the statistics. The goals behind conducting the survey are:

1. To understand how social interactions affect the code

reviewing process.

2. To define the strategy for preventing the impact of negative

social interactions and, thus, improving the quality of MCR.

Using the GQM approach, the defined goals are further

elaborated into questions and metrics. The resulted model

presented in Figure 1.

3.2. The research strategy

Many studies successfully used interviews to investigate various

aspects of the software development process, and the code review

in particular (Bird and Bacchelli, 2013; Rigby and Bird, 2013;

Kononenko et al., 2016; Bosu et al., 2017; Sadowski et al., 2018;

Fregnan et al., 2022). Thus, we also relied on this method to

collect data on the attitudes of professional developers towardMCR

process and the human factors affecting it.

The survey consists of several steps, including the preparation

phase, execution, and analyzing the results (Creswell and Creswell,

2018). Preparation is devoted to the elaboration of the interview

protocol, which includes: (a) instructions for the interviewer,

(b) date, place, interviewer, interviewee, (c) the questions, (d) pilot

tests, and (e) final thank-you statement.

For this survey, we have opted for the face-to-face (individual

interview) format. The target group is developers from the software

teams.We suggested involving participants from the heterogeneous

teams so that their work processes may differ from each other.

This allowed us to study the opinions of different categories

of developers.

We decided to apply the criteria of the study by Bosu et al.

(2017) to ensure the validity of the results. The restriction is

to survey developers with sufficient experience—namely, only

those who have participated in at least 30 code reviews. Also,

since our research is related to the investigation of interpersonal

relationships, it was important to take into account the amount of

time that the survey participant has been working in the current

team. We set the minimum employment criterion of 6 months.

Survey questions were chosen to meet the following criteria:

(a) be clear and understandable to interviewees, (b) be related to

MCR and its social issues, and (c) not to deal with information that

may be protected by a non-disclosure agreement.

The interview script consists of three parts: two questions on

demographic, six general questions on the topic (questions 3–8),

and nine questions addressing the research objectives (questions 9–

14 refer to RQ1 and questions 15–17 refer to RQ2). The complete

list of questions for an interview is given in Table 1.

The execution phase required adherence to the established

protocol. The interview was conducted with each participant

individually. Each interview was accompanied by a sound recorder

and a quick-notes tool. The time of interviews varied from 3 to

17 min, depending on the situation. The place depended on the

interviewees’ preferences as well as their physical location. The set

of questions was the same for all interviewees, but the questions

could vary according to a semi-structured format in order to

understand and learn more about the participant’s opinions.

At the end, results were analyzed in the following order:

1. Transcribing interview by organizing and preparing the data

for analysis.

2. Read all the data.

3. Code the data by classifying the data by words (Rossman and

Rallis, 2003).
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TABLE 1 Interview script.

No. Question Answer options

1 What is your education level? • Bachelor’s degree

• Master’s degree

• Ph.D.

• No university education

2 What is your working experience as a developer? Open-ended

3 What is your working experience in your current team? Open-ended

4 How many people work with you in the team? • 1-4

• 5-9

• 10-15

• 16+

5 What is your work format? • Remote

• Office

• Mixed

6 Do you conduct code reviews within your team? • Yes

• No

7 How many hours per week, on average, do you spend reviewing other contributors code? Opened

8 Why code review is/isn’t important? Opened

9 Has it ever happened that you conducted a code review with a person emotionally close to you? • Yes, please explain how you felt, and, if possible

provide examples

• No

• I cannot answer

10 Has it ever happened that you conducted a code review with a person that you could not stand? • Yes, please explain how you felt, and, if possible

provide examples

• No

• I cannot answer

11 Do you think that the identity of the contributor relevant to you when you conduct a code review? • Yes

• No

• I cannot answer

12 When you review poorly written code, does it affect your perception of the author of the code? Open-ended

13 When you review very well written code, does it affect your perception of the author of the code? Open-ended

14 Could you say that interpersonal relationships affect the objectivity of the code review? Open-ended

15 If yes, is it a problem in your team? Open-ended

16 If yes, what possible solutions to these problems do you see? Open-ended

17 Are there any other problems affecting the code review process within your team? Open-ended

4. Generate a description of the setting or people and categories

or themes for analysis by codes.

5. Represent the description and themes.

6. Produce qualitative analysis of the results (Creswell and

Creswell, 2018).

The results of the conducted interviews helped us understand

the processes and problems of the code reviewers. In addition, we

collected possible solutions that the participants proposed for their

particular team.

4. Demographics of the survey

During March and April 2021 we conducted 25 interviews

with software developers from 13 different companies. They were

carried out according to the established protocol in online and

offline formats. To ensure the integrity of the results and to promote

the replicability of the research results, we made anonymized audio

recordings and processed data1

Figure 2 shows the demographic distribution of the

participants. Thus, the majority of respondents were male

(88%), 12%–female. Most participants (72%) have a bachelor’s

degree, 12% have a master’s degree, 8% are Ph.D. and the rest 8%

have no higher education. The working experience of interviewees

varies from half a year to 13 years, with the median value is 2.

Information about the teams of participants is shown in

Figure 3. According to the respondents, 20% work in an office,

44% work remotely, and 36%—mixed. The number of developers

working in the same teams with respondents varies from 2 to 30

people (median is 5). Working time together is from 3 months to

5 years, with the median value of 1 year. And time spending on

1 Available at: https://drive.google.com/drive/folders/17AZoon52nDvVvD

K7eUhwczjtP1H9Ec8p?usp=sharing.
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FIGURE 2

Personal information about participants. (A) Gender distribution. (B) Education level. (C) Work experience.

A B

C D

FIGURE 3

Information about working teams. (A) Work format. (B) Team size. (C) Time spending on reviewing other’s code per week. (D) Time working within

the current team.
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reviewing other’s code per week varies from 30min to 10 h (median

is 2 h).

5. Results of the survey

5.1. Why code review is/isn’t important?

One hundred percent of the surveyed participants answered

that the code review is an essential part of the development within

their team. We also asked developers to mention the reasons why

code review is meaningful for them (multiple answers could have

been given). And there is a list of all identified reasons for the

importance of the procedure, sorted by popularity (Figure 4).

5.2. Has it ever happened that you
conducted a code review with a person
emotionally close to you? What did you
feel?

Most of the participants (68%) answered that they had to check

the code of a person emotionally close to them. Opinions about

objectivity were divided into two groups. Some developers have

said that it’s pretty hard for them to be objective when reviewing

a person they know well:

“I had to be not too rude. It was necessary to write

something more restrained.” (I-1)

“Sometimes I felt admiration.” (I-11) “I have to work with

my younger cousin. And in this regard, I am stricter with him

than with others.” (I-14)

“Of course, we look based on our experience, from some

of our emotional backgrounds. When we look at a loved one,

there’s a predisposition, but on the other hand, you can swear

him since you’re no longer afraid.” (I-20)

Others, on the contrary, noted that out-of-work relationships

do not matter, and they check everyone identically:

“There is no difference for me. I conduct reviews for

everyone in the same way.” (I-10)

“I basically have a neutral collegial attitude toward 98% of

people.” (I-15)

The second group had significantlymore developers (80%) than

the first (20%).

5.3. Has it ever happened that you
conducted a code review with someone
you could not stand? How did that make
you feel?

The majority of respondents had never checked the code of

a person that they could not stand. Those who did check (28%)

provided the following feedback. Most respondents (about 76%)

were confident about objectivity:

FIGURE 4

Benefits of the code review.

“Since we are engaged in a common business, it is better to

teach a person who does not know how to do it.” (I-20)

“I try to separate the work from the personal, so I was

objective.” (I-23)

Others (about 24%) felt that their emotions were impacting

their judgments:

“I had an annoyance and desire to find as many errors as

possible.” (I-1)

“I felt aggression, anger, wish to rewrite his code.” (I-4)

“I didn’t want to let his code go to production.” (I-6)

“If a person was extremely unpleasant to me, I simply

ignored his requests.” (I-17)

5.4. Do you think that the identity of the
contributor is important to you when you
conduct a code review?

A significant part of interviewees (75%) answered that identity

of the contributor matters when conducting a code review:

“For me, code review depends on the person’s experience.

If developer is more experienced, they won’t try to delve into

his code, and, on the contrary, if I know that developer is a

beginner I will be more critical.” (I-10)

“This affects the wording of my comment.” (I-18)

Others claimed that identity had nothing to do with them when

checking the code:

“If a person has been developing for 3 years, then he cannot

make any simple mistakes. Most often, you just need to make

sure that everything is fine and I will not thoroughly check any

places. But if a person works for a month, then I will check

almost every day.” (I-16)
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5.5. When you review poorly written code,
does it a�ect your perception of the author
of the code?

Respondents answered quite differently, but two main points

of view can be distinguished. For some of them, the quality of the

written code is not related to its author’s personality. They do not

treat the author of the code as a personality, but as a developer:

“Rather, I would not make condemnation about this

person. I’ll just roughly understand how much this person

understands the area.” (I-11)

“I draw some conclusions regarding his level.” (I-21)

While others can draw conclusions about a person by his code:

“Naturally, if a person is mistaken and repeats, then you

can understand what kind of person.” (I-2)

“If I know that a person has 5 years of development

experience, and at the same time he writes code as an intern,

then I will think that the person is not smart enough.” (I-25)

5.6. When you review very well written
code, does it a�ect your perception of the
author of the code?

The respondents answered this question about the same as the

previous one. For the part of interviewers, the quality of the written

code is not related to the person’s personality:

“Is there a difference who wrote the code, that is, a rather

abstract thing from a professional point of view?” (I-3)

For the second part, the code plays role to form a relationship

with the author of the code:

“If you are not very familiar with a person, then in any case,

the attitude toward him will be based on all sorts of little things,

including the quality of his code.” (I-12)

5.7. Could you say that interpersonal
relationships a�ect the objectivity of the
code review?

Most of the developers agreed that relationships at work affect

communication processes, and code reviews as well:

“I usually trust developers with a lot of experience, because

I have no doubt that they did something strange.” (I-8)

“If he is more experienced, they will try to delve into

his code, and if on the contrary, I will be more critical. The

personality of the author matters, because for code impulse

people I worry more.” (I-10)

“When you have confidence in a person, then you start to

turn a blind eye at his code.” (I-25)

5.8. Is interpersonal relationships a problem
in your team?

Few of the participants agreed that interpersonal relationships

are a problem in their teams. But some still share the consequences

of this problem:

“Sometimes there are moments that a person finds fault

with everything very meticulously.” (I-11)

5.9. What possible solutions to
non-objective review problem do you see?

In contrast to the importance of code review, the programmers

gave only one option for this and the next question. A large

number of different options were proposed on how to avoid

bias in the code review process (directly corresponds to M3 of

GQM model): (a) involve at least two reviewers in the review

process for objectivity, (b) discuss the review criteria with the

team, standardization, (c) conversations, (d) reallocation of teams,

(e) team extensions, (f) anonymity, (g) help of the team leader,

(h) checking soft skills during onboarding, (i) team hierarchy, and

(j) enable the creator of the pull request to replace the reviewer.

5.10. Are there any other problems
a�ecting the code review process within
your team?

The most popular answers are long-wait for checking pull-

request and misunderstanding of the essence of the code. But there

are also other aspects: (a) the huge pull-request that hard to review,

(b) subjective code vision, (c) assigning the role of the reviewer to

a developer who does not know in this area, (d) not using tools for

review, (e) communication format, (f) overall involvement, (g) not

linking the pull request to the task in the agile board, (h) switching

context from tasks to tasks, (i) necessity to quickly release the task

and there is no code review in this case, and (j) lack of knowledge

of the code base.

6. Discussion

Going back to the GQM model (see Section 3), we made the

following observations. With respect to Goal 1, we found two,

somehow contradictory, facts:

1. Social interaction seems to create an emotional bond that

may prevent people from finding mistakes in code written by

peers during MCR sessions (75% of respondents agreed with this

statement).
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2. Social interaction creates a flow of ideas and a shared

language that facilitate finding mistakes in code written by peers

during MCR sessions (56%).

With respect to Goal 2, there is a set of possible solutions for

overcoming people’s issues during MCR provided by interviewees

(10 options in Section 5.9).

Regarding the research questions stated for this work, we make

the following conclusions.

6.1. How do social interactions a�ect the
code reviewing process? (RQ1)

The influence of interpersonal relationships on code review

was proven to be a fact in the conduct and analysis of the

interviews. We also found consequences that usually negatively

affect the code review process. Among them: missing errors,

unwillingness to accept code to production, ignoring, negative

emotions that interfere with being objective. It is quite interesting

to see an analogy with the results of the MCR anti-patterns analysis

conducted by Chouchen et al. (2021)

We analyzed each factor separately, and found out that all of

them lead to a deterioration in the quality of the code review. As a

result, the quality of the product as a whole may get worse. Missed

errors can lead to viral bugs in the product that can affect the

user experience (Bird and Bacchelli, 2013). Unwillingness to accept

code to production and ignoring requests from the reviewer or the

author of the code will affect the teamwork within the team. Lack

of communication skills is one of the factors of demotivation and

low productivity (Trendowicz and Münch, 2009). Finally, negative

emotions not only impede objectivity during the review process

(Egelman et al., 2020), but also lead to backslash by the developer,

which results in decreased performance.

6.2. How to prevent the artifacts induced
by social interactions and to improve the
quality of MCR? (RQ2)

Programmers made many suggestions on how to avoid the

problems associated with social interactions during the code

review. A complete list of proposed options was given in

Section 5.9. At the moment, we only have a list of suggested

options on ways of improving the review process. Validation of the

effectiveness of each of these methods in the context of teams of

different sizes and formats requires comprehensive analysis, and is

the subject of further research on this topic.

6.3. General conclusions

We have analyzed the results of the survey and come to the

following conclusions:

• Code review is an important part of development for any

team: with a different format and number of developers.

• Code review is essential for finding bugs, learning a new

feature, and maintaining standard.

• The interpersonal relationship between the reviewer and the

author of the code can affect the code review process in different

ways: missing errors, unwillingness to accept code to production,

ignoring, negative emotions that interfere with being objective.

• For most, the personality of the author only matters when

taking into account his professional experience.

• The code written by an individual does not affect the

perception of his personality, and conclusions are made on his

professional qualities.

• There are many other problems in teams related not

only to communication between developers. These issues include

verification time, the size of the verified code, subjectivity, the level

of the verifier, and so on.

• There are several ways to improve the quality of code

review according to interviewees’ opinions. The most popular

are involving multiple reviewers, creation of common criteria,

improving soft skills, and others.

7. Validity of the empirical
investigation

To be sure of the correctness of the findings, we need to check

these findings on validity and reliability (Creswell and Creswell,

2018).

7.1. Internal validity

Threats to internal validity relate to internal factors in our study

that could affect our results. To ensure the internal validity of this

study, two strategies were employed: participant checking and peer

examination. As mentioned earlier, we select only those who have

reviewed more than 30 works and have also been working in the

current team for more than 6 months. Finally, we conducted the

peer examination of the results.

7.2. External validity

Threats to external validity concern the generalization of our

findings. The majority of respondents were male and had a high

school education, and it can limit the generalizability of the results

to other groups of software developers. In addition, although

respondents’ work experience varied widely, most had relatively

limited experience which affect the validity of the study in the

context of more experienced developers.

Thus, we should recognize that our findings may not be

generalizable to the high extend. Reducing the impact of these

factors on external validity may be the direction for further research

on this topic.

7.3. Construct validity

To check the comprehensibility and validity of the survey

questions, we applied three pilot tests.
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The first one was a meeting with a psychology expert during

which we rephrase the questions, changed their order, and replaced

and added new ones. The need for the consultation with a

psychology specialist was that the questionnaire is more social, and

the goal is to understand peer impression.

Second, we applied a checklist proposed by Creswell

and Creswell (2018) to further improve the question

preparation process.

And finally, we performed a test survey with several developers

to rephrased some questions, analyze the responses, and perform

final improvements to the questions and the process of conducting

the interview itself.

8. Future work

This research is just the beginning of studying social issues in

the team during the code review. A great deal of work was done in

searching for the necessary literature, describing the methodology

of the study, and verifying the results. We have received data

regarding the questions posed, but we need to investigate them

in more detail. In future work, we can study similar researches,

which may have already proven the effectiveness of a particular

method for improving the code review process, or we can conduct

ourfquoteexperiments.

Moreover, it would be interesting to explore further the effect

of MCR in Open Source (Paulson et al., 2004; Rossi et al., 2012)

and in Agile environments (Coman et al., 2014; Kruglov, 2021), and

when different programming approach are in place, such as mobile

(Corral et al., 2014) or functional/logic (Clark et al., 2004).

9. Conclusion

MCR has shown to be an effective mechanism to identify

bugs in the code (Heumuller, 2021; Han et al., 2022; Hijazi et al.,

2022); however, given their intrinsic subjectivity, they can be

significantly affected by human factors such as interpersonal

relationships, as was shown by Malikova and Succi (2021). In

this paper we have investigated impact of social interactions on

the code reviewing process. We identified the repercussions

of interpersonal relationships that affect the code review

process, such as negative emotions and unwillingness to

admit the developer’s code to production. In 75% cases social

interactions create an emotional bond that prevent people from

finding mistakes, although in 56% they have positive effect of

creating a flow of ideas and a shared language which aids in

finding mistakes.

Furthermore, we have collected a number of suggestions on

how to improve the quality of MCR process. The most popular

opinions are to involve multiple teammembers in the main review,

to develop a list of criteria within the team for which code will be

reviewed, and to improve the soft skills of the software development

team members.

The results of this work will be useful both to those who

involved in software development—software engineers, developers,

IT managers—and who want to study this topic further and analyze

the human factors in the code review process.
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