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Chapter 1

Introduction

Scheduling problems belong to the classical optimization problems in Operations Re-
search due to their practical significance and theoretical elegance. This chapter gives
an introduction to basic scheduling concepts and their applicability, and describes
how the contributions in this thesis fit within the research field of scheduling.

After illustrating the background of scheduling in Section 1.1, the basics of for-
mulating and solving scheduling problems are given in Section 1.2. Subsequently,
the goals and research questions of this thesis will be elaborated upon in Section
1.3. Finally, an outline including an overview of the contributions of this thesis is
given in Section 1.4.

1.1 Background

Scheduling is a type of decision making that is used on a regular basis by practically
all organizations and individuals. Generally speaking, scheduling problems deal with
the allocation of resources to tasks, usually over a given period of time, with the goal
to optimize one or more objectives, subject to a set of constraints. Typical large-scale
processes where scheduling is of vital importance are production, transportation,
distribution, construction, information processing and communication.

Within scheduling applications, there is a large variety in tasks, resources and
objectives. Common real-life examples of tasks include assembling product parts,
driving trips, or completing stages of a construction project. Examples of the corre-
sponding resources are the machines in a factory, tracks at a train station, or workers
available for the construction site for the given time period. The objectives for an
organization often include the maximization of the profit or the minimization of the
total completion time. However, large organizations often deal with multiple ob-
jectives. This can be represented in a multi-objective function, or combined in one
objective function by assigning weights to every objective, representing their relative
importance. Other special objectives include the environment (pollution minimiza-
tion), safety (avoiding trucks in crowded areas) and even may have a political nature
(equalize the benefit from a service in different areas). Alternatively, objectives can
also be transformed into a constraint (e.g., at least 95% of the ambulances must
arrive at location within 15 minutes after an emergency is recorded).

1
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1.2 Scheduling problems

Many scheduling problems can be formulated as a combinatorial optimization prob-
lem. These types of problems are concerned with finding an optimal solution within
a large, but finite set of solutions. To illustrate this, three fundamental combina-
torial optimization problems and their practical relevance are described informally
below. A formal definition of these problems can be found in Appendix B.

Example 1.1 (Assignment Problem). Suppose a group of workers need to perform
a set of tasks. Any worker can be assigned to any job, but every job-worker combi-
nation may have a unique cost. The goal is to assign exactly one job to every worker
such that the total cost is minimized. In practice, the costs could be determined by
the time that is required for a job by a worker, which may depend on e.g., the skills
of every individual worker.

Example 1.2 (Vehicle Routing Problem). A transportation company has a fleet of
vehicles that can be used to serve a given set of customers. The goal is to visit all
customers while minimizing the total distance (or time) of the routes of the vehicles.
The practical context is often that goods or packages from a central depot have to
be delivered to customers.

Example 1.3 (Machine Scheduling Problem). A fixed number of machines is avail-
able to process a finite set of jobs with varying processing times, but every machine
can process only one job at the same time. The goal is to minimize the total length
of the schedule, i.e., the time when all jobs are finished. Applications of this prob-
lem include the manufacturing of products in a factory, but can also be translated
to a context where jobs and machines are represented by different entities (e.g.,
customers and workers, respectively).

These typical optimization problems are formulated in a basic version, but many
variations and extensions exist. The problem in Example 1.1 could be extended
with sizes for every job and capacities for each worker. Workers are then allowed to
take more jobs as long as the total size does not exceed the worker’s capacity. In
Example 1.2, one could include time windows on the delivery moments that need to
be fulfilled. Most notably, machine scheduling problems such as in Example 1.3 have
been the subject of extensive research for many decades due to their application in
many fields. These problems are also used to introduce new students and researchers
into scheduling, because it is easier to use standard combinatorial techniques and
to analyze the computational complexity. Two major overviews on the theory of
(machine) scheduling can be found in [10] and [99].

These three examples are only a limited sample of the wide range of optimization
problems that can be found in practice and in the literature. Typically, schedul-
ing problems play an important role in manufacturing and service industries, as
well as some information processing environments. In this thesis, the focus lies on
scheduling problems in the service industry. Although such problems generally have
a higher complexity (e.g., more constraints), the practical impact of understanding
and solving problems can be higher as well (in terms of saved costs and time).
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Formulating a scheduling problem. Although scheduling problems in theory
should have a clear input, objective and output, this is not always the case in prac-
tice. Formulating an optimization problem from a realistic setting to a mathematical
model often has room for different interpretations or perspectives. Even the objective
function, which is an indication of the quality of a schedule, might not be definable
in a straightforward way.

For example, the classical Vehicle Routing Problem (as described in Example
1.2) and many of its variants have been studied very extensively, but a real-world
transport organization usually cannot apply an existing method directly into prac-
tice. It is unlikely that the exact optimization problem of a transportation company
is contained in the literature. In practice, there might be significantly more consid-
erations that may need to be taken into account, such as:

� balancing the work load of drivers within a daily duty, but also on a weekly,
monthly and even yearly basis,

� time windows in which deliveries can or should be done,

� stochasticity of driving and delivery times (including chances of disruptions,
traffic jams, etc.),

� availability and skills of drivers with different contracts, and

� availability, equipment and sizes of vehicles with different driving costs.

In this (non-exhaustive) list, most considerations provide room for different inter-
pretations. For example, when trying to balance the work load for a driver, it is
not easy to define when one set of duties in a week for a driver is more “balanced”
than another. Furthermore, one might question whether time windows are a hard
or soft constraint, i.e., a requirement or a preference. In case of a preference, an
optimization model needs to know what delay is acceptable, and whether there ex-
ists a penalty if the delay exceeds a certain amount of time. And even if all such
performance measures were quantifiable, it may be difficult to formulate all practical
considerations into a (mathematical) model, let alone solve it.

For such reasons, models in the literature are usually limited to only a subset of
such extensions motivated by practice, with their own interpretation. The obvious
downside is that this makes those models less interesting to use for some organiza-
tions, simply because some (company-specific) considerations could be missing that
potentially form a hard constraint. Also, personal preferences of employees might
not be able to be incorporated easily. This does not mean that all mathematical
models in the literature are inapplicable in practice. Existing algorithms could po-
tentially solve simplified versions of the problem. But the mentioned downsides
could make automatic optimization for some organizations insufficient and/or too
troublesome. After all, automated scheduling requires to formalize all resources and
constraints into input data for an optimization model that also needs to be created
and maintained.

The efforts that come with automatic optimization may urge some organizations
to schedule manually instead, which might lead to a less efficient schedule. On the
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other hand, manual scheduling is for other organizations impractical, because their
problem has too many variables and constraints to solve by hand, or because the
constraints are too complex that planners cannot even find a feasible or acceptable
schedule.

Solving a scheduling problem. A scheduling problem is an optimization prob-
lem which can be solved by an algorithm. Informally, an algorithm is any well-
defined procedure, typically implementable by a computer. An algorithm takes a
set of values as input, and produces a specific set of values as output, such as a
schedule.

Clearly, an optimization problem can be solved in multiple ways. Ideally, an
algorithm can be found for which can be formally proven that it guarantees to find
an optimal solution to the problem efficiently. An algorithm is considered efficient
if its resource consumption (also known as its computational cost) is within an
acceptable level, which will be formalized in Chapter 2.

However, this thesis mainly considers so-called NP-hard problems. These are
difficult problems for which it is unlikely that an efficient algorithm exists (see
Section 2.3 for formal definition). Therefore, alternative techniques are required.
The established techniques that will be used to approach scheduling problems within
this thesis, arise from different areas in Operations Research. An overview of these
approaches, including a brief non-technical description, is given in alphabetical order
below.

� Approximation algorithms (see, e.g., [122]) are efficient algorithms that provide
a provable guarantee on the quality of its solution compared to an optimal
solution of the same problem. In other words, the solution value corresponding
to the solution produced by the algorithm lies within a specified and proved
factor of the optimal solution value. The design and analysis of approximation
algorithms usually involves a mathematical proof certifying the quality of the
returned solutions in the worst case.

� Branch and price (see, e.g., [25]) is a method to solve combinatorial optimiza-
tion problems that can be formulated as an Integer Linear Program (ILP), and
is a hybrid of branch-and-bound and column generation. A branch-and-bound
algorithm implicitly enumerates all possible solutions, applying pruning rules
to subsets of solutions if those subsets cannot produce a better solution than
the best solution found so far by the algorithm.

� Dynamic programming (see, e.g., [21]) is a method that breaks the problem
down into subproblems that can be solved efficiently. It applies when the sub-
problems cover each other, i.e., when a subproblem of the main problem is a
subproblem of a different (larger) subproblem of the main problem. A dynamic
programming algorithm solves each subproblem only once in a bottom-up fash-
ion and saves its solution in a table. This prevents the need to recompute the
answer every time it solves every subproblem. Intuitively this means that opti-
mal solutions of subproblems will be used recursively to find optimal solutions
of slightly bigger subproblems, until the overall problem is solved.
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� Graph algorithms (see, e.g., [21]) are the class of algorithms that are based
on searching a graph. A graph is a commonly-used mathematical structure
used to model pairwise relations between objects. The objects are referred
to as vertices (or nodes), while any pair of vertices may be connected by an
edge. The requirement is that the scheduling problem can be represented as
a graph. A graph-searching algorithm may discover much about the structure
of a graph.

� Greedy algorithms (see, e.g., [88]) are simpler and more efficient algorithms
compared to the other methods in this list. Throughout the execution of the
algorithm, such methods tend to make the choice that looks best at the mo-
ment. In other words, greedy algorithms make locally optimal choices, hoping
that these choices eventually lead to a globally optimal solution. However,
this may result in worse results in the long run (i.e. local optima).

� Heuristics (see, e.g., [88]) are methods based on intuitive and/or rational rules
that, in contrast to the earlier mentioned types of algorithms, do not satisfy
formal or theoretical properties. This means that heuristics have no theoret-
ical guarantee about its solution quality or its running time. Nevertheless,
heuristics are often used in practice with great effectiveness as they usually
require significantly less running time than algorithms that are guaranteed to
find an optimal solution.

Note that there is no strict separation between the mentioned types of algorithms.
For example, graph algorithms may include dynamic programming, while greedy
algorithms are by many researchers considered as heuristics. Also note that this
list is only a small subset of all possible optimization algorithms for scheduling
problems. It only gives an impression of the algorithms that will be used in this
thesis specifically. The choice for these algorithms is based on the high occurrence
within the literature, the proven effectiveness of these methods for (scheduling)
problems and/or the theoretical insights they provide.

These techniques will be explained more elaborately in the preliminaries in Chap-
ter 2 with the aid of examples, before they will be applied in subsequent chapters.

1.3 Goals and research questions

This thesis focuses on both the theory and applications of scheduling and con-
tributes new methodologies and insights in both aspects. With this aim, this thesis
studies four difficult scheduling problems from different settings: job covering, crew
scheduling, hospital planning and train timetabling. The selection of these problems
is based on:

� the insights that the corresponding models provide,

� the variety of methodologies that are needed for their theoretical analyses, and

� their relevance and importance with respect to real-world applications.
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These selected areas are by no means an exhaustive list of scheduling areas. However,
there is often a large overlap with problems from other scheduling areas (e.g., ma-
chine scheduling, airline routing, sports timetabling), meaning that insights gained
for these problems may be extended to other (scheduling) areas. With these schedul-
ing settings used as a framework, the following goals and research questions are
considered in this thesis.

Goals. The primary goal of this thesis is to provide new perspectives, models
and algorithms to solve scheduling problems. For this reason, a different approach
will be proposed for each considered scheduling problem. The proposed methods
usually consist of an adaptation or extension of well-known approaches and should
give additional insights on the possibilities of the existing methods. Note that the
goal is not necessarily to design an algorithm which gives the best solution, has the
shortest computation time or has the best theoretical guarantee. Instead, the focus
lies on contributing new insights to approach scheduling problems.

To obtain a better understanding of the complexity of scheduling problems, one
can identify the types of constraints or structures that can make a scheduling prob-
lem hard to solve (efficiently). This forms as a secondary goal. To achieve this goal,
special cases of the scheduling problem (where one or more constraints are added or
omitted) will be considered for which an efficient solution method can be proposed.
Note that there is a direct relation between the two goals. If an efficient algorithm
for a special case of the scheduling problem can be found (secondary goal), one
can consider this algorithm as a subroutine by solving a subproblem, to provide a
method to solve the general scheduling problem (primary goal). This will be done
for all four scheduling problems.

Finally, it is important to note that this thesis is not built up in such a way
that the four problems and corresponding chapters are directly connected to each
other. The research in the four chapters have different motivations and can be read
independently from each other and may have their own approaches and conclusions.
If possible, comparisons will be made across chapters in the conclusions, but this is
not the intention of this thesis.

Research questions. To achieve the mentioned goals, the following research ques-
tions are formulated that provide a basis for every of the four chapters:

� Why is the scheduling problem difficult to solve optimally?

� Which special cases of the scheduling problem can be solved efficiently?

� How can algorithms for special cases be used to solve the general scheduling
problem?

� How applicable are these algorithms in practice with regard to their compu-
tation time?

The aim is to answer these questions per scheduling problem as satisfactorily as
possible in the conclusions of every chapter. As mentioned, such insights may also
help in areas other than the ones considered in this thesis.
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1.4 Outline and contributions

This thesis is structured as follows.

� Chapter 2 describes important concepts from combinatorial optimization that
introduce the reader to techniques that will be used in further chapters. These
include the running time of algorithms, complexity classes, reductions among
optimization problems, approximation algorithms, dynamic programming, fully
polynomial time approximation schemes and column generation.

� Chapter 3 introduces the Budgeted Job Coverage Problem, where jobs with
costs and profits need to be covered by specific resources (e.g., staff, machines)
to maximize profit, subject to a budget constraint.

The contributions consist of a proof of hardness and a variety of algorithms for
special cases of the problem. A 1

2
(1− 1√

e
)-approximation algorithm will be pro-

posed which crucially exploits the case if every resource processes exactly two
jobs. Also, a bi-level dynamic program and a fully polynomial time approxi-
mation scheme will be proposed in case the problem can be transformed to an
acyclic graph. Following up on this analysis, some insights will be given in how
to the decompose the problem into such acyclic versions, and the computation
cost that comes with it.

The work in this chapter is based on: Irving I. van Heuven van Staereling,
Bart de Keijzer, and Guido Schäfer. The ground-set-cost budgeted maximum
coverage problem. In 41st International Symposium on Mathematical Founda-
tions of Computer Science (MFCS 2016), volume 58, pages 50:1–50:13. Schloss
Dagstuhl–Leibniz-Zentrum für Informatik, 2016.

� Chapter 4 introduces the European Crew Scheduling Problem, where trips
need to be assigned to a crew of bus drivers, subject to resting and driving
constraints for the bus drivers that are imposed by the European Union.

The contributions consist of a proof of hardness, complexity analyses and
algorithms for the problem where a subset of the constraints is considered. It
will be shown that length bounds on duty times make the problem hard. Most
importantly, a branch-and-price algorithm will be proposed for the problem
where the most important constraints will be taken into account. The used
subproblem (or pricing problem) crucially exploits the time structure of the
underlying graph, such that it can be solved in an efficient manner. Moreover,
a heuristic will be used with experimental results based on realistic data as
comparison.

The work in this chapter is based on: Irving I. van Heuven van Staereling
and Guido Schäfer. A branch-and-cut algorithm for driver scheduling under
European regulations. Manuscript.

� Chapter 5 introduces the Room and Ward Planning Problem, where the plan-
ning of operating rooms and wards within a hospital need to be integrated,
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while taking the uncertainty of procedure times, hospitalization times and
urgent arrivals into account.

The contributions consist of a linearization method for a model which can take
many important practical constraints into account. This model succeeds to
incorporate the mentioned uncertainties, while minimizing the weighted sum of
important performance measures for operating rooms and wards, of which the
combination could not have been found in the literature before. To this aim,
an Integer Linear Program (ILP) will be proposed that applies linearization
of constraints by crucially exploiting the structure of the model.

The work in this chapter is based on: Irving I. van Heuven van Staerel-
ing, René Bekker, and Cornelis P. Allaart. Stochastic scheduling techniques
for integrated optimization of catheterization laboratories. In Proceedings of
the 12th International Conference on the Practice and Theory of Automated
Timetabling, pages 313–329, 2018.

� Chapter 6 considers the Periodic Event Scheduling Problem, where a set of
events need to be scheduled within a periodic timetable subject to a set of
constraints.

The contributions consist of a dynamic program for the problem in case the
underlying graph is acyclic (i.e., a tree). Additionally, every variable may be
bounded to a given subset of values. This provides the basis for the main
contribution, which is a heuristic that decomposes the instance into trees that
can be solved efficiently using the dynamic program. To find a composition
of trees that can be unified into a feasible, high-quality solution, an intuitive
enumeration method using greedy mechanics will be proposed and applied on
publicly available data instances.

The work in this chapter is based on: Irving I. van Heuven van Staereling.
Tree decomposition methods for the periodic event scheduling problem. In
18th Workshop on Algorithmic Approaches for Transportation Modelling, Op-
timization, and Systems (ATMOS 2018), volume 65, pages 6:1–6:13. Schloss
Dagstuhl–Leibniz-Zentrum für Informatik, 2018.

Chapters 3 to 6 all consider different scheduling problems, but are structured simi-
larly. First, the practical background, motivation and relevance will be illustrated.
Afterwards, the problem will be defined formally including different models and il-
lustrations, followed by a discussion of the related work (including classical results)
regarding the defined scheduling problem. This gives a better idea of the contribu-
tions of this thesis that will be made explicit afterwards. Also, a proof of hardness
will be given in every chapter.

The chapters are sorted from most theoretical (Chapter 3) to most practical
(Chapter 6) and all chapters can be read independently from each other, with pos-
sibly requiring preliminary knowledge discussed in Chapter 2. Chapters 4 to 6 also
include computational experiments and results that are all based on online bench-
marks, real-world datasets and/or extensive case studies.
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Acronyms & notation. Throughout this thesis, a lot of acronyms and notation
are used. Even though all notation will be defined before they are used, a summary
of all used acronyms and notation is given in Appendix A as a reference for the
reader. Also, a wide variety of combinatorial optimization problems is used in this
thesis, for which an overview can be found in Appendix B.
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Chapter 2

Preliminaries

This chapter will explain several basic concepts within combinatorial optimization
that will be used throughout this thesis.

After a short introduction to combinatorial optimization problems in Section
2.1, the running time of algorithms is formalized in Section 2.2. In Section 2.3,
complexity classes such as P and NP will be discussed after which the concept of
reducability among problems is explained in Section 2.4. Subsequently, techniques
to handle difficult optimization problems will be discussed, including approximation
algorithms in Section 2.5, dynamic programming in Section 2.6, fully polynomial
time approximation schemes in Section 2.7 and column generation in Section 2.8.

2.1 Optimization vs. decision problems

Many theoretical and practical optimization problems can be formulated as a com-
binatorial optimization problem. Informally, such problems ask to find the best
solution among a typically very large (but finite) set of feasible solutions [105]. For-
mally, such problems are defined as follows:

Definition 2.1. A combinatorial optimization problem Π = (I, F,m, g) is
defined by:

� a set of instances I,

� a finite set of feasible solutions F (I), for any instance I ∈ I,

� a measure or objective function m(I, σ), for every feasible solution σ ∈ F (I),
and

� a goal function g, either min or max.

The goal of the problem Π is to find an optimal solution σ∗ for every instance
I ∈ I, i.e., a feasible solution for which m(I, σ∗) = g {m(I, σ) | σ ∈ F (I)}.

Note that every combinatorial optimization problem may have an infinite number
of instances, but every instance has a finite number of feasible solutions, of which

11
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at least one is optimal. In further sections, the optimal solution value m(I, σ∗) is
for simplicity also referred to as OPT (I).

An example of a combinatorial optimization problem is the Knapsack Problem,
which will be used throughout this chapter to illustrate more basic combinatorial
optimization concepts. The Knapsack Problem is defined as follows:

Knapsack Problem

Given: A set of n items with corresponding weights wi > 0 and profits pi > 0
for i ∈ [n] and a knapsack capacity B > 0.

Goal: Find a subset of items σ ⊆ [n] that maximizes p(σ) =
∑

i∈σ pi such
that w(σ) =

∑
i∈σ wi ≤ B.

Here, [n] is used to denote the set {1, . . . , n}. To fill in the formalities of a combi-
natorial optimization problem given in Definition 2.1 for the Knapsack Problem:

� I = {(n,w, p, B) | n ∈ N;wi, pi > 0 for i = 1, . . . , n;B > 0},

� F (I) = {σ ⊆ [n] | w(σ) ≤ B},

� m(I, σ) = p(σ), and

� g = max.

Example 2.1. Consider an instance I ∈ I of the Knapsack Problem where n = 5,
w = (2, 3, 4, 5, 6), p = (1, 4, 5, 7, 8) and B = 7. Then the unique optimal solution
is the subset of items σ = {2, 3} ⊆ [n], with weight w2 + w3 = 7 ≤ B and profit
p2 + p3 = 9.

Moreover, every combinatorial optimization problem Π = (I, F,m, g) has a corre-
sponding decision problem Π′ which is given by an additional threshold K ∈ R.

Definition 2.2. The decision variant of an optimization problem Π = (I, F,m, g)
can be defined as Π′ = (I, F,m, g,K) and asks the question whether there exists a
solution σ ∈ F (I) for instance I ∈ I for which:

� m(I, σ) ≤ K if g = min, or

� m(I, σ) ≥ K if g = max.

If such a solution exists, then I is called a Yes-instance. Otherwise, I is called a
No-instance.

For example, the goal of the decision variant of the Knapsack Problem is simply to
determine whether there exists a feasible solution σ ⊆ [n] for which

∑
i∈σ pi ≥ K.

The instance in Example 2.1 is a Yes-instance for K = 8, but a No-instance for
K = 10. Also note that there can be decision problems that do not necessarily have
an optimization counterpart (see, e.g., 3-Partition in Appendix B).

This means in general that solving a decision problem does not necessarily require
to find an optimal solution, and is in that sense easier than its optimization problem.
In other words, an optimization problem can be seen as a generalization of its
decision problem.
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2.2 Running time of algorithms

Because the set of feasible solutions of any combinatorial optimization problem Π
is finite, it is in theory often possible to solve any instance from Π. This is done by
completely enumerating its set of feasible solutions and selecting the one with the
best objective value. However, the number of feasible solutions is usually so large
that such an enumeration would be too time-consuming for practical instances.

Fortunately, many problems can be solved by an algorithm that is more efficient
than complete enumeration. To quantify the efficiency of an algorithm, it has to
be noted that every algorithm conducts a sequence of specified actions, that can be
broken down into elementary operations. Examples of such elementary operations
include:

� variable assignments,

� simple arithmetic operations (addition, subtraction, multiplication, division,
comparison of numbers),

� conditional jumps (if, then, else, go to), or

� access to variables whose index is stored elsewhere.

Using these concepts, one could determine the exact maximum number of elemen-
tary operations required for an algorithm to output a solution for a combinatorial
optimization problem, but this may lead to overly complicated expressions and cal-
culations. Instead, the Big-O notation is used to describe the rate of growth of an
expression more conveniently.

Definition 2.3. Let f, g : D → R+ be two functions. If there exist two constants
α, β > 0 such that f(x) ≤ α · g(x) + β for every x ∈ D, then f = O(g).

The input for an algorithm (an instance) usually consists of a list of numbers. It
is well-known that computers encode natural numbers as a string of bits, i.e., N =
{1, 2, 3, 4, 5, . . . } is encoded as {1, 10, 11, 100, . . . }. Thus, an integer a ∈ N can be
encoded in binary representation using O(log(|a|) bits. For rational numbers, the
numerator and denominator can be encoded separately. Irrational numbers can
never be fully encoded in binary notation, and therefore are usually encoded to the
nearest rational number subject to a certain precision. These concepts suffice to
quantify the running time of an algorithm on an instance.

Definition 2.4. The input size size(I) of an instance I is the total number of bits
needed for its binary representation.

In the following definitions in this section is assumed that an Algorithm A takes
an instance I ∈ I from a combinatorial optimization problem Π = (I, F,m, g) as
input.

Definition 2.5. Let A be an algorithm and let f : N→ R. If there exist constants
α, β > 0 such that A terminates within at most α · f (n) + β elementary steps for
any I ∈ I, then the running time (or time complexity) of A is O (f(n)).



14 CHAPTER 2. PRELIMINARIES

Definition 2.6. Let A be an algorithm with rational input. If there exists an integer
k such that A runs in O(nk) time, where n is the input size, and all intermediate
computations can be stored in O(nk) bits, then A runs in polynomial time. Also,
A is called efficient.

Within the polynomial-time algorithms, a distinction is made between two types.

Definition 2.7. Let A be an algorithm with arbitrary input. If there exists an
integer k such that A runs in O(nk) time for any input consisting of n numbers and
A runs in polynomial time for rational input, then Algorithm A runs in strongly
polynomial time. If A runs in polynomial, but not strongly polynomial time, then
A runs in weakly polynomial time.

In other words, the running time of a strongly polynomial time algorithm depends
solely on the number of input values. The running time of a weakly polynomial time
algorithm might additionally take the size of the input values into account. Thus, a
weakly polynomial time algorithm runs slower as the value of a specific number in-
creases, while a strongly polynomial time algorithm would not. A clarifying example
will be given further in this chapter.

2.3 P and NP

The idea that some problems can be solved more efficiently than others has pro-
vided the basis for the introduction of complexity classes for problems. To do this
completely and precisely, one should actually provide introduce formal models (such
as Turing machines), but this lies beyond the scope of this thesis. A more informal
explanation is given instead. For formal details, the interested reader is referred to
Chapter 15 of [71].

Complexity classes are defined with respect to decision problems. Several classes
will be discussed in this chapter, for which some examples will be given further.

Definition 2.8. A decision problem Π is in complexity class P is there exists an
algorithm that can determine for every instance I of Π in polynomial time whether
I is a Yes-instance or a No-instance.

Problems in class P are generally considered tractable, as opposed to problems that
require exponential time algorithms. Of course, it is theoretically possible that
an algorithm running in O (1.001n) requires fewer elementary operations than an
algorithm running in O(n1000), even for realistic values of n. However, almost no
practical problems require time of the order of such a low-based exponential or a
high-degree polynomial. Moreover, experience has shown that even if the current
best algorithm for a problem has a running time that includes such a high-degree
polynomial, improvements can and will likely be discovered.

For the next complexity class, the concept of verifying a solution is used, which
informally means whether a given solution to a problem can be checked for correct-
ness (i.e., whether the solution is feasible). More formally, the following definition
is used for this purpose.
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Definition 2.9. Given a Yes-instance I ∈ I of decision problem Π = (I, F,m, g,K),
S is a certificate if S ∈ F (I) and:

� m(I, σ) ≤ K if g = min, or

� m(I, σ) ≥ K if g = max.

Note that every Yes-instance must have at least one certificate. However, not every
certificate can be verified in polynomial time.

Definition 2.10. A decision problem Π is in complexity class NP if every Yes-
instance I of Π has a certificate that can be verified in polynomial time.

For example, the Knapsack Problem is in NP. A certificate may simply be a solution
σ ⊆ [n] for which one can determine whether

∑
i∈σ wi ≤ B and

∑
i∈σ pi ≥ K in linear

time. However, it is not directly clear whether it is in P. The most obvious way to
solve this problem would be to enumerate over all 2n solutions and keep track of the
solution with maximum profit for which the weight does not exceed the capacity,
but this algorithm does not run in polynomial time.

Note that every problem in P is also in NP, i.e., P ⊆ NP . After all, the algorithm
for the problem in P can produce a certificate for which the validity has been verified
throughout the execution of the algorithm in polynomial time. One of the biggest
mathematical open questions is whether NP ⊆ P , which would imply P = NP .
After all, there exist many problems that are in NP, but for which no polynomial time
algorithm is known. Since many of these problems have a high practical relevance,
the consequences could be substantial if it turns out these problems can be solved
more efficiently.

However, it is currently generally accepted that the classes are not equal. When
experts in 2019 have been asked the relationship between P and NP , 99% mentioned
that they believe P ̸= NP [42]. Yet, a formal proof has never been given.

2.4 Polynomial-time reductions

The most common method to show that a decision problem Π lies within a specific
complexity class, is by showing that another decision problem Π′, for which it is
known that it already lies in that specific complexity class, is at least as difficult as
Π. This procedure is called a reduction.

Informally, a reduction from Π to Π′ shows that if there exists an algorithm that
can solve Π, it can be used to find an algorithm to solve Π′. Such a reduction is
basically done by showing that every instance of Π is from a certain perspective
simply a special case of Π′. More formally:

Definition 2.11. A polynomial-time reduction from a decision problem Π to a
decision problem Π′ is a function ϕ : I → I ′ that maps any instance I ∈ I of Π to
an instance I ′ ∈ I ′ of Π′ such that:

� I is a Yes-instance of Π if and only if I ′ is a Yes-instance of Π′, and
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� ϕ(I) can be computed within polynomial time of size(I).

If such a polynomial-time reduction exists, then it is also said that Π reduces to Π′,
denoted by Π ∝ Π′.

An example of such a reduction is given below using the Partition Problem.

Partition Problem

Given: A set of integers a1, . . . , am.
Goal: Determine whether there exists a subset σ ⊆ [m] such that

∑
i∈σ ai =∑

i/∈σ ai.

Lemma 2.1. Partition Problem ∝ Knapsack Problem

Proof. Given an instance of the Partition Problem, construct the following instance
for the decision variant of the Knapsack Problem:

� n = m,

� pi = wi = ai for i = 1, . . . , n and

� B = K = 1
2

∑n
i=1 ai.

If the instance for the Partition Problem is a Yes-instance, then this implies by defi-
nition that

∑
i∈σ ai =

1
2

∑n
i=1 ai. Selecting the corresponding items for the Knapsack

Problem gives by construction also a profit and weight of 1
2

∑n
i=1 ai. Thus, the total

obtained profit is at least K and the capacity constraint is fulfilled, meaning that
the instance for the Knapsack Problem also is a Yes-instance.

If the instance for the Knapsack Problem is a Yes-instance, then it must be that∑
i∈σ pi ≥ K and

∑
i∈σ wi ≤ B. Now note that

∑
i∈σ pi cannot be strictly larger K.

Otherwise, the budget constraint would be violated, because pi = wi for all i ∈ [n]
by construction. Therefore, it must be that

∑
i∈σ pi =

∑
i∈σ wi =

1
2

∑n
i=1 ai, from

which directly follows that the integers in A corresponding to the items selected in
S sum to 1

2

∑n
i=1 ai, meaning that the instance for the Partition Problem also is a

Yes-instance.
For completeness, the reduction runs in O(n) because only n integers need to be

computed.

The following proposition is the primary motivation for introducing this concept of
reductions.

Proposition 2.1. If Π ∝ Π′ and there exists a polynomial time-algorithm for Π′,
then there also exists a polynomial-time algorithm for Π.

Proof. Let A′ be the algorithm that solves Π′ in polynomial time. Consider the
following Algorithm A for Π: transform the instance I ∈ I of Π to an instance
I ′ = ϕ(I) ∈ I ′ of Π′. Subsequently, run Algorithm A′ on I ′ and output that:

� I is a Yes-instance if A′ outputs that I ′ is a Yes-instance, and
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� I is a No-instance, otherwise.

Note that the transformation runs in polynomial time of size(I) by definition of 2.11
and Algorithm A′ runs in polynomial time by assumption, meaning that Algorithm
A′ also runs in polynomial time.

This concept allows to define a class of problems, which represent the hardest prob-
lems in NP.

Definition 2.12. A decision problem Π ∈ NP is NP-complete if there exists a
polynomial-time reduction from every problem in NP to Π.

This means that every NP-complete problem can be reduced to each other. As a
consequence, if an algorithm can be found that solves any NP-complete problem in
polynomial time, then every problem in NP can be solved in polynomial time, which
would imply that P = NP.

In the example used in this section, suppose that the Partition Problem is NP-
complete. By definition, every problem in NP reduces to the Partition Problem.
Using the reduction in the proof of Lemma 2.1, the Partition Problem reduces to the
Knapsack Problem, meaning that all problems in NP also reduce to the Knapsack
Problem.

Clearly, this definition is only useful if there exists at least one NP-complete
problem, such that the above procedure can be done to prove the existence of more
NP-complete problems. The proof of the existence of the first NP-complete problem
is done in [20] for the Satisfiability Problem, but this proof lies beyond the scope of
this thesis.

2.5 Approximation algorithms

Approximation algorithms are efficient algorithms that find a solution value with a
provable performance guarantee. More formally:

Definition 2.13. An algorithm A is an α-approximation algorithm for optimization
problem Π if it finds for every instance I of Π in polynomial time a feasible solution
with value:

� A(I) ≥ 1
α
·OPT , if Π is a maximization problem, or

� A(I) ≤ α ·OPT , if Π is a minimization problem,

where OPT (I) = m(I, σ∗) is the value of an optimal solution σ∗ for I and α ≥ 1.

It is desirable that α is as low as possible, since this implies that the (worst-case)
performance is as good as possible.

An approximation algorithm will be proposed for the Knapsack Problem. With-
out loss of generality, assume that all items are ordered on their profit-to-weight (or
efficiency), i.e.:

p1
w1

≤ p2
w2

≤ · · · ≤ pn
wn

.
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This can be done as a preprocessing step in O(n log(n)) time.
Now consider the following Algorithm 1 for the Knapsack Problem. Let k ≤ n

be the smallest index such that
∑k

i=1wi > B. Pick the more profitable set of items
among {1, . . . , k − 1} and {k}. This algorithm is described in pseudocode below
more formally.

Algorithm 1 Greedy algorithm for the Knapsack Problem

1: S ← ∅
2: k ← 1
3: while w (S ∪ {k}) ≤ B do
4: S ← S ∪ {k}
5: k ← k + 1
6: end while
7: σ ← argmax

{
p(S), p({k})

}
8: return σ

Lemma 2.2 ([66]). Algorithm 1 is a 2-approximation for the Knapsack Problem.

Proof. It has to be shown that Algorithm 1 outputs a feasible solution in polynomial
time. Note that at step 7 of the algorithm, both S and {k} are feasible solutions,
since w(S) ≤ B by construction and wk ≤ B by definition. Hence, σ is also feasible.

To see the performance guarantee, note the following upper bound on OPT.
Consider the theoretical situation in which item k can be taken fractionally, referred
to as the fractional Knapsack Problem. If there is capacity left in the knapsack,

i.e., if B −
∑k−1

i=1 wi > 0, a fraction of α =
B−

∑k−1
i=1 wi

wk
of item k can be taken and

added to S. Note that α < 1, because item k could have been added to S otherwise.
More importantly, note that this optimal solution value in the fractional Knapsack
Problem: (

k−1∑
i=1

pi

)
+ α · pk ≥ OPT.

This inequality holds because any feasible solution to the Knapsack Problem with in-
teger items is also feasible for the fractional Knapsack Problem. In other words, the
fractional Knapsack Problem is a strictly less restrictive problem than the original
integer Knapsack Problem, meaning that the optimal solution value of the fractional
Knapsack Problem is at least the optimal solution value of the original integer prob-

lem. Algorithm 1 has a solution value equal to max
{∑k−1

i=1 pi, pk

}
, which trivially

must be at least half of the average of
∑k−1

i=1 pi and pk, i.e.:

max

{
k−1∑
i=1

pi, pk

}
≥ 1

2

k−1∑
i=1

pi +
1

2
pk.

Combining all (in)equalities yields:

max

{
k−1∑
i=1

pi, pk

}
≥ 1

2

(
k−1∑
i=1

pi + pk

)
≥ 1

2

(
k−1∑
i=1

pi + α · pk

)
≥ 1

2
OPT
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As for the running time: ordering the items on profit-to-weight ratio can be done
in O(n log(n)). Subsequently, at most n iterations need to be done in which a
constant number of elementary operations need to be done. After the iterations,
computing p(S) is done in O(n) time. To conclude, the ordering has the highest
time complexity which determines the running time of O(n log(n)), from which one
can conclude that Algorithm 1 runs in polynomial time.

2.6 Dynamic programming

Dynamic programming is a method to solve decision and optimization problems by
breaking it down into smaller subproblems in a recursive manner. Intuitively this
means that the optimal solutions of subproblems will be used to find the optimal
solutions of slightly bigger subproblems, up until the overall problem is solved.

In this section, this technique is used to solve the Knapsack Problem. For the
ease of explanation, the assumption is made that all profits are integer. In the next
section will be described how this assumption can be dropped. Let P be the sum of
profits of all items, i.e., P =

∑
i∈[n] pi. Clearly, P is an upper bound on the optimal

solution value.

Theorem 2.1 ([66]). The Knapsack Problem with integer profits can be solved in
O(nP ) time.

Proof. Define the dynamic programming function:

f(j, p) = min
σ⊆[j]

{∑
i∈σ

wi

∣∣∣∣ ∑
i∈σ

wi ≤ B,
∑
i∈σ

pi = p

}
for j = 0, . . . , n and p = 0, . . . , P . In other words, f(j, p) is the minimum total
weight of any subset using only the first j items (rather than all items) such that
the profit is exactly p and the capacity B is not exceeded. When a specific profit p
using the subset [j] cannot be obtained exactly, f(j, p) =∞.

Since the goal of the Knapsack Problem is to maximize the profit while not
exceeding the capacity B, the optimal solution value of an instance I of the Knapsack
Problem can also be defined by:

OPT = max{p ∈ {0, . . . , P} : f(n, p) ≤ B}.
Thus if all values of f(j, p) can be computed, the optimal solution value OPT can
be obtained as well. Dynamic programming does this in a bottom-up way as follows.

Initialization. Some values of the dynamic programming function have to be
determined first to build on, which is referred to as the initialization. An easy
initialization is to consider the empty subset of items by considering j = 0, as clearly
only an empty solution can be made using this subset. This naturally corresponds
to a weight and profit of 0. This means that:

f(0, p) =

{
0 for p = 0
∞ otherwise
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as no other profit and weight can be obtained than 0.

Recursion. With this basis, one can define the recursion step in the dynamic
programming as follows:

f(j, p) = min {f(j − 1, p), f(j − 1, p− pj) + wj}

for j = 1, . . . , n and p = 0, . . . , P . This simply means that two cases are considered
when trying to obtain a profit of p: one in which j /∈ σ and one in which j ∈ σ,
respectively. The corresponding minimum possible weights are given in the above
expression and are justified as follows:

� If j is not in the minimum-weight solution σ that achieves profit p, then the
weight of σ equals the minimum-weight solution where only the first j − 1
items are considered, i.e., f(j − 1, p).

Note that prior to determining all f(j, p) for a specific j and all p, only all optimal
values f(j − 1, p) for all p need to be determined. Also note that this requires the
assumption that all profits, weights and the budget are non-negative.

Retrieving the optimal solution. As mentioned, the optimal solution value
OPT can is equal to OPT = max{p ∈ {0, . . . , P} : f(n, p) ≤ B}. Retrieving the
corresponding solution σ can be done by simply backtracking whether every item
was used to obtain the profit OPT . Thus determine whether item n is used to
obtain f(n,OPT ), one needs to look back whether:

� f(j, OPT ) = f(j − 1, OPT − pj) + wj, or

� f(j, OPT ) = f(j − 1, OPT ).

In the former case, there indeed exists an optimal solution σ∗ which contains item
n. This procedure can be repeated for j = n − 1, . . . , 1 and updating the profit to
look for accordingly.

Running time. Determining a single value of f(j, p) requires a comparison of
two values that can be retrieved in constant time. Since such a value has to be
determined for all n items and at most P possible values for the profit, the running
time of the dynamic program is O(nP ). Afterwards, retrieving the optimal solution
can be done by n comparisons of two computations. Therefore, the running time of
the entire procedure is O(nP ).

2.7 Fully polynomial time approximation schemes

This section proposes a fully polynomial time approximation scheme (FPTAS) for
the Knapsack Problem.
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Definition 2.14. An algorithm A is a fully polynomial time approximation scheme
for a maximization problem Π if it finds for every error parameter ϵ > 0 a feasible
solution with value A(I) ≥ (1−ϵ)·OPT (I) for every instance I of Π and its running
time is polynomial in the input size and 1

ϵ
.

In other words, an FPTAS makes it possible to determine the optimality guarantee
manually, but a better optimality comes with a larger running time.

Theorem 2.2 ([66]). There exists an FPTAS for the Knapsack Problem that com-
putes an (1− ϵ)-approximate solution in O(n3/ϵ) for any ϵ > 0.

Proof. The idea is to truncate all profits, i.e.:

p′i =

⌊
pi
10t

⌋
,

for any t > 0. Since all profits are truncated, a solution can now be determined in
O(n P

10t
) instead of O(nP ) using the dynamic program described in Section 2.6.

However, an optimal solution corresponding to the truncated problem, say σ′,
clearly could be suboptimal with respect to the original problem. Let σ∗ be an
optimal solution to the original problem. A direct relationship can be seen from the
two solutions, in order to derive an FPTAS, namely:∑

i∈σ′

pi ≥
∑
i∈σ′

10tp′i ≥
∑
i∈σ∗

10tp′i

The first equation follows directly from the definition of p′i. The second inequality
follows from the fact that σ′ is optimal in the problem with truncated profits, but
not necessarily in the original problem. Furthermore, because of rounding down, it
must be that 10tp′i ≥ pi − 10t. Hence:∑

i∈σ′

pi ≥
∑
i∈σ∗

(pi − 10t) ≥
∑
i∈σ∗

pi − n · 10t = OPT − n · 10t

= OPT

(
1− n · 10t

OPT

)
≥ OPT

(
1− n2 · 10t

P

)
The first equation follows from combining the earlier mentioned equations, while the
second inequality holds because σ∗ cannot contain more than n items by definition.
The last inequality holds because OPT ≥ P/n; after all, P/n is the average profit
of the items, meaning that there exists an item with at least this profit. Selecting
only this item is a feasible solution, so this is a lower bound on OPT .

Now fix t = log10
(
ϵP
n2

)
for some given ϵ > 0, such that n2·10t

P
= ϵ. Then:∑

i∈σ′

pi ≥ OPT (1− ϵ)

Meaning that a (1− ϵ)-approximate solution for the Knapsack Problem is obtained.
Since the running time of the dynamic program using truncated profits is O

(
n P

10t

)
and because n2·10t

P
= ϵ, the running time of the new algorithm is O(n3/ϵ).
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2.8 Column generation

Column generation is a method proposed by [36] that is used to solve large linear
programs that are too time-consuming to solve due to the large number of decision
variables. The motivation behind column generation is that while the number of
variables is large, only a few variables take a positive value in an optimal solution.
Therefore, only a very small subset of these variables is initially considered first to
be able to find a feasible solution as soon as possible. The problem using this subset
is called the restricted master problem (RMP).

However, because many variables in the RMP are disregarded, it is likely that
an optimal solution to the original problem is not included in this subset. In other
words, variables that can potentially improve the objective function, are missing
in this subset. Column generation aims to identify such variables to add them to
the subset. This is done by formulating and solving a subproblem (also referred to
as pricing problem). Once such a variable is found, the subset of variables of the
master problem is expanded with this variable and solved again. This procedure of
identifying potentially improving variables is repeated until no improvement can be
found, i.e., an optimal solution is contained within the subset.

This process is illustrated using an example when solving the following combi-
natorial optimization problem.

Bin Packing Problem (BPP)

Given: A bin capacity B > 0, a set of n items with size 0 < ai ≤ B for
i ∈ [n] and a maximum number of bins m.

Goal: Minimize the number of required bins K for which an assignment
f : [n]→ [K] exists such that

∑
i:f(i)=j ai ≤ B for all j ∈ [K].

Standard IP formulation Define the following two types of decision variables
for the BPP:

xij =

{
1 if item i is packed in bin j, and
0 otherwise,

and

yj =

{
1 if bin j is used, and
0 otherwise.
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A straightforward way to formulate an Integer Program (IP) is then as follows:

min
m∑
j=1

yj (2.0)

s.t.
m∑
j=1

xij ≥ 1 i ∈ [n] (2.1)

n∑
i=1

aixij ≤ B j ∈ [n] (2.2)

xij ≤ yj i ∈ [n], j ∈ [m] (2.3)

xij ∈ {0, 1} i ∈ [n], j ∈ [m] (2.4)

yj ∈ {0, 1} j ∈ [m] (2.5)

where:

� constraint (2.1) guarantees that every item is packed,

� constraint (2.2) ensures that the bin capacity of every bin is not exceeded,

� constraint (2.3) implies that items are only placed in bins that are used, and

� constraint (2.4) and (2.5) ensure integrality of the taken bins and items put in
bins.

However, this turns out to be not a good IP formulation. To see this, it is important
to know how Linear Programs (LP’s) are used as a subroutine to solve such integer
programs.

Branch and bound. Integer Programs are often solved using a branch-and-bound
method. In this method, the LP-relaxation is obtained first by simply allowing
fractional decision variables, i.e., constraint (2.4) and (2.5) are simply replaced by:

0 ≤ xij ≤ 1 i ∈ [n], j ∈ [m] (2.6)

0 ≤ yj ≤ 1 j ∈ [m] (2.7)

It is since 1979 well-known that LP’s can be solved in polynomial time using a
so-called ellipsoid method [67] and later even more efficiently using interior point
methods [62]. There currently exist many methods to deal with LP’s efficiently that
lie beyond the scope of this thesis, so for now is simply assumed that solving an LP
can be done quickly.

Now note that since this is a minimization problem, the optimal objective value
of the LP is at most the optimal objective value of the IP. After all, every optimal
solution to the IP is also feasible for the LP-relaxation. The reverse clearly does
not always hold, unless every optimal LP-solution turns out to be integral. If the
LP-solution is not integral, a branch-and-bound algorithm can be applied.
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During branch-and-bound, a fractional variable, say yj, in a fractional solution
from the LP-relaxation is considered. The original problem branches then into
two cases, or rather subproblems: one in which yj = 0 and one in which yj = 1.
The subproblem with the lowest optimal solution value is the optimal solution of the
overall problem, because the union of the state space of both subproblems comprises
the state space of the overall problem.

Solving a subproblem is now done as for the original problem, i.e., by considering
the LP-relaxation first. No further branching is needed when either:

� the optimal solution to the LP-relaxation is integral, or

� the optimal solution value to the LP-relaxation is worse than the solution value
of an earlier found integral solution; this means that the optimal integral solu-
tion cannot be found in this branch, meaning that there is no point branching
further in this subproblem.

Otherwise, the procedure repeats: branching on a fractional variable, solving the
LP-relaxation(s) of the subproblems and verifying whether the solution is integral
or can never improve an already found solution. When all possible subproblems are
branched out, the overall problem is solved.

This procedure can clearly also be time-consuming, because in theory it is pos-
sible that on all n variables needs to be branched, leading to O(2n) subproblems.
For the process to terminate more quickly, it is desirable to have at least two char-
acteristics of the IP:

1. The optimal solution value of the LP-relaxation is close to the optimal solution
of the IP. This implies that few modifications to a fractional solution is needed
to find an integral one.

2. The set of feasible solutions in the two possible branches do not contain similar
solutions.

However, the former does not hold because the trivial solution to the LP-relaxation
is xij = yi =

1
n
for i ∈ [n] and j ∈ [m]. This represents the solution where for every

item, a fraction of 1
n
is packed in every bin. Under integrality conditions, constraint

(2.3) would ensure that yj = 1 (i.e., the bin is used). Within this LP-relaxation
however, yj = 1 is not enforced, regardless of how many partial items are packed in
the bin, as yj is equal to the maximum fraction of any item that is packed in the
bin by this constraint.

This solution has the corresponding solution value equal to 1, which can be
arbitrary far from the optimal integral solution. The latter does not hold because
there the same integral solution can be represented in multiple ways (the selected
items in bin j and j′ can be swapped, which basically is same solution value). Hence,
an alternative formulation is more suitable when using column generation.

Master problem. An alternative way to formulate the IP for the BPP is by
defining bin configurations where the exact composition of a bin is predefined. In
other words, a bin configuration simply is a possible set of items. Let C = {c ⊆ [n] |
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∑
i:i∈c ai ≤ B} be the set of possible bin configurations. Furthermore, introduce for

c ∈ [C] the decision variable:

zc =

{
1 if bin configuration c is used,
0 otherwise.

Moreover, introduce an indicator parameter:

Iic =

{
1 if item i is contained in bin configuration c,
0 otherwise.

Then an alternative IP formulation is given by:

min
∑
c∈C

zc (2.8)

s.t.
∑
c∈C

Iiczc ≥ 1 i ∈ [n] (2.9)

zc ∈ {0, 1} c ∈ C (2.10)

This is the master problem and a different way of formulating the IP. However,
note that |C| = O(2n), which may become too large. But as mentioned at the
beginning of this section, for an optimal solution, only a very small subset of C has
a positive value for zc. The difficulty for the master problem is to find a subset of
configurations C ′ ⊆ C with |C ′| ≪ |C| efficiently, such that an optimal solution of
the master problem is guaranteed to be in C ′.

Restricted master problem. The LP-relaxation master problem using the sub-
set C ′ instead of C is called the restricted master problem (RMP):

min
∑
c∈C′

zc (2.11)

s.t.
∑
c∈C′

Iiczc ≥ 1 i ∈ [n] (2.12)

0 ≤ zc ≤ 1 c ∈ C ′ (2.13)

The way this RMP is approached is as follows. First, it needs to be solved using
an initial set of configurations (or more generally, columns) C ′ in which a feasible
solution with certainty can be found. A simple way to achieve this for this problem
is to choose n bin configurations, where bin configuration i contains only item i for
i ∈ [n]. In this way, the values of Iic correspond to an identity matrix. Alternatively,
this can also be done by a greedy algorithm for two reasons. A greedy solution has
a value which should be closer to the optimal solution value than a solution where
every bin contains only one item. Also, a greedy solution is more likely to contain
a bin configuration which is also found in an optimal solution, which would imply
that the restricted master problem may need to identify fewer variables to be added
to C ′. For the procedure though, any subset C ′ ⊆ C that contains any feasible
solution suffices.
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Pricing problem. After solving the RMP, let πi be the dual variable correspond-
ing to the j-th constraint. The interpretation of πi within this context is basically
how much the objective function could decrease if item i is not required to be packed
anymore in the current optimal solution. Now consider a bin configuration c /∈ C ′.
To determine whether a bin configuration c /∈ C ′ potentially can reduce the objective
value of the master problem, it is required to compute its reduced costs :

rc = 1−
m∑
j=1

Iicπi.

If bin configuration c is used, the objective value increases by 1, which explains the
first term. The second term describes how many bins this configuration c can save
with regard to the objective value. It is the sum of the mentioned π′

is for every item
in bin configuration c. Now if rc < 0, c can potentially improve the objective value
of the RMP.

However, it is too time consuming to determine this for every c ∈ C for which
c /∈ C ′ as |C| = O(2n). Instead, the following pricing problem (or subproblem) can
be formulated to determine the bin configuration with the lowest reduced costs:

min 1−
n∑

i=1

πixi (2.14)

s.t.
n∑

i=1

aixi ≥ C i ∈ [n] (2.15)

xi ∈ {0, 1} i ∈ [n] (2.16)

where the decision variable xi = 1 if item i should be used in the bin configuration,
and xi = 0 otherwise.

This may initially not seem like a straightforward problem due to the integrality
constraint. However, the objective function in (2.14) is the same problem as maxi-
mizing

∑n
i=1 πixi. And with this objective function, this problem turns out to be a

Knapsack Problem with profits πi, weights ai and knapsack capacity C. For this, a
dynamic program has been described in Section 2.6 that can be used to determine
the bin configuration.

If the optimal solution value
∑n

i=1 πixi > 1, then this means that the original
objective function r = 1−

∑n
i=1 πixi < 0, meaning that the corresponding variable

indeed has the potential to improve the objective function. However, if no such
variable can be found, there exists no variable that can improve the restricted master
problem. This meaning that the optimal solution to the RMP is the same as the
optimal solution value of the master problem such that the problem is solved.

Summary. To bring this method into context of solving the master problem, the
procedure can be summarized in following steps:

1. Formulate the combinatorial optimization problem as a suitable master prob-
lem.
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2. Consider a subset of the variables, a basis, of the master problem that contains
with certainty a feasible solution, to obtain the restricted master problem.

3. Solve the relaxation of the restricted master problem and obtain the dual
values.

4. Construct a pricing problem using the dual values to find variables (or columns)
that can reduce the objective function (in case of a minimization problem).

5. Solve the pricing problem and determine whether there exists a variable with
negative reduced costs. If so, go back to step 2.

6. If the solution is integral, an optimal solution is found. If the solution is not
integral, branch on a fractional variable and go to step 3.

Since this procedure combines branch-and-bound and column generation methods,
this procedure is also referred to as branch and price.
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Chapter 3

Job Covering

This chapter introduces the Budgeted Job Coverage Problem (BJCP), where the goal
is to select a subset of a given family of sets, over a set of jobs with costs and weights,
in order to maximize the total weight while not exceeding a budget. Because costs
are assigned to the jobs (or elements), rather than the sets, the problem complicates
significantly and analyses from related work become unsuitable.

After discussing the background of covering problems in Section 3.1, the problem
under consideration will be defined in Section 3.2. Due to the problem’s complexity,
the theoretical analysis considers three special cases. Section 3.3 considers the case
where sets have cardinality 2, which allows a constant approximation algorithm.
Subsequently, Section 3.4 considers an acyclic version, for which a dynamic program
and fully polynomial time approximation scheme will be presented. These results
will be used in Section 3.5 that aims to generalize the acyclic variant using a concept
called feedback vertex sets. This chapter concludes with Section 3.6 by deducing
which characteristics of the problem complicates the improvement of a theoretical
analysis and proposes directions for future research.

The results in this chapter are based on [118] and require intermediate knowledge
on combinatorial optimization, with graph and complexity theory in particular (see
Sections 2.1 to 2.7).

3.1 Background

Covering problems belong to the classical problems within Operations Research and
computer science. The basic variant is known as the Set Cover Problem (SCP),
where one is given a family of sets F = {S1, . . . , Sm} over a domain of elements
X. The goal is to find a subcollection σ ⊆ F of minimum cardinality such that
its union equals X. The SCP is one of Karp’s 21 NP-complete problems [63] for
which many algorithms and heuristics have been proposed. In particular, the study
of the SCP led to the development of fundamental techniques for the entire field
of approximation algorithms [122]. Such techniques will also be applied within this
chapter to analyze the complexity of the variant of the SCP that is considered here.

In practice, set covering problems play an important role in scheduling, such
as crew scheduling. Elements may correspond to jobs (e.g., flights, bus trips) or

29
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entire shifts, while sets correspond to feasible (or legal) working schedules for crew
members (or resources). A common objective is to minimize the number of used sets
or total weight. Within a practical context, this may be equivalent to minimizing
the number of required crew members, while the cost of a set represents the cost
of e.g., a crew member performing that specific job or shift. Since the problem is
NP-hard, the problem has been the subject of many heuristics due to its frequent
natural occurrence. This chapter considers a less studied variant of the SCP and
provides new theoretical insights to the complexity of set covering problems.

3.2 The Budgeted Job Covering Problem

3.2.1 Motivation

The problem considered in this chapter comes from a setting where a set of jobs (e.g.,
serving customers) are given. The performing of a job has its own associated cost,
and a weight representing its reward. Furthermore, there is a collection of resources
(e.g., staff, machines) that each can perform their own specific subset of the jobs.
The goal of the problem is to select a subset of the resources to maximize the reward,
while the total cost of the performed jobs does not exceed a given budget. However,
a crucial characteristic of the problem is that whenever a resource is selected, it
becomes obligatory to perform all the jobs that it can perform.

The incorporation of an obligation is in contrast to most well-studied variants of
the Set Cover Problem. Usually, whenever a resource is selected (e.g., constructing
a factory, hiring a worker), this enables (rather than obliges) an organization to
execute a set of jobs. Also, costs are usually assigned to the resources (e.g., for
constructing a factory, or establishing a server) rather than the jobs.

In practice, these obligations are mainly the result of the necessity to maintain
a service level, or because the jobs are very undesirable or irresponsible to refuse.
Some examples include the offering of:

� Area-specific needs such as public electricity or wireless internet. Once such
a public network is established, everyone in the neighborhood can use it. The
costs can be calculated from the usage in that area, while the rewards have to
be estimated from the increase in welfare in that area.

� Public recreational parks or attractions that require maintenance. The mainte-
nance costs (cleaning jobs, security) are in proportion to the amount of people
that decide to visit it, while the rewards also have to be estimated from the
increase in welfare.

Note that if multiple resources offer the same service in the same area, it is assumed
that the people in this area will use only one service (it remains one single job). If
none is offered, people will not use the service in general at all, at the expense of
the welfare. The addition of obligations within a set cover problem is more typical
for city council or governments (rather than commercial companies that can refuse
customers) that want to increase the prosperity of their city or country, while offering
this service comes at a significant, area-dependent cost.
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3.2.2 Definition

Define F = {S1, . . . , Sm} as a family of resource jobsets over a set of jobs J = [n],
i.e., Si ⊆ J for each i ∈ [m] such that ∪mi=1Si = J . Each job j ∈ J has an associated
cost cj ≥ 0 and weight wj > 0 and there is a budget B. Finally, given a solution
σ ⊆ F , define J(σ) as the union of all sets in σ, i.e., J(σ) = ∪S∈σS ⊆ X, representing
all jobs that have to be executed.

The goal of the Budgeted Job Coverage Problem (BJCP) is to select a collection
of resource jobsets σ that maximizes the total weight of the jobs w(σ) =

∑
j∈J(σ) wj,

while its total cost c(σ) =
∑

j∈J(σ) cj does not exceed B. Hence, subset Si can be

interpreted as the set of jobs that have to be executed when resource i (e.g., a server)
is selected by σ. From a practical point of view, any job j ∈ Si may also be executed
by another resource i′, as long as Si′ ∈ σ. The problem considered in this chapter
can then be summarized as follows.

Budgeted Job Coverage Problem (BJCP)

Given: A family of subsets F = {S1, . . . , Sm} over a set of jobs J = [n] with
cost cj > 0 and weight wj > 0 for each j ∈ J , and a budget B.

Goal: Find a collection of subsets σ ⊆ F that maximizes
∑

j∈J(σ) wj such

that
∑

j∈J(σ) cj ≤ B.

Moreover, the following concepts are introduced.

Definition 3.1. The incidence graph G(F ) of F is defined as the bipartite graph
G(F ) = (F ∪ J,E) with E = {{S, j} | j ∈ S}.

Definition 3.2. F is acyclic if its incidence graph G(F ) does not contain a cycle.
Given a subset F ′ ⊆ F , the term G[F ′] is used to refer to the subgraph of G induced
by the sets in F ′, i.e., G[F ′] = (F ′ ∪ J ′, E ′) with J ′ = J(F ′). A subset F ′ is called
a subtree of F if G[F ′] is acyclic.
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Figure 3.1: Example of a BJCP-instance (left) and its incidence graph (right)

See Figure 3.1 for a graphical example of an acyclic BJCP-instance and its incidence
graph, where F = {S1 = {1, 2, 3, 6}, S2 = {2, 7, 8, 9}, S3 = {4, 5, 7}}. Suppose all
elements have unit weight and cost and B = 6. Then, the unique optimal solution
is σ = {S2, S3} with weight 6.
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3.2.3 Related work

Much literature is available on the maximum coverage problem and its variants (see,
e.g., [12, 19, 68]). The most relevant results are also discussed here.

Budgeted maximum coverage. Arguably the most closely related problem to
the BJCP is the Budgeted Maximum Coverage Problem (BMCP), where the only,
yet crucial, difference is that costs are assigned to the sets instead of the elements.
This is a fundamental combinatorial optimization problem with many applications in
resource allocation, job scheduling and facility location (see, e.g., [56] for examples).
It has been shown that this problem is not polynomial-time approximable within a
factor of (1− 1

e
) unless NP ⊆ DTIME(nO(log logn)), even if all sets have unit cost [34].

A (1− 1
e
)-approximation algorithm for the budgeted maximum coverage problem

has been derived in [68], which is the best possible. These algorithms are based on
a natural greedy approach in combination with a standard enumeration technique.
Similar approaches were used to derive constant factor approximation algorithms
for several other variants and generalizations of the maximum coverage problem.

Albeit seemingly minor, assigning the cost to elements instead of sets makes the
problem much harder to tackle algorithmically. More specifically, the analysis of
greedy approaches for the BMCP and other variants turn out to be inapplicable for
the BJCP. The basic idea underlying these greedy approaches is to select in each
iteration the most cost-efficient set, i.e., the set that maximizes the ratio of the
profit of newly covered elements over the cost of selecting the set. A property that
is crucially exploited in the analysis of these algorithms is that the cost for selecting
a set is constant. This means that its cost-efficiency can only decrease throughout
the course of the algorithm, as more of its elements get covered. However, this
monotonicity property is not guaranteed for the BJCP because the cost for picking
a set depends on the set of already covered jobs. In fact, it is not hard to see that
the cost-efficiency of a set can change arbitrarily from one iteration to the next.

Other variants. Also closely related to the BJCP is the budgeted bid optimization
problem, proposed in [35]. In this work, a (1− 1

e
)-approximation algorithm is derived

if the budget constraint is soft, i.e., has to be met in expectation only. However,
this budget constraint is hard in the BJCP considered here.

Moreover, in [19], a generalized version of the BMCP is studied, but this does not
include BJCP as a special case. Also note that the BJCP reduces to the knapsack
problem if all sets have cardinality 1. This problem is known to be weakly NP-hard
and admits an FPTAS (see, e.g., [66]).

Finally, the BJCP can be seen as a special case of a more general set of problems
where a submodular profit function has to be maximized, subject to the constraint
that a submodular cost function does not exceed a given budget. However, when
there is oracle access to both submodular functions, it has been shown that this
more general problem is not approximable within a factor of log(m)√

m
, where m is the

number of elements in the ground set. This holds even for the special case that the
objective function is the modular function that returns the cardinality of the set.
This follows from Theorem 4.2 in [111]; see also [61].
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3.2.4 Contributions

The contributions of this chapter are the following. First, in Section 3.2.5 will be
shown that the BJCP cannot approximated within a factor of 1− 1

e
in Section 3.2.5,

unless NP ⊆ DTIME(nO(log logn)). This proof is done by a reduction from the
maximum coverage problem.

Subsequently in Section 3.3, a special case of the BJCP will be considered where
each resource jobset has cardinality 2, for which a 1

2
(1− 1√

e
)-approximation algorithm

will be obtained. This algorithm crucially exploits the fact that every jobset has
exactly 2 elements, and it will be argued that this approach is hard and tedious to
generalize for larger fixed set cardinality than 2.

Moreover, in Section 3.4 will be shown that that in case the corresponding inci-
dence graph is acyclic, the problem can be solved in O(mn3W 2) time using a bi-level
dynamic program. Using truncation techniques, this algorithm can be turned into
an FPTAS with error parameter ϵ > 0, which runs in O(mn5/ϵ2).

These results suggest that cycles increase the computational complexity of the
problem significantly. Following up on this analysis, some insights will be given
in Section 3.5 on how to the decompose BJCP into such acyclic versions, and the
computation cost that comes with it.

3.2.5 Complexity

Theorem 3.1. The BJCP cannot be approximated within a factor of 1− 1
e
in poly-

nomial time, unless NP ⊆ DTIME(nO(log logn)).

Proof. The proof is done by a reduction from the maximum coverage problem, where
one is given a family of sets F = {S1, . . . , Sm} over a domain of elements X = [n]
and a parameter k > 0. The goal is to choose a subset σ ⊆ F that maximizes
the number of covered elements |X(σ)| such that |σ| ≤ k. This problem cannot be
approximated within 1− 1

e
, unless NP ⊆ DTIME(nO(log logn)) [34].

Given an instance I = (X,F, k) of the maximum coverage problem, construct
an instance I ′ = (J ′, F ′, c′, w′, B′) of the BJCP as follows. Define:

� J ′ := {1, . . . , n +m}, i.e., m additional elements (or jobs), each representing
a set, are added,

� F ′ := {S1 ∪ {n+ 1}, . . . , Sm ∪ {n+m}},

� c′j :=

{
0 j = 1, . . . , n,
1 j = n+ 1, . . . , n+m,

� w′
j :=

{
1 j = 1, . . . , n,
0 j = n+ 1, . . . , n+m, and

� B′ = k.

It is easy to verify that for each subset σ ⊆ F , the set

σ′ = {Sj ∪ {n+ j} : Sj ∈ σ} ⊆ F ′
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satisfies
∑

j∈J(σ′) c
′
j ≤ B′ if and only if |σ| ≤ k, because B′ = k. Furthermore,∑

j∈J(σ′)w
′
j = |X(σ)| by construction of w′

j. Thus, I can be approximated within a

factor of 1− 1
e
if and only if I ′ can be approximated within a factor of 1− 1

e
, which

proves Theorem 3.1.

3.3 The BJCP with set cardinality 2

This section presents a 1
2
(1− 1√

e
)-approximation algorithm for the BJCP when each

set has cardinality 2, i.e., |Si| = 2,∀i ∈ [m]. This is done by reducing the problem
to the classical BMCP, for which several concepts need to be introduced first.

3.3.1 A cost-efficiency function for the BMCP

Recall that the BMCP is given by a family of subsets F = {S1, . . . , Sm} of X = [n]
with associated weights w1, . . . , wn, but the costs c(S1), . . . , c(Sm) are now associated
with the subsets. The goal is to find a solution σ ⊆ F that maximizes the total
weight w(σ) =

∑
j∈X(σ) wj while the total costs c(σ) =

∑
S∈σ c(S) do not exceed the

budget B.
A polynomial-time (1 − 1

e
)-approximation algorithm for the BMCP is given in

[68]. Also, various simpler algorithms with worse approximation factors are pre-
sented here. This section presents a variation of one of these algorithms that is
required as a subroutine in the analysis for the BJCP.

Definition 3.3. Let I = (F,X, c, w,B) be an instance of the BMCP. For α ∈ [0, 1],
an α-approximate cost-efficiency oracle for I is a function fI : 2X → F that
maps a subset of the elements Y ⊆ X to a subset S ∈ F such that:∑

j∈S\Y wj

c(S)
≥ α ·

∑
j∈S′\Y wj

c(S ′)
,

for any S ′ ∈ F .

Thus, a cost-efficiency oracle takes as input a subset of the elements Y ⊆ X, and
selects a subset S ∈ F with the approximately highest cost-efficiency (up to a factor
α), excluding the profit that would be contributed by elements in Y . Only subsets
of which the cost does not exceed the budget are considered.

Let I = (F,X, c, w,B) be an instance of the BMCP, and let fI be an α-
approximate cost-efficiency oracle for this instance for some α ∈ (0, 1]. The (greedy)
algorithm that will be proposed now takes as input only fI . Throughout the exe-
cution of the algorithm, σ represents a feasible solution, while Y = X(σ) represents
the set of elements covered by σ.

Using these representations, it is now possible to propose the following Algorithm
A for the BMCP:

1. Initialize the solution σ := ∅ with Y := ∅.

2. Let S := fI(Y ). If:
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� Y = X (i.e., there is no profitable subset left) or if c(S)+
∑

S′∈σ c(S
′) > B

(i.e., adding the new subset S to σ would exceed the budget), go to Step
3.

� Y ̸= X, set σ := σ ∪ {S}, Y := X(σ) and repeat Step 2.

3. Output the solution with the highest total weight among the two solutions σ
and {S}.

Theorem 3.2. Algorithm A is a 1
2
(1− 1

eα
)-approximation algorithm for BMCP that

runs in O(n · t) time, where t is the amount of time it takes to evaluate fI .

The bound on the running time of Algorithm A follows because there are at most
m iterations of Step 2. In each iteration, only one call to the oracle fI is done.
The approximation factor is obtained by generalizing the analysis given in [68] for
a similar algorithm, by taking into account the additional factor α and the oracle-
access assumption.

Define k as the iteration of Step 2 of Algorithm A running on I, and SA
k ∈ F as

the subset that fI returns at the k-th iteration of Step 2. Furthermore, let σA
0 = ∅

and inductively define σA
k = σA

k−1 ∪ {SA
k }, i.e., σA

k = {SA
1 , . . . , S

A
k }.

Note that if ℓ is the total number of iterations of Step 2, then in Step 3 the
solutions σA

ℓ−1 and SA
ℓ are considered. Moreover, note that σA

ℓ is typically not a
feasible solution, as its cost may exceed B. Finally, denote by σ∗ an optimal solution
to I.

Lemma 3.1. For each iteration k of Step 2 of Algorithm A, it holds that

∑
j∈X(σ∗)\X(σA

k−1)

wj ≤
B

α · c(SA
k )

(
w(σA

k )− w(σA
k−1)

)
.

Proof. Let S∗
1 , . . . , S

∗
|σ∗| be the subsets of the optimal solution σ∗. Let S∗

max be the
subset of σ∗ with the highest cost-efficiency when it would be added to the solution
σA
k−1. That is:

S∗
max = argmax

S∈σ∗

∑
j∈S\X(σA

k−1
wj

c(S)
.

Recall that SA
k selected by the algorithm in iteration k has a cost-efficiency that is

within a factor of α from that of S∗
max.

Suppose now that all of σ∗ would be added to σA
k−1. The increase in weight, i.e.,

the total weight of all elements in σ∗ that are not in X
(
σA
k−1

)
, can then be bounded
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by: ∑
j∈X(σ∗)\X(σA

k−1

wj ≤
∑
S∈σ∗

∑
j∈S\X(σA

k−1)

wj

=
∑
S∈σ∗

c(S)
∑

j∈S\X(σA
k−1)

wj

c(S)

≤
∑
S∈σ∗

c(S)
∑

j∈S∗
max\X(σA

k−1)

wj

c(S∗
max)

≤ B
∑

j∈S∗
max\X(σA

k−1

wj

c(S∗
max)

≤ B
∑

j∈SA
k \X(σA

k−1)

wj

α · c(SA
k )

=
B

α · c(SA
k )

(
w(σA

k )− w(σA
k−1)

)
.

The first inequality holds because both terms contain the same elements, but the
right term counts the weight every element possibly multiple times. The second
inequality holds by definition of S∗

max, while the third inequality holds because σ∗

is feasible. Finally, the fourth inequality follows by using the definition of a 2-
approximate cost-efficiency oracle (see Definition 3.3).

Lemma 3.2. For each iteration k of Step 2 of Algorithm A, it holds that

w(σA
k )− w(σA

k−1) ≥
α · c(SA

k )

B

(
w(σ∗)− w(σA

k−1)
)
.

Proof. The derivation applies Lemma 3.1 as follows:

B

α · c(SA
k )

(
w(σA

k )− w(σA
k−1)

)
≥

∑
j∈X(σ∗)\Y A

k−1

wj

≥
∑

j∈X(σ∗)∩Y A
k−1

wj +
∑

j∈X(σ∗)\Y A
k−1

wj

−
∑

j∈X(σ∗)∩Y A
k−1

wj −
∑

j∈Y A
k−1\X(σ∗)

wj

= w(σ∗)− w(σA
k−1).

Lemma 3.3. For each iteration k of Step 2 of algorithm A, it holds that

w(σA
k ) ≥ w(σ∗)

(
1−

k∏
i=1

(
1− α · c(SA

i )

B

))
.
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Proof. The proof is done by induction on the number of iterations k. If k = 1, note
that:

w(σA
k ) = w(σA

1 )− w(σA
0 ) ≥

α · c(SA
1 )

B

∑
j∈X(σ∗)

wj = w(σ∗)

(
1−

(
1− α · c(SA

1 )

B

))
,

where the inequality follows from Lemma 3.1.

Suppose now that the claim holds if k ∈ [ℓ] for some ℓ ≥ 1. It will be proven
that the claim also holds for k = ℓ+ 1.

w(σA
ℓ+1) = w(σA

ℓ ) + w(σA
ℓ+1)− w(σA

ℓ )

≥ w(σA
ℓ ) +

α · c(SA
ℓ+1)

B
(w(σ∗)− w(σA

ℓ ))

=

(
1−

α · c(SA
ℓ+1)

B

)
w(σA

ℓ ) +
α · c(SA

ℓ+1)

B
w(σ∗)

≥ w(σ∗)

(
1−

α · c(SA
ℓ+1)

B

)(
1−

ℓ∏
i=1

(
1− α · c(SA

i )

B

))

+
α · c(SA

ℓ+1)

B
w(σ∗)

= w(σ∗)

(
1−

ℓ+1∏
i=1

(
1− α · c(SA

i )

B

))
,

where the first inequality follows from Lemma 3.2 and the second inequality follows
from the induction hypothesis.

The following is the final technical lemma that is required to prove the approximation
bound.

Lemma 3.4. Let a ∈ R≥0 be any nonnegative real number and n ∈ N>1 be a
positive natural number. The function g(x1, . . . , xn) = 1 −

∏n
i=1

(
1− xi

B

)
on the

domain D = {x ∈ Rn :
∑n

i=1 xi = a, xi ≥ 0} achieves its minimum at the point
where xi = a/n for all i ∈ [n].

Proof. It will be shown that the function

g′(x) = 1− g(x) =
n∏

i=1

(
1− xi

B

)
achieves its maximum when xi =

a
n
for all i ∈ [n].

Suppose there is a solution x ∈ D for which there are two indices i and j such
that xi >

a
n
and xj < a

n
. Assume without loss of generality that i = 1 and j = 2.

Let x′ be the vector obtained from x′ by subtracting an amount of ϵ = (x1 − x2)/2
from x1 and adding it to x2. It will be shown that g′(x′) > g′(x).



38 CHAPTER 3. JOB COVERING

Let C =
∏n

i=3

(
1− xi

B

)
. Then indeed,

g′(x′) =

(
1− x1 − ϵ

B

)(
1− x2 + ϵ

B

) n∏
i=3

(
1− xi

B

)
= C ·

(
1− x1

B
+

ϵ

B

)(
1− x2

B
− ϵ

B

)
= g′(x) + C ·

(
− ϵ

B
+

x1ϵ

B2
+

ϵ

B
− x2ϵ

B2
− ϵ2

B2

)
= g′(x) + C ·

(
(x1 − x2)ϵ

B2
− ϵ2

B2

)
= g′(x) + C ·

(
(x1 − x2)

2

2B2
− (x1 − x2)

2

4B2

)
= g′(x) + C · (x1 − x2)

2

4B2

> g′(x).

This shows that a vector x does not maximize g′ whenever not all elements of x are
equal, and thus establishes the claim.

These results suffice to prove the main result within this section.

Proof of Theorem 3.2. Let ℓ be the total number of iterations of Step 2 of Algorithm
A. If the solution returned by the algorithm covers all elements, then the solution
is optimal.

Otherwise, the solution returned by the algorithm may not be optimal, in which
case it holds that σℓ violates the budget. Lemma 3.3 can be applied to iteration ℓ
in order to derive

w(σA
ℓ ) ≥ w(σ∗)

(
1−

ℓ∏
k=1

(
1− α · c(SA

k )

B

))

≥ w(σ∗)

(
1−

ℓ∏
k=1

(
1− α · c(SA

k )∑
S∈σA

ℓ
c(S)

))

≥ w(σ∗)

(
1−

ℓ∏
k=1

(
1−

α
∑

S∈σA
ℓ
c(S)/ℓ∑

S∈σA
ℓ
c(S)

))

= w(σ∗)

(
1−

(
1− α

ℓ

)ℓ)
≥ w(σ∗)

(
1− 1

eα

)
,

where the second inequality follows from the fact that σℓ violates the budget, and
the third inequality follows from Lemma 3.4.

The algorithm outputs a set with a profit of max{w(σA
ℓ−1), w(S

A
ℓ )} and from the

above derivation it follows that:

max
{
w(σA

ℓ−1), w(S
A
ℓ )
}
≥ 1

2
(w(σA

ℓ−1) + w(SA
ℓ )) ≥

1

2
w(σA

ℓ ) ≥
1

2

(
1− 1

eα

)
w(σ∗),
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which proves the claim.

3.3.2 Approximation algorithm

As mentioned at the beginning of this section, a 1
2
(1− 1√

e
)-approximation algorithm

for the BJCP will be presented when every set has cardinality 2. This is done by
reducing the problem to the BMCP. An instance I of the BJCP will be reduced to
an instance r(I) of the BMCP on the same set of elements, such that the optimal
solution of r(I) has the same profit as the optimal solution of I.

The instance r(I) may have a superpolynomial number of sets. However, instead
of generating the BMCP instance explicitly, only a 1

2
-approximate cost-efficiency or-

acle fr(I) for r(I) will be constructed. Afterwards, Algorithm A on fr(I) will be used
in order to obtain a 1

2
(1− 1√

e
)-approximately optimal solution to r(I) in polynomial

time. Last, it will be shown how to transform in polynomial time a feasible solution
for r(I) into a feasible solution for I with equal profit. This explanation of this
procedure starts with defining the reduction r.

Definition 3.4. Let I = (F, J, c, w,B) be an instance of the BJCP where all sets
have cardinality 2. Define the BMCP instance r(I) = (F ′, X, c′, w,B), where

� F ′ =
⋃

j∈J F
′
j with F ′

j = {S ∪ {j} : |S| ≥ 1,∀i ∈ S : {i, j} ∈ F}, and

� c′(S) =
∑

j∈S cj for every S ∈ F .

The set of elements (or jobs), profit functions and budgets of I and r(I) are equal.

That is, F ′
j consists of the sets that all contain the element/job j, including a subset

of the jobs in J that share a set with j in F . As an example, consider the following
instance I = (F, J, c, w,B) of the BJCP with set cardinality 2 in Figure 2. In this
illustration, every pair of elements that share a set in F are connected through an
edge.

12

3

4

5

6

7

Figure 3.2: Example of the BJCP with set cardinality 2

Then, for element 1, the corresponding subfamily of sets F ′
1 for the newly defined

BMCP instance consists of the following subsets:
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Figure 3.3: Illustration of F ′
1 for the newly created BMCP instance.

In general, if j is contained in nj sets (of cardinality 2) in F , |F ′
j| = 2nj − 1 (all

possible combinations, excluding the empty set). Even though the number of sets
in F is not polynomial in the input size of the BJCP, recall that this instance will
not be generated explicitly. A set in F ′

j for the reduced instance will further be also
referred to as a star, centered at j. Recall that cj is the cost of an element in the
original BJCP, while c′ is a function that assigns a cost to every set in F ′.

It will first be shown that every feasible solution σ′ for r(I) can be transformed
into a feasible solution σ for I in polynomial time such that the profit is preserved.
Consider the following function gI that maps solutions of r(I) to I:

Definition 3.5. Let I = (F, J, c, w,B) be an instance of BJCP and let σ′ be a
feasible solution for r(I) = (F ′, X, c′, w,B). The function gI maps σ′ to the following
solution σ for I.

gI(σ
′) = {{j, j′} ∈ F : j, j′ ∈ X(σ′)} .

In other words, gI(σ
′) is the set of subsets of cardinality 2 of F that are contained

in (a set of) σ′.

Lemma 3.5. If σ′ is a feasible solution for r(I), then the transformed solution σ =
gI(σ

′) is computable in time O(mn|σ′|). Moreover, gI(σ
′) is feasible, i.e., the total

cost of all elements covered by gI(σ
′) does not exceed B. Also, w(σ′) = w(gI(σ

′)).

Proof. For the first claim, observe that for each set S ′ ∈ σ′ and 2-set S ∈ F , it needs
to be checked whether S ⊆ S ′. This can be done in O(n) time.

The second claim follows from the fact that gI(σ
′) covers the same elements as

σ′, and by definition
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B ≥
∑
S∈σ′

c′(S) =
∑

j∈X(σ′)

cj · |{S ′ ∈ σ′ : j ∈ S ′}| ≥
∑

j∈X(σ′)

cj.

The third claim follows from the fact that gI(σ
′) covers the same set of elements as

σ′, and the weights of the elements are equal in both instances.

Next will be shown that the optimal solution for I is at most the profit of the optimal
solution for r(I). Combined with the previous lemma, this entails that the optimal
profits of I and r(I) are equal.

Lemma 3.6. Let wopt be the maximum weight achievable in instance I. There exists
a solution for r(I) with weight wopt.

Proof. Let σ be a weight-maximizing feasible solution for I. Assume without loss of
generality that no 2-set in σ covers two elements that are both already covered by
other 2-sets in σ. Otherwise, such a set can be removed from σ without decreasing
the profit. Under this assumption, σ is a set of stars.

A feasible solution σ′ for r(I) with equal profit can be constructed from σ as
follows. Define σ′ to be the collection of sets that correspond to the maximal stars
of σ, i.e., for each maximal star of σ, we add to σ′ the set consisting of the elements
covered by the star.

Since no pair of sets (or stars) in σ′ intersects, by definition of c′ the total cost∑
S∈σ′ c′(S) equals

∑
j∈X(σ) cj ≤ B, and therefore σ′ is a feasible solution for r(I).

Moreover, σ and σ′ cover the same set of elements, and therefore w(σ) in I equals
w(σ′) in r(I).

A final ingredient that is required is the 1
2
-approximate cost-efficiency oracle f for

r(I). Recall that Y represents the set of elements already covered during the exe-
cution of Algorithm A.

Let Y be the input argument to f . The high level idea is that for each element
j, a set of elements Ti of the star centered at j will be computed using a greedy
procedure. The goal for each of these stars is to select for each such i the substar
that is at least α times the highest possible cost-efficiency, such that the cost of the
elements in the substar does not exceed the budget. The output will be the set in
{Tj : j ∈ X} with the highest cost-efficiency. The function f will be defined as
Algorithm B as follows.

1. Let X ′ be subset of elements of X that have at least one attached element
(i.e., are contained in the same set in F ) that is not in Y . For each i ∈ X ′

(note that i itself may be in Y ):

(a) Initialize Tj := {j}, and dj = cj. If j ∈ Y , set pj := 0, and otherwise set
pj := wj. Throughout this step,

pj
dj

represents the cost-efficiency of the

substar Tj.

(b) Order non-increasingly the elements j′ that are not in Y and are attached
to j in F , according to ratio

wj′

cj′
. Denote this ordering by Ωj.
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(c) Let j′ be the next element of Ωi, starting with the first element. If
pj+wj′

dj+cj′
≥ pj

dj
, then add j′ to Tj, set pj := pj + wj′ , and set dj := dj + cj′ ,

and repeat this step if dj ≤ B. Otherwise, if
pj+wj′

dj+cj′
<

pj
dj

or if dj > B,

proceed to the next step.

(d) If dj ≤ B, skip this step. This would mean the entire star centered at j
is the most cost-efficient set, and does not exceed the budget.

Otherwise, let j′ be the element last added in the previous step, being
the element in Tj with lowest

wj′

cj′
. Consider two substars of Tj that are

within the budget: {j, j′} and Tj \{j′}. Set Tj to be the substar with the
highest cost-efficiency. Formally:

i. If j /∈ Y : if
wj+wj′

cj+cj′
≥ pj−wj′

dj−cj′
, then set Tj = {j, j′}, pj := wj + wj′

and dj := cj + cj′ . Otherwise, set Tj := Tj \ {j′}, pj := pj − wj′ , and
dj := dj − cj′ .

ii. If j ∈ Y : if
wj′

cj+cj′
≥ pj−wj′

dj−wj′
, then set Tj := {j, j′}, pj := wj′ and

dj := cj + cj′ . Otherwise, set Tj := Tj \ {j′}, pj := pj − wj′ , and
dj := dj − cj′ .

2. Output the set in {Tj : |Tj| ≥ 2, j ∈ X ′} with the highest cost-efficiency, i.e.,
the ratio

nj

dj
.

Note that it is not needed to consider those j ∈ X ′ for which |Tj| = 1. It can be
easily verified that in this case, the optimal star centered at j is a single set {j, j′}.
However, this set is also in F ′

j′ , and it is necessarily true that |T ′
j| ≥ 2.

Lemma 3.7. The function f is a 1
2
-approximate cost-efficiency oracle for r(I) and

can be computed in time O(n2).

Proof. It is easy to see that the set output by f is always a set in F ′, as it always
outputs a set that corresponds to star of F . Moreover, the set {Tj : |Tj| ≥ 2, j ∈ X ′}
is never empty when Y ̸= X by definition of X ′. This implies that f is a valid cost-
efficiency oracle. It is also straightforward to see that f runs in time n2. For
each element, all its attached elements are considered, which each takes a constant
amount of time.

It remains to prove the approximation factor. Consider the set {Tj : |Tj| ≥ 2, j ∈
X ′}. It suffices to show that for each j ∈ X ′ for which |Tj| ≥ 2, the ratio

nj

dj
is at

least 1
2
·
∑

j∈S\Y
wj

c(S)
for all S ∈ F ′

j . In other words, the cost-efficiency
nj

dj
of the set

Tj is at least half the maximum cost-efficiency among all stars in F ′
j , with respect

to the input set Y .

Let j ∈ X ′ such that |Tj| ≥ 2. For the analysis, Tj will be compared to an
optimal fractional substar centered at j, T *frac

j . In this fractional solution, each
of the elements j′ attached to j and not in Y is picked with a certain fraction
t*fracj′ ∈ [0, 1], and element j is selected with fraction t*fracj = 1. The cost-efficiency
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of adding T *frac
j is defined as:

∑
j′∈T *frac

j \Y t*fracj′ wj′∑
j′∈T *frac

j \Y t*fracj′ cj′
.

It holds that the cost-efficiency of T *frac
j is at least the cost-efficiency of the substar

centered at i that would maximize the integral variant.

Note that T *frac
j is obtained by selecting j, and afterwards greedily selecting

elements attached to j according to non-increasing cost-efficiency, i.e., according to
the order Ωj as given in Algorithm B. A considered element is selected with the
highest possible fraction as long as the budget is not exceeded, and as long as adding
the element increases the cost-efficiency of the solution. Hence, in T *frac

j all elements
are selected with either fraction 0 or 1, except at most one element, which is selected
with a fraction in (0, 1).

To see why this is true, suppose for contradiction that T *frac
j is optimal but has

a different structure.

� Suppose an element j′ ∈ T *frac
j with t*fracj′ > 0 such that the cost-efficiency of

j′ is less than the cost-efficiency of T *frac
j . Then, setting t*fracj′ to 0 will increase

the cost-efficiency of the solution, contradicting the optimality of T *frac
j . Thus,

every selected element has at least the cost-efficiency of T *frac
j .

� Suppose there are two elements j′, j′′ ∈ T *frac
j \ j for which t*fracj′ < 1 and

t*fracj′′ > 0, and the cost-efficiency of j′ exceeds that of j′′. Then, decreasing t*fracj′′

by an amount ϵ and increasing t*fracj′ by a maximal amount would increase the
cost-efficiency (for a suitably small choice of ϵ), contradicting the optimality
of T *frac

j .

This shows that T *frac
j is obtained by the aforementioned greedy procedure.

Next, observe that if T *frac
j happens to be integral, then the set of integrally

selected elements is precisely Tj, meaning that Tj is the set that maximizes cost-
efficiency. In this case, the claim is proved.

Now consider the case that T *frac
j is not integral. Let j′ be the element that is

fractionally selected in T *frac
j and let S ′ be the integral elements in T *frac

j excluding

j, i.e., S ′ = {j′′ : j′′ ̸= j, t*fracj′′ = 1}. It follows from Definition 3.3 that Tj is either
the set {j} ∪ S or the set {j, j′}.

Four (similar) subcases will be distinguished.

� Suppose j /∈ S and wj′ ≥
∑

j′′∈S′ wj′′ . Because T *frac
j is the optimal fractional

substar centered at j, the cost-efficiency of S ′ ∪ {j, j′} exceeds the optimal
fractional solution and thus also the cost-efficiency of the optimal integral
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substar T ∗
j . Therefore, the cost-efficiency of Tj:

wj + wj′

cj + cj′
≥ wj + wj′

cj + cj′ +
∑

j′′∈S′ cj′′

≥ 1

2
·
wj + wj′ +

∑
j′′∈S′ wj′′

cj + cj′ +
∑

j′′∈S′ cj′′

≥ 1

2
·

∑
j′′∈T ∗

j
wj′′∑

j′′∈T ∗
j
cj′′

,

as needed.

� Suppose j /∈ S and wj′ <
∑

j′′∈S′ wj′′ . Similarly, the cost-efficiency of Tj is:

wj +
∑

j′′∈S′ wj′′

cj +
∑

j′′∈S′ cji′′
≥

wj +
∑

j′′∈S′ wj′′

cj + cj′ +
∑

j′′∈S′ cj′′

≥ 1

2
·
wj + wj′ +

∑
j′′∈S′ wj′′

cj + cj′ +
∑

j′′∈S′ cj′′

≥ 1

2
·

∑
j′′∈T ∗

j
wj′′∑

j′′∈T ∗
j
cj′′

.

� The remaining two cases are analogous to the above two, where wj is replaced
with 0.

The lemmas provided in this section suffice to present a 1
2
(1 − 1√

e
)-approximation

algorithm for the BJCP with set cardinality 2. This algorithm is referred to as
Algorithm C and is defined as follows. Let I = (G = (V,E), c, p, B) be an input
instance of the BJCP with set cardinality 2.

� Run Algorithm A using the 1
2
-approximate cost-efficiency oracle f described

as Algorithm B on the reduced instance r(I) given in Definition 3.4. This
results in a solution σBMCP for instance r(I) .

� Compute and output σ = gI(σ
′) (see Definition 3.5).

The correctness, polynomial running time and approximation factor of 1
2
(1− 1√

e
) of

Algorithm C follow from Theorem 3.2, Lemma 3.5, Lemma 3.6 and Lemma 3.7.

3.4 The acyclic BJCP

In this section, a bi-level dynamic program will be proposed when the incidence
graph is a forest (see Figure 3.1 for an example). This special case will be referred
to as BJCP-Forest. Furthermore, it will be shown that this dynamic program can
be turned into a fully polynomial time approximation scheme (FPTAS).
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3.4.1 Dynamic program

Before proposing algorithms for the acyclic BJCP, define W as the maximum weight
of an element, i.e., W = maxj∈J wj.

Theorem 3.3. The BJCP-Forest can be solved optimally in time O(mn3W 2).

Before proving Theorem 3.3, several concepts will be introduced first. Suppose the
given incidence graph is a forest and consists of z trees T1, . . . , Tz. In order to
facilitate the exposition of our dynamic program, combine these trees simply into a
single tree T as follows. Introduce for each tree Tt with t ∈ [z] a dummy job (n+ t)
with zero weight and cost, i.e., wn+t = cn+t = 0, and add it to an arbitrary set in
Tt. Finally, define S0 = {n+ 1, . . . , n+ z} such that the incidence graph forms one
single tree, where S0 can be interpreted as the root. Because the newly added jobs
do not have any weight or cost, the optimal solution value does not change.

Furthermore, note that within the incidence graph, the vertices along a path
from the root to any other vertex correspond alternately to sets in F and elements
in X. For the ease of understanding, assume that this tree is “unfolded” in order to
draw the bipartite graph in a layered manner, as illustrated in Figure 3.4.

S1

S2

S3

S4

S5

S6

S7

1

2

3

4

5

6

7

F J
S0

8 9 10

S1 S4 S7

2 3 4 6 7

S2 S3 S5 S6

1 5

Figure 3.4: Example of an acyclic incidence graph (left) and its “unfolded’ tree
(right).

The dynamic program proposed in this section processes the unfolded tree T in
a bottom-up manner. It consists of two separate dynamic programs: one for the
subsets S0, . . . , Sm, and one for the jobs 1, . . . , n+ z. Before defining these properly,
some intuition will be provided first.

Subtrees of subtrees. Consider an arbitrary subtree in T rooted at either a
vertex represented by a resource jobset Si or a job j. Both dynamic programs
rely on the fact that a subset of this subtree can be solved to optimality, which
immediately can be used to solve a greater subset to optimality. In case the subtree
is rooted at a vertex represented by a resource jobset, only the subtree up until
the first k children in the subtree of the resource jobset are considered. Once the
optimal solutions (minimum required cost to obtain a specific weight, if possible)
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are known for every possible weight (upper bounded by nW ), it is possible to find
optimal solutions for the subtree until the first k+1 children by linear enumeration.
A similar, but slightly adapted method works in case the subtree is rooted at a job.

To this aim, introduce the following notation. Given a resource jobset Si ∈ F ,
represented by a (circled) vertex in the tree T , let T (Si) refer to the subtree of T
rooted at Si. Define δT (Si) ⊆ J as the set of children of Si in the tree T . For
simplicity, the same notation T (j) and δ(j) ⊆ F is adopted for the subtree rooted
at a job j and the set of children of the vertex associated to job j, respectively.

The dynamic program considers even more specific subtrees. Furthermore, define
T (Si, k) with k ∈ δT (Si) as the subtree of T (Si) induced by the union of the vertex
associated to Si and the subtrees of the children of Si with job index at most k, i.e.:

T (Si, k) = {k} ∪
⋃

j∈δT (Si):j≤k

T (j).

Finally, define T (j, Sℓ) as the subtree induced by the union of the subtrees of the
children of Si with resource subset index at most ℓ. However, while T (Si, k) contains
the root job k, the subtree dynamic program for a job does not include the vertex
representing that job.

T (j, Sℓ) =
⋃

Si∈δT (j):i≤ℓ

T (Si).

This distinction is crucial to make the dynamic program work. The reason is that
whenever a resource set Si is selected in a solution, all jobs j ∈ Si have to be
processed as well. Therefore, the optimal solution for all subtrees rooted at those
jobs need to be taken into account. But conversely, when a job j is selected in a
solution, this does not imply that all subsets Si for which j ∈ Si need to be selected
in that solution; at least one of them has to be selected. The subtrees which the
two dynamic programs will consider, are visualized in Figure 3.5.

. . .

Si

. . . k . . .

. . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

. . .

v

e1 . . .es−1 es . . .

eδ(v)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

Figure 3.5: Illustration of T (Si) and T (Si, k) (left), and T (j) and T (j, Sℓ) (right).

These concepts provide a basis for proposing a dynamic program for the acyclic
BJCP.
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Proof of Theorem 3.3. Consider the following dynamic program for the resource job-
sets. For each j ∈ δ(Si), x ∈ {0, 1}, and w = 0, . . . , nW , define:

f(Si, k, x, w) = minimum total cost solution in the subtree T (Si, k) such that the
total weight is exactly w and resource jobset Si is selected in the
solution (x = 1) or not (x = 0).

The dynamic program for the subtrees rooted at a vertex represented by a job is
slightly more complex. For every s ∈ δ(v), x ∈ {0, 1} and w = 0, . . . , nW , define:

g(j, ℓ, x, w) = minimum total cost solution in the subtree T (j, Sℓ) such that the
total weight is exactly w and at least one of the children resource
subsets in ∆(v) is selected in the solution (x = 1) or not (x = 0).

The unfolded tree will be computed f and g layer by layer in a bottom-up manner,
where the layer of a vertex is the distance to the root, until eventually f for the
root node 0 is determined. In particular, the total weight of an optimal solution can
then be determined by:

OPT = max {w ∈ [nW ]0 : f(0, z, 0, p) ≤ B} ,

i.e., the maximum total weight possible in the entire tree.
The formal definitions of the dynamic programs are as follows. For a resource

subset Si ∈ F , k ∈ δ(Si), and w ∈ [nW ]0, the recurrence is:

f(Si, k, x, p) = min
y∈{0,1},r∈[W ]0

{
f(Si, k

′, x, w − r −max{x, y} · wk)

+ g(k, Sm(k), y, r) + max{x, y} · ck
}
.

where k′ is the last processed child of Si in the dynamic program before child k, i.e.,
k′ = argmax{j ∈ δ(Si) : j < k}, and m(k) is the resource set index of last child of
k, i.e., m(k) = argmax δ(k). If k is the first processed child of Si, there exists no k
and the term containing k′ drops.

To see why this recurrence holds, fix some w ∈ [W ]0. Then, depending on
whether job k is chosen or not, the minimum cost to achieve profit r on the subtrees
in T (k, Sm(k)) is either g(k,m(k), 0, r) or g(k,m(k), 1, r).

Further, job k itself contributes a cost of max{x, y} · ck to the objective function,
since the costs ck only needs to be added if x = 1 (parent resource jobset of k is
chosen) or y = 1 (at least one child resource jobset of k is chosen), or both. The
minimum cost to obtain the remaining weight of w − r − max{x, y} · wk on the
subtree T (Si, k

′) is f(Si, k
′, x, w − r −max{x, y} · wk) by definition.

For the dynamic program a job j ∈ J , Sℓ ∈ δ(j), and w ∈ [nW ]0, two cases are
distinguished. In case x = 0 (job j is not selected), obtain a similar recurrence as
for the resource subsets:

g(j, Sℓ, 0, w) = min
r∈[w]0

{
g(j, Sℓ′ , 0, w − r) + f(Sℓ, n(ℓ), 0, r)

}
.

where Sℓ′ is the last processed child of j in the dynamic program before child Sℓ,
i.e., ℓ′ = argmax{i ∈ ∆(j) : i < ℓ}, and n(ℓ) is the job index of the last child of ℓ,
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i.e., n(ℓ) = argmax∆(Sℓ). If Sℓ is the first processed child of j, there exists no ℓ′

and the term containing ℓ′ drops.
To see why this recurrence holds, fix some r ∈ [p]0. If y = 0, thus if all resource

sets in ∆(j) are not selected in the solution, then the case has to be considered where
all previously processed children before Sℓ are not selected (first term), combined
with the case that child Sℓ is also not selected (second term).

However, there are three possibilities to ensure that at least one child of job j is
selected in the optimal solution, i.e., to ensure y = 1:

� at least one child in the previously processed children of job j is selected, while
Sℓ is not selected,

� none of the previously processed children of job j is selected, while Sℓ is se-
lected, or,

� at least one previously processed child of job j is selected, and Sℓ is selected.

These three cases are described in the dynamic program as follows:

g(j, ℓ, 1, w) = min
r∈[w]0

min
{
g(j, Sℓ′ , 0, p− r) + f(Sℓ, n(ℓ), 1, r),

min
x∈{0,1}

g(j, Sℓ′ , 1, p− r) + f(Sℓ, n(ℓ),min{x, y}, r
}
.

The last two possibilities are combined in the last minimum term.
The proof concludes with an analysis of the running time. Computing the value

of f(Si, k, x, w) for fixed parameters takes time at most O(nW ), since w ∈ [nW ]0.
This has to be done at most n2W times for every hyperedge; thus time O(mn3W 2)
in total. Similarly, computing the value of g(j, Sℓ, x, w) for fixed parameters takes
time at most O(nW ) and this has to be done mnW times for every vertex; thus
time O(mn3W 2) in total.

3.4.2 FPTAS

Furthermore, standard techniques (truncation) can be employed to turn the above
pseudo-polynomial time algorithm into an FPTAS, i.e., an algorithm that takes an
error parameter ε > 0 and computes in time polynomial in the input size and 1/ε a
(1− ε)-approximation to the optimal solution.

Theorem 3.4. There exists an FPTAS for BJCP-Forest that runs in O(mn5/ε2)
time.

Let xj = 1 if job j is selected in a solution, and xj = 0 otherwise. The optimal
selection of jobs to BJCP-Forest is then denoted by x∗ = {x∗

1, . . . , x
∗
m}. The idea is

to truncate the values that the weight function takes on, i.e., for all j ∈ [n]:

wj =
⌊wj

10t

⌋
,

after which a solution is determined via dynamic programming. With these trun-
cated profits, a solution can be determined in O(mn3( W

10t
)2) instead of O(mn3W 2).
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However, the optimal selection of jobs using the truncated profits, x′, could be sub-
optimal compared to the optimal selection x∗ with the original profit functions. Yet,
a useful relationship holds between the two solutions, which we use in order to derive
an FPTAS, namely,

n∑
j=1

wjx
′
j ≥

n∑
j=1

10tw′
jx

′
j ≥

n∑
j=1

10tw′
jx

∗
j

The first inequality follows directly from the definition of w′
j, while the second in-

equality follows from the fact that x′ is optimal in the problem with truncated
profits. Note that x′ corresponds to a feasible solution, since the cost functions
remain the same; only the weights are potentially reduced. Furthermore, due to
rounding down, it must be that 10twjx

∗
i ≥ wj · x∗

j − 10t. Combining all mentioned
(in)equalities gives:

n∑
j=1

wj · x∗
j ≥

n∑
j=1

(wjx
∗
j − 10t)

=
n∑

j=1

wjx
∗
j − n · 10t

= OPT − n · 10t

= OPT

(
1− n · 10t

OPT

)
≥ OPT

(
1− n · 10t

W

)
,

where the last inequality holds because OPT ≥ W . Now fix t = log10(εW/n) for
some given ε > 0, such that n · 10t/W = ε. Then, by combining all mentioned
(in)equalities, conclude that

n∑
j=1

wj · x′
i ≥ (1− ε)OPT,

meaning that an (1 − ε)-approximate solution for BJCP-Forest is obtained. Since
the running time of the dynamic program using truncated profits is O(mn3W 2/102t)
and because n · 10t/W = ε, the running time of the new algorithm is O(mn5/ε2),
which directly results in Theorem 3.4.

3.5 The feedback vertex set bounded BJCP

In Section 3.4 it is shown that the BJCP-Forest can be solved in pseudo-polynomial
time and that there is an FPTAS. This implies that the inapproximability of the
general problem is caused by the cycles in the incidence graph. Following up on
that analysis, this section provides a simple fixed parameter tractability result that
allows to handle incidence graphs with cycles to a certain extent. Some simple and
well-known concepts are used.
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Definition 3.6. A feedback vertex set of a graph G = (V,E) is a set of vertices
Z ⊆ V such that G with the vertices from Z deleted is cycle-free.

The problem of finding a minimum feedback vertex set is NP-hard in general, but
it is fixed parameter tractable. An O(3.83ααn2) time algorithm is given in [13] to
solve the FVSP, where n here refers to the number of vertices in the graph. This
result is used for the following theorem.

Theorem 3.5. BJCP is solvable in O(mn3W 22α + 3.83ααm2) time.

Proof. Given a BJCP-instance I = (F,X, c, w,B), the feedback vertex set can be
found by reducing the incidence graph G = (F ∪ J,E) to a undirected graph G′ =
(F,E ′), where:

E ′ = {(i, i′) : (∃j ∈ J : j ∈ Si ∧ j ∈ Si′)} .
That is, every resource subset is represented by a vertex, and two vertices are con-
nected if there exists at least one job in both of their corresponding resource jobsets.
It is now easy to see that there is a one-to-one correspondence between the cycles
in the incidence graph G and the cycles in G′, and each cycle in G corresponds to a
cycle in G′ on the same set of vertices. See Figure 3.6 for an example. Basically, all
vertices in J are removed from the graph, but the edge are not removed, but rather
extended.
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Figure 3.6: Example of a transformation to the feedback vertex set problem

Using the result from [13], a feedback vertex set Z ⊆ F can be found inO(3.83ααn2).
The remainder of the proof is straightforward, as it is based on complete enu-

meration. For each possible subset Z ′ ⊆ Z (i.e., 2α combinations), consider the
subproblem of instance I where the resource jobsets in Z ′ are already selected, i.e.,
the instance:

I ′ =

F \ Z,X \

( ⋃
Si∈Z′

Si

)
, c, w,B −

∑
i∈

⋃
{Si∈Z′}

ci


Since the incidence graph of I ′ is acyclic, the dynamic program used to prove The-
orem 3.3 can be used to solve I ′. Solving this problem for fixing every possible Z ′,
and taking the best solution, yields a solution to the general BJCP. The running
time follows directly from this procedure and Theorem 3.3.
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3.6 Conclusions and future work

This chapter considered the Budgeted Job Coverage Problem, where the goal is to
select a subset of a given family of resource jobsets over a set of jobs with costs and
weights. The goal is to maximize the total weight while not exceeding a budget.
Because costs are assigned to jobs (or elements) instead of sets, the analyses from
related work, particularly on greedy approaches for maximum coverage problems,
cannot be applied. Instead, special cases of the BJCP have been considered.

In case each resource jobset has cardinality 2, a 1
2
(1 − 1√

e
)-approximation algo-

rithm can be obtained (see Section 3.3). Although this algorithm crucially exploits
several characteristics of the problem, this approach is hard and tedious to generalize
for fixed cardinality k.

Moreover, it has been shown that in case the corresponding incidence graph
is acyclic, the problem can be solved in pseudo-polynomial time using a bi-level
dynamic program. This result suggest that cycles increase the computational com-
plexity of the problem significantly. However, there exist no straightforward way
to remove cycles from the graph, as there exists no efficient algorithm to find and
process a feedback vertex set.

Future work. Clearly, the most interesting open problem that remains to be
solved is whether there exists a constant factor approximation algorithm for the
general BJCP that runs in polynomial time. Such a result would form a very in-
teresting contrast with the inapproximability result for the problem of submodular
function maximization with a submodular budget constraint as mentioned in Section
3.2.3.

Alternatively, an interesting and challenging intermediate goal would be to find
a constant factor approximation algorithm for the case that the resource subsets
have a fixed size k, i.e., to generalize the result in Section 3.3. Algorithm B and
Theorem 3.2 might serve as a useful tool for achieving this goal. Another option is
to research the possibities to find a feedback vertex set for the BJCP efficiently, but
this requires also to find a efficient way to enumerate through this set, in order to
find a polynomial time algorithm for the BJCP.
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Chapter 4

Crew Scheduling

This chapter introduces the European Crew Scheduling Problem (ECSP), where
the goal is to assign trips with fixed departure and arrival times to bus drivers
while minimizing the sum of all duty times. The additional complexity comes from
constraints on the driving, resting and duty times that apply to bus drivers in the
European Union, because the complexity of these constraints make the majority of
the known models in the literature less suitable for this problem.

After discussing the background of crew scheduling problems in Section 4.1, the
problem under consideration will be defined in Section 4.2. Subsequently, a subset
of the constraints from the ECSP will be considered such that a column generation
approach can be proposed in Section 4.3. Afterwards, some simple heuristics will
be proposed for the full ECSP in Section 4.4. Most approaches have been tested on
experimental data, for which the results are reported in Section 4.5. The chapter
ends with a summary of its conclusions and suggestions for future work in Section
4.6.

4.1 Background

The Crew Scheduling Problem (CSP) is a general problem of assigning a set of
tasks to a group of workers (a crew), usually with the objective to minimize costs.
This problem can appear in many transportation contexts, such as bus and rail
transit, truck and rail freight transport, and passenger air transportation. Therefore,
crew scheduling is a common problem within the applied Operations Research that
comes in many variants, as each company may have its own set of constraints and
objectives. This chapter will consider one of such variants.

In practice, schedules for vehicle operators are constructed either manually or
automatically, but this may lead to very exhausting schedules. This especially has
been the case for bus drivers, which is the type of vehicle operator that is focused on
within this chapter. Research conducted in 2001 by the European Transport Safety
Council has shown that driver fatigue is a significant factor in approximately 20%
of commercial road transport crashes [22]. Hence, to improve road safety and the
working conditions for all drivers of road haulage and passenger transport vehicles,
the driving and resting times of drivers in the European Union are since April 2007

53
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controlled by regulation (EC) No. 561/2006. The regulations are meant for vehicles
carrying goods with a maximum permissible weight of 3500 kg [2] and passenger-
carrying vehicles that are constructed to transport more than nine people [3]. These
rules ensure sufficiently long breaks and resting times within a duty or between two
consecutive duties, and will be elaborated upon in the next section.

4.2 The European Crew Scheduling Problem

4.2.1 Motivation

The aim of this chapter is to propose algorithms that output driver schedules that
fulfill the European regulations, in order to provide sufficient resting times for bus
drivers. The resting times are not only needed within a duty, but also between
duties. Here, a duty is defined as a sequence of trips driven by the same driver,
starting and ending at a home depot, including idle time and breaks (formalized in
Section 4.2.2). Another goal of this chapter is to give insight in which constraints
imposed by the regulations complicate the scheduling process significantly. For this
reason, some theoretical or experimental parts in this chapter only consider a subset
of the constraints.

Even though there are separate documentations for vehicles carrying goods [2]
compared to vehicles carrying passengers [3], the imposed constraints that are rele-
vant for schedule optimization are identical. The regulations from these documen-
tations place constraints on the duration and frequency of resting periods that need
to be taken, and consist of the following:

1. Full breaks: After at most 4.5 hours of driving, a break of at least 45 minutes
has to be taken. This may be split into two breaks of at least 15 and 30 minutes.

2. Daily driving time: At most 9 hours of driving time during one daily duty
may be driven. This may be extended to 10 hours, but at most twice per week.

3. Daily resting time: Between two daily duties, the normal resting period is
at least 11 hours. This may be reduced to a short resting period of at least 9
hours, for at most 3 times per week.

4. Weekly driving time: At most 56 hours in one weekly duty may be driven,
and 90 hours in two consecutive weekly duties.

5. Weekly resting time: After at most six daily duties, a weekly rest needs to
be taken of 45 uninterrupted hours. This may be reduced every second week
to 24 hours.

Despite not explicitly stated in the European regulation, this chapter also considers
a sixth constraint that is very common within transport companies in Europe:

6. Duty time: A daily duty may not exceed a given maximum duty time λduty
daily.

The value of this parameter differs per country and sometimes per company.
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These constraints provide the basis for the European Crew Scheduling Problem
(ECSP) that will be defined in the next section. An important difference of this
problem compared to most related research in the literature is the distinction be-
tween duty and driving times, for which two different bounds are used. Another
notable characteristic is that every job has a fixed departure and arrival time and
location, while some CSP’s assume that jobs are done at the locations. For this
reason, jobs are referred to as trips. These trips have to be driven “on demand”,
which often is the case for, e.g., touring car companies.

As objective, the usual choices are to either minimize the number of required
drivers or the total sum of duty times. This chapter focuses on the latter, as it is
more oriented on the efficiency of the total time spent by the crew. It is further
justified because transport providers have a fixed number of drivers under contract.
This objective function is also the focus of the collaborating touring car and soft-
ware companies that made this research possible. Additionally, the focus is put on
passenger transport in a private setting, meaning that a vehicle during a trip will
not pick up passengers of another trip. This is similar to the case of goods transport
that cannot pick up other goods during one trip, which is often the case for trucks.

Discussion. As mentioned, the regulations give options to adjust the limits of
some constraints, such as splitting a break of 45 minutes into two parts, extending
daily driving times from 9 to 10 hours for twice per week, and reducing the daily
resting times from 11 to 9 hours for three times per week. This clearly gives more
possibilities to optimize a schedule better, but also brings risks. Schedules in practice
are prone to delays, e.g., due to traffic jams or bad weather. Thus, if the breaks,
driving and resting times are scheduled near its limits, small delays may turn the
schedule infeasible.

In other words, if one would generate a schedule without using these such options,
a certain level of robustness is guaranteed. For this reason, in the rest of this chapter
will be assumed that these options (splitting breaks, shortening resting periods or
extending driving periods) should not be used. As a positive side-effect, this makes
the upcoming model more manageable and potential solving methods quicker due
to fewer, complicated constraints.

4.2.2 Definition

Let T = [n] be a given set of trips that have to be driven by a given set of drivers
D = [k]. Every driver d ∈ D starts and ends its duty at the single depot, also referred
to as home. Every trip t ∈ T has a starting S(t) and ending time E(t) that are
upper bounded by a maximum trip ending time Lmax, i.e., 0 ≤ S(t) < E(t) ≤ Lmax.
Also, in practice, every trip has a location of departure and arrival, but this requires
no notation in the upcoming mathematical models.

A matrixM is given that specifies the travel time between all pairs of trips, where
M(t, u) ≥ 0 is the travel time from ending location of trip t to the starting location
of trip u. Moreover, M(0, t) denotes the travel time from home to the starting
location of trip t, and M(t, 0) the travel time from the ending location from trip t
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to home. Without loss of generality, assume that trips are non-decreasingly ordered
by starting time, i.e., for every pair of trips t, u ∈ T , if t < u then S(t) ≤ S(u).

Definition 4.1. A pair of trips t, u ∈ T with t < u is compatible if it is possible
to drive trip u after trip t, i.e., if E(t) + M(t, u) ≤ S(u). Otherwise, the pair is
incompatible.

Let Q denote the set of pairs of trips that are incompatible, i.e.:

Q = {(t, u) ∈ T × T | E(t) +M(t, u) > S(u), t < u} .

The constants on the driving and resting times described in Section 4.2.1 will be
defined by means of the following parameters:

� λdrive
breakless = maximum breakless driving time before a full break is required,

� τ restbreakless = resting time required to reset the breakless driving time (full break),

� λdrive
daily = maximum daily driving time before a daily resting period is required,

� τ restdaily = daily resting time required to reset the daily driving time,

� λdrive
weekly = maximum weekly driving time before a weekly resting period is

required,

� τ restweekly = weekly resting time required to reset the weekly driving time, and

� λduty
daily = maximum daily duty time before a daily resting period is required.

These definitions allow to define a solution. Informally, a solution consists of k
schedules, that in hierarchical order consists out of one or multiple weekly duties,
daily duties, breakless duty parts and trips. A more formal definition of a solution
will be given below.

Definition 4.2. A breakless duty part b = (t1, . . . , tx) is a sequence of trips
where tj ∈ T for j ∈ [x]. It is considered feasible if every subsequent pair of trips
is compatible, i.e., if (tj, tj+1) /∈ Q for j = 1, . . . , x− 1. Define the breakless duty’s:

� trip starting time as S(b) = S(t1),

� trip ending time as E(b) = E(tx),

� trip driving time as D(b) =
∑x

j=1(E(tj)− S(tj)), and

� trip duty time as Y (b) = E(b)− S(b).

The starting and ending trip of b are referred to as t1(b) and tx(b), respectively.

Definition 4.3. A daily duty d is a sequence of breakless duty parts d = (b1, . . . , by).
Define the daily duty’s:

� starting time S(d) = S(b1)−M(0, t1(b1)),
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� ending time E(d) = E(by) +M(tx(by), 0),

� driving time D(d) = M(0, t1(b1)) +
∑y

j=1 D(bj)+
∑y−1

j=1 M(tx(bj), t1(bj+1)) +
M(tx(by), 0), and

� duty time Y (d) = E(d)− S(d).

and is feasible if:

� every breakless duty part bj is compatible for j = 1, . . . , y.

� D(d) ≤ λdrive
daily ,

� Y (d) ≤ λduty
daily,

� between two subsequent breakless duty parts, a break of at least τ restbreakless is
taken, i.e., S(t1(bj+1)) − E(tx(bj)) −M(tx(bj), t1(bj+1)) ≥ τ drivebreakless, for j =
1, . . . , y − 1, and

� the driving time of every breakless duty part bj for j ∈ [y] does not exceed
λdrive
breakless. It is assumed that the driving time from home to the starting location

of t1(b1) is included in the b1’s driving time. Also, the driving time from the
ending location of tx(by) back to home is included in the driving time of by.
Finally, it is assumed that for two subsequent breakless duty parts bj and bj+1,
the travelling time between the duties, M(tx(bj), t1(bj+1)), is included in bj’s
duty time. This means that the driver drives to the starting location of the next
trip first, before taking a break. This means that the following should hold:

– M(0, t1(b1)) +D(b1) +M(tx(b1), t1(b2)) ≤ λdrive
breakless,

– D(bj) +M(tx(bj), t1(bj+1)) ≤ λdrive
breakless, for j = 2, . . . , y − 1, and

– D(by) +M(tx(by), 0) ≤ λdrive
breakless.

Note that the driving time between trips within the breakless duty part, as well
as the driving time from and to home is not included in Definition 4.2. This is
because it depends on whether the breakless duty is the first or last breakless duty
(or neither) within the daily duty. It is therefore more convenient to include these
driving times in Definition 4.3.

Definition 4.4. A weekly duty w is a sequence of daily duties w = (d1, . . . , dp),
with weekly:

� starting time S(w) = S(d1),

� ending time E(w) = E(dp),

� driving time D(w) =
∑p

j=1D(dj), and

� duty time Y (w) =
∑p

j=1 Y (dj),

and is feasible if:
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� dj is feasible for j = 1, . . . , p,

� S(dj+1)− E(dj) ≥ τ restdaily for j = 1, . . . , p− 1, and

� D(w) ≤ λdrive
weekly.

Definition 4.5. A schedule s is a sequence of weekly duties s = (w1, . . . , wq), with
total:

� driving time D(s) =
∑q

i=1D(wi), and

� duty time Y (s) =
∑q

i=1 Y (wi),

and is feasible if:

� wi is feasible for i = 1, . . . , q, and

� S(wi+1)− E(wi) ≥ τ restweekly for i = 1, . . . , q − 1.

Note that there is no upper bound on the driving time of a schedule, as there is no
such rule on the maximum driving time per year.

Definition 4.6. A solution σ = (s1, . . . , sk) is a set of k schedules (drivers) with
total driving time D(σ) =

∑k
j=1D(sj) and total duty time Y (σ) =

∑k
j=1 Y (sj). A

solution σ is feasible if all k schedules are feasible, and every trip is contained in
exactly one schedule.

These definitions suffice to formalize the problem considered in this chapter.

European Crew Scheduling Problem (ECSP)

Given: A set of trips T = [n] with corresponding starting and ending times,
0 ≤ S(t) ≤ E(t), a traveling time matrix M and a number of drivers
k.

Goal: Find a feasible solution σ that minimizes Y (σ).

MILP formulation. A new Mixed Integer Linear Programming (MILP) formu-
lation for the ECSP will be introduced here. For this formulation to function, it is
necessary to define the following given parameters:

� β = maximum number of breakless duty parts in a daily duty,

� δ = maximum number of daily duties in a weekly duty, and

� ω = maximum number of weekly duties in a schedule,

with β, δ, ω ∈ N. Within the upcoming MILP, the following variables will be used:

xtuhijd =


1

if trip u is driven directly after t in the h-th breakless duty
part of the i-th daily duty of the j-th weekly duty of driver
d, and

0 otherwise,
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for every t, u ∈ [n]0, h ∈ [β], i ∈ [δ], j ∈ [ω] and d ∈ [k]. Here, [n]0 is defined as
{0} ∪ [n], where the artificial trip t = 0 represents home, i.e., if x0u1ijd = 1, then
trip u is the first trip of the i-th daily duty of the j-th weekly duty of driver d.
Furthermore, introduce:

yhijd =


1

if the h-th breakless duty part of the i-th daily duty of the
j-th weekly duty of driver d contains a trip, and

0 otherwise,

for every h ∈ [β], i ∈ [δ], j ∈ [ω] and d ∈ [k]. Finally, the following supporting
variables are introduced:

� shijd = starting time of the h-th breakless duty part of the i-th daily duty of
the j-th weekly duty of driver d, and

� ehijd = ending time of the h-th breakless duty part of the i-th daily duty of
the j-th weekly duty of driver d,

for every h ∈ [β], i ∈ [δ], j ∈ [ω] and d ∈ [k]. If there are fewer than β breakless
duty parts used, then eβijd will become equal to the ending time of the last breakless
duty part for all i ∈ [δ], j ∈ [ω], d ∈ [k]. Also, let B = maxt∈[n] St, which will act as a
constant to model some inequality constraints (also known as the “Big M method”).

Finally, for convenience of the presentation of the upcoming models, some no-
tation is slightly abbreviated. Define St = S(t) and Et = E(t) for the starting
and ending trip of trip t ∈ [n], and S0 = E0 = 0. The driving time is referred
to as Dt = Et − St, while the driving time from t to u is slightly abbreviated to
Mtu = M(t, u), for t, u ∈ [n]0. The ECSP can now be formulated as follows.
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min
k∑

d=1

ω∑
j=1

δ∑
i=1

(eβijd − s1ijd) (4.0)

s.t.
k∑

d=1

ω∑
j=1

δ∑
i=1

β∑
h=1

n∑
t=0

xtuhijd = 1 ∀u (4.1a)

k∑
d=1

ω∑
j=1

δ∑
i=1

β∑
h=1

n∑
u=0

xtuhijd = 1 ∀t (4.1b)

n∑
u=0

x0u1ijd = 1 ∀d, i, j (4.2a)

n∑
t=0

β∑
h=1

xt0hijd = 1 ∀d, i, j (4.2b)

k∑
d=1

ω∑
j=1

δ∑
i=1

β∑
h=1

xtuhijd = 0 ∀(t, u) ∈ Q (4.3)

n∑
u=0

M0u · x0u1ijd +
n∑

t=1

n∑
u=0

(Dt −Mtu) · xtu1ijd ≤ λdrive
breakless ∀i, j, d (4.4a)

n∑
t=0

n∑
u=0

(Dt −Mtu) · xtuhijd ≤ λdrive
breakless ∀h > 1, i, j, d (4.4b)

n∑
u=0

M0u · x0u1ijd +

β∑
h=1

n∑
t=1

n∑
u=0

(Dt −Mtu) · xtuhijd ≤ λdrive
daily ∀i, j, d (4.4c)

δ∑
i=1

n∑
u=0

M0u · x0u1ijd +
δ∑

i=1

β∑
h=1

n∑
t=1

n∑
u=0

(Dt −Mtu) · xtuhijd ≤ λdrive
weekly ∀j, d (4.4d)

shijd ≤ ehijd ∀h, i, j, d (4.5a)

ehijd ≤ s(h+1)1ijd ∀i ̸= β, j, d (4.5b)

eβijd ≤ s1(i+1)jd ∀i ̸= β, j, d (4.5c)

eβωjd ≤ s11(j+1)d ∀j ̸= γ, d (4.5d)

shijd ≤ (St −M0t) · xtuhijd +B · (1− xtuhijd) ∀t, h = 1, i, j, d (4.6a)

shijd ≤ St · xtuhijd +B · (1− xtuhijd) ∀t, h > 1, i, j, d (4.6b)

ehijd ≥ (Eu +Mu0) · xtuhijd ∀t, h = β, i, j, d (4.6c)

yhijd ≥ xthijd ∀t, h, i, j, d (4.7)

s(h+1)ijd − ethijd ≥ τ restbreakless · y(h+1)ijd ∀h ̸= β, i, j, d (4.8a)

sh(i+1)jd − ethijd ≥ τ restdaily · yh(i+1)jd ∀h, i ̸= δ, j, d (4.8b)

shi(j+1)d − ethijd ≥ τ restweekly · yhi(j+1)d ∀h, i, j ̸= γ, d (4.8c)

eβijd − s1ijd ≤ λduty
daily ∀i, j, d (4.9)

xtuhijd ∈ {0, 1} ∀t, u, h, i, j, d (4.10)

yhijd ∈ {0, 1} ∀h, i, j, d (4.11)
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Unless otherwise stated, ∀t, ∀u, ∀h, ∀i, ∀j and ∀d refer to ∀t ∈ [n], ∀u ∈ [n],
∀h ∈ [β], ∀i ∈ [δ], ∀j ∈ [ω] and ∀d ∈ [k], respectively.

The objective function is simply the sum of the daily duty times of all drivers.
The duty time of a (daily or weekly) duty is the difference between end of the last
breakless duty part and the start of the first breakless duty part, including driving
times from and to the home depot. An explanation of the constraints is given below:

� (4.1): Every trip in [n] has a preceding (4.1a) and successive (4.1b) event in
[n]0 (either another trip or arrival/departure at/from home), meaning that
every trip is driven exactly once.

� (4.2): For every daily duty, home is departed from and arrived to exactly once.
For every first breakless duty part (h = 1) in any daily duty, the number of
departures from home equals 1 (4.2a). The total number of arrivals in all
breakless duty parts at home equals 1 (4.2b). Note that if the daily and
weekly duty i and j for driver d contains no trip, then x001ijd = 1.

� (4.3): Every pair of successively driven trips by the same driver is compatible.

� (4.4): For every breakless duty part, the driving time may not exceed λdrive
breakless.

Recall that only for the first breakless duty part, the driving time from the
home depot to the next destination will to be added (4.4a). Note that at
most one term with such a driving time is added due to constraint (4.2a).
For all breakless duty parts, including the first, the driving time of all trips,
and between subsequent trips (and home) is also added (4.4a and 4.4b). For
every daily duty, the total driving time of all its breakless duty parts may not
exceed λdrive

daily (4.4c). Similarly, for every weekly duty, the total driving time of

all corresponding daily duties may not exceed λdrive
weekly (4.4d).

� (4.5): The starting time of a breakless duty part is at most its ending time
(4.5a). This prevents negative duty times. Also, for two subsequent break-
less duty parts, the starting time of the successive breakless duty part is no
earlier than the ending time of the preceding breakless duty part (4.5b). This
ordering holds similarly for two subsequent daily duties (4.5c) and two sub-
sequent weekly duties (4.5d). This prevents overlapping breakless duty parts,
daily duties and/or weekly duties of the same driver. In other words, these
constraints ensure for every driver d a complete ordering on all values of shijd
and ehijd.

� (4.6): The starting time of a breakless duty part is the minimum of all its trip’s
starting times minus their driving time from the starting point of the trip. In
case h = 1, this means that this is the start of the daily duty, meaning that
the travel time from the depot to the first trip the duty needs to be subtracted
(4.6a). For h > 1, this is not required (4.6b). The term containing B ensures
that the upper bound restriction on shijd is activated only if xthijd = 1, and
properly deactivated when xthijd = 1. Similarly, the ending time of a breakless
duty part is the maximum of all its trip’s ending times, plus the driving time
from the ending point of the trip to the next location (4.6c).
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� (4.7): If at least one trip is assigned to a breakless duty part, the corresponding
variable yhijd that indicates whether the breakless duty part is used is set equal
to 1.

� (4.8): The total resting time of any breakless duty part, daily duty and weekly
duty is at least τ drivebreakless (4.8a), τ

drive
daily (4.8b) and τ driveweekly (4.8c), respectively.

� (4.9): The total duty time of any daily duty is at most λduty
daily.

� (4.10) and (4.11): Standard integrality constraints.

Graph formulation. To make use of graph algorithms for several analyses in this
chapter, the problem is represented as a graph. Introduce a directed acyclic graph
(DAG) D = (N,A), where every node corresponds to an event at a location. If the
event is the departure or arrival of a trip, an exact time is also associated to the
node, as these times are fixed. For every driver d ∈ [k], let nout

d and nin
d be the nodes

corresponding to the events that driver d respectively starts and ends its duty at the
depot. Furthermore, for every trip t, let nstart

t and nend
t be the nodes corresponding

to departure and arrival for trip t. Define:

N out
D =

{
nout
d : d ∈ [k]

}
, N in

D =
{
nin
d : d ∈ [k]

}
,

and
N start

T =
{
nstart
t : t ∈ [n]

}
, N end

T =
{
nend
t : t ∈ [n]

}
,

such that the entire node set equals:

N = N out
D ∪N in

D ∪N start
T ∪N end

T .

An arc between two nodes exists if the expected traveling time between the locations
of the corresponding events is shorter than the time difference of the corresponding
events. More specifically, the set of arcs that connect the departure to the arrival of
every trip is denoted by:

AT =
{
(nstart

t , nend
t ) | t ∈ T

}
and the set of arcs that connect compatible trips is denoted by:

CT =
{
(nend

t , nstart
u ) | Et +Mtu ≤ Su, t ∈ T, u ∈ T

}
.

Note that the nodes in N out
D and N in

D have no specified time, unlike the nodes in
N start

T and N end
T . After all, the starting and ending time of a duty has yet to be

determined. For this reason, all nodes in N out
D can be connected to all nodes in

N start
T without traveling time constraint. Similarly, all nodes between N end

T and N in
D

can be connected.
Finally, there is also a possibility that a driver d will not be used at all, which

will be represented by an arc (nout
d , nin

d ), represented in a set:

UT =
{
(nout

d , nin
d ) | d ∈ [k]

}
.
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To summarize, the complete set of arcs can be defined as:

A = (N out
D ×N start

T ) ∪ AT ∪ CT ∪ (N end
T ×N in

D ) ∪ UT .

Now every arc has two weights, representing the driving time and the duty time
when the two corresponding events are done by the same driver successively. The
driving times are defined by:

βtu :=


M0u (nout

d , nstart
u ) ∈ (N out

D ×N start
T )

Et − St (nstart
t , nend

t ) ∈ AT

Mtu (nend
t , nstart

u ) ∈ CT

Mt0 (nend
t , nin

d ) ∈ (N end
T ×N in

D )
0 (nout

d , nin
d ) ∈ UT

Note that if (nend
t , nstart

u ) ∈ CT that the duty time does not necessarily equal Mtu

because the driver has to wait for the starting time of trip u before it can be driven.
In other words, Mtu is the driving time after finishing trip t and arriving at the start
of trip u, and Su−Et−Mtu is the waiting time before trip u can be started. There
is thus a small, subtle difference between duty and driving times that only holds if
(nend

t , nstart
u ) ∈ CT . The duty times are thus defined by:

γtu :=


M0u (nout

d , nstart
u ) ∈ (N out

D ×N start
T )

Et − St (nstart
t , nend

t ) ∈ AT

Su − Et (nend
t , nstart

u ) ∈ CT

Mt0 (nend
t , nin

d ) ∈ (N end
T ×N in

D )
0 (nout

d , nin
d ) ∈ UT

A nonlinear integer program to model the constraints based on a similar graph
presentation is presented in [45]. This model only uses driving times as weights on
the arcs, but duty times can be incorporated similarly. This requires a procedure
that labels nodes, but it is impossible to efficiently determine all possible labels on a
node. Since this model is very extended and rather tedious, it will not be discussed
here since it is not usable. Also, such a model is not necessary in this chapter, as
this graph representation will only be used to analyze special cases of the ECSP.

4.2.3 Related work

Since the ECSP is a significant extension of the standard CSP, some similarities and
differences with other related crew scheduling problems and its formulations, as well
as the relation to other well-known problems will be discussed.

Crew Scheduling. As mentioned, crew scheduling is a general problem of as-
signing tasks to a crew and typically arises in the transportation industry. Early
and recent reviews on crew scheduling can be found in [28, 48, 64, 123] for airlines,
[14, 54, 58] for railways, [72] for trucks and [112] for public transportation systems
in general. However, there are notable differences between crew scheduling in these
areas compared to crew scheduling for buses, with the ECSP in particular. Most
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importantly, the rules on driving and resting times as mentioned in Section 4.2.1 are
more complex and elaborate for bus drivers. Even though airline crew scheduling
problems often consider breaks between duties (see, e.g., [65]), breaks within a single
duty are usually not considered for airline crew scheduling. The reason for this is
because there is usually enough crew to cover for each other on flights, which is often
not the case for bus drivers. Several railway crew scheduling problems do incorpo-
rate breaks within a duty, typically by guaranteeing a meal break in the duty after
a certain duty time (see, e.g., [39, 73]). However, this guarantees only one break in
the duty, of which the starting time generally based on duty time rather than the
driving time. Furthermore, the ECSP considers one (home) depot, while airline and
railway companies often (but not always) have multiple.

By limiting the scope to crew scheduling for buses, one of the earlier overviews
can be found in [124], where some of the most common constraints on duty times
and breaks are considered, including solution methods. More recent overviews that
include bus crew scheduling can be found in [33, 60, 114], where also studies on more
(company-)specific problems and constraints are discussed.

Within the literature, one of the most common approaches to solve the CSP is
column generation, introduced by [27]. See also Section 2.8 for an explanation in-
cluding examples. Usually, the master problem is formulated as a set covering [109]
or set partitioning problem [125] and the subproblem as a Resource-Constrained
Shortest Path Problem (RCSPP) (see, e.g., [16, 25, 26, 38, 87]). Using this ap-
proach, duties are generated by solving the RCSPP while taking several feasibility
constraints into account. Note however, that the RCSPP is NP-complete [52, 86].
Subsequently, given a set of feasible duties, the set covering or partitioning problem
is solved. This process of generating a feasible duty and solving the master problem
is repeated, as long as a duty can be found that can potentially improve the solution
value (also known as branch and price).

The literature also considers a variety of heuristic approaches to solve the CSP.
These include tabu search algorithms [18, 85, 108], genetic algorithms [29, 85] and
greedy randomized adaptive search procedures [23, 85]. Even though these works
consider different constraints as the ECSP, these methods can provide a good start-
ing point to approach the ECSP heuristically.

Studies on the CSP that distinguish duty from driving times (due to different
rules) while incorporating the elaborate European regulations, could not be found
in the literature. In this chapter, the distinction can only be made in the MILP
formulation in Section 4.2.2. Separating duty from driving times appear to be very
difficult in a column generation approach while being within a reasonable compu-
tation time. Instead, the line of work on column generation approaches will be
extended here, by initially proposing new models and insights for the pricing prob-
lem by considering duty times only. In addition, several insights will be given that
can help to eventually distinguish duty and driving time constraints.

European regulations. Because the European rules have only been implemented
in 2007, research including these rules is relatively young. The earliest work that
includes these rules can be found in [45] for which an initial model is proposed.
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Methods for vehicle routing problems and truck driver scheduling under European
regulations have been proposed in respectively [43] and [44]. Still, these works do
not distinguish driver and duty times. Also, most methods do not assume fixed
arrival and departure times, but time windows, as the focus lies on transporting
freight. These works can therefore be more classified as a Vehicle Routing Problem
(VRP) [75, 77, 113], rather than a CSP. One of the few works that does distinguish
duty and driving times is [69, 126], where heuristics are proposed. However, this
study works with fewer constraints, and does not consider the case that a driver can
have multiple duties (i.e., the schedule of only one single day is optimized).

Extensions There are several noteworthy extensions or variations that will not
be considered here, but still will be mentioned here to clarify the scope of this
chapter. For example, the ECSP assumes that every driver operates one vehicle
during its duty (and a vehicle is brought from and to the home depot by the same
driver). However, this may not always be the most efficient, as vehicles may be
used by multiple drivers who do not always end their duty in at the home depot.
Several models, relaxations and algorithms for such an integrated approach are
discussed in [9, 38]. Also, all vehicles (and drivers) are considered to be homogenous,
meaning that every trip can be driven by every bus and driver. In practice however,
vehicles may have different capacities and drivers may have different skills, requiring
a formulation of a heterogeneous fleet, such as in [126]. Since such extensions might
be relevant for the ECSP, they will be suggested as future work.

Path Covering. Finally, it is worth mentioning that the ECSP can be seen as
a variant of the Path Cover Problem (PCP) from a graph theoretical perspective,
for which an early analysis of its complexity is given in [92]. This problem has a
directed graph D = (N,A) given, and has the goal to find a set of directed paths
such that every node is contained in at least one path. Since the theory behind
this problem is a good buildup for some of the results in this chapter, the literature
review for this specific problem is woven into Section 4.2.5 instead.

4.2.4 Contributions

The contributions of this chapter are as follows. In Section 4.2.2, a MILP formulation
has been proposed for this problem. This formulation takes all necessary constraints
imposed by European regulations into account, such as different bounds on the
breakless, daily and weekly driving time, the daily duty time and the length of daily
and weekly breaks (see Section 4.2.1). In particular, a distinction between driving
and duty times can be done. Such an MILP formulation could not be found in the
literature before.

In Section 4.2.5, some small (graph theoretical) results of more fundamental
versions of the ECSP are given. The first result is that the PCP on a transitive
DAG (see Definition 4.11) with weight bounds on the paths is NP-complete. This
is done through a reduction from 3-Partition. It will be shown that weight bounds
on duties make the problem hard, unless the underlying graph is acyclic.
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Furthermore, a column generation approach will be proposed for the cases of
the ECSP where a driver only has a single duty or a few duties in Sections 4.3.3
and 4.3.4, without considering breaks and weekly resting times. New insights are
given how the duty time can be constrained in the pricing problem, by exploiting
the time structure of the underlying graph. Subsequently, extensions of the column
generation model will be proposed that is able to include breaks and weekly resting
times. Also, a direction will be given to how to distinguish duty and driving times,
by formulating the pricing problem as a RCSPP. However, these appear to be too
time-consuming using realistic instances. For this reason, experimental results only
include a comparison of algorithms (including some simple heuristics) where breaks
and weekly resting times are disregarded.

4.2.5 Complexity

Even though basic formulations of the CSP are NP-complete, it is not straightfor-
ward that the ECSP is hard due to some practical concepts. The analysis will be
provided by starting with analysis of the PCP described in Section 4.2.3, after which
it is gradually extended with characteristics from the ECSP.

Some basic graph theory concepts will be formalized first. Throughout this
thesis, the terms “vertex” and “edge” are used to refer to an undirected graph, while
the terms “node” and “arc”, respectively, are used to refer to a directed graph. This
is only to clarify the context of the problem, but essentially the terms are the same.

Definition 4.7. Given a graph G = (V,E), a path is a sequence of vertices
p = (v1, . . . , vn) for which all corresponding edges (vi, vi+1) ∈ E, for i ∈ [n − 1].
A path can also be defined as the sequence of the corresponding edges, i.e., p =
({v1, v2}, {v2, v3}, . . . , {vn−1, vn}). The length of a path is equal to the number of
corresponding edges, n − 1. If G is a weighted graph, with weights cuv for every
(u, v) ∈ E, then the weight of a path is equal to the sum of the weights of the
corresponding edges.

Definition 4.8. Given a directed graph D = (N,A), a path cover is a set of paths
P = {p1, . . . , pk} of size k such that every node is contained in at least one path. A
path cover is node-disjoint if for any pi, pj with 1 ≤ i < j ≤ k, pi ∩ pj = ∅.

Now consider the following feasibility problem.

Path Cover Problem

Given: A directed graph D = (N,A) and a parameter k.
Goal: Determine whether there exists a path cover containing at most k

paths.

The optimization variant of the problem disregards the parameter k and simply has
the goal to find a path cover that minimizes the number of paths used.

The complexity of the PCP (both its decision and optimization variant) is well
understood. For a general (directed) graph, the problem is NP-complete, as finding
a path cover with k = 1 is equivalent to the (directed) Hamiltonian Path problem,
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which is well-known to be NP-complete [41]. However, if the graph is acyclic, one
can use a classical result in graph theory to solve the problem efficiently, for which
some definitions and theorems need to be given first.

Definition 4.9. Given a graph G = (V,E), a matching is a subset of edges M ⊆ E
such that for every vertex v ∈ V , at most one edge in M contains v. A maximum
matching is a matching of maximum cardinality, i.e., a matching M ⊆ E for which
|M | ≥ |M ′| for any matching M ′ ⊆ E.

Definition 4.10. Given a graph G = (V,E), a vertex cover is a subset U ⊆ V
such that for every (u, v) ∈ E it must be that u ∈ U , v ∈ U , or both. A minimum
vertex cover is a vertex cover of minimum cardinality, i.e., a vertex cover U ⊆ V
for which |U | ≤ |U ′| for any vertex cover U ′ ⊆ V .

Theorem 4.1 (König’s Theorem [70]). Given a bipartite graph G = (V = L∪R,E),
let µ(G) be the maximum cardinality of a matching of G and let τ(G) be the minimum
cardinality of a vertex cover of G. Then, µ(G) = τ(G).

The original proof is provided in [70], while an alternative proof is provided in [101].
An extended version of the alternative proof is given here.

Proof. Firstly note that µ(G) ≤ τ(G). To see this, let M be a maximum matching
and U be a minimum vertex cover, i.e., |M | = µ(G) and |U | = τ(G). Every edge in
M contains at least one vertex from U by definition of a vertex cover, and no two
edges in M contain the same vertex by definition of a matching.

Thus, it remains to show that µ(G) ≥ τ(G). For the sake of contradiction, let G
be a minimum counterexample graph for which µ(G) < τ(G), i.e., for any subgraph
G′ ⊂ G, µ(G) > µ(G′) ≥ τ(G′). Let m be the number of edges of G. Now note the
following characteristics of G:

� G is connected, i.e., there exists a path between every pair of vertices. Suppose
G is not connected, i.e., G consists of multiple components. Then there must
exist a component G′ ⊂ G for which µ(G′) < τ(G′), but this contradicts to
the minimality of G.

� G is not a path, because:

– if G is path of odd length, it is easy to see that µ(G) = τ(G) = m−1
2

,
contradicting the assumption µ(G) < τ(G), and

– if G is path of even length, it is easy to see that µ(G) = τ(G) = m
2
,

contradicting the assumption µ(G) < τ(G).

� G is not a cycle, because:

– a cycle of odd length would imply there exists an edge containing both
vertices in either L or R, which is by definition not possible in a bipartite
graph,

– if G is a cycle of even length, it is easy to see that µ(G) = τ(G) = m
2
,

contradicting the assumption µ(G) < τ(G).
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Because G is connected and is not a cycle nor path, it must be that G has a vertex
with degree at least 3, i.e., a vertex contained in at least 3 edges. Let v be such a
vertex, and let w be one of the vertices connected to v through an edge. Recall that
for the sake of contradiction is assumed that µ(G) < τ(G). Consider the following
two cases:

� If µ(G \ {w}) < µ(G), then it follows by minimality of G that any minimum
vertex cover for G \ {w}, say U ′, has cardinality |U ′| = τ(G \ {w}) ≤ µ(G \
{w}) < µ(G). Therefore, note that U ′ ∪ {w} is a cover of G with cardinality
at most µ(G), for any w connected to v. Hence, τ(G) ≤ µ(G), which is a
contradiction by assumption.

� If µ(G\{w}) = µ(G), this means that there exists a maximum matching M of
G that does not contain w. Let e be an edge of E \M that contains v but not
w. Such an edge must exist, since the degree of v is at least 3. After all, the
removal of M from G can only remove one edge containing v by definition of
a matching. Let U ′′ be a cover of G \ e with |U ′′| = µ(G \ {w}) = µ(G). Since
no edge in M contains w, U ′′ also does not contain w. Therefore, U ′′ contains
v and is a cover of G with cardinality τ(G) = µ(G), which is a contradiction
by assumption.

In conclusion, the contradiction occurs in both cases, meaning that µ(G) ≥ τ(G).
Since also was noted that µ(G) ≤ τ(G), it must be that µ(G) = τ(G).

This theorem provides the basis for the next theorem, which can be seen as an
equivalent of Dilworth’s Theorem [31] on bipartite graphs.

Theorem 4.2. Let D = (N,A) be a DAG with corresponding bipartite graph G =
(V = Vout ∪ Vin, E), with:

� Vout = {vout ∈ N | ∃u ∈ N for which (vout, u) ∈ A}

� Vin = {vin ∈ N | ∃u ∈ N for which (u, vin) ∈ A}

� E = {(uout, vin) ∈ Vout × Vin | (u, v) ∈ A}

Then, D has a node-disjoint path cover P = (p1, . . . , pk) of size k if and only if
G has a matching of size n− k, where n = |V |.

Proof. Both directions of the proof will be shown.

� If P = {p1, . . . , pk} is a node-disjoint path cover of D, define a matching M in
G by:

M = {{uout, vin} | (u, v) ∈ pi,∀ 1 ≤ u < v ≤ k} .

M is shown to be a feasible matching by contradiction. Suppose there exists
a vertex uout in G for which {uout, vin} ∈ M and {uout, win} ∈ M . Then this
implies that both (u, v) and (u,w) are in a path in the path cover P , which
contradicts to the assumption that P is node-disjoint. The same argument can
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be used to show there exists no vin for which both {uout, vin} and {wout, vin}
are in M .

Let |pi| be the number of vertices in path pi. Then, the number of edges in pi
is equal to |pi| − 1. Since P is a path cover,

∑k
i=1 = n. Therefore, the size of

the created matching M is equal to:

|M | =
k∑

i=1

(|pi| − 1) =
k∑

i=1

|pi| − k = n− k.

� If M is a matching in G of size n − k, a node-disjoint path cover for D can
be constructed as follows. For any {uout, vin} ∈ M , take arc {u, v} in the
path cover. Furthermore, every any node in N that corresponds to a vertex
in G which is not covered by the matching M is a separate path of length 0.
Observe that:

– The selected set of arcs forms a set of paths: for every node there is at
most one ingoing and one outgoing edge, meaning the paths are node-
disjoint.

– No cycle can occur, since D is directed and acyclic.

– All nodes are covered, since any node in N that corresponds to a vertex in
G which is not covered by the matching M is a considered as a separate
path of length 0.

– By construction, the number of nodes in the path cover equals n, while
the number of arcs equals k = |M |. For every node u ∈ N for which
{uout, vin} is not selected in M , this must mean that u has no ingoing
edge in the path cover, meaning that u acts as the start of a new path.
Therefore, the number of paths is equal to n− |M | = n− (n− k) = k.

This means that the PCP can be solved by finding the maximum cardinality match-
ing instead. It is well known that this can be done in polynomial time, e.g., using
the Hopcroft-Karp algorithm [57] or the Ford-Fulkerson algorithm [36].

Theorem 4.3. The PCP can be solved in polynomial time if D = (N,A) is acyclic.

Proof. Using the earlier results, one can solve the PCP as follows:

� Construct a bipartite graph V = (Vout ∪ Vin, E) as described in Theorem 4.2.

� Find a maximum matching.

� Select the edges in D = (N,A) that correspond to the matching M . These
correspond to a path cover as argued in the proof of Theorem 4.2.
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By Theorem 4.2, if m is the cardinality of a maximum matching, the number of
paths for the described path cover, n − m is minimal. Thus if n − m ≤ k, there
exists a path cover containing at most k paths.

Also note that all of the above three steps run in polynomial time. Constructing
the bipartite graph runs in O(|V | + |E|), the Hopcroft-Karp algorithm [57] can
be used to find a maximum matching in O(|E|2.5), while selecting the path cover
corresponding to the maximum matching M can be done in O(|E|).

Some extensions will be added to the PCP next that are motivated by the ECSP.
Recall that trips in the ECSP have specified starting and ending times and can cause
the driver to change location. This implies a transitive characteristic of the DAG.

Definition 4.11. A directed graph D = (N,A) is transitive if for every triple of
nodes x, y, z ∈ V with (x, y) ∈ A and (y, z) ∈ A, then also (x, z) ∈ A.

After all, if event x can be followed by event y, and event y can be followed by event
z, then x can also be followed by z. Some variants of the PCP under transitivity
are considered.

Motivated by the ECSP, we also represent a weight bound W for every path,
representing a maximum on the duty time in the ECSP. This problem will be referred
to as the Weight-Bounded Path Cover Problem (WBPCP).

Weight-Bounded Path Cover Problem

Given: A transitive, directed graph D = (N,A), a weight bound W and a
parameter k.

Goal: Determine whether there exists a path cover containing at most k
paths, such that every path in the path cover has weight at most W .

Theorem 4.4. The WBPCP is strongly NP-complete.

To prove Theorem 4.4, consider the following decision problem which is known to
be NP-complete.

3-Partition

Given: A set of 3n integers, a1, . . . , a3n.
Goal: Determine whether there exist n disjoint subsets S1, . . . , Sn ⊂

{1, . . . , 3n} such that
∑

j∈Si
aj =

∑3n
j=1 aj

n
and |Si| = 3 for i = 1, . . . , n.

Proof of Theorem 4.4. The reduction will be done from the strongly NP-complete
problem 3-Partition. For the ease of notation, let α =

∑3n
j=1 aj. Given an instance

of 3-Partition, construct the following instance for the WBPCP:

� N = {1, . . . , 4n},

� A = {(x, y) | 1 ≤ x < y ≤ 4n, x ≤ 3n},

� cxy = ax + α, for x = 1, . . . , 3n and x < y ≤ 4n,
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� W = α
n
+ 3α, and

� k = n.

In other words, N contains 3n nodes that correspond to the integers in 3-Partition
and n additional dummy nodes. Every directed arc (x, y) has weight equal to the
corresponding integer ax, plus a constant. See Figure 4.1 for an illustration.

1 2

. . .

i j

. . .

3n 3n+ 1

. . .

4n

a 1
+
α

a 2
+
α

a i
+
α

a j
+
α

a 3
n
+
α

Figure 4.1: Illustration of a ECSP-instance reduced from 3-Partition.

If the instance for 3-Partition is a Yes-instance, then there exist n disjoint subsets
S1, . . . , Sn such that

∑
j∈Si

aj =
α
n
and |Si| = 3 for i = 1, . . . , n. A feasible instance

for the WBPCP is constructed as follows. For every Si = {ax, ay, az}, select path
Pi = (x, y, z, n+ i). By construction, such a path always exists and its value equals∑

j∈Si
aj+3α. Since the instance for 3-Partition is a Yes-instance,

∑
j∈Si

aj =
α
n
for

every Si, meaning that every path Pi meets the weight bound W = α
n
+ 3α exactly.

Moreover, every node is covered, because exactly n disjoint paths of length 3 are
required to cover all 4n nodes.

If the instance for WBPCP is a Yes-instance, then there exist k = n disjoint
paths P1, . . . , Pn covering all nodes in D = (N,A), with

∑
(x,y)∈Pi

cxy ≤ α
n
+ 3α.

It is important to see that every path Pi contains at most three edges. After all,
the weight of every edge is at least α by construction. If a path contains four or
more edges, the weight of the path is at least 4α, which is larger than the weight
bound W = α

n
+ 3α (assuming n > 1, as the problem would be trivial otherwise),

contradicting to the instance is aYes-instance. Note that in any feasible solution for
the WBPCP, exactly 3n edges are covered, since n disjoint paths cover 4n vertices.
Because there every of the n paths contains at most three edges, and because exactly
3n edges are covered, it must be that every path contains exactly three edges.
Moreover, every path contains exactly one dummy vertex, since two dummy vertices
are not connected by construction. Therefore, every path has a total weight of at
most α

n
+ 3α. However, if every vertex is covered by one of the n paths, the total
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weight of all paths equals
∑3n

j=1(aj + α) = (3n + 1)α. Combined with the earlier
insight that every path has total weight of at most α

n
+ 3α, it must be that every

path has weight of exactly α
n
+3α. In conclusion, the sets of integers corresponding

to the paths are of cardinality 3 and sum to exactly α
n
+ 3α, meaning the solution

is feasible for 3-Partition.
Clearly, this reduction can be done in polynomial time, as construction of the in-

stance requires only linear and quadratic operations. Finally note that the WBPCP
is also in NP. A certificate can be a set of paths P1, . . . , Pn ⊆ A. One can easily
verify:

� for all nodes whether it is contained any Pi in O(|V |2),

� whether the weight for every path Pi is at most W for all i ∈ n in O(k|V |),
and

� whether k ≤ n in O(1).

4.3 Column generation approaches

Recall that the main decision variable in the MILP formulation given in Section
4.2.2 was defined as xtuhijd, indicating whether trip t and u are driven successively
during the h-th breakless duty part of the i-th daily duty of the j-th weekly duty of
driver d. For practical instances, this may result in a model with too many variables
to handle for standard MILP solvers. In such cases, column generation is widely
considered as a suitable alternative. The standard routine including its motivation
and interpretation behind column generation is also provided in Sections 2.8 and
4.2.3, and is the most common approach for a CSP [54].

In this section, several column generation approaches for simplified versions of
the ECSP will be considered. In the first algorithm, drivers are only allowed to have
one daily duty, where breaks are disregarded. Afterwards, this approach will be
extended to multiple daily duties, i.e., a weekly duty. Finally, this section clarifies
how also breaks and multiple weekly duties (i.e., a complete schedule) of drivers
can be taken into account, although the corresponding implementation may be very
time-consuming. For this research, the approach with multiple daily duties will be
compared to the MILP proposed in Section 4.2.2.

Note that if breaks do not need to be considered, the maximum number of
breakless duty parts in a daily duty, β, can be set to 1. Similarly, if weekly resting
times do not need to be considered, then ω = 1. This allows the upcoming column
generation approach to be compared in terms of performance with the solving the
proposed MILP using optimization software packages.

4.3.1 Master problem

In order to formulate an alternative ILP formulation, also known as the master
problem, for the ECSP, define S as the set of all possible feasible schedules for
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any driver. The precise definition of a feasible schedule s ∈ S depends on which
constraints are taken into account (e.g., single duty or multiple duty), and will be
made more explicit further in this section. As is standard, the following decision
variable is introduced for the master problem:

ys =

{
1 if schedule s is selected,
0 otherwise,

for s ∈ S. Note that the number of variables obtained this way is exponential in
the number of trips. Regardless of the constraints, an upper bound on the number
of schedules is 2n, since a schedule can be identified by its trips only. Moreover,
introduce an indicator parameter:

Ist =

{
1 if schedule s contains trip t,
0 otherwise,

for s ∈ S and t ∈ T . Finally, recall that Y (s) is the duty time of schedule s and the
objective is to minimize the total duty time, to define the master problem.

min
∑

s∈S Y (s)ys (M.0)

s.t.
∑

s∈S Istys = 1 t ∈ T (M.1)∑
s∈S ys ≤ k (M.2)

ys ∈ {0, 1} s ∈ S (M.3)

Constraint (M.1) simply implies that every trip is driven exactly once, while con-
straint (M.2) ensures that the maximum number of used drivers is not exceeded.

As also described in Section 2.8, the difficulty for the master problem is to find a
subset of schedules S ′ ⊆ S with |S ′| ≪ |S| efficiently, such that an optimal solution
of the master problem is guaranteed to be in S ′. The master problem using the
subset S ′ instead of S is called the restricted master problem (RMP).

4.3.2 Shadow prices and reduced costs

The challenge is to find a small subset of schedules S ′ ⊆ S efficiently, such that the
optimal solution of the entire problem can be found in this subset S ′. To this aim,
column generation requires an initial feasible solution for the LP-relaxation of the
master problem, after which schedules can be found that potentially may improve
the solution.

Shadow prices. Recall from basic linear programming theory that after having
solved any linear program, one can directly identify the shadow prices of the con-
straints, also known as the values of the dual variables. In fact, a solver typically
outputs these shadow prices along with the solution to LP-problems. The shadow
price associated with a constraint indicates the rate the objective function would
increase (or decrease) if the amount of this resource would increase (or decrease) by
one.
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In this context, let θt be the shadow price associated with constraint (M.1) for
trip t. Then, θt is equal to the rate that the objective function (M.0) would decrease
if trip t is not required to be driven at all, using the solution that has been found
after solving the LP. Similarly, constraint (M.2) also outputs exactly one shadow
price γ, defining the rate at which the objective function (M.0) would decrease if
the number of drivers would decrease.

Reduced costs. Consider a new schedule s∗ /∈ S. Suppose s∗ would be used in
the solution, the objective function changes at the rate of:

rc(s
∗) = Y (s∗)−

∑
t∈T

Is∗tθt − γ. (4.1)

This term is referred to as the reduced costs. Note that the γ term is included,
because an extra driver is needed to drive schedule s∗.

It is crucial to note that if we have solved the master problem with respect to
the current set S of variables and there exists no schedule s∗ for which rc(s

∗) is
negative, then an optimum solution has been found. On the other hand, if there
exists a schedule s∗ with rc(s

∗) < 0, then adding s∗ to S might improve the objective
value of the master problem. Thus, we add s∗ to S (which corresponds to adding a
column to the master problem) and solve the master problem again. This procedure
is repeated until no schedule with negative reduced costs can be found, after which
the original, non-relaxed master problem is solved using these variables.

Next, we introduce the pricing problems for two special cases of the ECSP: the
daily duty case and the weekly duty case, to be defined in the next subsections.
As a preliminary remark, the pricing problem for the daily duty case is differently
formulated than in other works, but essentially contains no novelty. However, this
adjustment in formulation allows an easier and more understandable explanation of
the pricing problem of the weekly duty case, where new ideas are used by exploiting
the time structure in the graph, using a quick lookup for the required information.

4.3.3 Pricing problem: daily duty excluding breaks

The pricing problem in this subsection considers the daily duty case (or single duty
case). It has the goal to return a schedule s∗ that contains only one daily duty with
minimum reduced costs. The maximum duty time L will be taken into account. A
distinction between driving times, as well as breaks within a duty, are initially not
considered here. The method to incorporate breaks is clarified in Section 4.3.5. In
this subsection will be shown how to find the schedule with minimum cost. First,
introduce the following definition.

Definition 4.12. A (t, . . . , u)-schedule is a daily duty for a driver that has trip
t ∈ T and u ∈ T as first and last trip, respectively. The corresponding total duty
time is defined as Y (t, u) = M0t + Eu − St +Mu0.

It is crucial to note that the duty time of a daily duty starting with trip t and
ending with trip u does not depend on the actual trips driven between t and u. This
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occurs due to the time structure from practice: all trips have a fixed starting and
ending time and may not be executed at any other time. This property of the graph
is characteristic for some scheduling problems, including the ECSP. This does not
hold for every scheduling problem, in particular for problems where trips may be
driven at any time of choice or need to be driven within specific intervals.

This allows to determine the duty time of a daily duty that starts in y and ends
in u in constant time, and therefore also whether the maximum duty time L is not
exceeded. Note that this characteristic does not hold for a weekly duty that starts in
t and ends in u, because there may be daily resting periods within this sequence that
do not account for the total duty time of a weekly duty. Fortunately, no maximum
weekly duty time is considered (only a maximum weekly driving time), so this will
not be a problem.

Additionally, introduce the following notation for the pricing problem:

θ(t, u) = minimum sum of shadow prices of all (t, . . . , u)-schedules

After all, there can be many duties that start in t and end in u with different sums
of shadow prices.

Lemma 4.1. Computing all values of θ(t, u) can done in O(mn+ n2log(n)) time.

Proof. Construct the following DAG D = (N,A), where N = {1, . . . , n}. Two nodes
t, u ∈ N are connected if their corresponding trips are compatible, i.e.:

A = {(t, u) | Et +Mtu ≤ Su, t, u ∈ T}.

Every arc (t, u) ∈ A has weight ctu = −θu, obtained from the shadow prices of the
LP.

A path p = (t, . . . , u) inD starting in node t and ending at node u thus represents
a duty of a driver d = (t, . . . , u). By definition, the sum of the weights of arcs in
p is equal to the amount that the objective function would change if all trips in p
excluding trip t do not have to be driven anymore. Note that exclusion of the shadow
price of trip t is by construction, as the costs are on the arcs instead of nodes. The
number of selected arcs in the path is one less than the number of selected nodes,
i.e., the arc going into t (with weight −θt) is missing.

Since the goal is to find the path with minimum reduced costs, this reduces to
finding the shortest path in D with a small modification. Let f(t, u) be the shortest
path in D from node t to node u. Note that there is a subtle difference between
f(t, u) and θ(t, u). As mentioned, by construction of the graph, there is no edge
with weight −θt included in the graph D. In other words, θ(t, u) = f(t, u) − θt. If
no path exists between t and u, f(t, u) =∞.

Finding f(t, u) for all t, u ∈ N is also known as the all-pairs shortest path prob-
lem in a DAG. This can be solved in polynomial time by, e.g., the Floyd-Warshall
algorithm that runs in O(n3). A lower asymptotic complexity of O(mn+ n2log(n))
can be obtained using Fibonacci heaps (such as in [37]) when m is significantly
smaller than n2. Once all values for f(t, u) are determined, θ(t, u) can subsequently
be determined easily by computing θ(t, u) = f(t, u) − θt in O(n2) for all pairs of
t, u ∈ T .
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With this lemma, it is a small step towards finding the sequence of trips that corre-
sponds to the daily duty with minimum reduced costs.

Theorem 4.5. Finding the schedule s∗ ∈ S with minimum reduced costs rc(s
∗) for

the pricing problem with daily duties can be done in O (mn+ n2 log(n)) time.

Proof. Let s∗ be a daily duty starting in t and ending in u, i.e., s∗ is a (t, u)-schedule.
Then, the reduced costs rc(s

∗), also referred to as rdailyc (t, u), as specified in Equation
4.1 is given by:

rdailyc (t, u) = Y (s∗)−
∑
t∈T

Is∗tθt − γ

=
(
M0t + Eu − St +Mu0

)
+ θ(t, u)− γ.

where:

�

(
M0t +Eu−St +Mu0

)
is the duty time of the schedule, i.e., the rate at which

the objective function increases if the corresponding schedule is added,

� θ(t, u) is the rate at which the objective function, increases if the (t, u)-schedule
with minimum shadow prices is added to the solution, and

� γ can be interpreted as the cost of replacing another schedule in the solution
(by s∗).

Thus, the variable to be added to the restricted master problem is the (t, u)-schedule
for which rdailyc (t, u) is minimal and the length bound is not exceeded, i.e.:

arg min
1≤t≤u≤n

{
rdailyc (t, u) |

(
M0t + Eu − St +Mu0

)
≤ L

}
.

Based on t and u with the minimum value of rdailyc (t, u), the corresponding path and
therefore schedule s∗ (being a daily duty) can be reconstructed using a standard
backtracking method in O(m) time [30].

4.3.4 Pricing problem: weekly duty excluding breaks

The pricing problem to determine the minimum reduced costs of a weekly duty is
an extension of the pricing problem for the daily duty case. The difficulty of the
problem increases because not only needs to be ensured that the length of every daily
duty within the weekly duty does not exceed a given bound L, but now additionally
also needs to be ensured that the resting time between every subsequent pair of
daily duties is at least λrest

daily. Such resting times were not considered in the previous
subsection.

Recall that δ is equal to the maximum number of daily duties that a single driver
may drive in a weekly duty. Furthermore, if t is the trip with latest ending time for a
weekly duty w = (d1, . . . , dp), then the ending time of w is equal to E(w) = Et+Mt0.



4.3. COLUMN GENERATION APPROACHES 77

For the sake of the upcoming proof, assume without loss of generality that all
trips are sorted on their ending time plus their driving time to the home depot, i.e.,
if t < u, then Et +Mt0 ≤ Eu +Mu0. For every u ∈ T and y ∈ [δ], define:

g(u, y) = minimum reduced costs of all weekly duties consisting of at most
y daily duties, with ending time at most Eu +Mu0 containing only
trips in {1, . . . , u}.

It is crucial to note that the weekly duty corresponding to the minimum reduced
costs of g(u, y) does not necessarily end with trip u. It may end with a different trip
that ends earlier than Eu +Mu0, but not later.

Theorem 4.6. Finding the schedule s∗ ∈ S with minimum reduced costs rc(s
∗) for

the pricing problem for a weekly duty can be done in O(mn+ n2 log(n) + δn2) time.

Clearly, the idea is to find the u and y for which g(u, y) reaches its minimum, and
backtrack the corresponding schedule subsequently.

Proof. The following initialization values will be given for g(u, y).

� g(1, 0) = −γ, because this corresponds to an empty weekly duty because
y = 0. However, suppose this empty schedule would be added to the solution
for the master problem, an extra driver will be assigned to this empty schedule,
resulting in a change in objective value at the rate of −γ.

� g(1, y) = min
{
−γ, rdailyc (1, 1)

}
for y ≥ 1, as under these parameters, either:

– the duty consists only of trip 1 for which the reduced costs are equal to
rdailyc (1, 1) =

(
(E1 +M1,0)− (S1 −M0,1)

)
− θ1 − γ, or,

– the duty contains no trip, for which the reduced costs are argued earlier.

If the correctness of g(u − 1, y) for y ∈ [δ] is assumed, then g(u, y) for y ∈ [δ] can
be determined as follows. First, introduce the following concept. For every t ∈ T ,
identify a unique trip π(t) ∈ T for which Eπ(t) +Mπ(t),0 is maximum and:

St ≥ Eπ(t) +Mπ(t),0 + λrest
daily +M0t.

In other words, π(t) is the trip with the latest ending time at the home depot that
can act as the final trip of the duty that precedes the duty that has t as its first trip,
while satisfying the resting time constraint between the two duties. The total time
needed to identify π(t) for every t ∈ T can by done by a standard binary search in
O(n log(n)).

Recall from the proof of Theorem 4.5 that the minimum reduced costs rdailyc (t, u)
for all combinations of t and u can be determined in O(mn+n2 log(n)) time. These
values will be used to determine g(u, y). For every u ∈ {2, . . . , n} and y ∈ [δ], define
the dynamic programming function:

g(u, y) = min

{
g(u− 1, y), min

t∈[u]:Y (t,u)≤L

{
g(π(t), y − 1) + rdailyc (t, u) + γ

}}
.
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The correctness of this recursion can be argued as follows. Consider the weekly duty
w that corresponds to the minimum reduced costs of all weekly duties consisting of
at most y daily duties, with ending time at most Eu + Mu0, considering only the
trips {1, . . . , u}. Then there are two possible cases:

� The final trip of w is not u, i.e., w ends in a trip t for which Et+Mt0 ≤ Eu+Mu0,
which means that g(u, y) = g(u− 1, y).

� The final trip of w is u. If so, it is required to find the trip t that acts as the
starting trip of the daily duty ending in u. Note that t = u is possible (daily
duty would then contain one trip only). The reduced costs of the daily duty
is equal to rdailyc (t, u).

The possible candidates for t are all trips for which a (t, . . . , u)-schedule fulfills
the length bound, thus for which Y (t, u) ≤ L. Also, u needs to be reachable
in the graph from t through a path, but then rdailyc (t, u) = ∞, meaning that
this will never result in a weekly duty with negative reduced costs anyway.
For any given t, the time structure of the graph allows the minimum reduced
costs to be calculated separately from two parts.

– The minimum reduced costs of the daily duties in the weekly duty preced-
ing t. Since t is the start of a new daily duty, the latest time a preceding
daily duty can end is St −M0t − λrest

daily. By definition, π(t) is the trip
that has the latest ending time at the home depot in the preceding duty.
Thus, g(π(t), y − 1) is the minimum reduced costs of the daily duties
preceding t.

– The minimum reduced costs of the daily duty starting in t and ending in
u, which is rdailyc (t, u) by definition.

Finally, a term of γ needs to be added, as γ is subtracted in both rdailyc (t, u) and
g(π(t), y − 1). Since the same driver will now drive these two duty parts, the
term −γ needs to be only subtracted once with regard to the reduced costs.

This shows the validity of the above recursion.

Determining the minimum of the above recurrence takes time O(n) for a fixed
u and y, as this involves an iteration over all t ≤ u. The overall time needed to
compute all relevant entries g(u, y) for u ∈ T and y ∈ δ is thus O(δn2). By Theorem
4.5, the preparatory computations of all rdailyc (t, u) is done in O(mn + n2log(n)).
After g(u, y) is determined, the corresponding feasible set of duties with minimum
reduced cost can be extracted by backward induction, similar to the single duty case
in O(m). This concludes the total running time of O(mn+ n2 log(n) + δn2).

To conclude, this formulation allows multiple duties to be incorporated, while the
running time hardly increases. This is the consequence of using the explicit time
structure of the graph such that π(t) can be found in constant time, and the use of
rdailyc (t, u) allows for an efficient way to determine g(u, y).
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4.3.5 Pricing problem: extensions and implementation

In Section 4.3.4, a two-leveled pricing problem is solved, with on the lower level
for daily duties, while on the higher level multiple daily duties are combined into a
weekly duty. In the ECSP however, there are two more levels that need to be taken
into account, because breaks within a duty are not included, and weekly resting
times are also not considered.

Multiple weekly duties To allow multiple weekly duties in the schedule of one
driver, while respecting the weekly resting time between two subsequent weekly
duties, one can introduce:

h(u, y) = minimum reduced costs of all schedules where the last weekly duty
contains at most y daily duties, with ending time at most Eu+Mu0

containing only trips in {1, . . . , u}.

for which the recursive identity is given by:

h(u, y) = min


h(u− 1, y),

min
t∈[u]:Y (t,u)≤L

{
h(π(t), y − 1) + rdailyc (t, u) + γ

}
,

min
t∈[u]:Y (t,u)≤L

{
h(ϕ(t), δ) + rdailyc (t, u) + γ

}
 ,

where ϕ(t) ∈ T is a unique trip for which Eϕ(t) +Mϕ(t),0 is maximum and:

St ≥ Eϕ(t) +Mϕ(t),0 + λrest
weekly +M0t.

The third term of the recursive function represents the possibility that a new weekly
duty is started, with the (t, u)-schedule as its first duty. The choice of ϕ(t) ensures
enough weekly resting time between the preceding weekly duty. Note that asymp-
totic running time of O(mn + n2 log(n) + δn2) does not increase compared to the
approach described in Section 4.3.4, as the dynamic programs are run independently
after each other.

Maximum driving times Despite being a very interesting topic, the addition
of maximum driving times will be suggested as a direction for future research, but
several directions are given here. Incorporating maximum driving times is signif-
icantly more difficult than incorporating maximum duty times. Recall that this
approach exploits the time structure of the graph in multiple ways: to determine
the duty length of a (t, u)-schedule in constant time for a given t and u, as well as
to determine π(t) in constant time.

This time structure cannot be used to determine the driving time in constant
time, as this depends on the actual chosen path between t and u. It is not clear
whether this even is possible within polynomial time, since the difficulty lies in
finding an (all pairs) shortest path in the DAG D (as described in the proof of
Lemma 4.1) where not only the sums of shadow prices is minimized, but also where
the maximum driving time is respected. In other words, every edge (x, t) in the D
has two weights, −θt and Mxt +Et − St, of which the sum of the former need to be
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minimized, while the sum of the latter may not exceed a specific bound, depending
on t and u.

As also mentioned in 4.2.3, to distinguish the driving and duty time, the pricing
problem may be formulated as a RCSPP, which is known to be NP-complete [52].
This problem consists of finding a shortest path among all paths that start from
a source node, end at a sink node and satisfy a set of constraints defined over a
set of resources [25]. For our problem, the driving times can be seen as a separate
resource. The duty times however, due to the time structure from the graph that
we exploit, does not have to be seen as a separate resource. After all, we can
check in constant time whether a duty is feasible in terms of duty time. To solve
the RCSPP, common methods are dynamic programming, Lagrangean relaxation,
constraint programming and heuristics, for which an overview can be found in [25].
However, since the model so far already comes with high running times for realistic
instances (as can be seen in the experimental results), this interesting problem has
been omitted in this thesis.

Breaks Breaks within a daily duty are also not straightforward to incorporate,
as they depend on the driving time instead of the duty time. Alternatively, we
propose a method to include an upper bound on the breakless duty time instead of
the breakless driving time to make use of the time structure. Since the driving time
cannot exceed the duty time, fulfilling this constraint on the duty time fulfills the
constraint on the driving time as well. This indeed however may lead to suboptimal
results.

Let Lb be the maximum breakless duty time. If Lb = L and the maximum
breakless duty time is never exceeded, then the maximum breakless driving time is
also never exceeded since the driving time is at most the duty time. To implement
this, the idea is to use a similar dynamic program as in Section 4.3.4, where daily
duties are combined in a weekly duty. Here, breakless duty parts will be combined
in a daily duty instead, but this comes with another difficulty. Combining multiple
daily duties into a weekly duty can be done easily since for every individual daily
duty, the duty time is known. For breakless driving parts, this is not true, as it
depends on whether the breakless driving part starting in t and ending in u is at
the start, middle or end of the duty. This determines whether M0t or Mu0 needs to
be added or not.

Incorporating breaks within daily duties can be achieved by using the values of
θ(t, u). Note that these may also be considered as the minimum sum of shadow
prices of a breakless duty part starting in t and ending in u. However, a different,
more complex recursion is necessary that distinguishes the mentioned cases.

Similar as in the proof of Theorem 4.6, define ξ(t) ∈ T as the trip with latest
ending time that can act as the final trip of the breakless duty part that precedes
the breakless duty part that has t as its final trip. That is, ξ(t) ∈ T for which
Eξ(t) +Mξ(t),t is maximum and:

St ≥ Eξ(t) +Mξ(t),t + λrest
breakless.
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Then the recursive function can be given by:

a(u, x) = minimum reduced costs of all feasible sequences of breakless duty parts
with ending time at most Eu +Mu0 considering only trips in {1, . . . , u},
and:

� x = 1, if the final breakless duty part of the sequence neither starts
nor ends at home.

� x = 2, if the final breakless duty part of the sequence starts, but
does not end at home,

� x = 3, if the final breakless duty part of the sequence ends, but
does not start at home, and

� x = 4, if the final breakless duty part of the sequence starts and
ends at home.

Initialize:

a(1, x) =


∞, if x = 1,
M0t + Eu − St + θ(1, 1)− γ, if x = 2,
∞, if x = 3, and
M0t + Eu − St +Mu0 + θ(1, 1)− γ, if x = 4.

After all, since only trip 1 is considered for a(1, x), there is no feasible sequence of
trips that does not start at home. If the correctness of a(u− 1, x) is assumed for all
x, then a(u, x) can be determined by the function:

a(u, x) = min{a(u− 1, x), a′(u, x)}

where a(u − 1, x) represents the case that u will not be selected as the final trip
of the new sequence. This means that a′(u, x) represents the case that u will be
selected, for which different possibilities are available:

a′(u, 1) = min
t∈[u]:Eu−St≤Lb

{Eu − St + θ(t, u) + min{a(ξ(t), 1), a(ξ(t), 2)}} ,

a′(u, 2) = min
t∈[u]:M0t+Eu−St≤Lb

{M0t + Eu − St + θ(t, u)− γ} ,

a′(u, 3) = min
t∈[u]:Eu−St+Mu0≤Lb

{Eu − St +Mu0 + θ(t, u) + min {a(ξ(t), 1), a(ξ(t), 2)}} ,

a′(u, 4) = min
t∈[u]:M0t+Eu−St+Mu0≤Lb

{M0t + Eu − St +Mu0 + θ(t, u)− γ}.

Finally note that the only a sequence of breakless duty parts is a proper daily duty,
if it ends at the home depot. Thus, the minimum reduced costs daily duty is the
daily duty corresponding to the minimum reduced costs:

rdailyc = min {a(n, 3), a(n, 4)} .

Used approach and implementation. For this research is chosen to implement
the pricing problem Section 4.3.4 without further extensions. As will be seen in
the upcoming result section, the reason for this is because the computation times
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already become unmanageable for realistic instances, for both the MILP and the
column generation approach.

For completeness, a Branch-and-Price procedure is implemented around the men-
tioned column generation approach. The procedure summarized: if the solution to
the master problem with generated columns (from the pricing problem) is not in-
tegral, we branch on non-integral solution values and continue branching until the
solution is integral. In case no feasible solution is found within a reasonable amount
of time, a standard rounding procedure is applied. See Section 2.8 or [25] for an
elaborate description.

4.4 Heuristics for the ECSP

The two approaches so far, solving through integer linear programming and column
generation, will find an optimal solution when the procedure completes. However,
this may take a large amount of time. For practitioners, heuristic approaches may
be more interesting due to the significantly shorter running time. Heuristics may
be necessary for larger instances, in case an MILP solver or the Branch-and-Price
procedure do not terminate within a reasonable amount of time. Also, even for
smaller instances, heuristics may be preferred when a short computation time and a
suboptimal solution is preferred over an optimal solution after a long computation
time.

A very large amount of research has been done on heuristics on problems that
are similar to ECSP. We shortly list notable heuristics for which variants have been
considered or inspired for heuristics for this chapter.

� A heuristic using large neighborhood search heuristic is presented in [102], con-
sisting of a number of competing subheuristics that are used with a frequency
corresponding to their historic performance.

� A two-staged heuristic is proposed in [8], where the first stage aims to minimize
the number of routes using simulated annealing, while the second stage uses
Large Neighborhood Search to decrease travel time (comparable to duty time).

� A genetic algorithm is used in [96], providing competitive results.

� A tabu-embedded simulated annealing metaheuristic is proposed in [79], which
restarts a simulated annealing procedure from the previous best solution after
several non-improving iterations.

For more background behind these methods and heuristics in general, we also refer
to [32] and [88].

The upcoming heuristics used for this chapter are intentionally not too advanced
or complicated; they are intended to be simple (e.g., greedy algorithms, earliest de-
parture time first). The reason for this is to have a comparison with any straight-
forward scheduling method, which is assumed to be comparable as the solution that
a human planner could generate.
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4.4.1 Initializing solutions

In this research, we have considered the following four types of basic, initial solutions
as the basis for a heuristic:

� The Empty solution drives no trips at all.

� The Random solution is a random assignment of trips to drivers.

� The Earliest Departure Time First (EDTF) solution schedules trips in
order of departure time to the first available driver which feasibly can drive
the trip.

� The Greedy solution searches for the best driver-trip combination for which
this assignment is feasible and increases the objective function the least. This
is done iteratively until all trips are assigned.

Note that all four solutions, particularly the random solution, may not be feasible.
The next step for our heuristic, is to improve any (starting) solution.

4.4.2 Improving solutions

The most straightforward and known procedure that is used to improve solutions is
Local Search. This concept takes the current solution, and tries all possible small
adjustments to see whether this gives a local improvement. The two used possible
permutations to a schedule are simply the move-operator (moving a trip from a
driver’s schedule to another) and the swap-operator (swapping two trips from two
different drivers), if the permutation results in a feasible schedule and the objective
function improves. Choice of the trip(s) is done randomly until no further improve-
ment can be found.

In practice, planners compute the planning manually and generally use a com-
bination of ideas from the EDTF and Greedy solution, and some planners might
make use of manual local search to insert new trips in an existing solution.

4.4.3 Hybrid beam-search heuristic

The heuristic proposed in this chapter is based on beam search. This technique uses
breadth-first search using a search tree. This tree will iteratively be explored by
expanding the most promising nodes, while discarding the least promising nodes,
such that the width of the search tree stays constant.

More precisely, in the context of the ECSP, beam search initializes the search
tree with the empty solution. Throughout the process, the heuristic stores at most
b solutions for the next iteration, being the maximum width of the search tree. In
every of the n iterations, a new trip is considered (in increasing order of departure
time), and at iteration t when scheduling trip t, the algorithm simply extends every
of the stored b solutions (which all have exactly all trips until t − 1 scheduled) k
times, by creating a new solution including trip t to every driver’s schedule. This
leads to at most bk solutions.
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Subsequently, for every of the bk solutions, we apply local search. For every trip
in every solution σ, we reconsider whether swapping to another driver improves the
solution, in addition to considering the swap of two trips of two different drivers.
These two operators run in O(bk2n) and O(bkn2), respectively.

To prevent the search tree to grow exponentially in this way, the best b solutions
are kept afterwards, meaning that at most b · (k − 1) solutions are discarded. See
Algorithm 2 for the method in pseudocode. We:

� defined Σ as the set of all solutions,

� defined LS(σ) as applying the local search procedure on solution σ, and

� defined BS(Σ) is abbreviated as keeping the best b solutions in Σ and discard-
ing the other solutions. No duplicate solutions are allowed.

Algorithm 2 Hybrid beam-search heuristic

σ1 ← (s1, . . . sk) = (∅, . . . , ∅)
Σ = {σ1}
for t = 1, . . . , n do

for all σ = (s1, . . . , sk) ∈ Σ do
for i = 1, . . . , k do

σ′ ← (s1, . . . , si ∪ {t}, . . . , sk)
σ′
LS ← LS(σ′)

Σ← Σ ∪ {σ′
LS}

end for
end for
Σ← BS(Σ)

end for
return argminσ∈Σ Y (σ)

Note that it is of high importance that the trips are iterated upon in increasing
order of departure time. After all, if many trips that have overlap are considered
first, a larger variety in the solutions in Σ occur, allowing a broader exploration of
the total state space of solutions.

The choice of b completely depends on the size instance, and is chosen in such
a way that the computation time stays below 1 minute (arbitrarily chosen) per
instance. Also note that, when the choice of b increases, the computation time only
increases linearly.

Preliminary experiments have shown that this beam-search based heuristic al-
ways outperforms EDTF and Greedy solutions, even after improving these solutions
using local search. For this reason, this heuristic will be considered for comparison
with column generation in the next section.

4.5 Experimental results

Solving the proposed master problem for column generation has been done in IBM
ILOG CPLEX Optimization Studio (12.7.1), integrated in Java.
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4.5.1 Experimental data

For the research purpose of this thesis, multiple datasets are provided from Dutch
coach (or touring car) companies that are active throughout Europe, and within the
Netherlands in particular. From these datasets, realistic daily patterns have been
extracted, such as the demand pattern (i.e., the number and proportion of trips that
need to be driven at every hour of the day). Using these patterns, new datasets can
be generated while maintaining realistic proportions.

The generated datasets comprise 60 locations, the 60 cities with the highest
population in the Netherlands, using Amsterdam as the home depot. Traveling times
are based on the straight line distances (“as the crow flies”), based on coordinates of
the cities. Trips are generated randomly, but for a more realistic structure regarding
demand, the chance for a city to be requested within a trip is proportional to their
population. A city with twice as higher population therefore has exactly a twice as
bigger chance to be a location of departure or arrival for a specific trip. With these
settings, the further used parameters are:

Single duty case Multi duty case
Number of days (timespan) 1 7
Max. # of daily duties (δ) 1 6

Number of drivers (k) {1, 2, . . . , 50} {5, 10, . . . , 50}
Number of trips (n) 2k 10k

Table 4.1: Parameters for experimental data generation

Thus, for the single duty case we consider scheduling for a single day only. For the
multi duty case, we consider a weekly schedule, where drivers can have at most 6
daily duties, in line with the European regulations. Using these parameters, we are
interested in how the methods compare as the instance grow.

Furthermore, we will only use instances for which we know a feasible solution
exists for all methods, to provide a fair comparison regarding the objective function
of the methods. Finally, for every k, we generate 25 instances and take the aver-
age objective value and computation time to provide more precise results. Also, a
maximum computation time of 1 hour per 25 instances is chosen (approximately 2
and a half minutes per instance). If this time is exceeded, the best solution so far is
returned.

4.5.2 A note on the running time

Before analyzing the column generation approach and heuristics, we comment on
the computation time of solving the MILP as described in Section 4.2.2 for the
single duty. If enough time is available, the column generation solution is always
equal to the MILP solution value as they both should eventually find an optimal
solution. However, a MILP solution is provided in significantly more time, even
for small instances (see Figure 4.2). This clearly should hold for multiple duties as
well. Since column generation is superior to solving the MILP formulation in terms
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of computation time, we disregard the MILP, and focus mainly on the alternative
approaches.
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Figure 4.2: Computation times: MILP solvers vs. column generation (single duty)

4.5.3 Comparison of performance

To compare the performance of algorithms, we evaluate the objective values (sum of
duty times) as the instances grow. However, an instance with twice as many drivers
clearly approximately has a twice as high objective value, given the same approach.
For this reason, the objective function is divided by the number of drivers to have
a more comparable performance measure in the average duty time.

Furthermore, we compare results of the approaches to a lower bound on the
optimal integer solution value. This bound is equal to the optimal solution value
for the LP-relaxation of the master problem; it is well known that as soon as the
pricing problem outputs a variable with positive reduced costs, the optimal solution
(value) is found for the LP-relaxation. Since we consider a minimization objective,
the optimal solution value for the LP-relaxation is always lower than the optimal
solution for the ILP.

Daily duty case. Considering the daily duty case first, we note that column
generation produces always the optimal result given our range of drivers, making
the approach superior (See Figure 4.3). Note that the heuristic is not too far off,
but clearly suboptimal.

Note that optimal objective values (or rather, averages per driver) decrease as
the number of drivers and trips grow, since this enables more trip combinations in
a duty to reduce idle time between trips.
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Figure 4.3: Optimality results for the single duty ECSP

Weekly duty case. The weekly duty case shows a different pattern, since the
parameters are chosen in such a way that also column generation takes too long to
terminate when the number of drivers is 15 or higher (See Figure 4.4). Thus, the
solution values from the column generation are (in contrast to the single duty case)
not optimal.

With this in mind, note that both the column generation and other heuristics
are always within 10% of the lower bound, and therefore also of the optimal solu-
tion value, indicating an acceptable performance for practice. Moreover, we observe
that there is no superior approach among the two. In fact, column generation out-
performs (albeit only slightly) heuristics in approximately 50% of the individual
instances, making an OR-based approach such as column generation very competi-
tive to heuristic approaches for ECSP.

Another reason why column generation does not perform optimally (unlike the
single duty case), is due to the increased number of possible schedules a driver can
drive, given the same number of trips. More pairs of trips are compatible if they
are spread over a week. As a consequence, the possible number of schedules in the
master problem increased significantly, including the computation time to solve it.
Nevertheless, if the instance does not grow larger than these parameters, column
generation is certainly a viable practical alternative for smaller transport companies
that want an optimal schedule.
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Figure 4.4: Optimality results for the multi duty ECSP

4.6 Conclusions and future work

This chapter introduced and studied the ECSP, where a given set of trips need to be
driven by a given set of drivers. Motivated by practice (European regulations), the
uniqueness of the ECSP comes from the large variety of constraints on the maximum
driving and duty times, as well as minimum resting times between duty parts, daily
duties and weekly duties. A new MILP formulation for the ECSP has been proposed
in this chapter, which can incorporate all constraints.

From a more theoretical point of view, it has been shown that a very fundamental
version of the problem, Path Cover with weight bounds, is NP-hard. This means
that the ECSP is also strongly NP-hard. For this reason, alternative approaches
were proposed that considered special cases of the ECSP first (single daily and
single weekly duty case, without breaks). The first approach concerned a column
generation approach, where all constraints are bounded to duty times rather than
driving times. Other methods included heuristics that improve the solution based
on local search or beam search. While the MILP and heuristics are standard, the
column generation distinguishes itself by its explicit use of the time element in the
model input. This allows the incorporation of multiple duties with resting times
in between, without significant increase in the running time. It is also argued this
how this method can be extended such that breaks can be incorporated, and how
multiple weekly duties for a driver can be combined to fulfill all constraints.

Experimental results show that solving the column generation performs better
than the standard MILP with a solver in terms of running time. In the daily duty
case, the optimal solution value is always obtained within a reasonable amount of
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time. For the weekly duty case, the instance size as well as the running time grows
significantly. The MILP was not able to find a solution for such instances within a
reasonable amount of time, while the column generation approach finds a feasible
solution, but also may not have enough time to find an optimal solution. As such, it
is compared to a heuristic which also is not guaranteed to find an optimal solution.
It is shown that both the column generation and the heuristic perform well, being
both consistently within at most 10% of the lower bound of the optimal solution,
and competitive to each other.

Future work. As mentioned, the column generation approach is able to take
resting times and duty times into account. Duty times could be incorporated in
a structured and efficient way because the time structure of the graph allowed the
algorithm to determine in constant time whether a duty starting in trip t and ending
in trip u is feasible.

For driving times, this is not the case. This time structure cannot be used to
determine the driving time of a duty starting in trip t and ending in trip u in
constant time, as this depends on the actual chosen path between t and u. It is not
clear whether this even is possible within polynomial time, since the difficulty lies
in finding an (all pairs) shortest path in the DAG D (as described in the proof of
Lemma 4.1) where not only the sums of shadow prices is minimized, but also where
the maximum driving time is respected. In other words, every edge (x, t) in the D
has two weights, −θt and Mxt +Et − St, of which the sum of the former need to be
minimized, while the sum of the latter may not exceed a specific bound, depending
on t and u.

Therefore, the addition of maximum driving times is suggested as the main
direction for future research. In Section 4.3.5, a direction for this has been given by
formulating the pricing problem as a RCSPP, where the driving times are seen as a
separate constraint. Common methods to solve a RCSPP are dynamic programming,
Lagrangean relaxation, constraint programming and heuristics.
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Chapter 5

Hospital Planning

This chapter introduces the Room and Ward Planning Problem (RWPP), where
the goal is integrate the planning of patients on operating rooms and wards. To
deal with the various stochastic variables of this problem (number of available pa-
tients, procedure times and hospitalization times), an Integer Linear Program using
linearization methods will be proposed.

After discussing the background of hospital planning in Section 5.1, the problem
under consideration will be defined in Section 5.2. An Integer Linear Programming
(ILP) method will be proposed in Section 5.3, for which its effectiveness will be
experimented on a case study of the VU University Medical Center in Section 5.4.
Finally, several conclusions will be given in Section 5.5.

The results in this chapter are based on [117] and require basic knowledge on
integer linear programming and probability theory.

5.1 Background

Operating Rooms (ORs) form a key facility of all major hospitals, but are also one of
the most expensive resources of a hospital [49], as their operational costs can account
for up to 40% of the total resource costs [4]. For a good utilization of these ORs,
advanced scheduling plays a crucial role [84]. However, scheduling of interventions
is complicated due to many uncertain factors, including variability in the number
of patients, urgency of patients, and the duration of such interventions (see, e.g.,
[50, 78, 89, 97, 104, 110]). Next to the OR, the availability of a hospital bed at a
proper ward is necessary for the aftercare of a patient, making scheduling even more
involved.

For this chapter, the focus lies on catheterization laboratories (also known as cath
labs or cardiac catheterization rooms) due to the corresponding case study within
this research. A cath lab is a special type of hospital room in which doctors (mainly
cardiologists) perform invasive cardiovascular procedures to diagnose, visualize and
treat cardiovascular diseases. Patients undergoing a treatment in a cath lab generally
also require preparatory care and aftercare at one of the hospital’s wards, which adds
an extra layer to the already complicated planning problem.

In practice, scheduling of procedures for cath labs and ORs is mainly done by

91



92 CHAPTER 5. HOSPITAL PLANNING

hand. The disregard of automated scheduling methods for cath lab and ORs can
be explained by the fact that many models make simplistic assumptions that ignore
the actual practical complexity of the problem, such as the inherent uncertainty of
operating and hospitalization times for patients. The work in this chapter aspires
to incorporate this stochasticity into Integer Linear Programming methods to make
automated methods more viable.

From an Operations Research perspective, the optimization of the schedules of
cath labs may be considered to be a special case of Operating Room scheduling, for
which already many studies and surveys exist [15, 17, 51, 59, 100]. Some relevant
similarities and differences in the context of the work in this chapter are discussed
here.

Similarities with ORs. An important similarity is that both ORs and cath labs
may operate a combination of elective and urgent patients. This means that the
operating sessions cannot be planned fully to anticipate on the possible arrival of
urgent procedures. Note that it is an optimization problem on itself to determine
how much time should be reserved for urgent patients every session. Moreover,
the majority of the procedure times are very hard to estimate, as the required
actions become known no sooner than during that procedure. Also, different patient
categories can only be operated on specific cath labs due to the available equipment
per room. There are more aspects that the optimization of cath labs and ORs share,
but these are the most relevant ones that will be taken into account for the models
within this chapter.

Differences with ORs. The main characteristics that distinguish the planning
of cath labs from ORs are as follows. In planning and scheduling for ORs, the
challenges can be categorized in several levels of a decision hierarchy [53]: strategic,
tactical, and operational, where the operational level can be distinguished in an
offline (planning in advance) and online (reacting and monitoring) level. At the
tactical level, OR-days (or blocks) are allocated to specialties in a master surgery
schedule, such that the strategic allocation is met. However, while ORs are used by
many medical disciplines involving different departments, cath labs are dedicated to
cardiology, meaning that the tactical level is smaller.

Therefore, cardiology has the option to adjust the schedule’s structure as they
desire, such as the starting time or total duration of a session. This flexibility is
a feature for cath labs in the case study later in this research, which adds to the
potential complexity of the optimization problem. Furthermore, ORs typically first
divide their sessions over the different disciplines (or specialties). This intermediate
step is not necessary for cath labs, which simplifies the problem.

Another notable difference for cath labs as opposed to ORs is simply the size.
While many large hospitals manage at least 10 to 20 ORs, the number of cath
labs is typically only a few. This makes fixed-parameter tractable algorithms, i.e.,
algorithms that work efficiently for problems with small and fixed parameters, more
suitable. For instance, the hospital in the case study considered in this chapter, the
VU University Medical Center (VUmc), contains three cath labs.
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The fact that cath labs are fully dedicated to one medical discipline allows to
make an interesting special case of OR scheduling. However, many of the ideas and
methods in this chapter can be applied to ORs as well. Therefore, a cath lab or
operating room is within this chapter simply referred to as a “room”, unless stated
otherwise.

5.2 The Room and Ward Planning Problem

5.2.1 Motivation

Due to (semi-)urgent patients and the uncertainty in the procedure lengths, planners
have complications to estimate the number of patients that can be treated at a
specific day. When too few patients are scheduled, the available time of the staff
and rooms are not used efficiently, which decreases the profit and increases the length
of the waiting list. On the contrary, when too many patients are scheduled, staff is
forced to work longer than desired, or patients need to be rescheduled on another
day, which not only is a very negative experience for the patient, but also can have
negative effects on the patient’s health.

Types of patients. The choice of patients that need to be scheduled strongly
depends on the procedure type, but also depends on the availabilities of surgeons
and the degree to which urgent surgeries need to be taken into account. More
importantly, all patient types require their own preparation and aftercare at wards
that have a limited capacity. This means that the schedules at the rooms are limited
by the available capacity at the wards. Typically, the capacity constraints at the
wards are more stringent towards the end of the week (Thursdays and Fridays) than
during the weekend and early in the week (see, e.g., [5]). This can be explained
by the admission pattern, as elective procedures are not scheduled during weekends
leading to peaks in bed demand towards the end of the week. Thus, scheduling of
patients/procedures at rooms requires an integral approach involving both rooms
and the beds at the wards.

5.2.2 Definition

Define R as the number of rooms for procedures, and W as the number of wards
that can provide the required preparation and aftercare for patients. Without loss
of generality, we assume that every patient always undergoes a procedure in a room
and is assigned to a ward (if not, a model can easily deal with this using dummy
rooms or wards with infinite capacity).

The schedule will be created for a fixed time horizon, comprising D days. In
practice, it is natural to set this value to 7 to create a weekly schedule. Let C be the
number of patient categories (or procedure types), and each category has its own
probability distribution with respect to its procedure time on a room and hospital-
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ization time on a ward. Therefore, the following random variables are introduced:

Hc = required hospitalization time (in days) for category c at a ward,

Pc = required procedure time (in hours) for category c at a cath lab,

Zcd = # urgent patients of category c on day d.

We assume that the mean and variance of the above random variables are known.
For the case study in this chapter, these are based on an extensive data analysis.

As mentioned before, the creation of a schedule is simply the assignment of
procedures to time slots. For this reason, the following key decision variable is used:

xcdrw = # patients of category c scheduled on day d, room r and ward w,

where c ∈ [C], d ∈ [D], r ∈ [R] and w ∈ [W ]. Note that a distinction has been made
between elective and urgent patients. On a specific day d, the number of scheduled
patients of a category c,

∑R
r=1

∑W
w=1 xcdrw, has to be at least the number of urgent

patients of that day and category, Zcd. The surplus represents the number elective
patients. In practice, this may have an upper bound (i.e., the waiting list is finite).
This has been omitted for simplicity, but easily can be incorporated using an upper
bounds on the number of patients per category that can be scheduled, say Xc,max.
Additionally, the following auxiliary variables are introduced:

τdr = available time for procedures on day d at room r (in hours),

υdr = expected overtime on day d at room r (in hours),

βdw = available number of beds on day d at ward w,

λdw = expected overload on day d at ward w (in beds).

Depending on the practical situation, τdr and βdw can either be decision variables or
given constants. The former would be the case if the tactical decision would involve
the opening times of the cath labs in addition to the blue print. Still, there exists an
upper bound on τdr, say Tr,max, which within this context could be up to 24 hours.
For βdw, a similar maximum per ward, say βw,max, can be argued by the fact that
there is physical limited room capacity. Moreover, υdr and λdw are used to obtain
the expected overtime and expected ward overload as performance indicators. These
will be used in the upcoming ILP in Section 5.3.

Due to the expensive (and therefore limited) equipment at the rooms, patients of
specific categories cannot be treated at every room, and even not on every day, due
to, e.g., the availabilities of surgeons. Also, not every patient can be hospitalized
at every ward, primarily due to the specialized skills of the nurses at the corre-
sponding ward. In other words, for the rooms, wards and also days, there is only
a set of categories of patients that can be treated. To account for these so-called
“compatibilities”, the following sets are introduced and assumed to be known:

δd = set of patient categories that can be treated on day d,

ρr = set of patient categories that can be treated at room r,

ωw = set of patient categories that can be hospitalized at ward w.
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Note that δd, ρr, ωw ⊆ [C] for d ∈ [D], r ∈ [R] and w ∈ [W ]. The following
constants are also required to be part of the input, and are closely related to the
performance indicators. In particular, these constants represent the relative weights
for each of the five different performance measures. Such a weighted combination
of performance measures is a standard mathematical approach for comparing the
quality of different schedules for multiple criteria. Hence, we require the following
five constants for our model:

Vτ,r = costs per opened hour of room r (including staffing costs),

Vυ,r = costs per hour overtime at room r,

Vβ,w = costs per reserved bed at ward w (including staffing costs),

Vλ,w = costs per overloaded bed at ward w,

Rc = profit of treating a patient of category c.

Using these constants, the following weighted objective function is introduced:

Π(x, τ, υ, β, λ) = πτ (τ) + πυ(υ) + πβ(β) + πλ(λ)− πP (x),

of which the individual terms are defined as follows:

� πP (x) is the expected profit obtained from all elective procedures that are
performed during the scheduling horizon. Since Rc is defined as the profit
obtained for treating a patient of category c, this simply implies that:

πP (x) =
C∑
c=1

∑
d:c∈δd

∑
r:c∈ρr

∑
w:c∈ωw

Rc · xcdrw.

� πτ (τ) is the expected costs from staffing/operational costs due to the opening
time of the rooms, i.e.:

πτ (τ) =
D∑

d=1

R∑
r=1

Vτ,r · τdr.

� πυ(υ) is the expected costs from overtime at rooms, i.e.:

πυ(υ) =
D∑

d=1

R∑
r=1

Vυ,r · υdr.

� πβ(β) is the expected costs from staffing/operational costs due to the available
beds at the wards, i.e.:

πβ(β) =
D∑

d=1

W∑
w=1

Vβ,w · βdw.
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� πλ(λ) is the expected costs from overloaded wards, i.e.:

πλ(λ) =
D∑

d=1

W∑
w=1

Vλ,w · λdw.

Observe that the objective function is clearly linear in all its decision variables. The
decision on the relative values of the weights Rc and vector V is typically a man-
agerial decision. These definitions suffice to define the problem under consideration
extensively, but precisely.

Room and Ward Planning Problem (RWPP)

Given: A number of rooms R with maximum opening time Tr,max for ev-
ery r ∈ [R], wards W with maximum capacity βw for every w ∈ [W ],
patient categories C and days D, vectors of random variables H (hos-
pitalization time at ward) and P (procedure time at room), expected
urgent patient matrix Z, compatibility vectors δ (days), ρ (rooms)
and ω (wards), a cost vector V and patient profit vector R.

Goal: Find an assignment of patients to rooms, wards and days that mini-
mizes π(x, τ, υ, β, λ).

5.2.3 Related work

Scheduling of ORs is a well-studied area in Operations Research, see e.g. [17, 59,
100] for some literature reviews in health care. For reviews specifically related to
operating room planning and scheduling, the reader is referred to [15, 24]. For more
background on integral capacity management in hospitals is referred to [103]. For
scheduling in cath labs in particular, no other references could be found; cath labs
are also not mentioned at all in the above mentioned reviews.

References considering the planning of ORs taking the bed occupancy of the
wards into account has been done very extensively. A good variety of methods
and examples are given in [1, 6, 7, 40, 55, 120, 115]. These works are focused
on surgery scheduling, or scheduling of time blocks or elective admissions of the
Operating Theater (OT), with the objective that the resulting bed occupancy is
balanced, while the scheduled procedures fit in the available OR time. For the
occupation of the OR and the wards, only the mean is considered, such that the
scheduling problem can essentially be formulated as an ILP model. In this research,
the expected overtime and the expected excess at the wards is included in the ILP.

The stochasticity in bed demand as a result of the surgical schedule is fully
analyzed in [121]. Yet, this work does not contain an optimization algorithm and
improvement is accomplished by trial and error.

In this chapter, a linearization method will be used to approximate some of the
constraints, such as the expected overtime on a room. More recently and closely
related to this research, [104] introduced a two single step approach for scheduling
a very similar problem as the RWPP. It extends the model of [121] and takes the
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overtime constraint into account, while maximizing the OR utilization and minimiz-
ing variation of bed usage. It proposes an alternative version of the MILP including
linearization methods compared to the model that is discussed in this chapter.

5.2.4 Contributions

The contributions of this chapter are the following. First, a proof of strongly NP-
hardness of the RWPP will be given in Section 5.2.5 by a reduction from the Bin
Packing Problem. This will show that the RWPP is already NP-hard without
stochasticity and when either the ORs or the wards are disregarded.

However, the main contribution of this thesis consists of the presentation of a
linearization method for a model where all constraints and preferences for our case
study can be taken into account. After all, the model presented in Section 5.2.2
does more than simply integrating ORs with wards, which has been considered very
often before in the literature. Additionally, this model incorporates stochasticity
of procedure times, hospitalization times and urgent arrivals, while minimizing the
weighted sum of important performance measures for ORs and wards that could not
have been found in the literature simultaneously. These measures concern the costs
per opened hour of a room and bed, the costs of the expected overtime and overload
of the beds, and on the other side the profit per treated patient. This means that the
model implicitly is able to make the trade off between these performance measures,
while the user of the model can assign weights to the performance measure.

As an example, note that this does not require that the costs per hour overtime
or profit per treated patient to be expressed in funds, but allows to incorporate the
weight of the satisfaction. For example, if working overtime is undesired by the
employees, a hospital can simply increase the weight of the overtime costs. On the
other hand, patients from a category c with higher priority can be assigned a higher
profit Rc such that the model values the scheduling of such patients higher.

This model was solved using a linearization method. Even though this lineariza-
tion is an approximation, one can increase the quality of the approximation, but this
comes with the addition of more constraints to the model. Although linearization of
objective functions are not uncommon, an application to approximate the expected
overtime of a room could not have been found before in the literature. The reason
why this now is possible is due to a new assumption, which informally implies for
every procedure performed within one specific cath lab holds that whenever the ex-
pected procedure time is longer, the variance is also longer. For rooms where only
one specialty operates (in this case, cardiology), this assumption is much more jus-
tifiable than in a general room setting with multiple specialties. However, we argue
that this assumption is not necessary, but that would make the use of the model
significantly slower.

Finally, a case study (VU University Medical Center) will be presented, where
some insights in data regarding procedure times are given, and where the model is
applied. This results in a planning for the hospital that can be used as a blueprint.
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5.2.5 Complexity

The computational complexity of the RWPP can be shown by a simple proof.

Theorem 5.1. RWPP is strongly NP-hard.

Proof. The proof is done by a reduction from the decision variant of the Bin Packing
Problem (BPP). This problem is given sets of bins S1, S2, . . . with equal size B, and
a list of n items with size a1, . . . , an. The question is whether all items can be packed
withinK bins. For the decision variant of the RWPP, the question is simply whether
a feasible schedule exists (i.e., whether all urgent patients can be scheduled).

Given an instance of the decision variant of the BPP, construct the following
instance for the decision variant of the RWPP:

� R = K,

� C = n,

� W = D = 1

� Pc = ac, Hc = 0, for c ∈ [C],

� Zcd = 1, for c ∈ [C], d ∈ [D],

� δd = ρr = ωw = [C], for d ∈ [D], r ∈ [R], w ∈ [W ],

� Tr,max = B, for r ∈ [R], and

� all profits and costs are 0.

In other words, the patients and rooms represent the items and bins respectively,
while all other aspects of the RWPP such as the costs, days and even the wards are
disregarded. Since W = D = 1, the decision variable xcr instead of xcrdw is consid-
ered. Every patient has to be scheduled since they are all urgent. Now the remainder
of the proof should be straightforward due to this one-to-one correspondence.

If the instance for the BPP is a Yes-instance, then this means that
∑

i∈Sj
ai ≤ V

for j ∈ [K]. Now schedule on every room j ∈ [K] every patient i for which i ∈ Sj.
This gives a total operating time on room j equal to

∑
i:i∈Sj

Pi =
∑

i∈Sj
ai ≤ B =

Tr,max, meaning that the room schedule is feasible and all (urgent) patients are
scheduled by construction. As a result, the instance for the RWPP is also a Yes-
instance.

Conversely, if the instance for the RWPP is a Yes-instance, a similar argument
can be made to show that the instance for the decision variant of the BPP is a
Yes-instance. As a result, the RWPP is NP-hard.

Note that a similar proof can be given where the wards represent the bins, and the
rooms are disregarded instead.

For this reason, creative techniques are required to optimize the problem. Yet,
to make the mathematical models relevant for practice, it is essential to incorporate
realistic assumptions. This chapter aims to make an important step towards that
direction.
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5.3 An ILP method for the RWPP

For the reader’s convenience, a model without variability will be presented first, to
illustrate the basic ideas of the model in a simple setting. Afterwards, stochastic
procedure and hospitalization times are incorporated in the model.

5.3.1 Model without variability

In the first model formulation, stochasticity of procedure and hospitalization times
will not yet be taken into account, i.e., V ar(Hc) = 0 and V ar(Pc) = 0 for every
c ∈ [C]. Thus, given an assignment of procedures to days, rooms and wards, the
required procedure time for day d, room r and ward w in this model can simply be
determined by:

C∑
c=1

∑
w:c∈ωw

E(Pc) · xcdrw.

The ward occupancy is slightly more difficult to determine, as admissions of previous
days need to be taken into account as well. To illustrate, a patient admitted at day
d− i is still present at day d with probability P(Hc ≥ i). Summing over all previous
days, the mean occupancy of ward w at day d is:

C∑
c=1

∑
r:c∈ρr

d∑
i=0

P(Hc ≥ i) · xc(d−i)rw.

This model also gives the possibility to make the blueprint periodic, meaning that
xcdrw = xc(d−kD)rw for some k ∈ N, but it is not required. After all, in practice,
many hospitals prefer a (bi-)weekly schedule for consistency.

Given these definitions, one can formulate an ILP without variability as follows:

min Π(x, τ, υ, β, λ) (5.0)

s.t.
C∑
c=1

∑
w:c∈ωw

E(Pc) · xcdrw ≤ τdr + υdr d ∈ [D], r ∈ [R] (5.1)

C∑
c=1

∑
r:c∈ρr

d∑
i=0

P(Hc ≥ i) · xc(d−i)rw ≤ βdw + λdw d ∈ [D], w ∈ [W ] (5.2)

υdr ≥ 0 d ∈ [D], r ∈ [R] (5.3)

λdw ≥ 0 d ∈ [D], w ∈ [W ] (5.4)

Bmin,w ≤ βdw ≤ Bmax,w d ∈ [D], w ∈ [W ] (5.5)

Emin,c ≤
∑

w:c∈ωw

∑
d:c∈δd

∑
r:c∈ρr

xcdrw ≤ Emax,c c ∈ [C] (5.6)

Tmin,r ≤ τdr ≤ Tmax,r d ∈ [D], r ∈ [R] (5.7)

xcdrw ∈ N0. (5.8)
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See Section 5.2.2 for a definition of the objective function. The constraints can be
justified as follows:

� Constraint (5.1) implies that the sum of the scheduled procedures on every
room per day, must be smaller than the opening time plus the overtime of
that room. The overtime of the room, υdr, is a decision variable that adds to
the penalty. But since there is no upper bound on υdr, this constraint is a soft
constraint which always can be fulfilled.

� Constraint (5.2) implies that the expected occupation on every ward per day
must be smaller than the number of reserved beds (the capacity) plus the
excess demand (also referred to as overload).

� Constraints (5.3) and (5.4) imply that the expected overtime per room and
expected overload per ward has to be at least 0, such that underload is not
rewarded.

� Constraints (5.5), (5.6), and (5.7) state that the available number of beds, the
number of admitted patients over the time horizon, and the opening hours of
the rooms, respectively, should be between their upper and lower bound.

� Constraint (5.8) is the standard requirement that the number of elective pro-
cedures per day cannot be negative and must be integer.

In constraint (5.1), urgent patients are not yet taken into account, which clearly
can affect the optimal opening time of the rooms. A simple way to account for this

group is to replace xcdrw by
(
xcdrw + E(Zcd)

|{r:c∈ρr}|

)
. Here, E(Zcd) is the expected number

of (semi-)urgent patients of category c on day d, and |{r : c ∈ ρr}| is the number
of rooms at which these patients can be treated. The additional term represents
the number of (semi-)urgent patients that on average need to be treated per day,
assuming that these patients are spread evenly among the rooms.

Likewise, (semi-)urgent patients should also be taken into account for the wards

in constraint (5.2), by replacing xc(d−i)rw by xc(d−i)rw + E(Zcd)
|w:c∈ωw| . Also, the model

can account for the preparatory care for patients, for which the number of days is
usually fixed per patient category c, say qc ∈ N. This can be done by adding the
term

∑qc
i=1 xc(d+i)rw on the left-hand side of the inequality-sign (which is not added

for simplicity). After all, if a patient is scheduled for operation on day (d + i) and
its preparatory care requires at least i days, the patient is present at the ward on
day d.

5.3.2 Overtime and excess demand

This section considers the overtime and excess demand (or overload) if stochasticity
in procedure times and occupancy is taken into account. Specifically, let µdr and σ2

dr

denote the mean and variance of the total procedure time (sum of all procedures) at
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day d for room r. These first two moments depend on the decision variables xcdrw

and are directly given by:

µdr =
C∑
c=1

W∑
w=1

E(Pc) · xcdrw d ∈ [D], r ∈ [R] (5.9)

σ2
dr =

C∑
c=1

W∑
w=1

V ar(Pc) · xcdrw d ∈ [D], r ∈ [R] (5.10)

for d ∈ [D] and r ∈ [R]. The assumption here is that the total procedure time
on a day follows a normal distribution. This assumption is motivated by the Cen-
tral Limit Theorem stating that the scaled sum of independent and identically dis-
tributed random variables converges to a normal distribution. Although the dura-
tion of a single procedure is typically not normally distributed, the sum of enough
procedures often is.

The expected overtime υdr at any room and day can now be determined using
the overshoot over a fixed level of the normal distribution. Let T denote the opening
time and drop the indices from the notation of υdr, µdr, and σdr for now for notational
convenience. Then using a standard integral to calculate the overshoot of a normal
distribution, its expectation can be calculated by:

υ =

∫ ∞

T

(t− T ) · 1√
2πσ2

· e−
1
2(

t−µ
σ )

2

dt.

A similar expression can be obtained for the expected overload at a ward, λdw.
Observe that the occupied beds at day d consists of patients that arrived at some
day d − i for i ≥ 0. A patient arriving at day d − i is still present at day d with
probability P(Hc ≥ i). This means that for each patient there is a Bernoulli random
variable that can indicate whether the patient is present at day d or not. The
total occupancy may thus be represented by a sum of Bernoulli distributions (with
different parameters), naturally leading to an approximation of a normal distribution
for the ward occupancy as well.

To obtain the first two moments of the ward occupancy, note that the variance
of a Bernoulli random variable with parameter p equals p(1 − p). Thus, the mean
(µdw) and variance (σ2

dw) at day d for ward w are:

µdw =
C∑
c=1

∑
r:c∈ρr

∞∑
i=0

P(Hc ≥ i) · xc(d−i)rw,

σ2
dw =

C∑
c=1

∑
r:c∈ρr

∞∑
i=0

(1− P(Hc ≥ i)) · P(Hc ≥ i) · xc(d−i)rw

A key issue for the ILP is the non-linear expression for the expected overtime υ;
the expressions for µdr and σ2

dr are linear in the decision variables, but these terms
also appear in the exponent within the integral. To overcome this issue, a piecewise
linear approximation of the expected overtime will be proposed in the next section.
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5.3.3 Linear approximation of overtime

In the ILP model, the expected overtime υ is part of the minimization, whereas it
contains non-linear expressions in terms of the decision variables. We first analyze
the expecte µ, σ and T are given, also. Using standard calculus, the expected
overtime can be rewritten as:

υ(µ, σ2, T ) =

∫ ∞

T

(t− T ) · 1√
2πσ2

· e−
1
2(

t−µ
σ )

2

dt

=
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· e−
1
2(

t−µ
σ )

2

dt− T ·
∫ ∞

T

1√
2πσ2

· e−
1
2(

t−µ
σ )

2

dt.

Using a change of variable for the first term, we have:

υ(µ, σ2, T ) =

∫ ∞

T−µ

(t+ µ) · 1√
2πσ2

· e−
t2

2σ2 dt− T ·
(
1− Φ

(
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σ

))
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2σ2 dt+ µ
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1− Φ

(
T − µ

σ
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,

where Φ(x) = 1√
2πσ2
· e−

1
2(

x−µ
σ )

2

is the cumulative distribution function of the nor-
mal distribution. The first expression can also be numerically determined using a
Riemann sum, which might be practically preferable.

Linearization assumption. The function υ(µ, σ2, T ) represents the expected
overtime, which is part of the objective function and constraint (5.1) in the MILP.
However, the function is not linear, while that is a requirement for all objective func-
tions and constraints in an MILP. To solve this issue, a common method is to replace
a non-linear function by tangent lines that approximate the function, as for example
done in [104] within an operating room scheduling context. Adding more tangent
lines will increase the approximation of the function, but also the computation time.

The extra complication for this model is that the overtime function depends
on multiple variables. It depends on the sum of expected times of the scheduled
procedures, sum of variances of the scheduled procedure times and the opening time
of the room. Within our case study, the opening times of the rooms are fixed,
meaning that τdr is not a (decision) variable and may be given by a constant T , but
the function would still depend on multiple variables.
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A solution would be to not consider tangent lines, but tangent areas to approx-
imate the overtime function. However, this would increase the models’ complexity
and computation time enormously. Alternatively, the overtime function υ can be
simplified or approximated such that it only depends on one variable. To achieve
this, we could assume that the ratio between the variance and the expectation of
a procedure team of every category (on a room) is similar. In other words, the
assumption is that the variance of a procedure time increases almost linear with the
expected procedure time. More formally, this means that for all rooms r = 1, . . . , R,
it must be that V ar(Pc1)/E(Pc1) ≈ V ar(Pc2)/E(Pc2) for every c1, c2 ∈ ρr. In other
words, σ2

dr = Qr · µdr for d ∈ [D], r ∈ [R]. The mentioned assumption allows the
linearization function to be expressed as υ(µ).

This assumption that a higher µ implies a higher σ is not without question
though. The underlying idea is that the longer a procedure takes on average, the
more actions are required that each have their own variance, increasing the total
variance. However, other research considering benchmarks in health care scheduling
[76] shows that this is not necessarily the case. In some cases, longer procedures are
in fact easier to predict.

Within this research, the assumption will be made in this chapter as the idea
that procedures with a higher expected procedure time also have a higher variance
is confirmed by by the hospital where our case study is held (see Section 5.4).
Additionally, the intention was to increase the complexity of the model further to
reduce the computation time.

It is however, not required make this assumption to make the proposed method
still work by the use of tangent areas, but the complexity (number of constraints)
would increase significantly in size. We leave this option as future work, to find
ways to formulate tangent areas that approximate the overtime function well. That
would be an extension of the method we propose in the following paragraph.

Tangent lines Consider a room r on day d, and denote µdr as the expected
procedure time and σ2

dr as its corresponding variance. Due to the earlier mentioned
reason, we can express σ2

dr as a linear function of µdr, i.e., σ
2
dr = Qr · µdr, where

Qr is the (weighted) average ratio V ar(Pc)/E(Pc) for every category c ∈ ρr. Under
this assumption, υdr is a function that only depends on µdr, which is linear in the
decision variables.

To incorporate υdr(µdr) in our ILP, we adopt a piecewise linear approximation
using tangent lines of the function υdr(µdr) (which is now only a function of µdr). Let
Ndr ∈ N be the number of tangent lines that touch υdr(µdr). Then, every tangent
line n ∈ [Ndr] must be of the form:

yn(µdr) = αdrn · µdr + βdrn,

where the constants αdrn and βdrn for day d, room r and the nth tangent line should
be chosen such that

υdr(µdr) = yn(µdr) and υ′
dr(µdr) = αdrn.

The use of these tangent lines is crucial for the model to become linear again. For
the ILP, the constants αdrn and βdrn should be determined first. Then Equation (2)
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should be replaced by

υdr ≥ αdrnµdr + βdrn n ∈ [Ndr]; d ∈ [D]; r ∈ [R],

where µdr is given by Equation (10). Clearly, if Ndr increases, the accuracy increases,
but also the computation time. The same can be done for overloads at wards, where
µdr and σdr should be replaced by µdw and σdw given above.

An illustration of this procedure is given in Figure 5.1. The blue line represents
the expected overtime υ for given planned operating time µ. However, because this
line is not linear, it cannot be processed using standard ILP techniques. Instead,
this overtime is replaced and approximated by a fixed number of lines, that can
be taken into account in an ILP. The more tangent lines are used, the better the
approximation.

µdr

υdr

υdr ≥ αdr1µdr + βdr1

υdr ≥ αdr2µdr + βdr2

υdr ≥ αdr3µdr + βdr3

Figure 5.1: Illustration of the linearization method

5.4 Case study: VU University Medical Center

The research presented in this chapter is motivated by the scheduling difficulties
faced at the Department of Cardiology of the VU University medical center (VUmc)
[117]. VUmc had three cath labs at its disposal where different types of cardiologi-
cal procedures can be performed (heart catheterizations, implant placements, etc.).
Prior to such procedures, patients require a specific preparation (which generally
takes hours to days) at a suitable ward, where usually also the required aftercare is
provided for the patients. Due to specialized equipments and personnel, not every
patient can be hospitalized at every ward or be treated at every cath lab. The
subsets of suitable wards and cath labs per patient depend not only on the patient’s
procedure, but also on the urgency of the patient, since specific wards are primarily
intended for urgent or elective patients.

So far, patient scheduling has been done entirely manually, which has regu-
larly led to last-minute or ad hoc improvisations in order to accommodate incom-
ing patients properly. Even though no severe accidents have resulted from manual
scheduling, there has been a strong conjecture at VUmc that improvement could be
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obtained with patient scheduling, particularly because the scarce number of beds at
the five wards are poorly taken into account during the scheduling process. Ideally,
the utilization at each ward is as stable as possible to balance the workloads, but ar-
guably more important, to make sure that there is room available for (semi-)urgent
patients as often as possible.

5.4.1 Input data

The available wards and cath labs can be found in Tables 5.1 and 5.2.

Ward # Beds Urgencies Procedures
5B 14 Elective, semi-urgent, urgent CAG/PCI’s, Implants
5C 4 Elective, semi-urgent EFO/ablations, Implants
CCU 6 Urgent, semi-urgent CAG/PCI’s, Implants
EHH 6 Urgent, semi-urgent CAG/PCI’s, Implants
SCAR 4 Elective, semi-urgent CAG/PCI’s

Table 5.1: Wards cardiology VUmc

Room Starting time Ending time Procedures
1 08:15 16:30 EFO/ablations, Implants
2 09:30 16:30 CAG/PCI’s, Implants
3 08:15 16:30 CAG/PCI’s

Table 5.2: Cath labs cardiology VUmc

To admit patients at the cath lab, there is also a bed required at a ward, requiring
synchronization during the scheduling process. In this section, we give an impression
of patient flow at the wards due to patients at the cath lab. It is important to plan
patients at wards such that the load is stabilized, thereby increasing the buffer for
accepting (semi-urgent or urgent) patients and to balance the workloads of nurses
at the wards.

To plan this appropriately, the scheduler should have knowledge regarding the
distribution of the hospitalization times of patients. To provide an intuition for this
duration, the data analysis of the hospitalization times of all patients combined is
given in Figure 5.2.

This multi-modal pattern is due to two reasons. First of all, it is very unusual that
patients are transferred or sent home from the hospital during the evening at night.
Patients are generally received during the morning, meaning patients are unlikely to
have a hospitalization time between 16 or 20 hours. Also, most of the patients visit
the hospital for a CAG/PCI-procedure, for which the total hospitalization time lasts
between 4 and 10 hours. Moreover, there are groups of patients that remain slightly
over 1 (24h) or 2 (48h) days. For the model, the same has analysis has been done
for every patient group category c ∈ [C], which is used as a sampled distribution for
Hc.
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Figure 5.2: Distribution of hospitalization times

When creating a schedule of patients, one naturally can only work with infor-
mation that is known prior to the procedure. The inconvenience of the acquired
dataset for this research is that only the information after the procedure is known.
For example, a specific procedure may be planned, but during the procedure, this
may turn out to become a significantly other procedure, which last two to three
times as long. Hence, we cannot derive by our data what the original diagnosis
was. For this reason, we will work only with categories for which we know that the
patient belongs to this category. We have chosen to only work with categories for
which enough procedures/measurements in the data could be found, i.e., at least 40
procedures per year.

This has led to the following input data regarding the procedures in Table 5.3.
The procedure times are in hours, while the hospitalization times are expressed in
days.

Category # µv σv µp σp µn σn

CAG/PCI 18 0 0 1.33 0.5 0.2 0.1
CAG/PCI 5B 1 0 0 1.5 0.6 0.8 0.5
SwanGanz5C 1 1 0.5 1.25 0.6 0.5 0.6
Implant 5 * * 2 0.75 0.7 0.7
Short Ablation 2 * * 2.5 0.9 0.75 0.4
Long Ablation 3 * * 3.5 0.8 0.5 0.6
Semi-urgent PCI on ward 5B 5 2 2.3 1.25 0.5 1.1 1.1
Semi-urgent PCI on ward CCU 5 0.7 1.2 1.2 0.3 0.8 1.8
Semi-urgent PCI on ward EHH 1 0.5 0.4 1.05 0.5 0.2 0.2
Semi-urgent PCI on ward SCAR 5 0.1 0.1 1.2 0.5 0.2 0.1
Semi-urgent implant 1 0.5 0.4 1.5 0.6 2.6 4.4
Urgent PCI CCU 4 0.1 0.2 1.0 0.4 0.6 1.1
Urgent PCI EHH 2 0.1 0.2 1.0 0.5 0.2 0.2

Table 5.3: Average number of procedures per week

For simplicity, the numbers in Table 5.3 have been rounded or corrected where
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required. Whenever a star is mentioned at the preparation time, the hospitalization
time depends on the time of the day where the procedure takes place. If a patient for
an implant is scheduled in the morning on a cath lab, he or she will be hospitalized
the day prior to the procedure at a ward. When the patient is scheduled in the
afternoon, there is enough preparation time for the patient to be hospitalized in the
morning of the same day.

As a minor remark, prior to every procedure, the room needs to be prepared
and the preceding patient needs to depart from the room, which in total takes
approximately 15 minutes. For this reason in our implementation, approximately
15 minutes have been added to every procedure.

Choice of weights. In addition to the numbers in Table 5.3, the following weights
have been chosen to complete the required input. Of course, this is very subjective
and may have affect results significantly. In dialogue with the VU University Med-
ical Center, the penalties have been set on Vτ,r = 3, Vυ1,r = 5, Vυ2,r = 9, Vβ,w =
0.25, Vω1,w = 3 and Vω2,w = 9. The rewards per procedure, Rc, have been set equal
to 5 for CAG/PCI and SwanGanz procedures, 10 for implants and 20 for ablations.

5.4.2 Results

We illustrate the quality of the solution of our case study by depicting the plan that is
derived on an average day, as these are more clarifying than objective values. In other
words, the model outputs a list of instructions in an average week. This provides
fundamental insights to the scheduler that can also be used in irregular weeks. The
next three figures illustrate the order and moment at which the procedures from
Table 5.3 need to be planned.

Monday Tuesday Wednesday Thursday Friday

8-9

9-10

10-11

11-12

12-13

13-14

14-15

15-16

16-17

Implant

Implant

Long
Ablation

Implant

Implant

Implant

Long
Ablation

Short
Ablation

Long
Ablation

Short
Ablation

Figure 5.3: Blueprint room 1
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Figure 5.4: Blueprint room 2
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Figure 5.5: Blueprint room 3

As a clarification regarding the blueprint of room 1: the small, red thin blocks
represent the average duration per day that the room is busy with a (semi-)urgent
patient for an implant. Depending on the urgency, it is sensible to treat these at
Monday or Wednesday because these days contain more free space. The blueprint
for room 2 only consists of two PCI’s per day and requires no explanation.

Regarding the blueprint of room 3, it must be noticed that the Swan Ganz pro-
cedure and Dotter5B (a PCI with a much longer aftercare) on respectively Monday
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and Friday are scheduled. After all, a Swan Ganz procedure generally has a much
longer procedure time, while a PCI-procedure often results in an extra day aftercare
at ward 5B. This stabilizes the bed occupancy on 5B and 5C as beds are more often
used in the weekend, creating more space throughout the week.

A rule of thumb is therefore clearly to plan the procedures with the longest
preparation on the Monday (possibly on Tuesday, since the Monday is usually not
crowded), and that procedures with the longest aftercare are to be scheduled at
Friday. Note that the occupation at 5B on Monday according to this blueprint can
be equal to 4; 2 implants and a Swan Ganz procedures are treated on Monday, while
a patient with a long ablation on Tuesday also needs to be hospitalized that Monday.

Occupancy rate 5C. Using these blueprints, we consider the occupancy rate
of ward 5C. This ward has shown in practice to have the most fluctuations. By
simulating the working process on the ward using a simulation model, a comparison
can be made between utilization using the current scheduling methods, and the
utilization using the blueprints following from the model, as visualized in Figure
5.6.
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Figure 5.6: Average peak occupation 5C current (left) vs. optimal (right)

For ward 5C, a notable improvement can be seen as the peak on the Thursday
has been reduced, and a much more stable pattern throughout the whole week can be
seen. This pattern is mainly due to the fact that procedures with a long preparation
time have been scheduled on the Monday (such that the Sunday is used optimally).

Running time The model has been solved using the commercial optimization
software CPLEX. For the running time we remark that it depends on the number
of tangent lines used in the ILP (see end of Section 5.3.2). In this research, three
tangent lines per constraint have been chosen, which empirically have shown a good
enough accuracy for our research. As a result, the running time of the model was
in the order of hours.
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5.4.3 Scenarios

Experiments have been done with the use of this mathematical model by developing
an extensive simulation model that replicates the planning process of VUmc as good
as possible. With such a simulation model, the performance measures of possible
scenario’s can be analyzed. Using the blueprints that follow from the model, the
current situation is once more simulated, after which a variety of other scenarios
are simulated. Within this research, a scenario is referred to as a specific change
in structure or size regarding the logistic process. A different distribution of the
beds among the ward is therefore an example of such a scenario, if one wants to
investigate whether this can reduce the overload at a ward.

These simulations were requested by the VU University Medical Center, as spe-
cific changes are very realistic to happen such as a significant increase in patients in a
specific category, as new hospitals were planning to redirect their patients to VUmc.
An overview of these scenarios are explained below, after which the corresponding
results can be found at the end of this section.

Current situation Although simulations are meant to research changes in the
process, it is of vital importance to simulate the current situation to gain a fair zero
measurement. In this way, the simulation model can be validated to see whether it
actually simulates the correct process and to see whether the results are in corre-
spondence with the practice (i.e., the data analysis). In other words, by simulation
the current situation, one gains insight in how close the model lies to reality and a
fair comparison with simulating the scenario’s.

In case the utilization rate of a specific cath lab lies a few percent below the
percentage in the data analysis, one should take at the interpretation of the simula-
tion results (of other scenarios) into account that the simulated utilization rate also
should be a few percentages lower.

Growth scenario A very realistic scenario for VUmc is the scenario where the
number of patients increases significantly, because VUmc aims to take over the
cardiological group of patients of a different hospital. In expectation, this leads to
an increase of 240 CAG/PCI’s (1 per day), 40 implants and 80 EFO/ablations per
year. To facilitate this growth, the idea is to increase the number of beds from the
Special Care from 4 to 7 beds, while department 5C gains one extra bed.

Different starting times cath labs The growth scenario is very likely to force
extra capacity on the wards, but in case there is also too little capacity on the cath
labs, the hospital considers to change the starting time of room 2 from 09:30 to
08:15. This scenario is abbreviated as “ExtR2” in the upcoming results.

Four days EFO/ablations Currently, EFO/ablations are performed on only
three days (Wednesday, Thursday and Friday) due to the availability of the car-
diologists. However, when the number of EFO/ablations increases with 80 per year
(2 per week), the cardiologists may consider to extend their availability to four days.
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The results for the simulation of specific scenarios are given in Table 5.4. For
completeness, a simulation has been performed of one run, representing 100 years
of the exact same setting.

Data
analysis

Simulation
current

Growth Growth
+ExtR2

Growth
+ExtR2
+4DayEFO

Utilization
Room 1 66.4% 64.5% 75.8% 73.7% 74.1%
Room 2 70.3% 69.3% 76.9% 74.5% 75.3%
Room 3 73.9% 70.5% 78.5% 76.7% 77.0%
Undertime
Room 1 69.1 m 86.4 m 38.2 m 45.0 m 46.5 m
Room 2 43.9 m 58.4 m 39.1 m 50.7 m 46.8 m
Room 3 46.9 m 50.6 m 43.5 m 51.8 m 50.1 m
Overtime
Room 1 9.9 m 11.2 m 21.2 m 18.2 m 14.8 m
Room 2 18.5 m 19.1 m 32.6 m 17.3 m 16.7 m
Room 3 30.8 m 29.0 m 38.5 m 22.4 m 22.2 m

Table 5.4: Overview simulation results of different scenarios

This table contains a large variety of information, but it is important to verify
the simulation model first (i.e., to see whether the simulation model is close to
the realistic process), which can be seen in the first two columns. The simulation
model produces utilizations (of the cath labs) that lie approximately two percent
lower than in practice (i.e., the utilization that follows from the data analysis).
As a rough estimation to correct the results, one could simply add two percent to
the utilization rate to fix the gap between the simulation model and the realistic
process. These extra two percents clearly have not been included in any of the last
four columns for consistency, but will be referred to in the remainder of this section.

An explanation for this difference is that the schedulers of the hospitals most
likely can solve unexpected difficulties in a more efficient way. The overtime from
the model is very close to the results from the data analysis, but the undertime
shows a significant, but not extreme, difference of approximately 5 to 20 minutes.

With this information, one has a better understanding on how to interpret the
results of these three scenarios. Clearly, the utilization rate will increase due to the
increase in patients (in all scenarios). In this case study, an increase of the utilization
of 10% is very realistic to happen for room 1 using this model, while room 2 and
3 are expected to have an extra 5 to 10% increase. For the scenario with all three
possible changes (growth + extension room 2 + 4 days EFO), an average utilization
of respectively 79%, 77% and 77% is obtainable (after the simulation correction of
2%). For the department of cardiology, this would a very positive development, as
more efficient usage of their rooms is of high importance.

Finally, the scenario is considered in which cardiologists that can perform EFO
and ablations should be available four days per week (instead of three). Minor im-
provements are visible (an utilization increase of about 0.5%), but it is questionable
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whether this improvement is significant. For the cardiologists at room 1, overtime
decreases with 6 minutes on average per day, which is considerable, but the cardiol-
ogists are free to choose whether this is worth for them.

5.5 Conclusions and future work

In this chapter, we proposed a technique that integrates two optimization problems:
the scheduling of patients at the cath labs, and the logistics of patients at the wards
where patients need preparative and aftercare. By linearizing the overshoot at cath
labs and wards, we can formulate an Integer Linear Program that outputs blueprints
within a reasonable amount of time, that can guide planners to where and when
specific procedures should be scheduled ideally. We also note that linearization of
overtime is usable in practice since the accuracy can be increased as long as the
computation time permits.

However, the assumption that is needed to linearize the overtime function re-
mains questionable. It is assumed that whenever the expected procedure time in-
creases, the variance increases similarly, i.e., V ar(Pc1)/E(Pc1) ≈ V ar(Pc2)/E(Pc2)
for all c1, c2 ∈ ρr for any r ∈ [R]. This allowed a simplification of the overshoot
function υ, such that it depends on only one variable, which allows an easier lin-
earization. Even though this assumption has been discussed and agreed upon with
the cardiologists in our case study, more recent research has shown this is not nec-
essarily the case. Procedures that have a longer average procedure time, may in
some cases have a smaller variance, as they are more predictable. This may lead to
incorrect results of the model.

For this reason, finding an alternative to this linearization assumption is the main
suggestion for future research. It is possible to linearize a function that consists of
two or multiple variables, by using tangent areas rather than tangent lines. Within
this research, an attempt has been done to incorporate such tangent areas within the
model, but initial attempts have made the model too time-consuming. It would be
interesting and relevant to find a way to incorporate tangent areas without increasing
the computation time not too much, in order to drop the questionable linearization
assumption. Alternatively, an interesting question is whether there is another way
to let (the approximation of) the overtime function depend on one variable only,
without making assumptions on the relationship between the mean and variance of
the procedure times.



Chapter 6

Train Timetable Generation

This chapter considers the Periodic Event Scheduling Problem (PESP), where the
goal is to schedule a given set of events to times within a cyclic framework, sub-
ject to constraints that impose upper or lower bounds on the time difference of
pairs of events. Even though determining feasibility is already hard, a supplemen-
tary weighted slack objective function is added, which in practical settings can be
interpreted as minimizing the waiting times of passengers.

After discussing the background of train timetable generation in Section 6.1,
the problem under consideration will be defined in Section 6.2. Several simple, but
useful state and search space reduction techniques are discussed in Section 6.3. By
solving an easier special case of the problem, explained in Section 6.4, the used tree
decomposition heuristic will be elaborated upon in Section 6.5. This approach is
tested on online benchmarks, for which its performance is reported in Section 6.6
and concluded in Section 6.7.

The results in this chapter are based on [116] and require basic knowledge on
combinatorial optimization.

6.1 Background

In many countries with an advanced transport network, the planning process of
railway transport providers is an extremely complicated and time-consuming proce-
dure. Most railway transport providers apply a hierarchically structured planning
process that consists of multiple stages, where the focus of timetabling starts macro-
scopic towards microscopic feasibility. From a high-level point of view, the planning
process for train networks can be divided into the following tasks [11]:

1. Network planning: constructing the infrastructure of the railway network, such
as tracks, usually based on technical constraints as well as on an economical
analysis.

2. Line planning: determining the routes (and frequencies) of trains within the
railway network.

3. Train timetable generation: determining the arrival and departure times of
trains, including their routes through the infrastructure/stations.

113
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4. Rolling stock and personnel planning: assigning the available rolling stock and
personnel to the trips.

5. Real time traffic: ensuring the realization of the planning by solving irregular-
ities (e.g., delays) on an operational level.

The focus of this chapter lies on the third step within this hierarchy, the design of
train timetables, although the proposed algorithms are not restricted to this setting.
However, routing through the infrastructure lies beyond the scope of this chapter as
this complicates the problem significantly. In practice, a separate routing algorithm
is used that can verify whether the generated timetable is also feasible with respect
to its railway network within stations.

6.2 The Periodic Event Scheduling Problem

6.2.1 Motivation

Constructing a high quality railway timetable is a complex and time consuming task,
since typically all lines in the entire traffic network are connected. In other words,
the departure and arrival times of all trains directly or indirectly depend on each
other. Due to the additional numerous constraints that are involved in a timetable,
it is undesirable and/or practically impossible to construct an optimal timetable
manually, which motivates the research for automated timetable generation.

It is preferable to have a cyclic timetable, i.e., a timetable where every event
occurs exactly once every period of time. The length of such a cycle is typically
set to one hour. This also makes the generation of a timetable more tractable,
as the timetable needs to be designed for one hour only, rather than an entire
day. Moreover, this makes it for travelers easier to recall the departure time of the
required train in case they need to traverse the same route on a different time. The
hourly pattern may have some exceptions where more trains could be required to
fulfill the demand (e.g., during rush hours), but this simply can be solved creating
a separate timetable, where the second timetable is a subset or variant of the first.

Usually, the constraints of a railway timetable can be defined as putting a time
difference between two events. For example, two trains should depart at least a
minimum amount of time after each other to prevent possible overlap. To incorpo-
rate these constraints and preferences within a cyclic framework, the Periodic Event
Scheduling Problem (PESP) is widely used within railway timetabling. This model
is initially proposed by [107] and will be defined in Section 6.2.2. For a more exten-
sive motivation for the usage of the PESP the reader is referred to [81], where also
is argued how this model can be used in the entire planning process.

6.2.2 Definition

The PESP aims to schedule a number of events within a cyclic framework of length
T . In a railway timetabling context, examples of such events can be the departure,
pass-through or arrival of a train at a specific station.
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Let n be the number of events that need to be scheduled. Furthermore, introduce
a set of decision variables V , where vi ∈ [0, T ) is the time at which event i takes place
for all i ∈ [n]. A constraint in the PESP considers a pair of events, (i, j) ∈ [n]× [n],
and applies a time window using a lower and upper bound, Lij, Uij ∈ Z, on the
scheduled time difference of this pair of events, i.e., vj − vi. Let A ⊆ [n]× [n] be the
pairs of events for which a constraint exists. This means that for (i, j) ∈ A, there
exists a time window [Lij, Uij] for which the constraint:

(vj − vi) mod T ∈ [Lij, Uij] , (6.1)

must hold. For example, if events i and j represent the departure of two different
trains from the same track, safety regulations could require the trains to depart at
least 3 minutes after each other. In this case, Lij = 3 and Uij = 57 to prevent trains
(from possibly different cycles) to coincide, assuming T = 60.

A PESP instance can be transformed and visualized in a directed graph D =
(V,A), where n = |V | is the number of vertices/variables, and m = |A| is the
number of arcs/constraints. For every constraint (i, j) ∈ A for which a constraint
as in Equation 6.1 exists, an arc i→ j is introduced and labeled with [Lij, Uij]. For
convenience, vertices and variables are used as synonyms throughout this chapter.
The same is done for constraints and arcs. See Figure 6.1 for a simple example with
only three constraints.

v1

v2

v3

[1
0,
20
] [15, 20]

[20, 35]

Figure 6.1: Example of a PESP instance visualized in a graph (T = 60)

As a notational remark: x mod T is abbreviated to (x)T . Here, x can be a number,
but also an interval that will be scaled within the interval [0, T ). Since the graph
formulation is slightly preferred in the literature, this chapter adopts the same no-
tation, which allows the problem to be formally defined as follows.

Periodic Event Scheduling Problem (PESP)

Given: A directed graph D = (V,A), a time window [Lij, Uij] for every
(i, j) ∈ A with Lij, Uij ∈ R and a cycle time T .

Goal: Find a v ∈ [0, T )n such that (vj−vi)T ∈ [Lij, Uij] for every (i, j) ∈ A,
or state infeasibility.

Trivially, it is assumed that Lij ≤ Uij as the instance is infeasible otherwise, and that
Uij −Lij < T , since the constraint would be redundant otherwise. Moreover, all Lij

and Uij are assumed to be integer, which is practically justified because timetables
are usually published in minutes (integers). Using this assumption, it has been
proven in [93] that every feasible PESP-instance then has an integer solution.
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Note that by the cyclicity of PESP, the orientation of the arcs can be reversed
by “mirroring” the corresponding interval with T/2 as the center, i.e., constraints
of the type in Equation 6.1 is equivalent to

(vj − vi)T ∈ [T − Uij, T − Lij] . (6.2)

Handling the modulo operator. Even though the modulo operator follows nat-
urally from the cyclicity of the model, most standard mathematical optimization
techniques (such as Branch and Bound) are unable to handle this operator. For this
reason, constraints of the type as in Equation 6.1 are alternatively in the literature
formulated as:

Lij ≤ vj − vi + T · pij ≤ Uij, (6.3)

at the cost of one extra integer variable pij per constraint (in similar other models,
pij can also be a binary variable). Here, pij ∈ Z indicates the cycle difference
between i and j. In these constraints, pij is also referred to as the modulo parameter
of the constraint. The model now has become suitable for Mixed Integer Linear
Programming (MILP) methods.

A single constraint as in (6.1) defines a convex time window on the time difference
between two events, i.e., if x, y ∈ [Lij, Uij] then αx + (1 − α)y ∈ [Lij, Uij] for any
α ∈ [0, 1]. However, using this integer variable pij, one can implicitly define non-
convex intervals, even though the interval [Lij, Uij] for every constraint is convex.
This follows from the possibility in the model to allow multiple constraints between
a pair of events, and because Lij and Uij do not necessarily need to be in [0, T ). For
instance, if T = 60, the two constraints:

(vj − vi)T ∈ [0, 45] and (vj − vi)T ∈ [30, 72]

result in a feasible difference interval between vi and vj of [0, 12] ∪ [30, 45], by the
cyclicity of the model.

Remark 6.1. In the graph setting, this implicitly means that there must be multiple
edges (i, j) ∈ A with different, which may be notationally inconvenient and confus-
ing. To overcome this issue, it is possible to introduce a dummy variable k and set
vj = vk and add an edge (i, k) instead to mimic (i, j).

Cost optimization. Although the PESP is originally formulated as a feasibility
problem, an objective function can be added without complications. One of the
easiest, but also practically most useful, objective functions can be deduced from
the constraints. In many cases, for a constraint (vj − vi)T ∈ [Lij, Uij], the optimal
value (vj − vi)T is the minimum Lij from a time-efficiency perspective.

For example, if arc a = (i, j) corresponds to the constraint that the changeover
time between two trains (that correspond to variables i and j) should lie in [Lij, Uij],
the waiting time is minimized if vj − vi = Lij. If wij denotes the cost of every time
unit that all travellers need to wait longer at the changeover corresponding to the
constraint, the term:
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zij(vi, vj) = wij ((vj − vi)T − Lij) (6.4)

can be used to quantify the costs. The objective function or total costs, referred to
as the weighted slack function, can then be expressed as z(v) =

∑
(i,j)∈A zij(vi, vj).

The focus in this chapter is on this weighted slack function. Other objective
functions are discussed in [98] and [83], such as minimization of passenger travel
time, required rolling stock, or the number of violated constraints (in case of an
infeasible instance), while maximization functions include the profit or robustness.

6.2.3 Related work

This chapter focuses for a large part on heuristics, but will use efficient combinatorial
optimization algorithms to solve subproblems if possible. One of the earlier and more
influential solution methods in a railway timetabling context is found in [106], which
will be briefly described further. Moreover, an overview of the Operations Research
of railway timetabling can be found in [74], while an overview for the PESP in
particular (including extensions) can be found in [81].

The PESP was originally formulated in [107], where also several algorithms were
proposed. These are primarily searching methods where the modulo parameters are
solved first. To this end, a minimum spanning tree is initially constructed, where the
the number of possible values (cardinality of the time window) are used as weights
on the arc. The idea is that a solution is found that satisfies the n− 1 tightest (and
therefore expected to be the hardest to fulfill) constraints beforehand, but similar
techniques might lead to a brute-force algorithm at an early stage.

Exact methods. A large part of the methods in the current literature focuses on
the PESP as a feasibility problem, rather than an optimization problem. One of
the first solution methods in a railway timetabling context has been implemented
by [106] by solving the Mixed Integer Linear Program (MILP) using constraints of
the type as in Equation 6.3. With the aid of the commercial optimization software
package CPLEX, solutions for practical railway timetabling instances can be found
with the aid of searching algorithms and adjustable parameters within the software
package. Other works that focus on solving the MILP can be found in [94], [95],
[83] and [98], using cutting planes and similar other mathematical optimization
techniques.

Heuristics. A few heuristics already exist that output only very few violated
constraints for real-world instances, for example in [80], where cuts and/or local im-
provements are used to improve the original heuristic from [107]. Although the per-
formance may be relatively good in practice, many of the currently known heuristics
struggle with the task of restoring an infeasible solution, without using brute-force
early.

The work presented in [80] is similar to the modulo simplex algorithm, firstly
presented in [91], and improved by [47], by exploiting advanced methods in the
modulo simplex tableau and larger classes of cuts to escape from local optima.



118 CHAPTER 6. TRAIN TIMETABLE GENERATION

This method currently performs best on many benchmarks that are also used for
this research. Still, more ways to backtrack a solution and escape local optima are
searched for in the current literature. This work aspires to contribute to this concept
from a different perspective.

6.2.4 Contributions

The scientific contributions presented in this chapter are the following. First, a
special case of the PESP will be considered in Section 6.4 where the graphD = (V,A)
is cycle-free and every variable vi for which i ∈ V is potentially bound to a specific
subset of {0, 1, . . . , T − 1}. A dynamic program will be introduced that solves this
problem in O(nT 2) time, even when an objective function is considered.

This dynamic program is used as part of the contribution in Section 6.5, which
consists of a tree decomposition heuristic that solves the PESP. Even though solving
individual components of a problem may be easy, the difficulty lies in merging these
components such that the problem as a whole is solved as well. The idea is that
once the main problem is split into subproblems. Once a one subproblem is solved,
this puts restrictions on other subproblems that need to be fulfilled to solve the
main problem. A procedure to recognize and solve this issue will be propo. that
decomposes a PESP problem into trees that are solved independently and merged
into a feasible solution.

These techniques are primarily based on dynamic programming, which allows the
usage of a smart objective function that heuristically maximizes the possibility that
a solution for a component can be extended to a solution for all other components.

6.2.5 Complexity

For T = 2, the PESP can be solved in polynomial time, for which an algorithm is
given in [98]. However, the PESP is strongly NP-complete for T ≥ 3. At least three
proofs are currently known, being reductions from the Linear Ordering Problem [82],
the Hamiltonian Cycle Problem [90] and the Graph k-Colorability Problem [93]. A
reduction using the last-mentioned problem is included below.

Graph k-Colorability Problem

Given: An undirected graph G = (V,E) and an integer k ≤ |V |..
Goal: Determine whether there exists an assignment of k colors to vertices

c : [k]→ V such that for every edge (i, j) ∈ E, c(i) ̸= c(j).

Theorem 6.1. PESP is strongly NP-complete.

Proof. Given an instance G′ = (V ′, E) and k of the Graph k-Colorability Problem,
construct the following instance of the PESP.

� T = k,

� V = V ′,
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� A = E with arbitrary direction, and

� [Lij, Uij] = [1, k − 1], for all (i, j) ∈ A.

If the instance for the Graph k-Colorability Problem is a Yes-instance, then c(i) ̸=
c(j) for all (i, j) ∈ E. Now in the corresponding PESP-instance, set vi = c(i) − 1,
because the minimum value for vi is 0, while the minimum value for c(i) is 1. Note
then that therefore (vj − vi)T ∈ [1, k − 1] since vi ̸= vj, meaning that the instance
for the PESP also is a Yes-instance.

Conversely, if the instance for the PESP is a Yes-instance, recall that it has been
proven in [93] that there exists a feasible integer solution, since k is integer. Since
the time interval is [1, k − 1], it also must mean that for every (i, j) ∈ A, the two
corresponding events have different values assigned, i.e., vi ̸= vj. This must mean
that also different colors can be assigned in the Graph k-Colorability Problem and
that it also is a Yes-instance.

Finally note that this reduction clearly can be done in polynomial time as all
transformations can be done in linear time, and that PESP is in NP since verifying
whether (vj − vi)T ∈ [Lij, Uij] for all (i, j) ∈ A also can be done in linear time.

Hence, no (pseudo)polynomial time algorithm can be found to solve the PESP,
unless P = NP.

6.3 State- and search-space reduction

From a practical point of view, it may be computationally very beneficial to reduce
the state- and search space without excluding feasible solutions. This usually can
be achieved fairly simple indeed, especially within a railway timetabling context.
In the following sections, several state- and search space reduction techniques are
discussed, of which most are also (partially) noted in [83]. Even though most of
these methods are straightforward, it is useful to mention these methods to provide
an intuition for the complexity of the reduced problem.

6.3.1 Intersecting feasible intervals

As explained in Remark 6.1, multiple constraints between a pair of events i and
j can be constructed to implicitly define a constraint with a non-convex feasible
interval. This may require additional variables as mentioned in Remark 6.1.

When using MILP methods, it is essential that a single constraint induces a
convex interval. However, the heuristics explained in this chapter are not MILP
methods, and are not affected by whether these intervals are convex or not. This
allows to combine all constraints between a specific pair of variables, into one con-
straint. To elaborate the possibilities, the following simple definition is introduced
for notational convenience.

Definition 6.1. The feasible interval ∆ij between variables i and j are the values
vj − vi for which (vj − vi)T ∈ [Lij, Uij] for every (i, j) ∈ A.
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Initializing ∆ij can simply be done as follows. For every constraint, scale the feasible
interval [Lij, Uij] within the cycle [0, T ) and call this new interval ∆ij. For example,
if T = 60, [30, 75] will be scaled to [0, 15] ∪ [30, 59]. Then, let ∆ij = ∩(i,j)∈A∆a.
In Section 6.2 it was argued that the orientation of arcs can simply be redirected,
which implies that at most 1

2
n(n− 1) constraints have to be considered.

6.3.2 Eliminating variables

There exist two straightforward ways to eliminate variables:

1. For every constraint (i, j,∆ij) where |∆ij| = 1, either variable vi or vj does
not have to be considered for optimization, as its value completely depends
on the other variable. Let δij be the only value in ∆ij. Assuming vj will be
disregarded, all constraints of the type (j, k,∆jk) can be replaced by:

(i, k, (∆jk + δij) mod T ) .

A similar shift can be done for constraints of the type (k, j,∆kj). After
solving the model without xj, its value can easily be determined by vj =
(vi + δij) mod T .

2. If a variable vi is contained in only one constraint (i, j,∆ij) and |∆ij| > 1, the
constraint always can be satisfied. After all, consider the problem without vi.
Once vj is determined, one can afterwards choose |∆ij| different values for vi
such that the constraint is satisfied.

6.3.3 Propagating constraints

Constraint propagation refers to the method of tightening the feasible interval be-
tween variable i and j, ∆ij, by combining a series of ∆ik, . . . ,∆k′j, where i→ k →
... → k′ → j is a path from i to j in the PESP graph. To see this, note that if
(vk − vi)T must be in [La, Ua] and if (vj − vk)T must be in [Lb, Ub]T , that (vj − vi)T
must be in [La + Lb, Ua + Ub]T .

To describe the method informally, let Pij ⊆ A be the set of all possible paths
from i to j. To reduce the feasible interval ∆ij, consider all possible paths P between
i and j. The indirect feasible interval between i and j according to path P and verify
whether ⊕a∈P∆a reduces the feasible interval ∆ij. Indeed, the number of possible
paths between i and j may be exponential, but a precise description on how to
propagate constraints efficiently can be found in [83].

To illustrate, reconsider the example in Figure 6.1. There is one direct con-
straint which initializes ∆13 to [20, 35]. However, using constraints (1, 2, [10, 20])
and (2, 3, [15, 20]), it is easy to see this sequence induces a constraint between vari-
able 1 and 3 with feasible interval [10+ 15, 20+ 20] = [25, 40]. The existence of this
indirect feasible interval implies that the already existing interval ∆13 = 20, 35] can
be reduced to [20, 35] ∩ [25, 40] = [25, 35].



6.4. THE RESTRICTED PESP 121

6.4 The Restricted PESP

This section defines and analyzes a special case of the PESP, the so-called Restricted
Periodic Event Scheduling Problem (RPESP), which provides the basis for heuristic
methods for the PESP in this chapter. Even though these heuristics will be explained
in detail in the next section, it is helpful to provide a motivation for the upcoming
heuristics in a later section, in order to understand the intuition behind the problem
considered in this section.

6.4.1 Motivation

The proposed algorithms in this chapter are based on the concept of decomposing
a PESP instance into components that each contain a subset of the variables (and
therefore also a subset of the constraints), which will be solved separately. Trees are
large components, for which it will be shown that these can be efficiently solved, and
even optimized. To clarify the concept, a few definitions will be introduced first.

Definition 6.2. A PESP instance Cx = (Vx, Ax) is a component of PESP instance
D = (V,A) if Vx ⊂ V and Ax = {(i, j) ∈ A : i, j ∈ Vx}.

A component can also be seen as a subproblem. It is important to see that whenever
a PESP instance D = (V,A) is decomposed into k disjoint subproblems C1, . . . , Ck

with ∪kx=1Vx = V , that A is not necessarily equal to ∪kx=1Ax. After all, con-
straints/arcs that connect two components in the original instance D are not in-
cluded in A1, . . . , Ak. In fact, these connecting constraints will turn out to be the
ones most difficult to fulfill.

Definition 6.3. The bridging constraints Bxy between two disjoint components Cx =
(Vx, Ax) and Cy = (Vy, Ay) with respect to D = (V,A) are all constraints (i, j) ∈ A
for which i ∈ Vx and j ∈ Vy.

With this definition, note that A =
(
∪k

x=1Ax

)
∪
(
∪kx=1 ∪ky=x+1 Bxy

)
. In particular,

given two components (or subproblems) Cx and Cy with respect to D, the combined
subproblem is denoted by Cxy = (Vx ∪ Vy, Ax ∪ Ay ∪Bxy).

When two components are solved separately, it is likely that the combined so-
lution does not correspond to a feasible solution with respect to D, because the
bridging constraints cannot be satisfied. If so, one prefers to make as few adjust-
ments as possible to the components, such that two solutions can be integrated.
This idea provides the basis for the heuristics in this chapter, and also motivates
the consideration of trees because of the following concept.

Suppose that the solution values of the variables in a component Cx are fixed,
and one wants to integrate this component with another component Cy = (Vy, Ay).
The solution within Cx might induce several constraints on the values in Cy (the
bridging constraints). Basically, these bridging constraints induce restrictions on
the exact values of the variables in Cy, alongside the constraints that already were
in Cy. See below for an example.
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Figure 6.2: Example of restrictions while integrating components.

Example 6.1. The graph in Figure 6.2 contains eight variables and nine constraints.
An already solved component Cx is the subgraph containing variables v1 to v4. The
dashed lines correspond to the bridging constraints, which are not considered when
the components are solved individually.

Based on these values, an algorithm needs to determine whether the fixed solution
(v1, . . . , v4) for Cx can be extended to a feasible solution (v1, . . . , v8) for D. To do
so, the algorithm needs to solve Cy based on the values v1, . . . , v4 and the bridging
constraints. In this case, one can easily see that the chosen solution for Cx limits
the possible values for v5 to [15, 20] ∩ [12, 17] = [15, 17] and for v6 to [26, 27]. These
constraints need to be taken as a starting point for solving Cy, in order to determine
whether a solution for the entire problem can be found with the starting solution
for Cx. Such constraints are referred to as exact variable restrictions Xi for variable
vi. This concept motivates the subproblem defined in the following subsection.

Finally, note that bridging arcs from Cx can always point to Cy since arcs can always
be mirrored, as explained using Equation 6.2.

6.4.2 Problem description

Lemma 6.1. A PESP instance for which the underlying graph D = (V,A) is a tree
can be solved in linear time.

Proof. To see the correctness of this lemma, take an arbitrary vertex i ∈ V and fix vi
with any value (e.g., vi = 0). The possible values from the adjacent variables can be
determined directly from the constraints corresponding to the arc. This procedure
can be repeated for unfixed variables adjacent to fixed variables, until all variable
values are fixed.

As argued in the motivation, so-called variable restrictions will be added to the
problem, meaning that every variable vi might be bound to a specific set of values
Xi. This notation allows the RPESP to become formulated as follows.
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Restricted Periodic Event Scheduling Problem (RPESP)

Given: A directed, cycle-free graph D = (V,A), a cycle time T , a feasi-
ble interval ∆ij ⊆ {0, . . . , T − 1} for all (i, j) ∈ A and variable
restrictions Xi ⊆ {0, . . . , T − 1} for all i ∈ V .

Goal: Find a v ∈ [0, T )n such vj − vi ∈ ∆ij for all (i, j) ∈ A and vi ∈ Xi

for all i ∈ V , or state infeasibility.

Note that due to the addition of variable restrictions, the problem has become non-
trivial and a different algorithm is required.

6.4.3 Optimizing RPESP

Theorem 6.2. RPESP can be optimized in O(nT 2) time.

Proof. Theorem 6.2 is fundamental for the heuristic in this chapter, and will be
proven using dynamic programming. To this aim, label a vertex of choice as the
root r of the tree. A vertex j is a child of i if there exists an arc between i and j and
i is closer to the root than j in terms of number of arcs. Similarly, i is the parent of
j, which is denoted by p(j) = i. Note that p(r) = ∅.

The dynamic program starts with the vertices at the bottom of the tree (i.e.,
the leaves), and proceeds in a bottom-up fashion by considering in every iteration a
vertex of which all children have been considered earlier. Because the graph contains
no cycles, such a vertex always exists.

At vertex i, the dynamic program enumerates all feasible solution values for
vi ∈ Xi and determines for which of these values a feasible solution exists, considering
only the constraints and variables in the subtree rooted at i (i.e., a subproblem is
considered). Additionally, an objective function where potentially every constraint
has a cost zij(vi, vj) as described in Subsection 6.2.2 can be added, although this is
not required. Using the mentioned model and definitions, the dynamic program will
use the following function:

f(i, x) =
minimum cost of a feasible solution of the subproblem
rooted at vertex i, while x ∈ Xi and vi = x,

with initialization for the leaves as:

f(i, x) =

{
0 if x ∈ Xi,

∞ otherwise.

In other words, the subproblem rooted at vertex i using vi = x is infeasible if and
only if f(i, x) =∞. The recursive identity that solves the dynamic program is:

f(i, x) =
∑

j:p(j)=i

min
vj∈[T−1]

(f(j, vj) + zij(vi, vj)) ,

for xi ∈ X.
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The correctness of the recursion of the dynamic program can be inductively ar-
gued as follows. The goal is to determine the optimal solution value of the subprob-
lem rooted at i, when vi is fixed at x. Prior to this stage, the dynamic program has
determined for every child j of i what the optimal value f(j, vj), for every possible
value vj = 0, . . . , T − 1 of the individual subproblems rooted at child j. Whenever
vertex i is added to the subproblem, more terms in the objective function need to be
considered. However, since the graph is a tree, only terms to the objective function
are added between i and its children, i.e., the terms zij(vi, vj) for all j. Since a
fixed vi = x is considered for evaluating f(i, x) and the subproblems rooted at the
children of i can be optimized independently of each other, one can simply iterate
in linear time what the optimal value for vj is, including also the terms in zij(vi, vj).

The running time of this dynamic program is as follows. Let ci be the number of
children of vertex i. Note that

∑
i∈V ci = n−1, because every vertex, apart from the

root, is a child of exactly one other vertex. Computing one value for f(i, x) takes
O(ciT ) time, because for every child j = 1, . . . , ni of i, for exactly |∆ij| = O(T )
values need to be verified whether there exists a vj such that (vj − x) mod T ∈ ∆ij.
Since f(i, x) needs to be calculated for at most T values for every vertex i ∈ V ,

the running time concludes to O
(
T ·
∑

i∈V ciT
)
= O(

(∑
i∈V ci

)2
) = O(nT 2). This

proves Theorem 6.2.

Finally note that the dynamic program can be terminated earlier if it detects for a
vertex i that there exists no f(i, x) <∞, as this implies there is no solution for the
subproblem rooted at i (and therefore the RPESP instance).

6.5 Tree decomposition heuristics

Decomposing the PESP into trees is the key technique for heuristics used to solve
PESP instances. The intuition behind this method has been explained in Section
6.4.1: the problem is decomposed in subproblems which are solved independently,
and integrated afterwards. If integration is not possible, it is desirable to make
as few changes as possible to enable integration. This is elaborated in the next
subsections.

6.5.1 Decomposing a PESP graph into trees

An important part of the algorithm concerns the decomposing of the original graph
D into trees. Clearly, this can be done in numerous ways for realistic instances.
For this research, a simple greedy heuristic has been applied based on the feasible
intervals ∆ij. To describe the method intuitively, a component C will be initialized
by adding the two vertices i and j that correspond to the arc with minimal |∆ij|.
Subsequently, a vertex is added to C if its addition will not lead to a cycle within
the component.

The resulting tree graphs, which by definition are components, are denoted as
C1, . . . , Ck. As mentioned earlier, the original graph D is not equal to ∪ki=1Ci, since
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the bridging constraints are not considered. Indeed, when all trees are optimized
individually, the bottleneck lies in satisfying the bridging constraints.

6.5.2 Requirements for partial solutions

Before specifying the requirements of a partial solution, we note the following.

Theorem 6.3. Given two components Cx and Cy with respect to D, a given solution
vx can be extended to a feasible solution for the (merged) component Cxy = (Vx ∪
Vy, Ax ∪ Ay ∪ Bxy) if and only if there exists a solution to the RPESP instance Cy

with variable restrictions Xj = ∩(i,j)∈A:i∈Vx ((vi ⊕∆ij) mod T ), for all vj ∈ Vy.

To emphasize the difference, vx is a partial solution to D, but a complete solution
to Cx. It is of interest whether vx can be extended to a feasible solution for the
merged subproblem Cxy, including the bridging constraints.

Proof of Theorem 6.3. To see the correctness of Remark 6.3, note that by definition,
all constraints in Ax are satisfied by definition of vx. Moreover, by construction of
Xi, the bridging constraints Bxy are fulfilled if the variable restrictions are satisfied.
Hence, the remaining constraints Ay are fulfilled if there exists a solution to the
RPESP instance using these variable restrictions.

Note that the dynamic program explained in the proof of Theorem 6.2 can de-
termine whether a partial solution vx can be extended to a feasible solution for Cxy.
Moreover, optimization of an objective can be taken into account to retrieve the
best solution for Cxy given vx. This justifies more formally the consideration of the
RPESP. Indeed, the next step is to integrate a feasible solution for Cxy to a solution
for a larger component.

Using this concept, one needs to find partial solutions v1, . . . , vk such that vx∪vy
is a feasible solution for Cxy for all x = 1, . . . , k and y = x+ 1, . . . , k.

Clearly, a prerequisite for every partial solution vx with respect to D is that it
can be extended to a solution for the merged subproblem Cxy for all y = 1, . . . , k.
If not, then vx clearly cannot be extended to a solution for the original problem
D = (V,A). One can verify in O(knT 2) time whether a solution can be extended to
a solution for merged subproblems, using the dynamic program.

6.5.3 Identifying non-extendable partial solutions

The idea will firstly be illustrated informally by reconsidering the example in Figure
6.2. Given the solution v1 = (0, 12, 14, 18) for C1, the bridging constraints impose
variable restrictions X5 = {15, 16, 17} and X6 = {26, 27}. It turns out that, given
the solution v1 for C1, C2 in fact has become infeasible. After all, the constraint a57
demands that v7 ∈ {15, . . . , 27}, while a67 demands that v7 ∈ {28, 29, 30}, making
the feasible region for v7 equal to {15, . . . , 27} ∩ {28, 30} = ∅. Even though the full
PESP-instance is feasible, e.g., if

v = (0, 10, 10, 15, 15, 23, 25, 35),
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no feasible solution v2 for C2 can be found given the variable restrictions imposed by
solution v1. This clearly means that a different solution for C1 needs to be found.
While attempting to solve C2, the dynamic program will note this as well, since
f(7, x) will be False for all x. Informally, the dynamic program needs to send
feedback to C1 on how to find a feasible solution (that can be extended to a feasible
solution for C2), by imposing additional constraints on finding a solution for v1 for
C1.

In this specific example, note that a change has to be made in the subset
(v1, v2, v4); a feasible value for v3 can instantly be found due to the tree structure.
Thus, one needs to analyze the possible values for (v1, v2, v4) and identify which
combinations of values can never lead to a feasible solution for C2. This procedure
will be formalized in the next section.

6.5.4 Fixing non-extendable partial solutions

To solve the problem mentioned in the previous subsection, we introduce the fol-
lowing notion.

Definition 6.4. Given a PESP-instance, a subset ban (Yi, . . . , Yk), with Yj ⊆
{0, . . . , T − 1} for j = i, . . . , k, is a set of variable values for which any combination
(vi, . . . , vk) ∈ Yi × · · · × Yk can never extend to a feasible solution.

Subset bans basically form an administration of combinations of variables from which
the dynamic program already concluded that this leads to guaranteed infeasibility.
In this way, an earlier found partial solution for a component Cx can never be
considered again, if it has been proven to be non-extendable to another component.
When finding a feasible solution from the dynamic program described in Section
6.2, one can easily determine a value that fulfills these bans by picking a value x
for a variable i for which f(i, x) <∞ and vi /∈ Xi. Note that there can be multiple
subset bans on the same subset.

To complete the heuristic, suppose vx can be extended to a solution vx ∪ vy for
Cxy, and vx can also be extended to a solution vx ∪ vz for Cxz, where v

y and vz can
be deduced from the dynamic programs. Having found these solutions, this does
not necessarily mean that vy ∪ vz is a solution for Cyz (the constraints in Byz have
not been considered). This directly implies that vx ∪ vy ∪ vz is not necessarily a
solution to Cxyz. This is indeed where exponentiality theoretically can occur. Once
multiple trees are integrated in a component C, but are not able to be integrated
with another tree Cx, there may be subset bans in C spanning multiple trees. Note
that this problem occurs more if the trees are connected to each other, which occurs
less in a railway timetabling framework due the railway network (variables/trains
in a specific part of the country are less related to variables/trains at the far other
end of the country).

6.6 Experimental results

For this research, the 16 railway timetabling instances from publicly available PESP
benchmark library PESPlib [46] have been used. The upper bound for the running
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time has been set to 1 hour, though if a possible solution can be found, it is usually
done within minutes. The remainder of the running time is spent on optimizing the
objective function. The results are summarized in Table 6.1.

Table 6.1: Results of the tree decomposition using the PESLlib datasets
Dataset # Var. % Cons. Trees Sol. value Best value % Diff.
R1L1 3664 6385 5 36.1 31.1 +16.0%
R1L2 3668 6543 4 38.3 31.7 +20.8%
R1L3 4184 7031 5 35.0 30.5 +14.8%
R1L4 4760 8528 4 31.9 27.9 +14.3%
R2L1 4156 7361 4 48.8 42.5 +14.8%
R2L2 4204 7563 5 50.1 43.1 +16.2%
R2L3 5048 8286 4 42.9 39.9 +7.5%
R2L4 7660 13173 4 40.1 33.0 +21.5%
R3L1 4516 9145 5 55.4 45.4 +22.0%
R3L2 4452 9251 5 54.7 46.2 +18.4%
R3L3 5724 11169 5 56.5 43.0 +31.4%
R3L4 8180 15657 5 N/A 35.5 N/A
R4L1 4932 10262 5 61.2 51.7 +18.3%
R4L2 5048 10735 5 64.6 52.0 +24.4%
R4L3 6368 13238 6 N/A 45.8 N/A
R4L4 8384 17754 4 N/A 38.8 N/A

All experiments were conducted on a PC with an AMD Ryzen 5 1600 Six-Core
Processor (3.20 GHz) with 16 GB of RAM. The source code was written in Java.
To clarify Table 6.1:

� Trees is the minimum number of trees to which the variables can be decom-
posed for the tree decomposition heuristic.

� Sol. value is the solution value when using the tree decomposition heuristic
in millions. If no feasible solution could be found within the time bound, N/A
is given.

� Best value is the best found solution value at the time of publishing this
research (also in millions), generally by [46].

� % difference is the percentual difference between sol. value and best value.

Although the tree decomposition heuristic does not improve the current best, the
performance on these datasets can still be practically useful and at least offer per-
spective for improvements. Particularly, the short duration of the tree decomposi-
tion method, for an entire timetable with constraints of an entire country, is one
of the key contributions. To the best of the knowledge of the author, there exists
no method that can solve large instances (after data reduction) within such a short
amount of time.
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Unfortunately, three of the datasets could not be solved by the tree decomposi-
tion heuristic. This may be due to the higher number of constraints, or possibly a
structure within the constraints where the heuristic cannot deal properly with. Nev-
ertheless, the other 13 datasets could be solved, although the performance is about
20% worse on average than the currently best found solutions. The actual time
that can be saved is hard to estimate, as the running time for the best solutions are
not published. Still, since this method is a heuristic from a new perspective, there
is room for improvements and perhaps potential to improve the currently known
approaches.

6.7 Conclusions and future work

The PESP is a difficult problem for which the current literature is seeking more
practical methods to escape local optima, without applying brute force in an early
stage. This chapter has proposed techniques for heuristics that decompose a PESP
problems into trees. These techniques are primarily based on dynamic programming,
which allows the usage of a smart objective function that heuristically maximizes
the possibility that a solution for a component can be extended to a solution for all
other components. Experiments are performed using online benchmarks, and even
though the heuristic performs on average about 20% worse in terms of objective
function, feasible solutions can still be found quickly. The amount of time that can
be saved is currently hard to estimate, as the running time for the best solutions
are not published.

Future research should be done in improving this method to find feasible and
better solutions in a fast way. Other future work concerns the incorporation of
heuristics for the PESP into parallel problems. Current research includes the routing
of trains through stations in parallel to the optimization of the PESP. Due to the
highly complex structure of both problems, it is plausible that heuristics are likely
to be more suitable than exact optimization techniques.



Chapter 7

Conclusions and future work

In this thesis, both the theory and applications of four scheduling problems from
different areas have been studied. Even though every of the individual chapters has
its own conclusion, an overview and comparison of the contributed approaches and
gained insights is given in this concluding chapter, based on the goals and research
questions mentioned in Section 1.3.

Models and algorithms To reflect on the primary goal, this thesis has proposed
a variety of new perspectives, models and algorithms for four scheduling problems,
including for special cases thereof to achieve the secondary goal. The novelty and
suitability of these approaches is discussed here.

Algorithms based on dynamic programming are introduced for the acyclic BJCP
in Section 3.4 and the restricted PESP in Section 6.4. These both run in pseudo-
polynomial time. Dynamic programming turns out to be an adequate approach for
these problems, because the cycle-free property ensures that the (optimal) solution of
a subproblem can be used to solve a slightly bigger subproblem efficiently containing
the already solved subproblem.

Moreover, for both problems, an algorithm for the general problem is proposed
that uses the dynamic program for the acyclic version as a subroutine. However, one
might conclude that the proposed algorithm for the general BJCP is less suitable.
After all, the running time of the most straightforward algorithm using this sub-
routine includes two exponentially growing terms (see Theorem 3.5). On the other
hand, the proposed tree decomposition heuristic for the PESP (see Section 6.5) is
argued to be at least viable for practical purposes. As seen in the experimental re-
sults in Section 6.6, despite not being able to solve every instance, the heuristic can
solve several real-life instances within a reasonable amount of time. The difference
between these approaches is that the algorithm for the BJCP contains complete
enumeration for which no timesaving methods or exploitable insights are available
so far. For the PESP, a heuristic is designed that maximizes the size of solvable,
acyclic components. Since this minimizes the number of different components that
need to be merged, fewer integration steps are needed.

Yet, it is important to note that the use of dynamic programming in graphs
is not limited to acyclic graphs, especially for scheduling problems. This is shown
in Chapter 4 for the ECSP in the case where the constraints on the duty times
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(rather than driving times) are considered only. A column generation approach is
explained in Section 4.3 for which a standard pricing problem is solved to find a daily
duty (without breaks, but with a maximum bound on the duty time) with lowest
reduced costs. The dynamic program becomes more complicated when a weekly
duty of a driver with lowest reduced costs needs to be found, but the computational
complexity hardly increases. In this case, not only needs to be ensured that the
length of the individual daily duties does not exceed a length bound L, but now
additionally also needs to be ensured that the resting time between every subsequent
pair of daily duties is at least λrest

daily.

In order to solve this special case of the ECSP more efficiently, it is crucial to
note that the duty time of a daily duty starting in trip t and ending in trip u does
not depend on the trips driven between t and u. In other words, the daily duty time
can be determined in constant time when the starting and ending trip is known.
This property is characteristic to scheduling problems, where the jobs/trips (and
therefore the corresponding graph) contain such a time structure. The algorithms
proposed in Section 4.3.4 (weekly duty) make use of this time structure, which allows
a polynomial running time algorithm to solve the pricing problem. However, column
generation is still a part from the branch-and-price procedure, which in theory runs
in exponential time.

Finally, the RWPP is characterized by the stochastic nature of procedure and
hospitalization times for patients. This complicates the design of an Integer Linear
Program for which some performance measures in the objective function depend
on stochastic factors. As shown in Section 5.3.3, the expected overtime on a room
is based on the mean and the variance, but does not grow linearly with these two
parameters, making Integer Linear Programming theoretically unsuitable. Such a
non-linear expression can be approximated by a combination of linear expressions
with the use of tangent lines. For this problem, an assumption is made that when-
ever the expected procedure time increases, the corresponding variance increases
similarly. Despite this assumption being questionable in general, it does allow the
model to incorporate stochasticity of procedure times, hospitalization times and ur-
gent arrivals, while minimizing the weighted sum of important performance measures
for ORs and wards that could not have been found simultaneously in the literature
before.

Complexity and structure All four problems were shown to be NP-complete
by a reduction from another NP-complete problem. As explained in Section 2.4,
this means that the problem is very unlikely to be solvable efficiently (as otherwise
P = NP). To reflect on the goal to identify what structural aspects may make a
scheduling problem hard to solve, note the following.

Although both the BJCP and PESP were shown to be NP-complete, but these
problems can be solved in pseudo-polynomial time in case the underlying graph was
cycle-free (see Theorem 3.3 and 6.2, respectively). This implies that cycles of the
underlying graph is one of the reasons that such (scheduling) problems are hard.

To handle graphs with cycles to a certain extent, one could isolate a set of vertices
for which its removal would make the graph cycle-free, also known as a feedback
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vertex set (see e.g., Theorem 3.5). However, this comes with several downsides.
First, an algorithm that finds such a feedback vertex set runs in exponential time.
Second, this still requires to completely enumerate over all possible values in the
feedback vertex set, which also may be an exponential number of (acyclic) instances.
As an alternative, the graph may be decomposed in acyclic instances that can be
solved independently. However, there is no efficient way to guarantee that these
solved instances can be integrated in a feasible (and therefore optimal) solution to
the original instance.

Future work The primary goal of this thesis was to provide new perspectives,
models and algorithms to solve scheduling problems. The proposed methods at
some point reached its limitation regarding computation time, performance, or some
constraints could not easily be incorporated in the model or solution method at all.
Cyclicity in graphs has been identified as a main characteristic why the considered
scheduling problems cannot be solved easily.

An interesting, overarching future research direction would be to identify what
characteristics of scheduling problems make some techniques more suitable than
others. Such characteristics may include the structure of the problem (e.g., whether
the jobs are fixed to a specific time or not, or whether the problem can be modeled
as a directed acyclic graph) or a specific type of constraint. To illustrate this idea,
consider the following comparison. Most vehicle routing problems can be modeled
using a graph since it is usually assumed that every resource (driver) can perform ev-
ery task (trip). This enables the use of classical results in graph theory, where nodes
and paths often represent the tasks and the assignments to resources, respectively.
On the other hand, hospital planning problems are rarely formulated as a graph,
which may be because not every task (operation) can be done by every resource
(room and/or doctor). When both scheduling problems are modeled as a graph, a
path in the graph for the vehicle routing problem results in a feasible duty, while
this is not necessarily the case for the hospital planning problem. This difference
in problem structure might mean that graph algorithms are generally more suitable
for vehicle routing problems compared to hospital planning problems.

To give insight in why some approaches are more suitable than others for the same
scheduling problem, an enormous amount of additional research would be required.
This is not only due to the numerous types of scheduling problems, but also because
of large number of solution methods in Operations Research. To be complete in
achieving the goal of this thesis for one scheduling problem, one would need to
consider all possible approaches to the limit for this specific scheduling problem, and
compare the approaches by performance (computation time and solution quality) on
sufficiently problem instances. However, this clearly would require too much research
time. Hence, only a subset of the possible approaches for scheduling problems has
been considered in this thesis.

For the BJCP, ECSP, PESP and RWPP, an approximation algorithm, ILP
model, dynamic program, graph algorithm and/or heuristic has been proposed. But
it would have been interesting to attempt to implement more approaches for every
problem, and compare the performance of such algorithms with the ILP model and
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heuristics. And in case such an algorithm cannot be designed, it is interesting to
understand which constraint or characteristic makes this too difficult. In this way,
researchers that consider a new scheduling problem with similar constraints or char-
acteristics immediately have better insight in why a specific method is suitable or
not to the problem.



Summary

Scheduling problems belong to the classical optimization problems in Operations Re-
search due to their practical significance and theoretical elegance. This thesis focuses
on both the theory and applications of scheduling and contributes new methodolo-
gies and insights in both aspects. With this aim, four scheduling problems from
different areas have been considered in this thesis. For all four problems is proven
that the problem is difficult, meaning that it is very unlikely that an algorithm exists
that can solve the problem efficiently. For this reason, alternative approaches are
required that are proposed for every problem.

Chapter 3 considered the Budgeted Job Coverage Problem (BJCP), where the
goal is to select a subset of a given family of resource jobsets over a set of jobs with
costs and weights. The goal is to maximize the total weight while not exceeding a
budget. Because costs are assigned to jobs (or elements) instead of sets, analyses
from related work, particularly on greedy approaches for maximum coverage prob-
lems, cannot be applied. Instead, special cases of the BJCP have been considered. In
case each resource jobset has cardinality 2, a 1

2
(1− 1√

e
)-approximation algorithm can

be obtained (see Section 3.3). Moreover, it has been shown that in case the corre-
sponding incidence graph is acyclic, the problem can be solved in pseudo-polynomial
time using a bi-level dynamic program. This result suggests that cycles increase the
computational complexity of the problem significantly. To that end, a method has
been proposed to detect and remove those cycles from the graph by finding a so-
called feedback vertex set, but this algorithm comes with a computation time of
exponential order.

In Chapter 4, the European Crew Scheduling Problem (ECSP) is studied, where
the goal is to assign trips to drivers, subject to bounds on breaks, driving and duty
times of the drivers that are imposed by European regulations. It has been shown
that a special case, Path Cover with length bounds on a transitive graph, is strongly
NP-hard using a reduction from 3-Partition. A new MILP formulation has been
introduced, which can take practically all European regulations into account (breaks,
maximum duty times, maximum daily and weekly driving times and minimum daily
and weekly resting times). However, this may take too time-consuming to solve
for solvers due to its size and complexity. As an alternative, a two-level column
generation approach has been proposed for a special case of the problem, where
only one or multiple daily duties (excluding breaks) are considered. This method
crucially exploits the time structure of the underlying graph of the pricing problem.
Additionally, algorithms and research directions for the ECSP with more constraints
(multiple weekly duties, maximum driving times, breaks) have been given, which
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include some extensions of the model for a weekly duty. For the single duty case,
this approach is very suitable for realistic instances, but when scheduling over a
longer period (e.g., a week) the column generation approach may fail to deliver the
optimal solution within a reasonable amount of time. As an alternative, a beam-
search heuristic is proposed. Results show that this method is competitive with the
column generation approach, but runs much faster.

Chapter 5 considered the Room and Ward Planning Problem (RWPP), where
the goal is to optimize a planning of cath labs (comparable to operating rooms) and
the underlying wards, subject to a large variety of realistic constraints. A new model
is proposed that incorporates stochasticity of procedure times, hospitalization times
and urgent arrivals, while minimizing the weighted sum of important performance
measures for operating rooms and wards. This model is solved using a linearization
method. Even though this linearization is an approximation, one can increase the
quality of the approximation by simply adding more tangent lines, but this comes
with an increase of the computation time. Although linearization of objective func-
tions is not uncommon in the literature, an application to approximate the expected
overtime of a room subject to the constraints in this chapter could not have been
found before. This was possible in this research due to an additional assumption,
which informally implies that a procedure with a higher expected procedure time
also has a higher variance. While this assumption remains questionable, for rooms
where only one specialty operates (in this case, cardiology), this assumption is more
justifiable than in a general operating room setting with multiple specialties. Fi-
nally, a case study (VU University Medical Center) has been presented, where some
insights in data regarding procedure times are given, and where the model is applied.
This resulted in a planning for the hospital that can be used as a blueprint.

Chapter 6 provided a different view on the classical Periodic Event Scheduling
Problem (PESP). In this problem, the goal is to find a cyclic timetable, given a set
of events and constraints on the time difference between pairs of events. While the
PESP normally is a feasibility problem, a variant with an objective function has
been considered instead. A heuristic that decomposes a PESP into trees is given,
where the variables in the trees are bound to specific subsets of values. In order to
solve such trees, an algorithm is proposed that can solve this restricted variant using
dynamic programming. The objective function in this dynamic program leaves some
room for optimization, to heuristically maximize that a solution for a component
can be extended to a solution for all other components. Experiments are performed
using online benchmarks, and even though the heuristic performs on average about
20% worse in terms of objective function, feasible solutions for many instances can
still be found within a reasonable amount of time.
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Appendix A

Acronyms & notation

A.1 Acronyms

Acronym Description
BJCP Budgeted Job Coverage Problem
BMCP Budgeted Maximum Coverage Problem
CSP Crew Scheduling Problem
CTP Class-Teacher Problem
DAG Directed Acyclic Graph
DTBPCP Driving-Time-Bounded Path Cover Problem
ECSP European Crew Scheduling Problem
FPTAS Fully Polynomial Time Approximation Scheme
FVSP Feedback Vertex Set Problem
MP Master Problem
MILP Mixed Integer Linear Programming
PCP Path Cover Problem
PESP Periodic Event Scheduling Problem
RMP Restricted Master Problem
RWPP Room and Ward Planning Problem
UCTP University Course Timetabling Problem
VRP Vehicle Routing Problem
VRPDWH Vehicle Routing Problem with Driver’s Working Hours
WBPCP Weight-Bounded Path Cover Problem
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A.2 Notation

Chapter 3: Job Covering

The following notation is used in Chapter 3. Unless explicitly stated, the notation
can be used for both the BJCP and the BMCP.

Notation Description
A 1

2
(1− 1

eα
)-approximation algorithm for the BMCP

B Budget
cj Costs of processing/performing job j
c(S) Costs of a subset S ∈ F (only applies for the BMCP)
c(σ) Costs of the jobs of solution σ
fI(Y ) α-approximate cost-efficiency oracle with input Y (see Def. 3.3)
F Family of subsets {S1, . . . , Sm} (or resource jobsets)
G(F ) Incidence graph of a family of subsets F (see Def. 3.1)
i Index of a subset Si ∈ F (corresponding to e.g., a resource)
j Index of an element (or job) j ∈ F
J Set of jobs {1, . . . , n}
J(σ) Union of all jobs of solution σ J = ∪S∈σS ⊆ X
k Index for the iteration of Step 2 of Algorithm A
ℓ Total number of iterations of Step 2 of Algorithm A
m Number of subsets (or resource jobsets)
n Number of elements (or jobs)
r(I) Instance I of the BJCP reduced to an instance of the BMCP
S Subset of jobs (or elements) of J
SA
k Subset output by fI during iteration k of Step 2 of Algorithm A

wj Weight of element (or job) j
w(σ) Weight of the jobs of solution σ
X Set of n elements (or jobs) X = {1, . . . , n}
X(σ) Union of elements of the sets in σ
Y Subset of elements Y ⊆ X
σ Solution σ ⊆ F
σA
k Partial solution at the end of iteration k of Step 2 of Algorithm A
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Chapter 4: Crew scheduling

Notation Description
D(d) Driving time of daily duty d
D(s) Driving time of schedule s
D(w) Driving time of weekly duty w
D(σ) Driving time of solution σ
E(d) Ending time of daily duty d
E(t) Ending time of trip t
E(w) Ending time of weekly duty w
S(d) Starting time of daily duty d
S(t) Starting time of trip t
S(w) Starting time of weekly duty w
Y (d) Duty time of daily duty d
Y (w) Duty time of weekly duty w
Y (s) Duty time of schedule s
Y (σ) Duty time of solution σ
M(t, u) Travel time from ending and starting location of resp. trip t and u
T Set of trips
D Set of drivers
k Number of drivers
n Number of trips
p Number of daily duties
q Number of weekly duties
s Schedule, sequence of weekly duties s = (w1, . . . , wq)
w Weekly duty, sequence of daily duties w = (d1, . . . , dp)
λdrive
breakless Maximum breakless driving time before a break

λdrive
daily Maximum daily driving time before a daily resting period

λduty
daily Maximum daily duty time before a daily resting period

λdrive
weekly Maximum weekly driving time before a weekly resting period

τ restbreakless Time required to reset the breakless driving time
τ restdaily Time required to reset the daily driving time
τ restweekly Time required to reset the weekly driving time
σ Solution, set of schedules s1, . . . , sk
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Chapter 5: Hospital planning

Notation Description
R Number of rooms
W Number of wards
D Number of days
C Number of patient categories (or procedure types)
Hc Required hospitalization time for category c at a ward
Pc Required procedure time for category c at a cath lab
Zcd # (semi-)urgent patients of category c on day d
xcdrw # patients of category c scheduled on day d at room r and ward w
τdr Available time for procedures on day d at room r
υdr Expected overtime on day d at room r
βdw Available number of beds on day d at ward w
λdw Expected overload on day d at ward w
Tr,max Upper bound on the available time for procedures on at room r
βw,max Upper bound on the capacity of ward w
δd Set of patient categories that can be treated on day d
ρr Set of patient categories that can be treated at room r
ωw Set of patient categories that can be hospitalized at ward w
Vτ,r Costs per opened hour of room r (including staffing costs)
Vυ,r Costs per hour overtime at room r
Vβ,w Costs per reserved bed at ward w (including staffing costs)
Vλ,w Costs per overloaded bed at ward w
Rc Profit of treating a patient of category c
Π Objective function, πτ (τ) + πυ(υ) + πβ(β) + πλ(λ)− πP (x)
πP (x) Expected profit obtained from all elective procedures
πτ (τ) Expected costs due to the opening time of the rooms
πυ(υ) Expected costs from overtime at rooms
πβ(β) Expected costs due to the available beds at the wards
πλ(λ) Expected costs from overloaded wards
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Chapter 6: Train Timetable Generation

Notation Description
a Index of a constraint a = (i, j) ∈ A
A Set of pairs of events for which a constraint exists, A ⊆ [n]× [n]
Bxy Bridging constraints between components Cx and Cy

C Component of the PESP
D Directed graph D = (V,A)
i Index of an event i ∈ V
Lij Lower bound on the scheduled time difference of events (i, j)
m Number of arcs / constraints, m = |A|
n Number of vertices / variables / events, n = |V |
T Length of the cyclic framework
Uij Upper bound on the scheduled time difference of events a = (i, j)
∆ij Feasible interval between variables i and j
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Appendix B

Overview of used problems

An overview of formal definitions of all used combinatorial optimization problems
within this thesis is given here. Section B.1 lists the main five scheduling problems
that form the core of this thesis, ordered in appearance (i.e., per chapter). Section
B.2 lists all other combinatorial optimization problems, that are used for reductions,
subroutines, etc. For the meaning of the used notation for the main scheduling
problems is referred to the corresponding chapters and/or Appendix A.

B.1 Main scheduling problems

Budgeted Job Coverage Problem (BJCP)

Given: A family of subsets F = {S1, . . . , Sm} over a set of jobs J = [n] with
cost cj > 0 and weight wj > 0 for each j ∈ J , and a budget B.

Goal: Find a collection of subsets σ ⊆ F that maximizes
∑

j∈J(σ) wj such

that
∑

j∈J(σ) cj ≤ B.

European Crew Scheduling Problem (ECSP)

Given: A set of trips T = [n] with corresponding starting and ending times,
0 ≤ St ≤ Et, a traveling time matrix M and a number of drivers k.

Goal: Find a feasible solution σ that minimizes Y (σ).

Room and Ward Planning Problem (RWPP)

Given: A number of rooms R with maximum opening time Tr,max for ev-
ery r ∈ [R], wards W with maximum capacity βw for every w ∈ [W ],
patient categories C and days D, vectors of random variables H (hos-
pitalization time at ward) and P (procedure time at room), expected
urgent patient matrix Z, compatibility vectors δ (days), ρ (rooms)
and ω (wards), a cost vector V and patient profit vector R.

Goal: Find an assignment of patients to rooms, wards and days that mini-
mizes π(x, τ, υ, β, λ).
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Periodic Event Scheduling Problem (PESP)

Given: A directed graph D = (V,A), a time window [Lij, Uij] for every
(i, j) ∈ A with Lij, Uij ∈ R and a cycle time T .

Goal: Find a v ∈ [0, T )n such that (vj−vi)T ∈ [Lij, Uij] for every (i, j) ∈ A,
or state infeasibility.

B.2 Used combinatorial optimization problems

3-Partition

Given: A set of 3n integers, a1, . . . , a3n.
Goal: Determine whether there exist n disjoint subsets S1, . . . , Sn ⊂

{1, . . . , 3n} such that
∑

j∈Si
aj =

∑3n
j=1 aj

n
and |Si| = 3 for i = 1, . . . , n.

Assignment Problem

Given: A set of m people P = {1, . . . ,m}, a set of n jobs J = {1, . . . , n} and
a cost cij for every person i ∈ P to execute any job j ∈ J .

Goal: Find an assignment f : P → J such that ∪i∈Pf(i) = J that minimizes∑
i∈P ci,f(i).

Bin Packing Problem

Given: A bin capacity B > 0, a set of n items with size 0 < ai ≤ B for
i ∈ [n] and a maximum number of bins m.

Goal: Minimize the number of required bins K for which an assignment
f : [n]→ [K] exists such that

∑
i:f(i)=j ai ≤ B for all j ∈ [K].

Knapsack Problem

Given: A set of n items with corresponding weights wi > 0 and profits pi > 0
for i ∈ [n] and a knapsack capacity B.

Goal: Find a subset of items σ ⊆ [n] that maximizes
∑

i∈σ pi such that∑
i∈σ wi ≤ B.

Partition Problem

Given: A set of integers a1, . . . , am.
Goal: Determine whether there exists a subset σ ⊆ [m] such that

∑
i∈σ ai =∑

i/∈σ ai.

Path Cover Problem

Given: A directed graph D = (N,A) and a parameter k.
Goal: Determine whether there exists a path cover containing at most k

paths.
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Set Cover Problem

Given: A family of sets F = {S1, . . . , Sm} over a domain of elements X.
Goal: Find a subcollection σ ⊆ F of minimum cardinality such that its

union equals X.

Traveling Salesman Problem

Given: An undirected graph G = (V,E) and a distance de > 0 for every
e ∈ E.

Goal: Minimize the total length of a tour that visits every vertex in G
exactly once while starting and ending in the same vertex.

Weight-Bounded Path Cover Problem

Given: A directed graph D = (N,A), a weight bound W and a parameter k.
Goal: Determine whether there exists a path cover containing at most k

paths, such that every path in the path cover has weight ≤ W .
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