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Abstract: Microservices have emerged as a prevalent architectural style in modern software develop-
ment, replacing traditional monolithic architectures. The decomposition of business functionality
into distributed microservices offers numerous benefits, but introduces increased complexity to the
overall application. Consequently, the complexity of authorization in microservice-based applications
necessitates a comprehensive approach that integrates authorization as an inherent component from
the beginning. This paper presents a systematic approach for achieving fine-grained user authoriza-
tion using Attribute-Based Access Control (ABAC). The proposed approach emphasizes structure
preservation, facilitating traceability throughout the various phases of application development.
As a result, authorization artifacts can be traced seamlessly from the initial analysis phase to the
subsequent implementation phase. One significant contribution is the development of a language to
formulate natural language authorization requirements and policies. These natural language autho-
rization policies can subsequently be implemented using the policy language Rego. By leveraging
the analysis of software artifacts, the proposed approach enables the creation of comprehensive and
tailored authorization policies.
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1. Introduction

The microservice architecture has become a widely popular architecture style in re-
search and industry [1–3]. Microservice-based applications replace monolithic applications
by dividing the business logic into smaller services that perform a well-defined, relatively
small task [4]. Each service exposes its functionality through a web Application Program-
ming Interface (API). There are several web API paradigms, such as Representational
State Transfer (REST) [5] or Remote Procedure Calls (RPC) [6], with their most popular
specifications, OpenAPI [7] and gRPC [8]. With well-designed API specifications, microser-
vices enable the creation of reusable services. In this paper, we follow an architectural
style presented by Hippchen et al. [9] and Sidler et al. [10]. The business functionality is
implemented in a microservice that resides in the application layer. A frontend located in
the presentation layer accesses the respective microservice. However, with the distribution
of business logic across multiple microservices, the overall complexity of the management
microservices increases [4]. This includes the integration of access control mechanisms.

The Open Web Application Security Project (OWASP) frequently publishes a list
of security risks in web applications. In their 2021 list, broken access control is listed
as the number one security risk [11]. In a microservice architecture, the complexity of
access control is further increased by the distribution of services and their responsibilities.
As de Almeida and Canedo [12] report, communication, trust, and access control between
microservices are major challenges. Authentication and authorization are aspects of access
control [13]. Authentication involves the process of verifying the identity of a subject, while
authorization determines the level of access an authenticated subject is granted.

Authorization for microservice-based applications has been primarily researched as a
technical aspect of evaluating and enforcing authorization decisions in the microservice
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architecture [14,15]. The loose coupling of microservices offers a separation of concerns
between business logic and authorization logic. This allows the modification of authoriza-
tion logic without modifying the business logic. In this paper, we apply ABAC to perform
authorization decisions as it complements the loose coupling of microservices by adding
authorization components to the overall architecture [16].

Besides architectural challenges, the questions of what must be authorized and how au-
thorization can be systematically formulated and consequently enforced have not been fully
addressed. This implies changes to the software development process for a microservice-
based application. Authorization, as a subset of computer security, is a non-functional
requirement [13] which is often performed as an afterthought in software engineering [17].
To counteract this, authorization should be collected during the requirements analysis
and further realized throughout the design and implementation. However, there is no
widely established procedure to define authorization policies. While there are model-driven
approaches to derive ABAC policies based on Unified Modeling Language (UML) mod-
els [18,19], there is a lack of research on approaches to derive ABAC policies as an integral
part of a software engineering process. This also applies to the definition and creation of
authorization requirements, which are needed to define what needs to be authorized and
lack systematic structure [20].

We identify the integration of fine-grained authorization using ABAC in the develop-
ment of microservice-based applications as the primary research gap. To address this gap,
we establish four research questions investigated in this paper:

RQ1 How can ABAC policies be systematically formulated?

RQ2 How can requirements for authorization be formulated?

RQ3 How can we systematically implement authorization policies?

RQ4 How can we integrate authorization into the development of a microservice-based
application?

The leading research question is the formulation of ABAC policies (RQ1) as the central
authorization artifact. The definition of ABAC policies affects what must be collected during
the requirements analysis (RQ2) and how policies can consequently be implemented (RQ3).
The holistic integration into the development (RQ4) depends on the authorization artifacts.

To answer these research questions, the contributions of this paper are the follow-
ing: First, we propose an authorization policy language to provide a structure for the
formulation of natural language authorization policies. This is done with an Augmented
Backus–Naur Form (ABNF) structuring the necessary aspects of ABAC. Second, a subset of
the authorization policy language is provided to establish a formalization for the definition
of authorization requirements during the analysis phase. Third, we provide a structure
to implement authorization policies using the policy language Rego. Fourth, we provide
an authorization extension for a development process of a microservice-based application
spanning over the analysis, design, and implementation and test phases.

In this work, we focus on microservice-based applications using RESTful APIs, as they
have a fixed set of operations following the use of Create, Read, Update, and Delete (CRUD)
operations [5]. Further, authentication is not considered in this paper. That is, it assumes
that a human user is already authenticated (e.g., via Open ID Connect) and can prove it
(e.g., via a valid JSON Web Token (JWT) [21]).

The remainder of this article is structured as follows: Section 2 presents related work
on authorization and the state of the art on (fine-grained) authorization in (microservice-
based) applications. In Section 3, the authorization policy languages, the implementation
of authorization policies, and the authorization extension for a development process are
introduced. To demonstrate the contributions of this work, Section 4 introduces a case
study using the authorization artifacts and the authorization extension in a development
process. The results are discussed in Section 5. Finally, Section 6 summarizes this work.
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2. Related Work
2.1. Background

Access control is a fundamental aspect of security in IT systems [13]. It consists of
three aspects: authentication, authorization, and auditing [22]. In access control, a subject
(human or non-human) always attempts to perform an action on an object. A subject must
be authenticated before the access request can be authorized or not. The access request is
logged for auditing purposes. In this work, only the terms subject and object are used to
provide a common terminology and to avoid misconception (e.g., use of a subject instead
of a user).

Authorization is often divided into coarse-grained and fine-grained authorization [23].
Coarse-grained access control grants access to a system or resource to a broader set of
subjects. In contrast, fine-grained access control allows flexible access rights to specific re-
sources for individual users [24,25]. An overview presenting characteristics of fine-grained
and coarse-grained authorization is provided in Table 1. Popular authorization paradigms
are Role-Based Access Control (RBAC) and ABAC. RBAC ties a set of permissions (e.g., read
or write to a folder) to a role that can be assigned to a subject [26]. Thus, RBAC is typically
used to perform rather coarse-grained authorization. RBAC still allows creating roles
for individual resources or users. However, this can lead to a phenomenon called role
explosion, which implies an unmanageable number of roles in an access control system [27].

Table 1. Comparison of levels of authorization granularity adapted from [28].

Characteristic Fine Grained Coarse Grained

Granularity Highly detailed and specific
controls

Broader and generalized controls

Scope Control access to individual
resources or actions

Manage access at higher level
(e.g., functions, services)

Flexibility High Low

Manageability Complex Simple

Changing
Privileges Simple Complex

Popular
Paradigm ABAC RBAC

ABAC can perform an authorization decision based on a set of attributes that can
be received from a subject, an object, or an environment [29]. The attributes can be for-
mulated as a set of conditions. To perform authorization, the conditions are collected in
an authorization policy that can consequently be enforced. The collection of attributes
and conditions allows the creation of arbitrarily complex fine-grained access policies [30].
ABAC policies can be implemented in a policy language such as eXtensible Access Control
Markup Language (XACML) [31]. To enforce ABAC policies, there is a reference archi-
tecture consisting of four main components [29]: Policy Enforcement Point (PEP), Policy
Decision Point (PDP), Policy Information Point (PIP), and Policy Administration Point
(PAP). The PEP receives an authorization request from a client (e.g., web browser) and
forwards it to a PDP, which decides whether to allow or deny the request. The result is
returned to the PEP and the request is either granted or denied to the resource. To decide
if the request is valid, the PDP can use the PIP, which provides the attributes required to
make the decision. The PAP allows the formulation of authorization policies. While ABAC
allows the creation of fine-grained authorization policies, the complexity of introducing it
into applications and managing it is high, in part due to its distributed nature [28].

To define authorization policies, an Augmented Backus–Naur Form (ABNF) is used
in this paper. The ABNF is a modified version of the Backus–Naur Form (Backus–Naur
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Form) [32]. The ABNF is structured using rules and elements that represent the grammar of
a language. Each rule consists of a name, followed by an equals sign “=”, and the elements
that define the rule. Elements can be terminal symbols (literals) or references to other
rules. The notation allows for optional elements, repetition, and grouping, making it more
flexible than the traditional BNF. The ABNF is used in specification of internet protocols.
For example, the specifications of the HTTP protocol [33] or OAuth 2.0 [34] use the ABNF.

Listing 1 presents an excerpt from the HTTP 1.1 specification. The rule Request-Line
(line 1) refers to five other rules followed by a Carriage Return Line Feed (CRLF). Line 3
presents a rule defining how an HTTP version is specified, e.g., HTTP 1.1. Finally, the rule
Method in line 4 defines the available HTTP methods, e.g., GET.

Listing 1. Excerpt from the HTTP 1.1 specification [33].

1 Request−Line = Method SP Request−URI SP HTTP−Version~CRLF
2
3 HTTP−Version = "HTTP" "/" 1*DIGIT "." 1*DIGIT
4 Method = "OPTIONS" | "GET" | "HEAD" | "POST" | ...
5 ..

2.2. State of the Art

Integrating authorization into a microservice-based application addresses a subset of
security that focuses on the application layer [35]. There are several approaches and solu-
tions for integrating authorization into a microservice-based application. Banati et al. [36]
propose an authorization orchestrator using JSON web tokens, OAuth, and OpenID. Each
microservice has an IAM module that communicates with the authorization orchestrator
and enforces decisions. Sauwens et al. [15] describe a distributed authorization middleware
called ThunQ that can perform authorization decisions early (i.e., when the first service
is reached) and lazily (i.e., evaluating decisions only when possible). ThunQ allows au-
thorization decisions to be made at the microservice level by including a query modifier.
Nehme et al. [14] present an access control solution for microservice architecture based on a
combination of OAuth 2.0 and XACML technologies. Their solution requires a centralized
access control server that holds the necessary data to evaluate a request. This contradicts
the loose coupling of microservices. Further, the solutions presented focus on the technical
implementation of authorization in a microservice-based application. They answer the
question of how to implement authorization in a microservice architecture. However,
these solutions neglect the question of what must be authorized. To answer this question,
authorization policies must be created based on user requirements. The process of creating
authorization policies is also called policy engineering.

Das et al. [37] provide a classification for engineering approaches for ABAC policies.
The classes to emphasize are the top-down and bottom-up approaches. Bottom-up ap-
proaches create policies based on mining past access requests, examining logs, or mining
existing role matrices. Bottom-up approaches require existing data to mine policies. Top-
down approaches start from scratch, with no prior data other than existing natural language
policy documents. The inherent complexity of these approaches is the transformation of
natural language documents into an authorization policy. Thus, the authors identify the
creation of authorization policies based on natural language documents as inexact.

Brossard et al. [20] propose a systematic life cycle for implementing ABAC based on
enterprise experiences. The approach structures the development of authorization policies
into the phases of a software development process. This includes gathering authorization
requirements, identifying relevant attributes, implementing and testing policies, and de-
ployment. To define an authorization requirement, the authors suggest the use of use
cases. The authorization requirement is written in a natural language format. The authors
use XACML to implement the authorization policies. The process by Brossard et al. [20]
provides a promising structure for developing authorization policies. However, the process
is rather coarse and lacks details on how to systematically create artifacts. For example,
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the authors do not provide a structure for the creation of authorization requirements or
authorization policies. Alohaly et al. [38] focus on automating the extraction of attributes
based on those presented by Bossard et al. using natural language processing.

Another approach to automating ABAC policy development is presented by
Narouei et al. [39], who describe a policy engineering framework for deriving ABAC
policies from natural language documents using natural language processing. Similar
to [20], the authors use existing requirements documents to identify and extract rele-
vant policy elements (e.g., subject and object). Attributes are then extracted from the
elements and formatted into an XACML policy. The approach of Narouei et al. does
not include the definition of how the authorization requirements are documented in the
requirements analysis.

Zolotas et al. [19] present RESTSec, which enables the generation of secure RESTful ser-
vices using low code. The authors use model-driven engineering with a Unified Modeling
Language (UML) metamodel for ABAC to generate XACML policies. Fatemian et al. [40]
also propose a model-driven engineering approach that uses a UML metamodel for ABAC
to generate XACML policies. This approach allows the creation of XACML policies based
on the transformation of the UML metamodel. The authors provide a graphical interface
to create the policies which can then be transformed. These approaches require manual
definition of authorization requirements. In addition, the authorization requirements must
still be analyzed for their objects, actions, and attributes, which leaves room for inaccuracy.

The approaches of Brossard et al., Narouei et al., Zolotas et al., and Fatemian et al.
can be classified as top-down policies because they require existing documents to extract
relevant information. In addition, Brossard et al. neglect the process of creating the
required natural language documents. A bottom-up mining approach is proposed by
Talukdar et al. [41]. The authors examine existing access requests and create authorization
rules accordingly. For the development of new microservice-based applications, bottom-up
mining approaches cannot be applied, as there are no existing data to derive policies.
However, the creation of additional authorization policies based on, e.g., logs, can further
strengthen the security of a microservice-based application.

3. Authorization in Microservice-Based Applications

The creation of authorization policies can take several forms. According to [29],
Natural Language Policies (NLPs) and Digital Policies (DPs) should be considered. NLPs
are statements governing the management and access of objects that are human readable,
which can subsequently be transformed into machine-enforceable access control policies.
Digital policies are access control rules that can be compiled into machine executable
code [29]. Subject, object, attributes, and rules are the building blocks for a digital policy.
The digital policy can be enforced by a PDP. Throughout the development phases of a
microservice-based application, the available information regarding the authorization
changes in clarity and structure. We address this by introducing three artifacts which range
from a natural language policy to a digital policy.

Figure 1 provides an overview of the introduced artifacts in the respective development
phases. The authorization requirement is an NLP which is created in the analysis phase.
To create an authorization requirement, we propose an Augmented Backus–Naur Form
(ABNF) providing a structure for natural, human-readable sentences. With the design
phase, the knowledge regarding authorization is more consolidated and the relevant ABAC
terms (e.g., subject and object) are known. Therefore, we introduce an artifact authorization
policy which is a further defined authorization requirement containing the building blocks
for the digital policy. Similar to the authorization requirement, we propose an ABNF
containing more structured rules to create a further structured authorization policy. Thus,
we classify an authorization policy as a natural language policy and an intermediate artifact
to a digital policy. Finally, in the implementation and test phase, the authorization policy is
transformed into a digital policy by implementing the policy using Rego.
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Figure 1. Classification of policy types and policy artifacts.

Since the authorization policy is an intermediate artifact between NLP and DP, we first
introduce the ABNF for authorization policies in Section 3.1. Based on the authorization
policy, we introduce the ABNF for the authorization requirement as a simplified authoriza-
tion policy in Section 3.2. The implementation in Rego based on is introduced in Section 3.3.
Finally, the integration into a development process is introduced in Section 3.4.

Complementing the introduction of the proposed authorization artifacts, we introduce
two running examples:

1. Alice is working in the finance department of the Berlin branch of a company. She
is only allowed to retrieve a list of projects she is assigned to. Following company
guidelines, Alice is only allowed to access the records from Germany.

2. Bob wants to see the overview of a horror book in a digital book library. To perform
that request, Bob must have less than EUR 10 debt at the library and meet the age
restriction of the requested book.

These examples are created to cover the access to a single object as well as the access
to a set of objects. Both commonly occur in microservice-based applications when using
RESTful APIs.

3.1. ABNF for Authorization Policy

The purpose of the ABNF for authorization policies is to provide a uniform structure
for natural language authorization policies. Authorization policies defined using this
language are an intermediate step before the implementation of an ABAC policy using a
corresponding policy language.

Listing 2 provides the authorization policies for the running examples using the ABNF
introduced in Listing 3. In the first authorization policy, shown in line 2, the subject wants
to see every project they are assigned to. There are two subject conditions for this policy.
The first condition compares the subject’s department with a value; the second condition
compares the branch the subject is employed in with a location. The action is set to GET.
Since a set of projects is being accessed, the text every object in is used to note that the
authorization rules are applied to every project which is part of the object. The object is
set to the HTTP path the projects can be reached at (i.e., /projects). To check the ownership
of the project, the ID of the subject is compared with the attribute assignee of the object.
Finally, the location from which the request is made is checked, which is equal to Germany.
The second authorization policy evaluates whether the debt of the subject is less than 10
and the performed action is GET. The object is a single object located in the path /book/{id}.
Finally, the attribute rating of the object is compared to the age of the subject.

To create the policy language, we must first identify the aspects that are required by
ABAC. According to [29], we need to address the aspects of a subject, an action, an object,
and their attributes. Since the policy is a representation of rules and relationships, the rules
must also be defined. In addition, the environmental conditions must be defined in a
policy language. The policy language is presented in Listing 3. The general structure of
the authorization policy is written in natural language and thus readable for developers
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without prior knowledge. Line 1 represents the initial ABNF rule of the authorization
policy. The goal is to define what a subject can do to an object given a set of conditions.

Listing 2. Example authorization policies.

1 #AuthorizationPolicy1
2 A subject with subject.department == Finance AND subject.branch == Berlin can perform

action GET on every object in /projects for which subject.id = object.assignee AND
environment.location == Germany

3 #AuthorizationPolicy2
4 A subject with subject.debt < 10 can perform action GET on /book/{id} IF object.rating <=

subject.age

Listing 3. Augmented Backus–Naur form for authorization policies.

1 AuthorizationPolicy = "A subject " subAttributes " can perform action " action " on "
objectDecision conditions

2 action = "GET" / "POST" / "PUT" / "PATCH" / "DELETE"
3 object = *VCHAR
4 operator = "<" / "<=" / "==" / ">" / ">=" / "is" / "not" / "contains" / ..
5 attribute = *VCHAR
6 value = *VCHAR
7
8 subAttributes = "" / "with" subCond
9 subCond = "subject." attribute operator value

10 subCond =/ subCond " AND " subCond / subCond " OR " subCond / " ( " subCond " OR "
subCond " ) " / " ( " subCond " AND " subCond " ) "

11
12 objectDecision = object / object " IF " / " every object in " object " for which~"
13
14 conditions = "" / conditions " AND " conditions / conditions " OR " conditions / " ( "

conditions " OR " conditions " ) " / " ( " conditions " AND " conditions " ) "
15 conditions =/ "subject."attribute operator "object."attribute / "object."attribute operator value
16 conditions =/ "environment."attribute operator value

The first rule is called subAttributes and is used to identify the subject attributes. A sub-
ject can either have no attributes or one or more attributes. This distinction is made in line 8.
If a single subject attribute is used, another rule called subCond is used. As shown in line 9,
a structure for the conditions of a subject attribute is provided. A subject attribute with the
notation “subject.”attribute. The rule attribute is shown in line 5. In ABNF, *VCHAR allows
us to write an arbitrarily long (*) set of all printable characters (VCHAR). The subject at-
tribute must be compared to a value. Thus, the rules operator and value are created. The rule
operator is presented in line 4. It contains a set of comparison operators such as <, >, or ==.
Finally, the rule value is similar to the rule attribute, presenting an arbitrarily long amount
of printable characters. Using these rules in place, a subject attribute can be compared to a
value. However, if multiple subject attributes are required, the rule subCond depicted in line
9 is not sufficient. ABNF allows a rule to be extended by providing increment alternatives,
which are presented by the notation “=/”. Line 10 presents the alternatives for the subject
conditions which provide logical operators such as AND and OR. Applying the logical
operators allows the creation of a complex chain of statements to describe subject attributes.
For example, the statement (subject.age > 10 AND subject.age < 18) OR subject.age > 30 al-
lows restricting access in a policy to a specific range of ages.

Following the subject attributes, the authorization policy has the rule action. Since
the authorization policy language is created for RESTful APIs, the rule action presented
in line 2 provides HTTP operations (e.g., GET, POST). Using the HTTP operations in the
authorization policy allows simplification of the implementation in a policy language.



Software 2023, 2 407

Next, the object needs to be defined. Therefore, the rule objectDecision is used. In REST-
ful APIs, the request is always performed on a single resource that returns either a single
object or a set of objects. For example, the endpoint GET /projects returns a list of projects,
while the endpoint GET /projects/{id} returns a specific project. This behavior must be taken
into account when creating an ABAC policy. In general, a subject should only perform an
action (e.g., view) on the objects they have access to. To that end, the rule objectDecision
provides three alternatives. First, the request is only performed for a single object without
conditions. Second, the request is performed on an object with conditions which is char-
acterized by an IF. Third, the request is performed on a set of objects which is marked by
the statement "every object in" object "for which". Similar to the definition attributes and
values, the rule object (line 3) defines the name of an object as an arbitrarily long set of
printable characters.

Finally, the conditions for the access decisions must be defined. For this, the ABNF
provides the rule conditions (lines 14 to 16). Similar to the conditions of subject attributes,
the object conditions can be concatenated using logical operations such as and and or.
Additionally, the conditions allow comparing subject attributes with object attributes,
or object attributes with a specific value. The conditions use the rules operators and values
presented in lines 4 and 6, respectively. Finally, environmental conditions (line 16) can be
created by comparing the attributes with a given value.

3.2. Authorization Requirements Language

During the analysis phase of a software development project, functional and non-
functional requirements are collected. Functional requirements describe what a system
should be able to do [42]. At this stage of the project, the exact details are not defined
and are rather coarse. Typically, the details are added during the design phase. However,
throughout the requirements analysis, it is important to think about what actions a user
can perform under what circumstances. This can be done by using use cases [43]. Firesmith
calls the collection of such requirements authorization requirements [44].

To support the capture of authorization requirements throughout the analysis phase,
we propose a further formalization using an ABNF presented in Listing 4. Compared to
the authorization policies, the ABNF of the authorization requirements only provides a
coarse structure that can be used in the design phase to formulate authorization policies.
For this purpose, the ABNF for the authorization requirement can be seen as a subset of
the ABNF of the authorization policies. The initial rule of the authorization requirement is
presented in line 1. An authorization requirement provides a natural language structure
similar to [20]. The primary goal of the authorization requirement is to capture the action,
the object, and the conditions. Thus, for each of these aspects, a separate rule is created. The
action (line 2) is an arbitrarily long amount printable characters (*VCHAR). Compared to
the authorization policy, the action is constructed openly. In the analysis phase, the HTTP
operation is unknown. Thus, an action might be add or update. The structure of the object
(line 3) is the same as the action (i.e., *VCHAR). For example, an object could be projects
or books. Finally, the conditions are either an arbitrary number of characters (line 5) or the
concatenation of multiple conditions using the logical operators and and or.

Listing 4. Augmented Backus–Naur Form for authorization requirements.

1 AuthorizationRequirement = "A subject can perform action " action " on object " object " IF "
condition

2 action = *VCHAR
3 object = *VCHAR
4 condition = *VCHAR
5 condition =/ condition " AND " condition / condition " OR " condition / " ( " condition " OR "

condition " ) "
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Listing 5 contains two authorization requirements for the running example. The first
authorization requirement is presented in line 2. The subject can only view their projects
if they are assigned to the project, work in the finance department, and perform the
request from Germany. Compared to the authorization policy presented in Listing 2,
the authorization requirement is less formalized and primarily structures the content of
the analysis artifacts. The second authorization requirement is presented in line 5. As can
be seen from the authorization requirements, throughout the analysis phase, the exact
names of the attributes, e.g., as necessary design artifacts, are not yet available. However,
the authorization requirements allow the collection of requirements during the analysis
phase, which can consequently be transferred to authorization policies.

Listing 5. Exemplary authorization requirements using the ABNF.

1 #AuthorizationRequirement1
2 A subject can perform action retrieve on object list of projects IF subject is in the finance

department AND subject is assigned to project AND action is performed from~Germany
3
4 #AuthorizationRequirement2
5 A subject can perform action read on object book IF debt of subject has less than EUR 10 debt

AND subject meets age restriction

3.3. Authorization Policy Implementation

The authorization policy using the ABNF presented in Listing 3 can be implemented
directly in a policy language. We use the Open Policy Agent (OPA), an open-source policy
engine supported by the Cloud Native Computing Foundation (CNCF) [45]. The OPA
provides the policy language Rego, which allows policies to be written as code artifacts [46].
When using the OPA as a PDP, proxies such as Envoy [47] or Traefik [48] can be used as a
PEP as they provide an integration for the OPA. This allows us to access the details of an
HTTP request in a JSON format.

Listing 6 presents the structure for implementing an authorization policy. Each autho-
rization policy is encapsulated by an allow statement (lines 1 and 13), which becomes true
if all of its enclosed statements are true. The structure from the authorization policy can be
transferred to implement the authorization policy in Rego. Lines 2 to 4 evaluate the subject
attributes. Then, the action is evaluated in line 6 followed by the object in line 8. Finally,
each condition from an authorization policy can be evaluated.

Listing 6. Authorization policy implemented in Rego.

1 allow {
2 # Subject Conditions
3 subject.attribute1 == X
4 Y in subject.attribute2
5 # Action
6 action == input.attributes.request.http
7 # Object
8 object := input.attributes.request.path
9 # Conditions

10 # condition1
11 data[object.id].owner == subject.id
12 # alternative
13 response := http.send({
14 "method" : "GET",
15 "url": <PIP>
16 })
17 response.owner == subject.id
18 }
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In Rego, it is possible to define variables outside an allow statement. In this case, the
subject (line 3) is a variable that contains subject attributes, e.g., by extracting the content
of a JWT. The action can be received from the variable input (line 6), which contains the
content of the HTTP request performed by the client (i.e., user). The content of the HTTP
request is provided by the PEP (e.g., Envoy). In line 6, the HTTP operation is retrieved from
the variable input.attributes.request.http. In lines 7 and 8, the object is evaluated by matching
the HTTP path. Starting in line 9, the conditions are evaluated, for example, by comparing
the object owner to the subject identifier (line 11). To perform the evaluation, the attribute
data of the object must be known. In ABAC, the attributes are provided by a PIP [29]. The
OPA provides several options to access attribute data. One option is to store the required
data in a JSON format in the OPA itself, which is utilized in line 11 through the variable
data. An alternative is to perform an HTTP request to a dedicated PIP as displayed in lines
13 to 16. The result can then be compared to the identifier of the subject (line 17).

Using helper functions in Rego allows creating more sophisticated policy implemen-
tations by creating functions for common reusable logic. Listing 7 shows an overview of
helper functions. For example, to identify the subject, a JSON Web Token (JWT) can be
used [21]. A JWT can be verified in Rego by checking its signature. The claims of a JWT
can be extracted from the JWT’s payload (lines 14 through 22). This allows the creation
of statements such as subjectIsInFinanceDepartment (lines 5 through 7) that can be used in
multiple policies. Other examples include a statement for an action (lines 1 through 3)
or a method for the determination of a project assignment (lines 9 through 12). By using
helper functions, authorization policies can be structured in a simpler and more compact
way. For example, the authorization policies described in Listing 2 are implemented using
helper functions in Listing 8.

Listing 7. Helper funtions implemented in Rego.

1 actionIsGet {
2 "GET" = http_request.method
3 }
4
5 subjectIsInFinanceDepartment {
6 claims.department == "Finance"
7 }
8
9 subjectIsAssignedToProject {

10 input.parsed_path = ["projects", projectid]
11 data[projectid].assignee == claims.sub
12 }
13
14 claims := payload {
15 [_, payload, _] := io.jwt.decode(bearer_token)
16 }
17
18 bearer_token := t {
19 vs. := http_request.headers.authorization
20 startswith(v, "Bearer ")
21 t := substring(v, count("Bearer "), −1)
22 }
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Listing 8. Example authorization policy implementation utilizing helper functions.

1 #AuthorizationPolicy1
2 allow {
3 subjectIsInFinanceDepartment
4 subjectBranchIsBerlin
5 actionIsGET
6 objectIsProjects
7 subjectIsAssignedToProject
8 locationIsGermany
9 }

10 #AuthorizationPolicy2
11 allow {
12 subjectDebtLessThan10
13 actionIsGET
14 objectIsBooks
15 objectRatingSmallerEuqualSubjectAge
16 }

3.4. Development Process Integration

To integrate fine-grained authorization into the development of a microservice-based
application, the development process for creating such an application must be adapted.
The development of such an application is highly individual and will vary between different
developers. To support developers in using the previously presented authorization artifacts,
we propose an extension to an existing development process.

Figure 2 provides an overview of the microservice-based application development
process following the analysis, design, and implementation and test phases. Microservice-
based application development creates analysis artifacts (e.g., use cases) during the analysis
phase. In the design phase, the analysis artifacts are used to structure the microservice-
based application into a set of microservices [9]. In addition, design artifacts such as
API specifications or class diagrams are created for each microservice. Finally, in the
implementation and test phase, the design artifacts are implemented in a programming
language and tested (e.g., unit tests, component tests, and E2E tests) [49].
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Extension
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Artifacts
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Figure 2. Analysis and design of a microservice-based application with artifacts for authorization
extension.

To extend the development with authorization, each phase is complemented with the
presented authorization artifacts. During the analysis phase, the authorization require-
ments are created. As described in Section 3.2, the authorization requirements provide a
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basic structure for formulating authorization requirements in natural language. To write
such an authorization policy, the analysis artifacts can be used as an input, since the analysis
artifacts should define what the application can do under what circumstances [42]. Based
on the authorization requirements, authorization policies are created for each microser-
vice. Additionally, we propose the use of support tables that contain information about
attributes between multiple microservices. Finally, the policies are implemented in the
implementation and test phase.

To create the authorization artifacts presented in Figure 2, one or more steps must
be performed in each development phase. Figure 3 provides an overview of the tasks
to be performed. In the analysis phase, the authorization requirements must be elicited
to understand what needs to be authorized. This is performed by applying a process
to existing analysis artifacts to extract the required information. In the design phase,
the attributes required to enforce an authorization requirement with an ABAC policy are
extracted from the design artifacts. Next, the authorization requirement is transformed into
an authorization policy. Finally, in the implementation phase, the policy is implemented
in Rego. We propose to preserve the structure in the integration of authorization into the
development by creating one authorization policy for one authorization requirement and
create one policy implementation for one authorization policy.

Authorization 
Policy

Authorization 
Requirement

1

Policy
Implementation

1

1

1

Analysis

Design

Implementation 
and Test

Attribute Extraction 
from Authorization 

Requirements

Formulate Authorization 
Policy

Map Design Artifacts

Analysis
ArtifactsIdentify 

Subject/Object/Action

Identify Object Ownership

Identify Conditions

Formulate Authorization 
Requirement

Figure 3. Development of authorization artifacts.

3.4.1. Analysis

The left side of Figure 3 shows the derivation process to create an authorization re-
quirement. The basis for authorization requirements is the analysis artifacts of the software
engineering approach. The quality and completeness of the authorization requirements
strongly depend on the information present in the analysis artifacts. The first step is to
identify the required aspects of ABAC. As described in Section 3.2, the subject, object,
and action need to be identified. Second, the conditions for the access request must be
defined. This includes conditions related to the subject, object, or the environment, which
must be identified from the analysis artifacts. Third, the ownership of the object must be
identified; while this is a condition itself, ownership is an important attribute for managing
the access to an object [29]. Thus, developers should determine whether a single user or a
large group is accessing an object. Depending on this, design decisions about the placement
of attributes must be made in the design phase. Finally, the authorization requirement can
be formulated by using the ABNF for an authorization requirement.
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3.4.2. Design

Once the authorization requirements have been created, authorization aspects must
be incorporated into the design of the application to maintain the overall structure. The
right side of Figure 3 illustrates the tasks for creating an authorization policy. For each
authorization requirement created in the analysis phase, one authorization policy is cre-
ated. This allows us to maintain structure throughout the development. Further, if an
authorization requirement changes, the authorization policy and the policy implementation
can consequently be changed. Before the authorization policies can be formulated, the at-
tributes are extracted from the authorization requirements, as also proposed in [20,38]. The
conditions of the authorization requirements contain the names of the attributes. For exam-
ple, the condition age of subject is over 13 implies the subject attribute age. The condition
subject is assigned to project implies an attribute assignee for an object project. The extraction
of attributes based on the authorization requirements is individual and depends on the
formulation of these authorization requirements. The second step is to map the authoriza-
tion requirements to the design artifacts of a microservice. This step is necessary because
the names may vary between the analysis phase and design phase, e.g., due to different
stakeholders responsible for each phase. For example, the class diagram or the API spec-
ification may contain the attribute projectAssignee, while it is only named assignee in the
authorization requirement. Furthermore, the names of objects may vary between the phases.
For example, an object is called book in the analysis, is called BookEntity in a class diagram,
and is accessible through the API endpoint /books/{id}. Finally, the authorization policy can
be formulated by applying the ABNF for each component of the authorization requirement.

We propose the use of support tables to store data (e.g., attributes and examples)
required for the formulation of authorization requirements. The tables provide an overview
for all participating developers. A list of attributes is also proposed by Brossard et al. [20],
who introduced a single table including a short name, a namespace, a category, a data type,
and a value range. However, compared to Brossard et al., we propose the use of one support
table for each attribute type (i.e., subject, object, and environment). The format for the object
support table can be found in Table 2 and contains four rows: The first is object, which
contains the name of the object as found in the design artifacts (e.g., API specification) of the
microservice. The second is the path to the REST endpoint of the microservice providing
the object. The third is the name of the attribute as specified in the design artifacts. The
fourth is example values for the attribute. The attributes for subjects and the environment
are stored in separate tables. The tables contain the name of an attribute and an example
value to provide information to developers.

Table 2. Structure of the object support table.

Object Path Attribute Example

Projects /projects - -

Project /project/{id} assigne subject@mail.com

Book /book/{id} rating 12

. . . . . . . . . . . .

3.4.3. Implementation and Deployment

Any authorization policy can consequently be implemented in an authorization policy
language. As described in Section 3.3, we propose an implementation using the policy
language Rego. To deploy the microservice with ABAC, the deployment architecture
needs to be extended with the necessary logical components to enforce authorization
decisions. Figure 4 provides a software architecture that includes the necessary logical
ABAC components. The PEP communicates with the PDP, which requests the necessary
attribute data from the PIP. The PEP enforces the decision and forwards the request to the
microservice. The PAP provides the necessary policies to the PDP. The aspect of a software
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architecture for a microservice-based application requires additional work in the future.
This affects the number of PEPs, PDPs, or PIPs present in the architecture, which can affect
the overall scalability or resource consumption.

Microservice

Policy Enforcement Point Policy Decision Point

Policy Information Point

...

... Policy Administration Point     

Figure 4. Exemplary software architecture including logical authorization components.

4. Case Study: FleetManagement

To validate the use of the authorization artifacts and the introduced extension of
the development process, we perform a case study [50]. In our case study, we develop a
connected car application that provides several business functionalities. One of the business
functionalities is the management of fleets, which is selected as an example to describe
the systematic implementation of authorization in this section. The targeted architecture
of the connected car application is a microservice architecture. The business functionality
management of fleets is provided by the microservice FleetManagement.

4.1. Analysis

For the requirements analysis, we apply use cases as primary analysis artifacts to
formulate user requirements. Alternatively, other types of requirement analysis artifacts
can be utilized, provided they contain the necessary information for authorization. The
functionalities of the microservice FleetManagement are shown in the use case diagram
presented in Figure 5. In total, there are two actors, the FleetAdministrator and the Fleet-
Manager, and four use cases. The FleetAdministrator can create a new fleet for a set of
existing fleets. The FleetManager can view an overview of the fleets they are affiliated with.
If the FleetManager has an affiliated fleet, they can view an overview of the cars within
a fleet. A car can be deleted from a fleet by the FleetManager. The use case View Fleets is
shown in Listing 9. An additional condition is that the request must be performed from
the same location at which the fleet is located (line 6). The use case does not include a
post-condition relevant for the authorization (line 8). The main flow in line 10 is omitted.
However, the actors requests to view all fleets (step 1). Consequently, the system will search
for the fleets belonging to the actor (step 2) and present the actor with the results (step 3).
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Figure 5. Use case diagram for the system FleetManagement.

Listing 9. Description of the “View Fleets” use case.

1 Title: View Fleets
2 Primary Actors: FleetManager
3 Secondary Actors: −
4 Preconditions:
5 − Actor can only see fleets they manage
6 − Request is performed in same location as fleet location
7 Postconditions:
8 − ...
9 Main Flow:

10 ...

For each use case shown in the use case diagram in Figure 5, an authorization re-
quirement is created in Listing 10. The primary objects, marked in blue, are a fleet and
a set of fleets called fleets. The actions, marked in yellow, can be identified as add, view,
and remove. The primary actors are marked in green. The conditions are either that the
subject is a FleetAdministrator (line 1) or that the subject is the manager of the fleet on
which it performs an action on (lines 2 through 4). For the use case View Fleets, only the
fleets from the request’s location should be returned.

Listing 10. Authorization requirements of the case study.

1 AuthZReq-10: A subject can perform action Add on object Fleets IF the subject is
FleetAdministrator

2 AuthZReq-20: A subject can perform action View on object Fleets IF the subject is
FleetManager for this Fleet AND location is same as Fleet location

3 AuthZReq-30: A subject can perform action View on object Fleet IF the subject is FleetManager
for this Fleet

4 AuthZReq-40: A subject can perform action Remove on object Fleet IF the subject is
FleetManager for this Fleet

4.2. Design

The class diagram for the microservice FleetManagement is presented in Figure 6.
The FleetCollection contains a set of fleets. Further, it contains functions for the use cases
Add Fleet to Fleets, View Fleets, and View Fleet Overview. The fleet contains an identifier and
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attributes for a FleetManager, a location, and a set of cars which are managed by the fleet.
The fleet also contains a function to remove a for the use case Remove Car from Fleet.

FleetCollection
fleets: Fleet[]
AddFleetToFleets(Fleet f)
ViewFleets(String fleetManager) :Fleet[]
ViewFleetOverview(String fleetid): Fleet

Fleet
fleetID: String
fleetManager: String
fleetLocation: String 
cars: Car[]
RemoveCar(Car c): Boolean

Car
vin: String
..
..

1
*

       1            *      

Figure 6. Class diagram for the microservice FleetManagement.

Following the process extension introduced in Section 3.4, the attributes are first
extracted from the authorization requirements before the authorization policies are created.
The support tables are used to store the extracted subject and object attributes and provide
a coherent overview of attributes among developers.

The object support table for the case study is presented in Table 3. The identified objects
from the authorization requirements are fleets and fleet which are called FleetsCollection
and Fleet, respectively, in the class diagram. The object FleetCollection does not have an
attribute that is required for the authorization. The object Fleet has an attribute fleetManager
that holds an identifier of a subject. Further, the attribute location is called fleetLocation in
the class diagram. The paths for the objects FleetCollection and Fleet are derived from the
API specification and are added as /fleets and /fleets/{fleetID}, respectively.

Table 3. Object support table.

Object Path Attribute Example

FleetCollection /fleets - -

Fleet /fleets/{fleetID}
fleetManager subject@mail.com

fleetLocation Germany

Table 4 presents the subject support table, which contains the attributes required by
the authorization requirements. Since authorization requirements mandate a check to
determine if a subject is a FleetManager for a fleet (e.g., AuthZReq-30), it is imperative to
accurately identify the subject. There are several options available to access the attributes of
a subject, which depend on the employed technologies. During the design of the case study,
a decision was made to utilize JWTs provided by an Identity and Access Management
(IAM). The JWT contains an identifier referred to as sub, which corresponds to the subject’s
email address. As a result, the attribute sub has been incorporated into the subject support
table. Additionally, for illustrative purposes, an example email address has been included
in the support table. Given that the use case Add Fleet to Fleets can only be executed
by a FleetAdministrator, it becomes necessary to assign a role for subject identification.
The JWT also features a field called roles, which can encompass a role designation for
the FleetAdministrator. Proper configuration of the IAM system is essential to ensure the
provision of the appropriate role. In the context of this case study, the role is denoted as
cs-fleetAdm, and an entry for roles has been established within the subject support table.
Considering that a subject can possess multiple roles, the attribute roles includes example
values represented using array notation enclosed in square brackets (i.e., []). Alternatively,
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an attribute such as department could be employed if all employees within a department
are deemed fleet administrators.

Table 4. Subject support table.

Attribute Example Values

sub fleet@manager.com
roles [cs-fleetAdm]

department FleetDepartment

Utilizing the authorization requirements and the information located in the support
tables, authorization policies can be formulated. The authorization policies for each autho-
rization requirement are presented in Listing 11. The first authorization policy, shown in
line 1, requires the subject attribute roles, but no other conditions. The second authorization
policy aims to return a set of fleets to which the subject has access to while taking the
location into account. For each fleet, the condition whether the subject is fleetManager is
checked. The authorization policies in lines 3 and 4 also require that the fleetManager is
equal to the subject’s identifier in order to perform the respective operation.

Listing 11. Authorization policies of the case study.

1 AuthZPolicy-10: A subject with FleetAdministrator in subject.roles POST on object /fleets
2 AuthZPolicy-20: A subject can perform action GET on every object fleet in objects /fleets IF

fleet.fleetManager == subject.sub AND environment.loc == fleet.fleetLocation
3 AuthZPolicy-30: A subject can perform action GET on object /fleets/{fleetID} IF fleet.

fleetManager == subject.id
4 AuthZPolicy-40: A subject can perform action DELETE on object /fleets/{fleetID} IF fleet.

fleetManager == subject.id

4.3. Implementation

Based on the authorization policies in Listing 11, the authorization policies are imple-
mented in the Rego policy language in Listing 12. Exactly one Rego policy is implemented
for each natural language authorization policy. An authorization policy is represented by
an allow statement. Within an allow statement, multiple statements must be evaluated to
true for the policy to become true. In the policies presented in Listing 12, the default value
for allow is false (see line 1). As described in Section 3.3, support functions are used to
implement the policies by offloading common functionality. For example, the statement
actionIsPost checks whether the HTTP operation is POST.

For the first authorization policy, only the role FleetAdministrator must be present
in the JWT of the subject represented by the helper statement subjectIsFleetAdministrator.
Regarding the second authorization policy, the microservice should return only the fleets
that a subject actually owns. There are several options to implement such a behavior,
depending on the degree of authorization externalization and attribute management. In the
case of the policy presented in lines 7 through 12, an HTTP header containing the subject’s
identifier is returned. This is called partial evaluation and allows the actual microservice
to perform the filtering and return the correct fleet objects (see [15]). Another option is to
tell the microservice which objects to return by filtering with Rego within the OPA. This
could potentially lead to higher latency and an increased complexity when evaluating more
complex requests [46]. The final two authorization policies in lines 13 and 17 evaluate the
HTTP operation and the manager of the fleet, which is provided by a helper statement
(lines 21 through 25).
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Listing 12. Authorization policies implemented in Rego.

1 default allow = false
2 allow { # AuthZPolicy−10
3 subjectIsFleetAdministrator
4 actionIsPost
5 objectIsFleets
6 }
7 allow { # AuthZPolicy−20
8 actionIsGet
9 objectIsFleets

10 object.fleetLocation == input.loc
11 response_headers_to_add["x−fleetManager] := subject.id
12 }
13 allow { # AuthZPolicy−30
14 actionIsGet
15 subjectIsManagerOfFleet
16 }
17 allow { # AuthZPolicy−40
18 actionIsDelete
19 subjectIsManagerOfFleet
20 }
21 subjectIsManagerOfFleet {
22 fleetID := getFleetID(input)
23 fleet := data[fleetID]
24 subject.id == fleet.fleetManager
25 }
26 ..

4.4. Excursus: Deployment and Performance Evaluation

This section provides an example deployment architecture and an evaluation of
performance through latency testing. However, we do not discuss the process of deploying
a microservice-based application including the required ABAC components. A Continuous
Integration and Continuous Deployment (CICD) pipeline can streamline the deployment
process to a Kubernetes cluster [51]. Given that Kubernetes describes deployments in
manifest files, typically in YAML format, the necessary manifests can be generated using
Helm charts within the pipeline [52]. This approach enables the creation of a single
deployment configuration that remains adaptable to multiple microservices. Subsequently,
the CICD pipeline can deploy the Helm chart to the cluster using Helm (i.e., “helm install”).
Additionally, any implemented authorization policy can be automatically copied to OPA
by the CICD pipeline. Leveraging a CICD pipeline alongside Helm charts effectively
simplifies the complexity of deployment and configuration, facilitating the swift rollout of
new changes, including updates to authorization policies.

The nodes presented in Figure 7 can be deployed in a Kubernetes cluster within a single
Kubernetes pod. This can be executed using the sidecar pattern [53]. The microservice
FleetManagement runs as the main container, and its functionality is extended by the
sidecars Envoy and Open Policy Agent. The proxy Envoy acts as PEP and provides an
authorization plugin that can route HTTP requests [54]. Envoy forwards the request to the
PDP Open Policy Agent which holds the authorization policies from Listing 12. The OPA
evaluates the request and returns the result to Envoy. Depending on the result, the request
is routed to the microservice FleetManagement. If the result is positive, Envoy can add
additional headers to the request if necessary such as in the authorization policy in line
11 of Listing 12. The final node is the load generator k6, which allows writing load tests
using JavaScript.
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Figure 7. Case study deployment.

To evaluate the impact of authorization on the latency of the microservice FleetMan-
agement, three implementations were compared. First, as a baseline, the microservice
FleetManagement was implemented without authorization. Second, a naive implementa-
tion of authorization within the code of the microservice FleetManagement was executed.
Third, fine-grained authorization using envoy and OPA was implemented. For load tests,
the use case View Fleet Overview was used. The functionality for the load test was retrieved
via the REST endpoints GET /fleets/{fleet-id}, respectively. The microservice FleetManage-
ment was implemented in Golang. A PostgreSQL database was employed to store the data
required by the microservice and comprises two tables. The first table contains informa-
tion about the fleet, including a fleet ID as the primary key, along with the fleet manager.
The second table is dedicated to storing car data, encompassing attributes such as an ID
(primary key), a Vehicle Identification Number (VIN), the brand, and a reference to the
corresponding fleet through its fleet ID (i.e., foreign key). A relational database was selected
to model the relation between a car and a fleet. Other options, such as MongoDB, would
also have been possible. However, the impacts of the database on the overall results should
be comparable. The same database was utilized across all implementations.

The load tests present a synthetic load that is intended to produce comparable results
for the different implementations. The goal is not to test the maximum throughput of the
microservice but rather to capture the median latency for an authorization implementa-
tion. To provide comparable results, each load test contained the same configuration and
lasted for 30 seconds. The target rate was set to 100 requests per second. The resources
were selected according to the synthetic load applied to them. To ensure comparability,
each component of the load test environment, including the load generator, was run in a
container with a fixed set of resources within a Kubernetes cluster presented in Table 5.
Throughout the load tests, the containers were assigned to the same Kubernetes node to
ensure consistent latency. The PostgreSQL database (v15.2) has four CPU cores and 20 GB
of RAM. The microservice FleetMangement has three CPU cores and 5 GB of RAM. The En-
voy proxy (v1.23) has 2.5 CPU cores and 5 GB of RAM. OPA (v0.51.0) has 2.5 CPU cores
and 5 GB of RAM. Finally, to avoid bottlenecks at the load generator k6 (v0.43.1), six CPU
cores and 20 GB of RAM were allocated. During the load tests, the load on the allocated
resources was monitored and found to be sufficient to perform 100 requests per second
without running into a resource bottleneck. The database is populated with 2500 users for
the experiment. Each user is responsible for four fleets, for a total of 10,000 fleets. Each fleet
contains four cars. For the baseline implementation of the microservice FleetManagement,
the database contains only four fleets with four cars each. Otherwise, the microservice
would return all 10,000 fleets, resulting in incomparable results.
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Table 5. Parameters for load testing components.

Component CPU RAM Version

FleetManagement 3 5 GB -
PostgreSQL 4 20 GB 15.2

Envoy 2.5 5 GB 1.23
OPA 2.5 5 GB 0.51.0

k6 6 20 GB 0.43.1

The results of the load tests are shown in Figure 8. The x-axis represents the elapsed
time of the load tests in seconds. The y-axis represents the response time of the load tests in
milliseconds. For each authorization architecture, the load tests were run 25 times and a
line was plotted showing the median response time for that time frame. The median was
chosen to remove outliers with a very high or low response time. The hue around each
median response time represents the 90% quantile (Q90) of the response latency. Table 6
complements the results shown in Figure 8 with the 95% quantile (Q95) and the Requests
Per Second (RPS). The baseline implementation (blue) without authorization has a median
latency of 2.2 ms. The naive authorization (orange) has a median latency of 8.152 ms, which
is a significant increase over the baseline implementation. The increase in latency can be
explained by the larger amount of data that must be filtered by the microservice. In addition,
the microservice must also validate a JWT to authorize the request. Compared to the naive
implementation, the externalized authorization (green) adds ≈2 ms to the median latency.
This increase is due to the additional components required for the authorization using
an OPA.
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Figure 8. Results of load tests performed on the microservice FleetManagement.

Table 6. Results presenting response latency for executed load tests.

Implementation Median Q90 Q95 RPS

No
Authorization 2.207 ms 2.579 ms 2.698 ms 100.001

Naive 8.152 ms 10.831 ms 11.280 ms 100.012
OPA 10.243 ms 12.934 ms 13.594 ms 100.010

k6 collects additional metrics, including the amount of data sent and received during
the load tests. These metrics are presented in Table 7. For all implementations, ≈77,500 re-
quests were sent during the load tests. A difference occurs in the data sent by the different
implementations. Since the baseline implementation does not require JWT tokens, the over-
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all data sent is only 7.36 MB. In contrast, both the naive and OPA implementations transmit
26.89 MB and 26.96 MB, respectively. The difference in data sent between the naive im-
plementation and OPA likely arises due to the random selection of JWT tokens which can
have a slightly different size. The data received for the baseline and naive implementation
total ≈62 MB. Compared to the other implementations, the OPA implementation returns
an additional 4 MB of data. This is likely due to additional data (e.g., headers) added by
the Envoy proxy. Throughout the load tests for both the naive and OPA implementations,
every individual request undergoes successful authorization.

Table 7. Further metrics for executed load tests.

Implementation Total HTTP
Requests Data Sent Data Received

No Authorization 77501 7.36 MB 62.07 MB
Naive 77509 26.89 MB 62.25 MB
OPA 77508 26.96 MB 66.26 MB

5. Discussion

In this paper, we investigate user authorization in the development of microservice-
based applications. To answer how ABAC policies can be systematically formulated (RQ1),
we propose an ABNF to structure authorization policies. The methodology using the ABNF
allows one to create authorization policies by structuring the aspects of ABAC to authorize
a user request. This includes the subject, object, action, and the respective attributes. It
provides developers with a natural language artifact. The authorization requirements are
an intermediate technology-agnostic artifact. For the formulation of authorization require-
ments (RQ2), a syntax for authorization requirements is introduced to capture the aspects
of authorization during the requirements analysis phase. The authorization requirements
are formulated using an ABNF; while the process of deriving authorization requirements
will be highly individual and depend on the individual stakeholders, the authorization
requirement provides a structure among developers. Furthermore, using authorization
requirements allows further derivation of an authorization policy. To systematically imple-
ment authorization policies (RQ3), we propose a systematic implementation by employing
an OPA and its policy-as-code language Rego. Using the authorization policies defined
with our ABNF, the content of an authorization implementation can be derived step by
step. To answer the systematic integration of authorization into the development of a
microservice-based application (RQ4), we propose an authorization extension to a generic
development approach for a microservice-based application. The extension ranges from
the analysis to the implementation and test phase and places the introduced authorization
artifacts in the respective phases. In addition, a procedure for deriving the authorization
artifacts is introduced.

By performing the introduced approach in a case study, we present that the approach
is feasible by employing a UML use case diagram and use case descriptions. Furthermore,
we presented a comparison between authorization implementations, which shows that
externalizing the authorization logic from a microservice using an OPA and Envoy is
a viable option. The overall increase in latency is acceptable and will not hinder the
performance of microservice-based applications.

Compared to the previous work on authorization in microservice-based applications,
which maintain a primarily technical focus on performing authorization, we provide a
systematic approach to create authorization artifacts [14,15]. This approach can support
developers in reducing the reported complexity of ABAC [28] while gaining a uniform
understanding of what to authorize. The generation of policies based on UML models is an
intriguing research area [40]. Nevertheless, to create high-quality models, developers must
possess a firm understanding of what to authorize, beginning at the requirements analysis.
Having a dedicated requirement authorization artifact will provide support and prevent
the integration of authorization as an afterthought. With the emergence of advanced large
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language models such as ChatGPT, the formulation of authorization policies, as outlined
in the approach by [39], will likely become more sophisticated and dependable. However,
given that authorization is a highly sensitive aspect in terms of security, the human factor
(i.e., developer) is likely to remain prominent. This, in turn, underscores the necessity of
possessing a sound understanding of what requires authorization.

5.1. Threats to Validity

In accordance with the research conducted by Wohlin et al. [50], we acknowledge and
address the following threats to validity in relation to empirical software engineering and
the implementation of our findings in our specific case study.

Construct Validity. The primary concern regarding the construction of the case study lies
in the potential lack of overall complexity. There is a possibility that the provided
example may be too small, thereby neglecting certain edge cases that were not consid-
ered during the creation of authorization requirements or authorization policies. This
could impact the comprehensiveness and effectiveness of the derived authorization
policies. In this case, the ABNF of the authorization requirements or authorization
policies lacks completeness and the respective ABNF can be extended.

Internal Validity. Throughout the development of authorization policies, a strong depen-
dency exists between the various authorization artifacts; while this interdependence is
necessary for deriving effective authorization policies, an incorrect or poorly defined
analysis artifact can result in insufficient policies, e.g., missing conditions. Hence,
the experience and proficiency of developers in conducting thorough and precise
requirements analysis pose a threat to internal validity.

External Validity. The successful application of authorization policies in an external context
relies on the similarity of the development process structure. However, variations
in the development process, including the creation of development artifacts, may
exist. Consequently, certain artifacts required by the process may be absent, and the
adoption of agile development methods like Scrum could potentially impact policy
development. Although it is possible to adapt the process to different microservice
development approaches, the derivation of authorization policies would not be
straightforward and would necessitate modifications.

Reliability. The consistency of results when applying the authorization extension on a
development process should ideally be independent of the individual developer.
However, due to the presence of subjective decisions throughout the process (e.g.,
application structure and naming conventions for development artifacts), different
developers may yield varying results. Nevertheless, the overall number of policies
should remain constant, as the structure preservation principle ensures that each
authorization requirement ultimately corresponds to one implemented authorization
policy. However, the amount of authorization requirements will be subject to the
individual developer, as the derivation of authorization requirements is not prescribed
and depends on the requirements analysis.

5.2. Limitations

This paper assumes a structured development approach for a microservice-based
application. The definition of analysis artifacts is a highly individual topic. Therefore,
the derivation of authorization requirements is also highly individual, which will lead
to different results among developers. The analysis artifacts must contain all necessary
information regarding the authorization. Further, the proposed development process
extension cannot provide a solution for every edge case. However, it provides a structure
that can be extended by appropriate artifacts or derivations. Furthermore, the ABNF
and Rego allow one to write policies of an arbitrary complexity. In its current state,
the use of REST APIs limits the possible actions when creating authorization policies.
Other API paradigms such as gRPC or GraphQL are not supported by the results of this
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work. To use such APIs, changes to the authorization artifacts must be investigated and
(possibly) performed.

The overall complexity of introducing attribute-based access control to a microservice-
based application is increased compared to embedding authorization decisions into the
code of the microservices. Thus, the question arises whether using ABAC is a suitable
option. For small projects, the complexity of ABAC will most likely outweigh its benefits.
When working in an enterprise project with a large team, the overall complexity will have
a less significant effect on the overall workload.

In a real-world enterprise scenario, the complexity introduced by ABAC in a microser-
vice architecture can present several challenges in operations; while the excursus presented
only a small increase in added latency, the management of the overall architecture will
likely increase due to the additional components. This will also impact factors such as
scalability and maintenance, which are highly relevant in modern cloud environments.

5.3. Future Work

To further support developers using the approach presented in this paper, the au-
tomation the processes should be investigated to reduce overall complexity. For instance,
exploring the automated creation of authorization requirements derived from use case
descriptions could be valuable. This would require natural language processing to iden-
tify aspects relevant for authorization such as subjects, objects, or conditions. Moreover,
the generation of authorization policies based on authorization requirements should also
be investigated since the structures of the ABNFs are similar. This can also include the
creation of support tables. Lastly, we should delve into exploring Rego implementations
generated from the structured authorization policies. This way, developers would not need
an extensive comprehension of Rego.

To implement the proposed approach within an enterprise environment that already
encompasses a range of established protocols, tools, and security practices, additional
research is necessary. For instance, the utilization of subject attributes is likely to be
contingent upon the existing IAM solutions, which concurrently serve as the means for
authentication. In the case study, we employed JWT tokens issued by an OAuth provider.
Thus, exploring the potential incorporation of other protocols, such as the widely employed
Security Assertion Markup Language (SAML) in enterprise contexts, should be addressed
in future research.

Additionally, we have identified three challenges to successfully integrate user au-
thorization into the development of microservice-based applications. These challenges
should be addressed in future work. First, in order to perform authorization based on
ABAC, the attributes are essential and must be known. This is typically performed through
the Policy Information Point. When using an Open Policy Agent as a PEP, access to the
attribute data needed for authorization must be orchestrated. This raises several questions,
such as where to store the attribute data, how to access the data, and how current the
data need to be. In this context, the coupling between business logic and authorization
logic must be investigated. Depending on the desired level of coupling, the involved
components and the overall architecture may change. To distribute attribute changes in the
architecture, additional components might be necessary. Second, there are several ways
to integrate the required ABAC components into the deployment of a microservice-based
application. For example, a single API proxy can be used as the policy enforcement point
for all microservices. In contrast, the exemplary deployment presented in Figure 7 has a
single PEP and PDP for each microservice deployment. This may have implications for scal-
ing, as well as for the availability and topicality of attributes across multiple deployments.
Thus, future work should explore different deployment architectures for authorization
in microservice-based applications. Third, this publication focuses on user authorization.
However, in a microservice architecture, requests between microservices also need to be
authorized. This is especially important when implementing a zero-trust architecture which
requires removing implicit trust among microservices [55]. Among other things, service-to-
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service authorization requires specifying what resources a microservice can access and who
owns those resources. In the context of ABAC, requests performed to the authorization
components (e.g., PIP) must also be authorized.

6. Conclusions

The development of microservice-based applications and the use of cloud platforms
to distribute them has become an established practice in modern software engineering.
However, the integration of security mechanisms such as authentication and authorization
remains a major challenge in the development of such applications.

In this paper, we propose a syntax for authorization requirements and authoriza-
tion policies and a systematic, top-down process for the integration of authorization into
the development of a microservice-based application. To enforce comprehensive user
authorization, fine-grained authorization decisions must be made, for example, grant-
ing access to an object only to a specific user. To enforce such decisions, ABAC is used
by the systematic process. ABAC and its required mechanisms fit into the distributed
microservice architecture style by decoupling the necessary components. It enables the
externalization of authorization for microservices by removing the authorization logic from
the implementation of a microservice, which in turn reduces the microservice to providing
its core business functionality. Additionally, externalization allows aspects of authorization
to be changed without necessarily changing the logic of a microservice, thus providing
greater flexibility. The authorization development spans all development phases and allows
authorization policies to be derived from existing development artifacts. In the analysis
phase, authorization requirements are created. Based on the authorization requirements,
authorization policies are created in the design phase using support tables. Finally, in the
implementation phase, the authorization policies are implemented in Rego. By doing this,
we address the inherently complex problem of integrating fine-grained authorization into a
microservice-based application. Our approach may provide a starting point for software
developers to systematically address this topic to create reliable and secure software.
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PIP Policy Information Point
Q90 90% Quantile
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