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A B S T R A C T

Blockchain is a cutting-edge technology based on a distributed, secure and immutable ledger that facilitates
the registration of transactions and the traceability of tangible and intangible assets without requiring central
governance. The agreements between the nodes participating in a blockchain network are defined through
smart contracts. However, the compilation, deployment, interaction and monitoring of these smart contracts is
a barrier compromising the accessibility of blockchains by non-expert developers. To address this challenge, in
this paper, we propose a low-code approach, called EDALoCo, that facilitates the development of event-driven
applications for smart contract management. These applications make blockchain more accessible for software
developers who are non-experts in this technology as these can be modeled through graphical flows, which
specify the communications between data producers, data processors and data consumers. Specifically, we
have enhanced the open-source Node-RED low-code platform with blockchain technology, giving support for
the creation of user-friendly and lightweight event-driven applications that can compile and deploy smart
contracts in a particular blockchain. Additionally, this platform extension allows users to interact with and
monitor the smart contracts already deployed in a blockchain network, hiding the implementation details
from non-experts in blockchain. This approach was successfully applied to a case study of COVID-19 vaccines
to monitor and obtain the temperatures to which these vaccines are continuously exposed, to process them
and then to store them in a blockchain network with the aim of making them immutable and traceable to
any user. As a conclusion, our approach enables the integration of blockchain with the low-code paradigm,
simplifying the development of lightweight event-driven applications for smart contract management. The
approach comprises a novel open-source solution that makes data security, immutability and traceability more
accessible to software developers who are non-blockchain experts.
1. Introduction

Blockchain [1] is an emergent technology that is based on a dis-
tributed ledger where the blocks are linked and encrypted to protect
the security and privacy of transactions. Some studies estimate that,
within a few years, this technology will be used worldwide, reaching
a volume of approximately 2 trillion per year of goods and services
[2]. As an example, it is having a considerable impact on areas such
as e-health [3–5], smart industry [6], cybersecurity [7,8], smart cities
[9], education [10] and voting [11].

Blockchain emerges as a solution to address the challenge of ensur-
ing the security, integrity, traceability, immutability and transparency
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of data generated by devices [12] and services thanks to its decen-
tralized nature. One of the main advantages of the blockchain tech-
nology is that it does not require trusted third parties or a centralized
certification authority for the verification of transactions [13].

All transactions that take place in a blockchain network are grouped
into blocks, and each block is cryptographically linked to the previous
block upon which it is validated [14]. When a new block is mined, it
is replicated across all participating nodes belonging to the network.
Specifically, the behavior of blockchain networks can be programmed
through the use of smart contracts. These contracts can be used to
specify agreements between two or more different parties at design
time and whose conditions will be validated at runtime [15].
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Fig. 1. General overview of the EDALoCo approach.
Smart contracts are becoming increasingly common in the business
world, reinforced by the digitalization trends in all aspects of the soci-
ety [16]. Smart contracts are viable because they enable the exchange
of digital assets as a means of payment and the execution of code
through distributed applications.

However, smart contracts could have bugs or vulnerabilities that
result in security breaches and can lead to large economic losses.
These bugs and vulnerabilities can be mitigated with the use of good
programming practices. To this end, several works have proposed how
to develop robust smart contracts [17,18].

Moreover, the accessibility of blockchain technology is currently a
handicap for domain experts and even for software developers, since it
takes time and requires technical knowledge and effort to develop and
compile secure smart contracts, deploy them in a blockchain network,
interact with them and monitor them in real time.

To deal with these challenges, this paper aims to propose a low-code
approach, called EDALoCo, that allows software developers, who are
non-blockchain experts, to develop event-driven applications for easily
compiling, deploying, monitoring, and interacting with smart contracts
in real time (see Fig. 1). This way, software developers do not need
to know how blockchain technology works or how to compile, deploy
and interact with smart contracts within the network. Thanks to the
use of the low-code paradigm [19], the development of event-driven
applications allows us to save resources, to improve the quality code, to
be more flexible as well as to automate and integrate these applications
with other systems.

In order to enhance the accessibility of the blockchain technology,
we have extended the Node-RED open-source low-code platform [20]
through the development of new nodes that allow the integration of
blockchain technology with the low-code paradigm. As a blockchain
network, we have chosen Ethereum since it is one of the most widely
used and well-known networks of smart contracts, as demonstrated in
recent literature [21]. Note that other blockchain networks could be
used without requiring implementation changes in these new nodes.
This extension will allow us to support the development of event-
driven applications capable of managing smart contracts in real time.
These applications can be modeled through graphical flows, which
specify the communications between data producers, data processors
and data consumers [22]. By using software containers, our proposed
solution can be run on most lightweight devices, such as Raspberry
[23], without worrying about particular configurations or operating
systems [24].

Although the approach presented in this paper is generic and can
be applied to other domains, we have demonstrated its feasibility
by applying it to a specific case study. This case study consists of
effective monitoring and obtaining real-time temperatures of COVID-
19 vaccines while processing and storing these temperature values
within a blockchain network. These recorded temperatures will be
immutable and traceable for any user. Thanks to the use of the low-
code paradigm, the development of event-driven applications becomes
2

easier [25]. In addition, the case study allows us to also evaluate the
effectiveness of our low-code approach to enhance the accessibility
of the blockchain network through hiding the implementation details
from domain experts and software developers.

The contributions of this paper, which have not been addressed
altogether by prior research, are be summarized as follows:

• C1: Integrating blockchain and low-code paradigms.
• C2: Developing event-driven applications for smart contract man-

agement.
• C3: Deploying the event-driven applications in lightweight de-

vices.
• C4: Proposing an open-source solution.

The remainder of the paper is organized as follows. Section 2
introduces the technologies and paradigms used in this work. Sec-
tion 3 describes related work. Section 4 presents our low-code ap-
proach for smart contract management in a graphical way. Section 5
presents a real-world case study where our proposal has been applied,
and Section 6 discusses the obtained results. Finally, Section 7 draws
conclusions and outlines future work.

2. Background

In this section, the background on the technologies and paradigms
used in our proposal is described: blockchain and low-code.

2.1. Blockchain

Blockchain can be defined as a distributed database in which trans-
actions are recorded and confirmed. All transactions must be verified,
recorded and combined with other transactions to create new blocks.
These blocks are replicated throughout the network by all nodes par-
ticipating in the network, thus creating a distributed network (see
Fig. 2).

Blockchain networks have a series of stages necessary for a new
block to be created and secured. These stages are responsible for col-
lecting and computing the data in blocks, unifying them securely, vali-
dating them and maintaining consensus among all the nodes belonging
to the network [26].

When a new transaction is recorded in the blockchain network,
this information is shared by all users belonging to the network. All
blocks are formed from transactions and are identified by a timestamp,
which allows to organize them in a sequential order to avoid errors or
duplications. All blocks that are recorded in the blockchain network are
immutable. Therefore, any participant who wants to check the history
of the blockchain network will get the same result and in the same
order [27].

Within blockchain networks, several elements can be found. One of
the most important elements is the hash function [27]. This function is
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Fig. 2. Operation of transactions in a blockchain network.
Fig. 3. Operation of smart contracts in a blockchain network.
a cryptographic algorithm that securely links all the blocks in the net-
work, making it impossible to break. The information in each block is
used to create a unique sequence of characters that uniquely identifies
any block.

Each of the blocks that form a blockchain network has a hash which
is added to the next block’s data. That is, when a new block is to be
mined in the network, it contains information from the immediately
preceding block. This linkage allows that if any person tries to manip-
ulate a block, it will cause the whole chain to change. Furthermore,
this process is replicated in each block that belongs to a blockchain
network. Therefore, if someone tries to manipulate any part of a
network, it will be detected easily [28].

One of the well-known blockchain platforms is Ethereum [29].
This platform is especially used in the creation of decentralized open-
source applications. Among other advantages, these applications allow
us to control the digital value or run a program from anywhere in the
world. The Ethereum blockchain network provides great traceability,
integrity and transparency of data. Additionally, Ethereum allows us to
create smart contracts [30] that specify business logic and agreements
between participating nodes in the network. These agreements are
executed automatically when certain conditions are satisfied, dealing
with the information transmitted across the network or even extracted
from other interconnected systems (see Fig. 3).

Smart contracts may need to obtain data placed outside the
blockchain. For that reason, blockchain oracles are needed. An oracle
is any device or entity that connects the blockchain with off-chain data.
These oracles introduce data through external transactions, in this way,
we can be sure that the blockchain network contains all the necessary
information [28].

Smart contracts can be implemented by using programming lan-
guages such as Solidity [31], one of the languages provided by the
Ethereum platform. The implementation of a smart contract should
be done as efficiently as possible since each of its operations—e.g. a
transaction or an execution of the contract—which are performed in
the blockchain network may require a certain amount of gas. Gas is the
unit that measures the amount of computational effort that is necessary
for the execution of a transaction [32].

2.2. Low code

Low-code [33] is a paradigm that allows us to develop solutions
without requiring too much knowledge of technologies or programming
3

languages. This is made possible through the use of graphical user
interfaces and visual elements. It also provides reusability since there is
no need to manually program many of the elements already available
by the interface [34]. Low-code is increasingly present in the software
development industry when developing products without the need for
extensive knowledge of certain technologies [35].

Although low-code is a very new term, its fundamentals are not so
new. This paradigm can be considered as a more restrictive derivation
of Model-Driven Development (MDD) [36–39], specializing it in certain
types of applications such as web or mobile applications [40].

Low-code programming is a process that provides experts in certain
technologies a higher level of abstraction by which they automate
different steps of the software life cycle. It also allows to speed up
the delivery of products and satisfy business needs. It is, therefore, a
new approach to software development that enables high scalability
and achieves value in a short period of time [41].

Moreover, low-code platforms [42] provide a development envi-
ronment through a graphical user interface that is used to produce
functional applications. This requires some additional programming
in certain situations. Low-code platforms greatly reduce the amount
of manual programming required, facilitating faster delivery of an
application. Additionally, people with limited programming skills have
the opportunity to be involved in the development of a large appli-
cation. Among other advantages, the cost of configuration, training,
deployment and maintenance is also reduced [43].

Currently, the development of low-code platforms is increasing
around the world. In particular, Node-RED [20] is one of the most
popular flow-based tools for visual programming. It is based on the
low-code paradigm and allows us to connect the hardware, Application
Programming Interfaces (APIs) and services through a graphical user
interface tool. Node-RED provides an editor that helps users to create
flows by dragging and dropping all available graphical nodes on its
tool palette. A flow is a directed graph of processing graphical nodes
[44]. While edges establish flow dependencies between the defined
graphical nodes, each node performs a part of the computation of a
data-driven application [45] when it receives data. Specifically, these
graphical nodes are represented by the elements that make up the
Node-RED function palette. These elements perform a series of opera-
tions and allow the connection of hardware devices, APIs and services,
among others. Each node is a piece of code that is implemented in the
JavaScript programming language [46]. All available graphical nodes
can be easily deployed with a single click. We would like to highlight
that the palette provided by Node-RED can be extended with new
graphical nodes, as we propose in this paper.



Computer Standards & Interfaces 84 (2023) 103676J. Rosa-Bilbao et al.

b
p
b
e
T
t
d
a
t
f
a
c
R

I
p
t
H
o
a
T
p
p
l

c
b

Table 1
Aligning related works and tools with the contributions of this paper.

Approach C1 (low- C2 (event- C3 (lightweight C4 (open
code) driven) devices) source)

Hasan’s work [47] – – +/– +
Singh’s work [48] – – – –
Yong’s work [49] – – – –
Hamdaqa’s work [50] – +/– – +
Li’s work [51] – – – –
Yu’s work [52] – – – –
Li’s work [53] – – – –
Li’s work [54] – – +/– +
Tian’s work [55] – – – –
Settlemint [56] +/– – – –
Unibright [57] + +/– – –
Creatorchain [58] – +/– – –
Aurachain [59] + +/– – –
Our approach + + + +

3. Related work

This section discusses the existing proposals and blockchain tools
related to our work. In Table 1, we summarize and align existing
related works and tools with respect to the contributions of this
paper mentioned in Section 1: C1 (integrating blockchain and low-
code paradigms), C2 (developing event-driven applications for smart
contract management), C3 (deploying the event-driven applications
in lightweight devices) and C4 (proposing an open-source solution).
Specifically, each of the existing proposals and related tools will be
compared according to the contributions made with respect to our
approach as follows:

• – : The proposal or tool has not addressed that contribution in its
work.

• +/– : The proposal or tool has partially addressed that contribu-
tion in its work.

• + : The proposal or tool has addressed that contribution in its
work.

Regarding related proposals, Hasan et al. [47] propose a blockchain-
ased solution for the shipment supply chain management. This pro-
osal makes use of IoT devices, such as sensors integrated with
lockchain technology—particularly, the Ethereum public network—to
nsure a reliable tracking of such shipments avoiding manipulations.
his integration is possible through the use of message brokers with
he MQTT protocol [60]. In addition, this proposal uses a lightweight
evice, namely, Raspberry Pi 3 Model B. Therefore, although Hasan
t al.’s work uses sensors and lightweight devices based on blockchain
echnology, unlike our proposal, it does not provide a low-code plat-
orm that allows end users to define in a user-friendly way event-driven
pplications for the management of smart contracts. Moreover, our low-
ode approach uses a different and more powerful hardware, namely
aspberry Pi4, which provides lower processing times.

Singh et al. [48] present a system integrating blockchain and
nternet of Things (IoT) technologies. The proposal tries to mitigate
roblems with drug counterfeiting and temperature management in
he cold chain. The authors use two different types of blockchain:
yperledger Sawtooth and Ethereum. Similarly, our proposal is based
n the Ethereum blockchain network which brings advantages to our
pproach such as transparency, immutability, and traceability of data.
hey also conduct a performance evaluation. However, Singh et al.’s
roposal is not tested on lightweight devices. Unlike Singh et al.’s
roposal, our proposal provides a user-friendly interface through a
ow-code platform.

Yong et al. [49] propose an intelligent system based on smart
ontracts, which are deployed in Ethereum. This system combines
lockchain and machine learning for the recommendation, evaluation
4

and forecasting functions on vaccine demand. Nevertheless, unlike
our approach, it does not support full automation of the processes
of compiling, deploying, interacting and monitoring smart contracts.
Yong et al.’s proposal also fail to provide a low-code platform with a
user-friendly interface for easily carrying out such processes.

Hamdaqa et al. [50] propose a Domain-Specific Language (DSL)
to help software developers create smart contracts and deploy them
on a blockchain network. That is, through a graphical tool, software
developers will be able to define models that will later generate code
for different blockchain platforms. This allows users to abstract which
blockchain they are using and what peculiarities each one has. How-
ever, it is only able to deploy the contracts on the blockchain network,
so it is not able to interact with them or monitor them in real-time.
Moreover, unlike our proposal, it is not container-based and its proposal
is not intended for low-cost devices.

Li et al. [51] present a solution that seeks a balance between
anonymity and traceability in the existing cryptocurrency Monero.
In Monero, transactions are made anonymously, however, there is a
tracing authority which can revoke that anonymity for misbehavior. In
this context, the authors present Traceable Monero that can achieve
conditional anonymity and traceability simultaneously. Therefore, Li
et al. propose a solution with improved traceability mechanisms with
respect to the existing Monero implementation, meeting all security
requirements in exchange for a small overhead compared to the existing
cryptocurrency. However, they do not propose any low-code approach
which allows the development of event-driven applications for smart
contract management.

Yu et al. [52] investigate the existing security and privacy issues in
IoT by suggesting possible solutions through the use of blockchain tech-
nology and Ethereum. Specifically, they demonstrate how blockchain
can be integrated with IoT by describing a joint framework. In addition,
they show some possible solutions to address the security and privacy
issues presented in IoT devices based on blockchain solutions. More-
over, they consider other types of blockchain solutions to cover other
needs in addition to security and privacy. However, although Yu et al.’s
work uses blockchain technology in conjunction with IoT devices,
they do not present a solution that allows the graphical definition of
event-driven applications for the smart contract domain.

Li et al. [53] analyze blockchain technology from the point of
view of privacy and regulation in cryptocurrencies. Particularly, they
investigate existing approaches to enhance privacy in well-known so-
lutions such as Bitcoin and classify different existing methods to put
cryptocurrencies under surveillance. Then, they propose two possible
solutions to balance privacy and regulation in blockchain-based cryp-
tocurrencies. Therefore, Li et al.’s work does not allow the development
of event-driven applications for smart contract management.

In a later work, Li et al. [54] also propose a decentralized voting
system based on IoT devices and blockchain technology. In particular,
this system satisfies some requirements such as fairness, absence of
disputes and voting secrecy. In addition, the protocol implemented
by Li et al. has been tested on several devices such as a laptop, a
mobile phone and a Raspberry Pi 3 Model B+ through performance and
consumption tests. Therefore, although Li et al. use lightweight devices
to implement their proposal, unlike our approach, it is not based on the
low-code paradigm and does not allow the definition of event-driven
applications. In addition, our low-code approach uses a Raspberry
Pi4 for the case study, i.e., a more powerful and better-resourced
lightweight device than the one used in Li et al.’s work, which will
offer processing times lower than those presented by their work.

Tian et al. [55] propose a secure data deduplication and shared
auditing scheme based on decentralized storage through blockchain. It
aims to achieve space savings while protecting users from losing their
data under a single point of failure. In addition, it reduces the cost of
metadata calculation and storage through a lightweight authenticator
generation algorithm. This scheme achieves a decentralized public

audit without the need for third parties that will be shared with all users
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Fig. 4. The proposed approach that integrates blockchain with low-code paradigm.
to avoid this kind of repetitive tasks. Therefore, Tian et al.’s work does
not present a low-code approach that allows end users to graphically
define event-driven applications for smart contract management.

Therefore, to the best of our knowledge, there are no approaches
that integrate blockchain technology with low-code paradigm for fa-
cilitating the compilation, deployment, interaction and monitoring of
smart contracts, which can be deployed in low-cost devices.

With respect to the existing blockchain tools, Settlemint [56] is
a low-code-based Blockchain-Platform-as-a-Service. Its toolkit allows
us to build a blockchain network based on other networks such as
Ethereum, Polygon or Binance Smart Chain. This tool is focused on
enterprise use due to its high costs. Thanks to the use of the low-code
paradigm, this tool requires less technical knowledge with respect to
other works described in this section, although it is also important to
take into account the most frequent errors when using this paradigm
[61]. However, our approach has different purposes. Our approach is
open-source and does not deploy a blockchain network from scratch;
rather, it is a complement to achieve compiling, deploying, interacting
and monitoring smart contracts within an existing blockchain network.
In addition, our approach allows integration with multiple services and
devices.

Unibright [57] is a consulting firm with a team of blockchain spe-
cialists with expertise in business process and integration. The provided
integration tools are low-code-based. Thanks to this, it allows inte-
grating business processes without the need for code. Its framework is
designed to help businesses to integrate blockchain into their processes
through its visual tool. Since this tool uses low-code paradigm, it
requires less technical knowledge with respect to other works described
in this section. However, our approach is more generic, based on
an open-source tool that can be extended with new functionalities
constantly. Furthermore, our approach also allows the integration of
blockchain with a multitude of services and devices without the need
for coding.

Creatorchain [58] is a low-code based Blockchain-Platform-as-a-
Service. It is based on Polkadot but allows interoperability with other
5

networks such as Ethereum or Binance Smart Chain. It offers a graphi-
cal interface for developers and also for users depending on the purpose
for which the tool is used. Creatorchain enables the graphical defini-
tion, compilation and deployment of smart contracts. However, it does
not allow integration of the blockchain network with other existing
services or devices. In addition, although its cost is lower than the other
tools presented, its use requires costs.

Aurachain [59] is a low-code platform that enables fast software
development. It is a tool focused on developers as well as citizens
through the use of a visual module with drag and drop functions. In ad-
dition, it allows the creation of deployable blockchain applications on
Hyperledger, Ethereum and other compatible networks. Aurachain also
allows the integration of its applications with other systems and ser-
vices. Similarly, this tool requires less technical knowledge compared
to other mentioned works since it is based on the low-code paradigm.
However, the use of this tool entails high costs that users and many
companies cannot afford to implement blockchain-based solutions.

4. The EDALoCo approach

This section presents our low-code approach for developing event-
driven applications for user-friendly smart contract management. An
overview of our proposed architecture, which is composed of three
main layers (Data Producers, Data Processing and Data Consumers), is
illustrated in Fig. 4.

4.1. Data producers

The Data Producers layer is composed of Web Services, IoT sen-
sors, IoT data simulators, smart contracts and applications, among
others, which generate data relevant to our approach.

Web Services are a means of intercommunication and interoper-
ability between machines connected in a network. IoT sensors can be
manufactured by several suppliers and can measure different parame-
ters, such as temperature, humidity or air quality. Applications are a
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type of computer software designed to perform a group of coordinated
functions, tasks or activities for the benefit of the user.

The blockchain side is composed of smart contracts that have al-
ready been deployed in a blockchain network. When a smart contract
is deployed or one of its functions is invoked, a transaction is created.
Transactions are grouped together to create blocks. All transactions
registered in the blockchain network can be monitored in real time
through our proposal.

As shown in Fig. 4, the blockchain network contains information
about the transactions done such as destination address, transaction
hash, or gas cost. These data can be automatically consumed by some
nodes in our proposal, as explained in Section 4.2.

These data producers act as an oracle, i.e., it is an intermediary
between the real world and the smart contract. Specifically, data from
different data producers are received and could be preprocessed to
convert them into a suitable format. Depending on the device or service
supplier, the received data may have different structures. Thereby,
these data could be transformed and unified to a single format that
will be necessary to be sent to the low-code platform (Data Processing
Layer), i.e. data in different formats such as Comma-Separated Values
(CSV) and Extensible Markup Language (XML) are transformed into a
unique format: JavaScript Object Notation (JSON).

4.2. Data processing

The Data Processing layer is composed of a software container that
hosts a low-code platform.

The low-code platform facilitates the developing of event-driven
applications. To this end, this platform provides a browser-based ed-
itor that allows for the user-friendly developing of these applications
through node flows. Nodes can be grouped according to their function-
alities: (i) Data Producer nodes, which are responsible for receiving
data from the Data Producers layer and sending it to the Data Pro-
cessing nodes; (ii) Data Processing nodes, which are in charge of data
processing such as, compiling, deploying or interacting with a smart
contract, as well as sending the produced results to the Data Consumer
nodes; and (iii) Data Consumer nodes, which allow for connecting and
sending data from our low-code platform to the Data Consumers layer,
which is composed of several elements such as dashboards, files and
the blockchain network.

We decided to base our approach on the Node-RED low-code plat-
form because it brings us many advantages: (i) it can be run in software
containers, resulting in a portable solution that can be used in any ma-
chine regardless of aspects such as configuration or operating system;
(ii) it can be executed on most lightweight devices so any person or
entity without the need for many resources can use our proposal; (iii)
it allows to develop event-driven applications collaboratively; and (iv)
it allows easy import and export of created flows.

More specifically, we have implemented an extension of the Node-
RED flow-based tool that facilitates the integration of blockchain tech-
nologies with the low-code paradigm. The nodes developed for the
extension of the Node-RED low-code platform’s palette have specific
functionalities, as detailed in the following subsections. These nodes,
which we implemented using NodeJS, JavaScript and HTML as sug-
gested by the Node-RED documentation, were included in the Node-
RED editor palette to make them available to end users (see Fig. 5).
Although in this work we use it for a specific case study, it is important
to remark that these nodes are generic and can be used for all smart
contracts defined in several blockchain networks. That way, users will
be able to graphically develop event-driven applications to manage
smart contracts in a blockchain network. Thanks to the transparency
provided by the use of some blockchain networks, such as, Ethereum,
we do not need any kind of permission for anyone to be able to monitor
all the transactions of a deployed smart contract.
6

Fig. 5. Screenshot of the Node-RED tool palette extended with blockchain support.

4.2.1. Smart contract address subscription
We have developed a new node, called Smart Contract Address

Subscription, in Node-RED. It is a listener that receives all hashes of new
transactions mined on the selected blockchain network from a specific
public address of a smart contract. This node has no inputs.

Its parameters are as follows: (i) Web Socket, which indicates the
blockchain network where the specified smart contract is already de-
ployed, and (ii) Contact Address, which indicates the address of the
smart contract that is deployed on the blockchain network and to which
we wish to subscribe.

The output of this node is the result of the smart contract sub-
scription process. If the subscription has been successful, then all
transactions to or from the specified contract address will be displayed.

4.2.2. Transaction details
We have developed a new node, called Transaction Details, in Node-

RED. It gets all the details of a transaction that is already mined on the
blockchain network from its hash. The input of this node is the hash of
the transaction to be queried in the blockchain network.

Its parameters are as follows: (i) Web Socket, which indicates the
blockchain network on which the transaction has taken place, and (ii)
Detail, which indicates what details to be obtained from the queried
transaction. It can be a single piece of information such as gas used,
source address or destination address. However, it is also possible to
query all the details of the transaction.

The output of this node is the result of the transaction query process.
If the query has been successful, then the details selected in the node
will be displayed.

4.2.3. Solidity compiler
We have developed a new node, called Solidity Compiler, in Node-

RED. It allows to check that the developed Solidity code is correct and
has no errors. The input of this node is the Solidity code to be compiled.

Its parameter is as follows: Smart Contract Name, which indicates
the name of the smart contract to be compiled.

The output of this node is the result of the Solidity code compilation
process. In case of an error in the compilation, the error reasons
will be shown. If the compilation has been successful, then detailed
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information about all the artifacts resulting from the compilation will
be displayed.

4.2.4. Solidity deploy
We have developed a new node, called Solidity Deploy, in Node-RED.

It deploys the smart contract on the blockchain network chosen by the
user. This contract must not have any compilation errors. This node has
no inputs.

Its parameters are as follows: (i) Web Socket, which indicates the
blockchain network where the Solidity code will be deployed. (ii)
Bytecode, which indicates the compiled code necessary for the correct
deployment of the Solidity code. It is the hexadecimal representation
of the compiled contract to object code. This bytecode can be obtained
through compilation using the Solidity Compiler node. (iii) ABI (Ap-
plication Binary Interface), which indicates a smart contract interface
required to be able to deploy it correctly. This allows interacting
with the smart contract from outside the network or contract–contract
interactions. This ABI can be obtained through compilation using the
Solidity Compiler node. (iv) Public Address, which indicates the public
address of the account that will be in charge of deploying the smart
contract on the blockchain network. This account can be considered the
‘‘owner’’ of the smart contract, and (v) Private Key, which indicates the
private key of the account that will be in charge of deploying the smart
contract on the blockchain network. This account can be considered the
‘‘owner’’ of the smart contract.

The output of this node is the result of the Solidity code deployment
process. If the deployment has been successful, then the address of the
smart contract assigned in the blockchain network will be displayed.

4.2.5. Solidity interaction
We have developed a new node, called Solidity Interaction, in Node-

RED. It invokes the functions of the smart contract already deployed
on the blockchain network.

The input of this node is the data with the necessary parameters
to interact with the desired smart contract function. Note that not all
smart contract functions need parameters.

Its parameters are as follows: (i) Web Socket, which indicates the
blockchain network where the specified smart contract is already de-
ployed. (ii) Private Key, which indicates the private key of the account
that will be in charge of interacting with the smart contract already
deployed on the blockchain network. (iii) Smart Contact ABI, which
indicates a smart contract interface required to be able to interact
correctly. This allows interacting with the smart contract from outside
the network or contract-contract interactions. This ABI can be obtained
through compilation using the Solidity Compiler node, and (iv) Smart
Contact Address, which indicates the address of the smart contract that
is deployed on the blockchain network and with which we want to
interact. This address can be obtained through deployment using the
Solidity Deploy node.

The output of this node is the result of the smart contract interaction
process. If the interaction has been successful, then all details of the
completed transaction will be displayed.

4.3. Data consumers

The Data Consumers layer is composed of social networking,
dashboards, files, smart contracts, databases and applications, which
consume data from our approach. Optionally, multiple devices and
services can consume data from the same event-driven application.

The blockchain side is composed of smart contracts that can be
deployed on the blockchain network or have been already deployed.
When a smart contract is deployed or one of its functions is invoked
through our approach, a transaction is created and its status in the
blockchain network changes.

Social Networking refers to the use of social networks as a means of
sharing data and results. A dashboard is a way to represent the data and
7

Fig. 6. COMET IoT wireless temperature device.

results obtained in a user-friendly way. Finally, File refers to the storage
in some local or remote directory of the data and results obtained.

These data consumers will be in charge of transferring all the results
of our approach to other systems or tools. In other words, they act
as intermediaries between our approach and the final systems. This
generic approach based on a low-code platform allows to be integrated
into business processes and to be part of a larger system thanks to its
modular and lightweight architecture.

5. Case study

To demonstrate the feasibility of our low-code proposal, we applied
it to a real-world IoT case study, as presented below.

5.1. Description

This case study was implemented by using Ethereum as the
blockchain network, a smart sensor as the IoT device and a lightweight
device as a host for the low-code platform container, as detailed below.
Note that other sensors, devices, services and smart contracts could be
added to the architecture, if necessary.

To easily monitor temperatures of different vaccines in real time, the
Data Producers layer is composed of an IoT wireless temperature data
logger with built-in sensor and Global System for Mobile communica-
tions (GSM) modem. This device (see Fig. 6), manufactured by Comet
System [62], fulfills the requirements of EN ISO/IEC 17025 standard,
which is very useful for performing testing, sampling or calibration
and obtaining reliable results [63]. This device can send Short Message
Service (SMS) and JSON messages using the General Packet Radio
Service (GPRS) [64] technology. The measured temperature data can
be automatically sent to a data server in real time and also recorded in
non-volatile electronic memory to be transferred to a PC. Some of the
most important features of this device are as follows:

• Temperature measuring range: −20 to +60 ◦C.
• Accuracy of temperature measurement: ±0.4 ◦C.
• Total memory capacity: 500 000 values.
• Dimensions: 61 × 93 × 53, with antenna 120 × 93 × 53.
• Weight: 260 g.
• Battery: SONY LiIon 5200 mAh.

Particularly, this sensor measures the temperature every 5 min (this
frequency can be configured) and then sends it to a message bro-
ker. These measurements are received by our event-driven application
through data source nodes that connect to the message broker and
consume in real time all the temperatures emitted by the sensor.

The Blockchain component, proposed in the Data Producers
layer (see Fig. 4), is composed of two smart contracts, called
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AstraZenecaVaccine and ModernVaccine, which we imple-
mented in Solidity for defining the logic necessary to register and
detect when the temperature exposed by an AstraZeneca vaccine [65]
or Moderna vaccine [66] is out of the allowed range. The code of
these smart contracts can be downloaded from [67]. Both contracts
have the same functions with minor differences in terms of temperature
thresholds. Specifically, the contract functions are as follows:

• registerTemperature: this function is in charge of receiv-
ing the data to be registered in the blockchain network. In addi-
tion, the received temperature is checked against set thresholds. If
the temperature is not within the thresholds, then a temperature
warning is generated. In the case of the AstraZeneca vaccine,
if the temperature is lower than 2 ◦C or higher than 8 ◦C,
the temperature will be recorded as a temperature outside the
set thresholds. However, if the vaccine is Moderna, the estab-
lished thresholds will be between −25 ◦C and −15 ◦C. These
temperature thresholds are the ones recommended for correct
conservation of the vaccines according to the European Medicines
Agency suppliers [65,66]. Since this function writes data into the
blockchain network, it previously requires the approval of the
majority of the nodes in the network. That is, registering this data
in the blockchain network will have an associated cost which will
depend on the number of operations that are performed within
the function.

• getTemperatureReading: this function allows to get all the
data that has been registered so far in the blockchain network by
the register Temperature function. As this operation is only
a query and does not require approval by the blockchain network,
it does not have any gas cost.

• getTemperatureWarning: all the temperature warnings that
have been registered in the blockchain network by the reg-
isterTemperature function are obtained. These temperature
warnings will give us all the details of the recorded temperatures,
which sensor recorded them and at what time they occurred. As
this operation is only a query and does not require approval by
the blockchain network, it does not have any gas cost.

Thereby, these smart contracts can record in the blockchain network
he following information emitted by the sensor:

• timestamp: the timestamp value at which the temperature was
measured by the sensor.

• sensorId: an id that uniquely identifies a device that is in charge
of taking and sending temperatures.

• temperature: a temperature value taken at a specific time and
sent by the sensor.

All transactions recorded in the blockchain network will take place
ransparently and immutably. Moreover, the results can be queried by
nyone, anywhere in the world at any time.

The Data Processing layer is made up of a lightweight device to
eploy our architecture, in particular, it is a Raspberry Pi4. Currently,
his is the latest model available that offers an improvement in speed
nd performance over previous models. This model is also quiet and
as low power consumption compared to other devices [23]. Note that
he use of this type of device in the case study is to demonstrate that
he proposal can be deployed on lightweight devices. However, it can
e also deployed on computers and more powerful devices. Some of the
ost important features of the Raspberry Pi4 are:

• Broadcom BCM2711, Quad core Cortex-A72 (ARM v8) 64-bit SoC
@ 1.5 GHz.

• 8 GB LPDDR4-3200 SDRAM.
• Gigabit Ethernet.
• Micro-SD card slot for loading operating system and data storage.

◦
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• Operating temperature: 0–50 C. o
This device will be in charge of hosting the container necessary
or the correct operation of the approach. The container used in this
roposal has been managed using the Docker tool [68].

The container is responsible for hosting the low-code platform.
hrough this platform, end-users can drag and drop different nodes
vailable in the editor palette. As mentioned in Section 4.2, these nodes
an have different functions, such as data sources, data processors, or
ata consumers.

This low-code platform provides an editor where flows for creating
n event-driven application can be graphically developed. The data
ource nodes of the application to be modeled can be of various types,
or example, a source node that supports an MQTT protocol client that
eceives the formatted data from the smart sensor.

Optionally, processing nodes can be modeled. These nodes have a
ata input and a data output. These nodes execute a series of functions
ith the data received. The data obtained as a result of executing these

unctions will be sent to the other nodes. Specifically, in this proposal,
he received data are deployed in the Ethereum blockchain network.
his action generates some results that are the details of the deployed
ransaction to be sent to the output nodes.

The output nodes allow us to store data, send data or display data.
emarkably, a processing node can be linked to several output nodes,
o the same information will be sent, stored or displayed in different
laces. In our proposal, the tests performed have been sent to a message
roker by using the Kafka protocol, storing the data in a file and
isplaying the results on a dashboard.

.2. Modeling event-driven applications

Four event-driven applications for managing smart contracts have
een graphically modeled by using our blockchain-based graphical tool
see Section 4), as explained below.

Fig. 7 depicts one of such modeled event-driven applications. Par-
icularly, this application, which has been modeled with 10 nodes,
llows end-users to compile a given smart contract. The first node
Solidity Code) corresponds to a data producer, which will contain the
olidity code to be compiled. This node is connected to the second
ode (Solidity Compiler), a data processor responsible for transparently
ompiling the Solidity code injected from the data producer. Note that
his node requires a certain configuration in the form of parameters to
e specified by the user, as illustrated in Fig. 8. The only mandatory
arameter required by the node is the name of the smart contract to
e compiled. Then, the data processor node is linked to several data
onsumer nodes where the data processing results will be published.
ifferent types of data consumer nodes can be used such as message
roker, file and on a dashboard. Note that all data typed by the user in
ach node is validated, so, an error will be displayed for correction if
he entered data is incorrect.

Specifically, the kafka-producer node is in charge of publishing the
ompilation results in a message queue. The write file node saves the
ompilation results in a file. The rest of the orange and blue nodes are
n charge of obtaining the relevant data from the compilation results
nd displaying them through a dashboard.

Fig. 9 shows the modeled event-driven application for deploying a
mart contract. The first node (Solidity Deploy) is a data producer that
llows end-users to deploy a smart contract on a blockchain network
n a user-friendly way. This node requires a previous configuration
efore deploying a smart contract correctly. Fig. 10 shows the required
ata to be provided by the user, such as web socket, bytecode, ABI,
ublic address and private key. Web socket is the specific URL address
eeded to properly connect to the blockchain network (in our case, the
thereum network). Bytecode and ABI specify the information about
he details of the contract to be deployed. The public address and
rivate key are from the user who will deploy the contract on the
thereum blockchain network. Note that many of these fields can be
btained through the use of other nodes, such as the compilation node.
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Fig. 7. Node-RED flow for compiling a smart contract.
Fig. 8. Configuration details of the Solidity Compiler node.

Fig. 9. Node-RED flow for deploying a smart contract.

The rest of the nodes represent data outputs that will be responsible for
recording the results in different places such as message brokers, files
and on a dashboard. In this particular application flow, and unlike the
previous one, there are no data processing nodes. Therefore, data are
produced and stored in the blockchain without being modified by any
node.

In particular, the kafka-producer node is in charge of publishing the
deployment results in a message queue. The write file node saves the
deployment results in a file. Then, the Dashboard node is in charge of
displaying the deployment result through a dashboard.

The third application flow for facilitating the interaction with a
blockchain network is formed by 26 nodes, as shown in Fig. 11. The
first node (MQTT ) is a message broker–client that receives the data to
be emitted by the sensor and preprocessed before reaching the low-code
platform. These transmitted data use the MQTT protocol. Once the data
have been received by a processing node, these will be automatically
registered in the blockchain network. To this end, the node must
be previously configured, as depicted in Fig. 12. Among others, the
9

Fig. 10. Configuration details of the Solidity Deploy node.

following data are required to the user: web socket, private key, smart
contract ABI and smart contract address. The private key is from the
user who will interact with the contract deployed in the blockchain
network. ABI and address specify the information about the details of
the contract already deployed. After interacting with the blockchain
network, the processed results are received by data consumer nodes,
such as message broker, file and on a dashboard.

More specifically, the kafka-producer node is in charge of publishing
the interaction results in a message queue. The write file node saves the
interaction results in a file. The rest of the orange and blue nodes are in
charge of obtaining the relevant data from the interaction results and
displaying them through a dashboard.

The event-driven application modeled for monitoring a smart con-
tract deployed in a blockchain network is composed of 22 nodes (see
Fig. 13). The first node (Contract_Address Subscription) is a data producer
which subscribes to a smart contract already deployed in a blockchain
network. This node is listening in real time to the blockchain network
to notify the new mined transactions whose source or destination is
such a smart contract. This node requires a previous configuration, as
illustrated in Fig. 14, in particular, web socket and contract address.
The contract address is the public address of the smart contract that
is deployed on the blockchain network and which is to be moni-
tored in real time. Then, the Get Transaction Details node receives
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Fig. 11. Node-RED flow for interacting with a smart contract.
Fig. 12. Configuration details of the Solidity Interaction node.

the result of the (Contract_Address Subscription) node. From the hash
of the monitored transactions in real time, this node can query the
details of the monitored transactions. This node also requires a previous
configuration so that it can properly connect to the blockchain network
and then query the needed details. Fig. 15 shows the data required
for its correct configuration, i.e, Web socket and the details to be
obtained. Concretely, details refer to the desired information to be
obtained from the transactions listened to in real time; for instance, all
available information or just the transaction number or gas cost. The
data consumer nodes (message broker, file and display) will receive the
details of all monitored transactions in real time.

Note that the kafka-producer node is in charge of publishing the
monitoring results in a message queue. The write file node saves the
10
monitoring results in a file. The rest of the orange and blue nodes are
in charge of obtaining the relevant data from the monitoring results
and displaying them through a dashboard.

5.3. Executing the modeled event-driven applications

After modeling the event-driven applications for compiling, deploy-
ing, interacting and monitoring smart contracts, these were executed
by obtaining the following information.

Fig. 16 shows the results obtained upon the Compilation flow exe-
cution. Specifically, it shows the information necessary for the deploy-
ment flow, such as the ABI and bytecode of the smart contract. Among
others, it also shows if there are any errors.

The output obtained for the execution of the Deployment flow is
illustrated in Fig. 17. Particularly, it presents two messages with rel-
evant information about the deployment process. Firstly, it shows that
it is trying to deploy the contract and which user is deploying it. Then,
it indicates that the contract has been successfully deployed and the
address that has been assigned to this contract.

After executing the Interaction flow, the obtained output can be
checked in Fig. 18. In particular, all information about the transaction
that has just been mined is displayed. As an example, the block in which
the transaction has been included, the hash of the transaction or the gas
used.

Fig. 19 depicts the results obtained as a result of executing the
Monitoring flow. It outputs the information of the transaction listened
in real time whose source or destination is the public address that has
been previously configured; among other information, the transaction
hash, block hash or block number.

Note that all above results have been displayed on a dashboard,
replicated and saved in a file and sent to a message broker.

6. Evaluation

This section presents the evaluation of our EDALoCo proposal,
which we have applied to the case study described in Section 5.

EDALoCo can be considered accessible for software developers
who are non-experts in blockchain since it is based on the low-code
paradigm, which provides a great level of user-focus by abstracting
from technical details [69].
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Fig. 13. Node-RED flow for monitoring a smart contract.
.

Fig. 14. Configuration details of the Contract Subscription node.

Fig. 15. Configuration details of the Transaction Details node.
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Table 2
Public addresses of the smart contracts deployed in the Ethereum blockchain network

Contract name Contract address

ModernaVaccine 0×9fe64BF433721354404751B02AA3c6C4bf065cEc
AstraZenecaVaccine 0×4B4bf83C0a46D22146428be5EEAcd8CcD35B1b17

6.1. Functionality evaluation

To evaluate the functionality of our proposal, we ran the case study
during 1 week (from 02/06/2021 to 09/06/2021), considering the two
mentioned application scenarios: Moderna and AstraZeneca vaccines
(see Section 5).

For the Moderna scenario, we placed the temperature sensor in
a freezer. This vaccine was kept at a temperature with thresholds
between −25 ◦C and −15 ◦C. Fig. 20 shows all temperatures measured
by the sensor every 5 min.

For the AstraZeneca scenario, we placed the temperature sensor in
a refrigerator. This vaccine was kept at a temperature with thresholds
between 2 ◦C and 8 ◦C. All temperatures measured by the sensor every
300 s can be seen in Fig. 21.

To automatically store such temperature measurements in the
blockchain to make them visible to anyone around the world, we
deployed the two described smart contracts in the Ethereum network.
As a consequence, a unique public address was automatically assigned
to each contract (see Table 2).

Therefore, thanks to the transparency, traceability and immutability
of the Ethereum blockchain network, all transactions mined on the
network, i.e. all recorded temperatures of each smart contract can be
queried by anyone transparently. Using the Node-RED tool, which we
have extended with the blockchain support, all these temperatures have
been registered by non-experts in blockchain (see Section 5). Fig. 22
shows an excerpt of a query on the conducted transactions of the
Moderna vaccine smart contract, while Fig. 23 shows another example
of a query on AstraZeneca vaccine smart contract’s transactions.

As a result, Table 3 summarizes the information on the vaccine
smart contracts. Particularly, it presents the temperature measurements
registered in the Ethereum blockchain network. Additionally, it shows
the detected temperature warnings also registered in the Ethereum net-
work, i.e., the temperatures outside the established thresholds. More-
over, the total cost in gas for having mined all these transactions and
the average cost of gas for each transaction are provided in Table 3.
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Fig. 16. Dashboard with the results obtained after executing the Compilation flow.
Fig. 17. Dashboard with the results obtained after executing the Deployment flow.
Fig. 18. Dashboard with the results obtained after executing the Interaction flow.
Table 3
Summary of the relevant data for the deployed smart contracts.
Smart Mined Detected Total Average
contract transactions warnings gas used gas used

ModernaVaccine 716 3 69252186 96720.93016759776
AstraZenecaVaccine 501 1 48343418 96493.84830339321
Therefore, we can affirm that the flows modeled in Section 5
were correctly deployed. Moreover, thanks to the use of the Ethereum
network, the registered data are transparent, immutable and traceable.
12
Finally, after having performed the evaluation, we can state that
software developers can graphically develop event-driven applications
that allows managing smart contracts in a blockchain network. All
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Fig. 19. Dashboard with the results obtained after executing the Monitoring flow.
Fig. 20. Recorded temperatures of the Moderna vaccine.
Fig. 21. Recorded temperatures of the AstraZeneca vaccine.
this is achieved using the low-code paradigm, making the approach
accessible to non-experts by avoiding repetitive programming tasks.
Moreover, thanks to our extension of the Node-RED tool that allows
defining event-driven applications through graphical flows, all temper-
atures measured in real time by devices and services will be registered
in the blockchain network automatically and without the need for
human interaction.
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6.2. Performance evaluation

We conducted a performance evaluation of our proposal deployed
in a Raspberry Pi. We used the RPi-Monitor [70] software to monitor
some system metrics of such a low-cost device. In addition, it provides
a web server that allows us to display the current status of the device as
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Fig. 22. Moderna smart contract’s view in Etherscan.
Fig. 23. AstraZeneca smart contract’s view in Etherscan.
Fig. 24. Summary of the RPi-Monitor main web interface.
well as statistics of some metrics about the performance of the low-cost
device (see Fig. 24).

Fig. 25 illustrates the amount of computational work performed by
our whole proposal running on a Raspberry Pi 4 device for one week.
As we can see, the CPU consumption required by the proposal is low
(between 0.0 and 0.2 min). Although there are some peaks, this is not
an issue since their frequency is usually about once per day.

The status of the main memory of such a device is shown in Fig. 26.
Although this device has a total memory of 8 GB (see Section 5), our
proposal has not required so much capacity: the device could run the
whole system without problems by using 1 GB approximately.
14
Fig. 27 presents the temperatures of the device while it was in
execution. These values were usually stable although have suffered
small variations. Note that these values were usually not higher than
55 ◦C and less than 45 ◦C.

Taking these results into account, we can conclude that EDALoCo
can be appropriately deployed on lightweight devices. By using soft-
ware containers, we have achieved that our approach is lightweight and
can be executed on these devices without requiring a lot of resources.
This validates our proposal as an efficient and feasible low-code ap-
proach to be deployed in this type of devices.
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Fig. 25. Evolution of the CPU load on the Raspberry.
Fig. 26. Evolution of the main memory on the Raspberry.
Fig. 27. Evolution of the temperature on the Raspberry.
6.3. Threats to validity

Next, we will discuss the threats to the validity of the evaluation
results presented in this section. Specifically, we will divide them into
four categories:

• Threats to internal validity, which consider factors that have not
been controlled at the time of the development of the new nodes
developed for the Node-RED tool and that may affect the results
obtained.

• Threats to external validity consider whether the results of our
case study can be generalized and adapted to other situations,
i.e., whether we have achieved an adequate level of abstraction.

• Threats to construct validity in which we will check whether we
are working with properties of interest.

• Threats to conclusions validity that will be those that put at risk
our approach and the results obtained in this paper.

In terms of threats to internal validity, the main concerns we have
taken into account are programming failures in the new nodes devel-
oped to extend the Node-RED tool. To mitigate the impact generated
15
by this threat, we have decided to perform multiple tests on these
nodes once implemented, using different examples and case studies
with different situations to check their correct operation since we could
manually check the results in the console of the low-code tool itself.
To reach the adequate level of abstraction required by the low-code
paradigm, it is important to ensure a good implementation that controls
all possible situations and their exceptions. For this purpose, certain
fields are mandatory without which the execution of the nodes will not
be possible. In addition, an exception control has been implemented to
control the different possible situations that may occur, showing the
user what has happened in case something has not worked properly
and what has been the reason.

With respect to external validity threats, the first thing we have
considered is the ability of our approach to adapt to different domains.
For our case study, we have used smart sensors connected to the low-
code platform, which is hosted on a lightweight device. If our approach
is able to provide good performance when applying it to this type of
case study, then we can be confident that the performance will not be
affected when applied to other types of domains. This case study is
representative since we use different layers in our architecture, and the
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case study has a real representation in each of these layers. Therefore,
the results obtained through these tests should be similar to the results
that will be obtained by using this approach in other different domains.
Finally, thanks to the use of the low-code paradigm we can abstract end
users from technical details of the implementation of each of the nodes
used [69].

Regarding the threats to the validity of the construct, we have
taken into account the capability of the newly developed nodes with
respect to the detection of errors derived from bad practices in their
use. In order to do this, in our experiments we have introduced different
anomalous situations not expected by the nodes to check what happens.
Errors were always detected in a timely manner and displayed so
that they could be corrected. Errors that are not detected or errors
whose descriptions do not correctly describe the error are a threat
to the validity of the construct. Furthermore, with respect to the
performance evaluation of our proposal we have considered several
metrics. In particular, Fig. 24 shows some of the metrics used, such
as temperature, computational work and capacity of the main memory
of the lightweight device.

Finally, the threats to the validity of the conclusions will be those
factors that may compromise the conclusions we have reached based
on the results. As mentioned above, thanks to the use of the low-code
paradigm, we have achieved an adequate level of abstraction. This
allows our approach to be used in other real-world case studies in addi-
tion to the one presented in this paper; however, the occurrence of any
errors in some of the layers of our architecture (see Section 4) would be
a threat to the validity of our conclusions. For instance, a malfunction
of sensors or a blockchain saturation, i.e. when a blockchain network
is not available or its performance is not as expected.

7. Conclusions and future work

In this paper, we proposed EDALoCo, an approach that enhances
the accessibility of the blockchain technology by utilizing the low-
code paradigm to develop event-driven applications for smart contract
management.

EDALoCo, which is based on a containerized low-code platform, al-
lows software developers who are non-experts in blockchain, to graph-
ically develop event-driven applications to manage smart contracts in
the blockchain network through a browser-based editor. This editor
is the result of extending the Node-RED tool with novel blockchain-
based nodes which we developed in this work. Thanks to this editor,
such event-driven applications can be defined—even in a collaborative
way—as graphical flows to be deployed in runtime through a single
click.

The use of software containers in EDALoCo allows us to have a
lightweight solution that can be run on most devices without worrying
about the particular configuration or operating system supported by
these devices. In addition, it offers us a modular solution in which we
can deploy our proposal in one container and integrate it with other
services. For example, the low-code platform in one container and a
message broker in another one.

More specifically, EDALoCo was successfully applied to a case study
on AstraZeneca’s and Moderna’s COVID-19 vaccines with the aim of
real-time monitoring the temperatures to which these vaccines are ex-
posed as well as automatically storing them in an Ethereum blockchain.
That way, this immutable information is made public for anyone in-
terested in verifying the cold chain. By using the proposed graphical
editor, the user can model the event-driven applications necessary to
manage the smart contracts in charge of controlling the logic of this
case study.

As future work, we plan to apply EDALoCo to other real-world case
studies, such as the monitoring of air quality or water consumption in
smart cities [71], and e-health data [72,73]. We also intend to extend
the palette of the low-code platform’s editor to calculate statistics from
blockchain data. This will allow users to detect situations of interest,
such as blockchain network anomalies, or to analyze when it is cheaper
(in terms of gas price) to register a temperature reading in a blockchain
network.
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