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Abstract 

Due to the limited availability of parking slots in parking areas, drivers often have difficulty finding an empty parking slot. 

The number of parking slots available at a particular location is usually less than the number of vehicles. Hence, drivers 

spend a lot of time looking for vacant parking slots, which eventually delays the completion of their tasks, such as paying 

bills, attending a meeting, or visiting a patient at the hospital, etc. There are a couple of parking guidance systems that have 

been highlighted by the other researchers, but most of them lack real-time, convenient guidance. This research proposed a 

smart parking guidance system made of an IoT Raspberry Pi combined with an Android application that makes use of the 

weighted k nearest neighbours for positioning the vehicle. This was achieved through the use of Wi-Fi signal strength 

indicator fingerprinting, allowing for real-time navigation and parking detection. In order to achieve real-time parking over 

the internet, Raspberry Pi hardware and the ThingSpeak IoT cloud with ultrasonic sensors are used in the proposed method. 

An Android application was involved in this parking detection system, which adopted IoT approaches to estimate the 

location of users in real-time and provide routes using route-finding techniques to assist drivers in finding their desired 

parking slots. Data from the sensors was processed and translated into the Raspberry Pi using the Python programming 

language. They were sent using the Message Telemetry Transport protocol to send parking data to the ThingSpeak IoT 

cloud in real-time. This data was displayed via the Android app. The user is then able to view each available parking slot, 

acquire the route, and be directed with high accuracy to the parking slots of their choice. In this study, advanced sensing 

and communication technologies were used together with the weighted k nearest neighbours algorithm for positioning and 

wayfinding in order to improve parking guidance accuracy. Based on the experimental results, the proposed system showed 

a lower average error rate of 1.5 metres in comparison to other positioning techniques, such as GPS, or other similar 

algorithms for positioning, such as maximum a posteriori, which have shown average errors of 2.3 metres and 3.55 metres, 

respectively, a potential increase of more than 35% from the previous error rate. 
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1. Introduction 

Every year, technology is revolutionising our lives and making them more comfortable, especially with the 

introduction of the Internet of Things (IoT) and its potential to benefit humanity. Moreover, the accelerated activity and 

innovation in IoT on the factory front, in terms of how cyber-physical systems improve productivity in the manufacturing 

process as well as how we interact with things in our daily lives, indicates that the technology has broad potential in the 

future. The Internet of Things (IoT) plays an increasingly important role in connecting the things within our environment 

to the Internet and makes our lives easier due to the ability to access these non-internet items from any location (outside 
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our local network), regardless of their location. Keeping up with the growing technology is challenging as it grows more 

rapidly than expected. 

The Internet of Things has the potential to solve a variety of problems, including the ability to find vacant parking 

spots in a parking area. Since high production and demand for vehicles have led to a high number of cars being produced 

over the years, most people find this to be a significant challenge, particularly in malls and shopping markets. It could 

also be due to the size of the parking area being too big or multi-floored. With the tremendous developments in sensors 

over the last few years, finding solutions to such problems has become easier, especially after the development of many 

sensors that can handle a variety of issues, including measuring temperature, pressure, motion, and intrusions. In the 

case of parking sound wave sensors, they are capable of converting electrical energy into acoustic energy, and vice 

versa, in order to detect vehicles parking. They may also be used for level monitoring, for example, in dairy factories to 

monitor the level of fill in silos and tanks. 

The sound wave sensor can also serve as an object detector to detect the presence or absence of an object. Using a 

sensor called the ultrasonic wave sensor, this sensor can detect objects by measuring distance using sound waves. Each 

parking slot will have an ultrasonic wave sensor installed, which sends the data to a Raspberry Pi microcontroller, which 

in turn sends it to the cloud. Empty parking slots can thus be detected and indicated to the user through an application 

that gets the data from the cloud. Therefore, the user is able to know which slots are empty and which are not. This 

application is not only limited to that—since the system can be used over the internet, the user does not need to be in 

the same network vicinity as the parking area, thanks to the cloud technology, which allows the system to be accessed 

from anywhere. 

2. Related Work 

2.1. Technologies Used in Positioning Systems 

2.1.1. Wi-Fi Access Points 

Wi-Fi uses radio waves to send and receive data based on the 802.11 family of standards, which is used for Local 

Area Networking (LAN). Wi-Fi networks can be described as a group of devices, also known as nodes, that use wireless 

data connections to communicate data, typically from the Internet. Wi-Fi access points amplify the signal so that a device 

that is far from them can still be connected to the network. Recently, with the huge development in Wi-Fi technology, 

it can be used in indoor positioning systems. In fact, Wi-Fi is considered one of the most accurate solutions when it 

comes to indoor positioning. Currently, every IoT device has a Wi-Fi adapter, which allows multiple methods for 

tracking such a device using a Wi-Fi network, but the two primary methods are Received Signal Strength Indication 

(RSSI) and fingerprinting. 

The RSSI of a Wi-Fi signal is proportional to its distance and is used to determine a device’s location, but since it 

uses signals, just like most signals, it is affected by obstructions and reflections, which can sometimes lead to inaccurate 

measurements. The second method, fingerprinting, is based on RSSI, but the signal power of many access points is 

recorded in a database along with the known coordinates of the access points and the client machine. Fingerprinting, 

however, can significantly improve accuracy. There are other techniques like Angle of Arrival (AoA) and Time of Flight 

(ToF) that can also determine locations accurately, but they require expensive equipment such as antennas and clock 

synchronisation. 

Wi-Fi is accessible, has a wide range, has a high data throughput, and, thanks to current technology, is widely 

available. Hence, it is used in indoor localisation as there can be multiple Wi-Fi access points in a room or a floor, and 

generally, the more access points in a particular location, the more accurate the localisation is. Due to its wide range, to 

implement a Wi-Fi network for positioning, it may require little to no infrastructure costs. These Wi-Fi access points 

have the same concept as GPS satellites. 

2.1.2. Bluetooth Beacons 

Bluetooth technology is another way to determine an asset’s location. Bluetooth beacons work similarly to Wi-Fi 

access points, and they are used in some systems to build a localisation system. Bluetooth Low Energy (BLE) beacon 

devices are built based on Bluetooth wireless technology. Beacons are mounted on objects, structures, walls, ceilings, 

and other places, from where they emit radio signals at predetermined intervals. Devices within the emission area are 

then able to detect the signals, and this is established if the two (emitter and receiver) are within range of each other [1]. 

This tracking technique operates in the same way as the Wi-Fi location tracking technique. 

RSSI can be used to estimate the distance between the Bluetooth beacons, and of course, the more beacons installed 

at a location, the more accurate the positioning is. Although Bluetooth beacons do not have built-in location 

intelligence, they have standard protocols to determine which beacon is transmitting or receiving in order to determine 

the location of an asset. However, before using Bluetooth, its radius of coverage needs to be considered, which is 
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generally smaller than that of Wi-Fi. For some cases, Wi-Fi is much more efficient; this efficiency allows a positioning 

accuracy of half a metre. 

2.1.3. Ultra-Wide Band UWB 

Ultra-Wideband (UWB) is a wireless radio technology communication technology that has positioning applications 

as it requires low power consumption, yet provides high bandwidth connectivity. UWB sends information at a wide 

bandwidth rate that is greater than 500 MHz, with a frequency range between 3.1 to 10.6 GHz, using short pulses for 

data transmission [2]. The precision of UWB is considered to be greater than that of Wi-Fi and Bluetooth technologies, 

as it is able to achieve an accuracy of up to 10 cm, which is considered pinpoint accuracy. The particular reason for this 

is the use of a wide bandwidth that is not affected by multipath, signal fading, and interference, thus overcoming some 

of the limitations of other technologies because it can penetrate objects. 

Nevertheless, although it has advantages over other technologies, UWB also has its own limitations, which are 

generally the requirement of its own hardware, which makes it infrastructure-dependent as scalability, costs, and 

coverage area, among others, need to be decided [3]. In addition to that, the UWB data transfer rate is lower than for 

Bluetooth and Wi-Fi, it is more highly priced for location tracking, and some regulations limit its operation range as 

some frequencies are still used by civilians and the military. UWB can be used in different applications other than 

positioning as well, such as tracking, navigation, and peer-to-peer ranging that allows distance calculation between two 

assets [4] (see Table 1). 

Table 1. Comparison between Technologies Used in Positioning Systems 

Technology Used method Application Precision Advantages Disadvantages 

GPS Trilateration Outdoors 3-6 m 

- Widely used for outdoor positioning. 

- GPS sensor is embedded in almost 

every device. 

- Can be affected by environmental changes and 

obstacles. 

- Can’t be used indoors due to its inaccuracy. 

Wi-Fi 
RSS 

fingerprinting 

Indoors and 

outdoors 
1-3 m 

- New infrastructure is not needed. 

- Pre-installed Wi-Fi access points can 

be reused. 

- Commonly used due to its high data 

transfer rate and low cost. 

- The need to integrate with other algorithms to 

improve accuracy. 

- Can be affected by obstacles and interference. 

- Limited range depending on antennas. 

Bluetooth 

beacons 

RSS 

fingerprinting 
Indoors 1-3 m - Low battery consumption. 

- Low range and data transfer rate. 

- Not cost efficient. 

Ultra-

wideband 
 Indoors Up to 30 cm 

- Pinpoint accuracy. 

- Not affected by obstacles. 

- Wide bandwidth rate. 

- Low power consumption. 

- Infrastructure-dependent. 

- Complex. 

- Frequency is regulated by the government and 

has low transfer rate. 

2.2. Comparison between the Various Existing Parking Guidance 

There is a need for parking systems as one of the concerns in smart cities. In addition, even if they know the location, 

they cannot go to the parking location without a guarantee of slot availability, as they risk their valuable time. Nowadays, 

searching for car parking is becoming the greatest challenge in large cities during peak hours [5]. 

Therefore, several parking systems have been developed using a variety of approaches and technologies in order to 

address this issue. Recent parking guidance systems use various types of technologies and approaches to implement the 

system and make them appropriate for certain scenarios. This section will discuss various smart parking guidance 

systems that have been recently developed in addition to some of their potential limitations as well as advantages. 

When talking about parking systems or smart parking guidance, a lot of the systems include e-parking techniques, 

like in the proposed system IoT E-Parking System [6]. The system proposes to have a component called Parking Metre 

(PM), which consists of multiple components like ultrasonic sensors, Arduino, cameras, Wi-Fi models, solar panels, and 

more, which can be effective but not really efficient. This is because the cost of one PM increases with the quality of its 

components, which is a concern when considering large parking areas. Simpler components can be found in an IoT-

based parking system using Google [7], where the system proposes simpler modules that are connected to an IoT cloud. 

A simple interface is provided to view the available parking area, but the guidance aspect is reliant on Google Maps, 

which guides the user to the parking area but not to the specific parking slot, which means the drivers need to find a 

parking slot themselves among the many. 

On the other hand, some systems take advantage of the tremendous development in computing power and 

microcontrollers by using a fairly powerful microcontroller, the Raspberry Pi, which is used in a lot of IoT-related 

solutions by allowing easy and reliable connectivity between the system sensors and the IoT cloud in an easy way, as 
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Pham et al. [8] proposed in their system, the Internet of Things-Based Smart Vehicle Parking Access System. They used 

a Raspberry Pi as a server to connect the sensors to the cloud, in addition to an LED screen that is used to guide the 

driver to an available parking slot with the help of green and red-light indicators. Meanwhile, Salma et al. [9] used a 

Raspberry with one 360-degree camera to detect multiple parking slots. The testing was held in an outdoor prototyped 

environment, ultimately proposing that the solution is good for parking area monitoring but is affected by the 

surroundings, e.g., structural obstacles and lighting. In addition, if one camera fails, the user loses monitoring capability 

for whatever parking slot it was viewing. 

The most recent systems used by Thakre et al. [10], Kodali et al. [11], and Zhao et al. [12] suggested making use of 

Radio-Frequency Identification (RFID), Long Range Radio (LoRa), and ultra-wideband (UWB), respectively, for 

parking detection. Thakre et al. [10] encourage each user to acquire RFID tags after the registration process and focus 

only on counting the available parking slots and having the information displayed to the user via LED. The LoRa 

technology used in Kodali et al. [11], on the other hand, has a larger coverage with low power consumption, and although 

it can indeed be suitable when implemented in long-distance areas, it still has some limitations—data transmission rates 

in LoRa are very low, while its receivers can only receive data from one transmitter at a time, requiring more sensors 

and transmitters to be added, increasing detection delay and unreliability, and thus leading to a large-scale performance 

drop in positioning estimation. On the other hand, UWB in Zhao et al. [12] is known to provide pinpoint-accuracy 

positioning. However, similar to LoRa, it is limited by low data transmission rates, requires the purchase of extra 

equipment, such as a UWB positioning bracelet, and is infrastructure-dependent in some scenarios, which makes it very 

expensive to implement. 

Most of the previously mentioned systems focus on detecting and counting parking slots except for S-Park [13], 

which provides a map and uses GPS to direct the user to the parking area. However, GPS accuracy is considered lower 

than other technologies like Bluetooth beacons [14], UWB, and Wi-Fi. A lot of smart parking systems use these 

technologies in other applications but do not use them for navigational parking or make use of existing Wi-Fi technology 

indoors or outdoors to make the parking experience easier. In general, most parking guidance solutions for parking areas 

lack real-time guidance that guides drivers to their desired parking slot. The system proposed by Aditya et al. [15] has 

been implemented using Raspberry Pi, NodeMCU, Radio Frequency Identification (RFID), and Infrared (IR) sensors. 

A lot of systems have been proposed by researchers to improve the parking management system using different 

technologies such as IoT, Machine Learning, Deep Learning, Image Segmentation, etc. [16–18]. In order to enhance the 

security and privacy of the system, Ali and Khan [19] propose a hybrid approach that combines machine learning 

algorithms with trust management in order to make the system more secure and private. This approach consists of SVM 

and ANNs, taking into account credibility, availability, and honesty as key parameters. In the context of a smart city 

scenario, an intelligent transport system for IOV-based vehicular network traffic is proposed by Rani and Sharma [20] 

based on Decision Tree, Random Forest, Extra Tree, and XGBoost machine learning models. 

3. Methodology 

3.1. IoT-Based Smart Parking Guidance System 

3.1.1. System Architecture 

The suggested system consisted of two main parts, namely the parking system and the positioning system. The 

parking system involved two main components, as previously mentioned, which are ultrasonic sensors and the Raspberry 

Pi Model 3. The Pi was responsible for handling data collection from the connected ultrasonic sensors and sending it to 

the IoT cloud. Then, the Android application received the collected data from the cloud to enable the user to identify 

and see the count of available parking slots. In addition, the application also acted as a positioning system to help drivers 

be routed to their desired parking slots using the app navigator, and this was done by retrieving a preregistered set of 

RSS signals for the area as well as its radio map. After the retrieval, the WKKN algorithm was used to estimate the 

user's location, where the route could be established. The programme used to get the distance from the ultrasonic sensors 

and translate it into Available or Occupied status was written in Python using a Raspberry Pi, and the connectivity 

between the Pi and the IoT cloud was made using the MQTT protocol. This particular protocol was used as it is one of 

the most popular ones used in IoT and can also be used in machine-to-machine connectivity as it is fast and does not 

need a large bandwidth. 

Java was used for client-side to get a post message from the cloud, allowing the application to receive the data from 

the IoT cloud and then present this data in an appropriate way to the user. The user was able to search for the nearest 

parking area as long as it was registered in the database, where the area floor plan, RSS values, and radio maps were 

also located. Upon selection of the parking area, the users were able to choose their desired parking slot, and then the 

routes and other previously mentioned information were retrieved, allowing the user to experience a better parking 

experience. Figure 1 shows the overall architecture of the proposed system, while Figure 2 shows the overall system 

flow chart. 
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Figure 1. System Architecture of IoT Based Smart Parking Guidance System 

3.1.2. System Flow Chart 

Figure 2 shows how the system works from the user’s perspective. It started with viewing the nearest parking area 

based on their location; if the parking areas were not shown, the user could press a button to view them. After the areas 

were shown, the user chose the desired area to check its parking availability. Upon checking and choosing the desired 

parking spot, the floor plan, user’s location, and routes were retrieved from the server and displayed to the user for 

navigation. Lastly, the status of the chosen parking spot was changed to Occupied. 

 

Figure 2. Overall system flowchart 
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3.1.3. Raspberry-Pi Configuration 

For the proposed methodology, Raspberry Pi played a big role in holding up the system’s back-end processing, 

programming, and configurations, as it held several parts that were responsible for reading ultrasonic sensor data, 

establishing connectivity between itself and the ThingSpeak IoT cloud, and then sending it in the field to the cloud for 

easier monitoring. In addition, it held the server data, which was responsible for hosting the web architect and storing 

files and values in the database, including the floor plans of parking areas with their recorded RSS values, coordinate 

points, and points of interests (POIs), creating a viewable parking area infrastructure with its radio map. Figure 3 shows 

the flow chart of how the Raspberry Pi was programmed to read raw data from sensors and process it. 

 

Figure 3. Raspberry Pi program for parking detection flowchart 

The Raspberry Pi was configured to get raw readings from the ultrasonic sensors and programmed using the Python 

programming language to calculate the distance between the vehicle and sensors to set a threshold. This threshold value 

would determine the presence or absence of a vehicle in a specified parking slot and was set based on the sensor location 

installation. Based on the set threshold, the Raspberry Pi could determine whether a parking slot was available or 

occupied and send this information to the ThingSpeak IoT cloud using the MQTT protocol. This process uses the Write 

API Key according to the channel ID to send it to a private channel that contains several fields, with each field 

representing a sensor status and reading. This helped in monitoring the sensor readings along with the parking area and 

slot counts. The fields could also present the readings in charts for further analysis, if needed. 

3.1.4. Raspberry-Pi with ThingSpeak IoT Cloud 

The parking system used a Raspberry Pi microcontroller to collect sensor data and send it to the ThingSpeak IoT 

cloud using the MQTT protocol. MQTT is commonly used in IoT applications to connect low-level devices and sensors 

since it is a publish/subscribe protocol, where the publisher sends a certain type of data and the subscriber receives the 

desired type of data. In this case, Raspberry Pi worked as a publisher to send the sensor data to the ThingSpeak cloud 

by passing short messages to and from the cloud broker, which contained the values taken by the ultrasonic sensors. 

After sending the messages, the cloud receives them and stores the content in a cloud channel, where the data could be 

visualised or analysed (Figure 4). 
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Figure 4. ThingSpeak connectivity 

More than one channel can be added to and used in ThingSpeak, and they can be accessed using the ThingSpeak 

API through the channels read link—one channel can contain more than one field, which holds sensor values. The API 

allows access to a certain field as well using the field read API link, where the sensor data is stored in JSON format and 

can be retrieved easily. A code was written to fetch the data from the ThingSpeak cloud in the Android app using a GET 

request to retrieve the channel JSON data and assign it to a JSON array as there was more than one entry in the cloud 

channel. The JSON array ran through a loop to fetch each field (sensor entry) and assign it to a JSON object, after which 

the data was formatted well and displayed in the app for the user. The app refreshed the page every two seconds to keep 

it updated with any value changes, while, as a free ThingSpeak plan was used, the cloud updated the JSON data every 

15 seconds. Available parking slots, parking area levels, and the counts of available parking could be viewed by the 

drivers, who may also refer to the LED light indicators, to help find a parking slot in a shorter amount of time. These 

LED light indicators turn red if the parking space is occupied and green if it is available. 

3.1.5. Raspberry-Pi as Server 

To set up and deploy the Raspberry Pi as a server, some dependencies needed to be installed or updated, and some 

other files needed to be configured. The configuration was mostly done on its front end, as the held files were written in 

AngularJS and Google MapsJS. The server on the Raspberry Pi held a few applications, but the most important one of 

them was the web architect, which uses AngularJS and Grunt. 

AngularJS is a framework used for dynamic web applications, allowing the use of HTML as a template language 

and extending its syntax as well for server-related tasks rather than making use of HTML as a declarative language only. 

It also helps with API and controller calls to perform server tasks. On the other hand, Grunt is software that is used to 

perform repetitive tasks; it can also be called a JavaScript task runner. It runs in the command-line interface (CLI) to 

run defined tasks and also allows the selection of different AngularJS versions to be used based on compatibility. It is 

written with NodeJS and distributed through the Node Package Manager (NPM), which therefore requires NPM 

installation. 

The process of this setup started with updating and upgrading the Pi operating system dependencies to avoid any 

incompatibilities and errors during the deployment process. After the update was done, installing the NodeJS and NPM 

packages was required to help run JavaScript and AngularJS-related files. The server Bower dependencies were then 

installed, including jQuery and some other dependencies that would help in data fetching between the database files and 

the web architect, along with reducing the loading time required by the web architect. Grunt Task CLI helped with 

managing AngularJS versions and automatically chose the recommended version compatible with the installed 

dependencies for a smoother installation process. Furthermore, a server file was created and programmed, which 

contained some of the configurations related to the chosen port that the server would run on, along with others related 

to the SSL certificate and host machine. Lastly, the web architect page was modified and configured with new API keys, 

and the server was deployed. Figure 5 shows a block diagram for the process. 
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Figure 5. Block Diagram for Raspberry Pi as a Server 

3.2. Positioning System 

The positioning system was based on the Anyplace v4 open-source service tool, which offers GPS-less localisation 

and navigation inside a building since spaces in general are becoming bigger and, in some other scenarios, more 

complex. Hence, there is a need for a more accurate localisation, navigation, and mapping system. Anyplace uses 

crowdsourcing and scalability mechanisms for handling different amounts of sensed data from different mobile devices. 

The abundance of sensed data from a smartphone, such as the Wi-Fi signal strength and inertial measurements, helps 

the localisation to be more accurate and reliable. 

 

Figure 6. Anyplace Information Service Architecture [21] 

Anyplace architecture consists of many parts: Server, Architect, Viewer, and NoSQL database. The floor plan was 

preferred to be designed using AutoCAD for better mapping. Then, POIs were added for every parking spot as well as 

every entrance. Lastly, after adding the floor plan, an application was used to collect Wi-Fi RSS radio maps through 

Logger, which was going to store the collected data in the database, and help to calculate the user location, even if they 

were not connected through Wi-Fi, by downloading a small part of the radio maps to the user device. 

3.2.1. RSS Fingerprinting Recordings and WKNN 

The weighted k nearest neighbour algorithm was used to estimate the user's location upon arrival at the parking area 

based on Wi-Fi RSSI fingerprinting. In order to assess the user's location, two sections were examined: the RSSI 

fingerprinting recording and the WKNN algorithm. 

In order to measure positioning accuracy through Wi-Fi fingerprinting, two phases are usually taken into 

consideration: an online phase, also known as positioning, and an offline phase, also known as calibration. In the area 
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where the Wi-Fi extenders were installed, the RSS values of these extenders at specific reference points were measured 

and recorded in dBm, with each value being accompanied by its coordinates (x,y). Afterwards, they were pinned onto 

the floor map of the area to create a radio map of the area. It was the first step of the calibration phase in which the 

averages of several recorded samples were stored in the database of the area, which was carried out during the first part 

of the calibration process. A WKNN algorithm has been used to estimate users' locations during the online phase by 

measuring RSS values at unknown locations and comparing them to those previously recorded in the radio map [22]. 

The phases of RSS fingerprinting are shown in Figure 7. 

 

Figure 7. RSS Recording Process [22] 

WKNN Algorithm: The weighted k nearest neighbours algorithm was used to estimate user location by finding the 

k indices from the radio map with the nearest RSS values using Euclidean distance to the reference points, given a vector 

measured at the unknown location. The Euclidean distance equation used to calculate the distance between the test point 

(TP) and reference point (RP) is shown in Equation 1, where the t value is two [23]. 

𝐷𝑖𝑇 = (
∑  𝑚
𝑗=1 (|𝑅𝑆𝑆𝑇

𝑗
−𝑅𝑆𝑆𝑖

𝑗
|)
𝑡

𝑚
)

1

𝑡

, 𝑖 = 1,2,3, … , 𝑛  (1) 

and where 𝑅𝑆𝑆𝑇
𝑗
 is the RSS value at the TP from the j-th Wi-Fi extender, and 𝑅𝑆𝑆𝑖

𝑗
 is the RSS value at the RP from the 

j-th Wi-Fi extender, while m is the total number of detected extenders at the TP and RP simultaneously. Each RP in the 

WKNN algorithm had a weighted average to help detect the nearest RF as a TP better, with the weights of the values of 

the selected points differing from each other, and inversely proportional to the calculated Euclidean distance, meaning 

the smaller the distance, the higher the weight. Weights for the RF were calculated using equation 2 [23]. 

𝑤𝑖𝑇 =

1

𝐷𝑖𝑇

∑  𝐾
𝑖=1

1

𝐷𝑖𝑇

  (2) 

After each RF weight was calculated, the coordinates of the TF were computed using another equation based on the 

values obtained from the previous ones. Equation 2 was applied to determine the user location in the floor plan. 

(𝑥𝑇 , 𝑦𝑇) = ∑  𝐾
𝑖=1 𝑤𝑖𝑇(𝑥𝑖 , 𝑦𝑖)  (3) 

3.2.2. Experimental Setup 

The system was tested in different stages. The first stage was an initial testing stage, where the parking system was 

tested first for parking detection activity. Then, the positioning system was tested separately to ensure both systems were 

working correctly before implementing them together in a parking location. The initial test for the parking detection 

system was done in two separate stages as well, the first being prototyping. A prototype for parking detection was made 

to ensure that the presence and absence of an object were recorded properly and that the information was sent to the 

ThingSpeak cloud correctly. The second stage was done by taking the prototyped programme to the real world and 

testing it in a total of five locations, including the three main locations that will be mentioned later on. The same process 

was done with the positioning system, which was tested for localisation first. Both systems showed fairly similar results 

to the final one after being set correctly. Finally, the two systems were combined to continue on to the final experimental 

test. 

To test the accuracy of the system, it was tested in three different locations with different characteristics. For each 

location, ten points were taken and used as test points. The distance of navigation between the test points and the 

reference points (or the destination) was measured using several approaches, i.e., mobile GPS, WKNN with the building 

Wi-Fi, and maximum a posteriori (MAP). The characteristics of the three parking area locations are described in the 

following sections: 
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3.2.3. Parking Area for Location 1 

Location 1 was a part of a medium-to-large on-campus parking area, almost 200 metres in length. This location was 

considered an outdoor facility, with weak to no Wi-Fi signal due to the unavailability of outdoor access points on the 

premises. In addition, the presence of trees might have decreased the signal strength (Figure 8). 

 

Figure 8. Pictures of Location 1 Parking Area 

3.2.4. Parking Area for Location 2 

The second location was also an on-campus parking area that was between indoors and outdoors as it was surrounded 

by buildings from all sides. It was a considerably smaller area compared to locations 1 and 3, being a little under 50 by 

35 metres in space, but with a better Wi-Fi signal than location 1 (Figure 2). 

 

Figure 9. Pictures of Location 2 Parking Area 

3.2.5. Parking Area for Location 3 

Location 3 was a medium-square outdoor parking area with a space of 65 by 65 metres, with line-of-sight view, and 

minimal signal interference, but no pre-installed access points available. The location was good for testing how the 

approach would perform in vast open parking areas (Figure 3). 

 

Figure 10. Pictures of Location 3 Parking Area 

4. Result and Discussion 

4.1. Parking Detection 

The Raspberry Pi and HC-SR04 worked together, but by default, the analogue input from the HC-SR04 only 

showed the distance between itself and the object in millimetres. Therefore, a code was written to convert those 

readings into more usable information for parking detection. A lot of codes were available online for distance 
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measurement in millimetres, so it was necessary to convert them to centimetres. The convergence was needed for 

testing to assign a threshold for the distance, as if it exceeded a certain value, an "Available" status had to be assigned 

for the parking lot. The ideal distance set for the "Available" status was approximately one metre from the sensor 

based on the tests done in real parking areas. Hence, if there was a space in front of the HC-SR04 sensor that was 

more than a metre, the parking slot would be marked as available, and if not, it would be considered occupied. The 

tested code view is shown in Figure 11. 

 

Figure 11. Tested Code for Parking Detection 

After the assignment of the parking status, this information needed to be sent to the ThingSpeak cloud so that it could 

be retrieved later by the mobile app. For this part, a connection needed to be established between the Raspberry Pi and 

the cloud. To do so, several steps were involved: 

• ThingSpeak account creation: An account was created to add a channel that could hold the sent data upon connection 

establishment. Each channel had its own unique ID for data reading. 

• Obtaining an API key: After account creation, a unique API key was obtained. There were two types of API keys: 

read API keys and write API keys. For the purpose of connection establishment, an API key was used. 

• Adding the ThingSpeak MQTT host: After getting all the previous information, the ThingSpeak MQTT host was 

added with an assigned port for connection. In this case, port 443 was used for an SSL WebSocket connection to 

guarantee a secure connection and that the data could not be sniffed. The default ThingSpeak MQTT host link was 

"mqtt.thingspeak.com". 

How the API key, ThingSpeak MQTT host, and channel ID were added to the code is shown in Figure 12. 

 

Figure 12. ThingSpeak API Key & Channel ID Declaration 
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Finally, after completing the steps mentioned above, the information was wrapped inside a publish function with the 

provided port under the MQTT publish library, and connection was successfully established to the cloud, and 

information was passed to the channels. Two channels had been added to ThingSpeak—one, for monitoring inputs from 

the HC-SR04 sensors and the other for updating parking slot status. After testing and running the code, all the collected 

outputs from the sensors were sent to the cloud, as shown in Figure 13. The figure shows how the ThingSpeak cloud 

could view the sensor data in the form of graphs and indicators, as Field 1 and 2 charts show the distance output by the 

sensors from an object at a certain time and indicate it using light green and dim green figures. 

 

Figure 13. ThingSpeak Graphs Readings 

4.2. Web Architect 

Web architect could now be used after all the needed libraries and dependencies had been installed and the server 

was deployed. As mentioned before, the web architect had a user-friendly interface that allowed for managing a 

building/area indoors or outdoors. However, since the web architect used the Google Maps API, a Google Maps 

JavaScript API token had to be created on the Google Cloud platform and accessed by the web architect to load Google 

Maps correctly. 

To add a building or a parking area using the architect, there were several steps needed. The first was designing the 

building structure or the parking area plan using any third-party design software, such as Photoshop, AutoCAD, etc. 

After acquiring the floor plan blueprints, the area was added using the "Add Building" button, which allowed the 

uploading of the floor plan to the map API. Then, the entrance and points of interest (POIs) were added; in this case, the 

POIs were the parking slots, with every slot having its own decryption and ID to help with navigation later. Once all 

POIs were ready, the route to connect all these points together, including the building entrance, was created by adding 

POI connectors and routes. All the values and input were then published and submitted to the database. Figure 14 shows 

how the parking area looks on the map after adding the floor plans, POIs, and route connectors and shows how their 

values were stored in the database. 

4.3. Wi-Fi RSS Recordings 

After ensuring that the building was added and could be viewed through the app, the area’s Wi-Fi coverage was 

examined using the Logger app before the installation of the extra Pix-Link Wi-Fi extenders. The Logger app was used 

to record Wi-Fi RSS. The app retrieved the building/area floor plan from the server, where the recording points started 

from the entrance. This was done in straight lines, while on every turn, a point was marked, which helped with access 

point range determination before every turn as multiple access points were used. After recording, these values were 

uploaded to the database to allow the web architect to create the area’s radio map and visualise the recorded points, as 

shown in Figure 15. 
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Figure 14. Parking Area POIs & Routes with their Values 

 

Figure 15. Visualised Recorded Fingerprints 

During the recording process, a location with pre-installed Wi-Fi was examined to see how well the system was able 

to capture weak Wi-Fi signals. It is worth mentioning that the areas’ Wi-Fi was installed for campus use only and not 

for localisation usage, which led to weak to no signal around the parking areas. The signal at the parking area was around 

-80 dBm to -92 dBm, depending on where the signal was captured. Recording fingerprints under a weak signal caused 

some points to be unrecorded, which led to some accuracy drops, such as shown in Figure 16. In such cases, recording 

the RSS fingerprints multiple times could have increased the accuracy, but the better solution would have been to 

improve the Wi-Fi coverage around the area. Finally, the ultrasonic sensors were connected to the Raspberry Pi 3 to 

check for vacant parking slots, establish the connection, and send information to the IoT cloud. The data regarding the 

parking slot’s availability could then be viewed and analysed. 
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Figure 16. Weak Signal Fingerprints and Fingerprints Values in the Database 

4.4. Mobile App for Navigation and Parking 

The Go’NPark Android app was developed based on the Anyplace user interface (UI) to test the discussed parking 

approach with the navigation and positioning algorithms. The app was developed to simulate how the system could all 

work together, providing the user with several interactive pages to demonstrate how navigation and positioning 

techniques could be implemented and possibly help the user find empty parking slots more easily. A few demo pages 

were developed to simulate the process that the user could face using such an approach. The first page was the welcome 

page that would appear once the app was launched by the user. After the app was launched, the first page showed three 

clickable buttons, which were used for testing. The first button, "Find Parking Areas," was responsible for retrieving the 

building/area information from the server added by the web architect, and it could also show if there were any added 

parking areas near the user. The "View Map" button showed the Google Maps API and current user location upon 

allowing the app to access the user’s location. The map API also included user access to the added buildings/areas, and 

offered the choice of being navigated there or searching for other areas. The mentioned pages are shown in Figure 17. 

 

Figure 17. App Launch Page and Main Page 

The last page, "MMU Parking Area 2", showed one of the locations parking slot availability, used for simulating 

and testing purposes, where the parking status would change when it was available or occupied. The "Park" button under 

every parking slot was meant to change the parking slot status from Available to Occupied for a short period of time, 

allowing the user to have enough time to get to that parking slot and reducing the conflict that may happen from multiple 

users heading to the same parking slot. Upon arrival at the parking slot, the sensor reading would read as Occupied, and 

if the user decided to change destinations, the status would change to Available. The page is shown in Figure 18. 
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Figure 18. Parking availability detection page 

4.5. Mobile App Experimental Results and Discussion 

Pix-Link portable extenders were added in all areas for better Wi-Fi coverage. All three locations showed similar 
results for the tested scenarios. For the first approach, where GPS was used for parking navigation, the error rate 
indicated that the system was unreliable in all three locations compared to the other approaches. The average error rate 

was a little over 3.5 metres away from the average tested point in all areas. Using WKNN showed better results for 
parking navigation when applied with the pre-installed building Wi-Fi. However, since it was for campus usage, Wi-Fi 
was not installed in the parking area in location 1, which led to a weak to no Wi-Fi signal around the parking area. 
Nevertheless, it still showed a reduction in average error rates for locations 1 and 2 by about 35%, averaging at 2.3 
metres. The second approach was not applied in location 3 since, as mentioned before, it had no pre-installed Wi-Fi. 

After adding Wi-Fi extenders to improve the coverage around the parking areas, the navigation accuracy increased, 

while at the same time, the error rate decreased to 1.5 metres from the tested points in all three locations. Lastly, WKNN 
was replaced with MAP and tested in the same environment. An almost similar result was obtained as GPS navigation 
showed an error rate of 2.2 metres. Table 2 shows the error rate for each point at every tested location along with their 
averages using the three approaches, while Figures 20 to 23 visualise them in the form of graphs. Finally, Figure 24 
shows the total averages of all the locations combined in a graph. 

 

Figure 19. Parking Area Floor Plan & Routing Retrieval 
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Table 2. Locations Points Error Rates with Different Approaches 

Navigation method used: GPS 

Tested locations 
Point number & Error rate. 

Average error rate. 
1 2 3 4 5 6 7 8 9 10 

Location 1. 2.0 m 3.0 m 5.5 m 3.5 m 5.0 m 3.5 m 4.0 m 2.0 m 2.5 m 2.0 m 3.3 m 

Location 2. 3.0 m 4.5 m 7.0 m 4.5 m 6.5 m 4.0 m 7.5 m 2.5 m 4.5 m 3.5 m 4.75 m 

Location 3. 2.5 m 2.5 m 4.5 m 4.0 m 6.5 m 3.0 m 3.0 m 1.5 m 3.0 m 2.0 m 3.25 m 

Navigation Method Used: WKNN + Pre-installed Wi-Fi 

Tested locations 
Point No. 

Average error rate. 
1 2 3 4 5 6 7 8 9 10 

Location 1. 2.5 m 2.0 m 1.0 m 2.5 m 2.5 m 3.5 m 1.5 m 1.5m 2.0 m 1.0 m 2.0 m 

Location 2. 1.5 m 4.0 m 2.0 m 2.5 m 3.5 m 4.5 m 1.5 m 2.5m 3.0 m 2.0 m 2.7 m 

Navigation Method Used: WKNN + Pix-Link Extenders 

Tested locations 
Point No. 

Average error rate. 
1 2 3 4 5 6 7 8 9 10 

Location 1. 1.0 m 2.0 m 2.5 m 1.0 m 2.0 m 1.5 m 2.5 m 2.0m 2.0 m 1.5 m 1.8 m 

Location 2. 1.5 m 1.0 m 1.5 m 0.5 m 2.5 m 1.5 m 2.0 m 2.5m 1.5 m 1.0 m 1.55 m 

Location 3. 0.5 m 1.5 m 2.0 m 1.5 m 1.5 m 1.0 m 1.5 m 1.5m 1.0 m 0.5 m 1.25 m 

Navigation Method Used: MAP + Pix-Link Extenders 

Tested locations 
Point No. 

Average error rate. 
1 2 3 4 5 6 7 8 9 10 

Location 1. 1.5 m 3.0 m 3.0 m 3.5 m 4.0 m 2.0 m 2.0 m 2.5m 1.5 m 3.5 m 2.65 m 

Location 2. 1.0 m 2.0 m 2.5 m 2.5 m 3.0 m 1.5 m 2.5 m 1.0m 2.5 m 2.5 m 2.1 m 

Location 3. 2.0 m 2.5 m 3.5 m 1.5 m 2.0 m 1.0 m 1.5 m 0.5m 3.0 m 1.5 m 1.9 m 

 

Figure 20. Using GPS for Navigation Error Rate Graph 
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Figure 21. WKNN + Pre-Installed Wi-Fi Error Rate. 

 

Figure 22. WKNN + Pix-Link Wi-Fi Extenders Error Rate 

 

Figure 23. MAP + Pix-Link Wi-Fi Extenders Error Rate 
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Figure 24. Overall Positioning Error Rate 

From the graphs below, the different tested approaches are shown, and the difference in error rates is noticeable 

among them. Since the error rate refers to the distance between the physical reference and the Android application 

coordinates, an estimation of how far a point is from a parking slot could be done. The graphs present the error rates in 

metres, with the Y axis for each point on the X axis, while the tables summarise the output of each point’s error rate and 

the overall averages on the ten tested points for the locations. 

Figure 20 shows the navigation performance of the mobile GPS in all three locations. It showed low error rates at 

the first point because it was the starting point. Generally, the starting point is considered a stable point as there is no 

movement involved yet. Then, there was an observable rise in error rate as the user started moving. This pattern could 

be noticed in all the figures, i.e., Figures 20 to 24. Once there was movement, an aggressive rise in the error rates was 

introduced as the location changed, reaching a rate of more than 7 metres at the 7th point for the second location, which 

is considered a very large distance from the real coordinates, making it unreliable for parking guidance. The reason why 

the first and third locations showed lower error rates than the second was related to the fact that the GPS technology was 

most highly affected by the surrounding environment in the second location. The second location was between the indoor 

and outdoor areas, as it was surrounded by buildings from all sides, which reduced the signal received from satellites. 

Such a distance error rate is generally normal when using a technology like GPS because it is highly affected by satellite 

geometry, atmospheric conditions, and signal blockage from the surrounding environment. 

Similarly, Figure 21 presents the error rate values, but for only two locations, which are the first and second locations, 

seeing as the proposed approach used the WKNN algorithm requiring pre-installed Wi-Fi, and the unavailability of one 

at the third location parking area made it impossible. Nevertheless, the same low error rate pattern could be seen at the 

first point for both the first and the second locations. When the user moved, the values began to rise, but overall, they 

showed lower high values compared to the GPS approach. 

The graph spiked at the 6th point to around 3.5 and 4.5 metres for the first and second locations, respectively, 

compared to the highest spikes in figure 20. The reason for the value changes and error rate fluctuation in Figure 21 

being slightly different from the ones in Figure 20 was not only because of user movement around the tested location 

but also because mobile devices switched connections between different access points. The closer the mobile phones 

are to an access point, the more accurate the localisation it provides, therefore resulting in a lower error rate. As a result, 

it is clear that the parking area access points were installed near the 3rd, 7th, and 10th points, as they showed the lowest 

values in the graph. 

Furthermore, in Figure 22, even lower error rate values were observed after installing the Pix-Link portable Wi-Fi 

extenders. This helped with a more stable signal around the locations 1 and 2 parking areas, allowing better coverage 

and smoother connectivity switching between access points, as it was one of the issues faced when using the premises’ 

pre-installed Wi-Fi. Therefore, even lower values are shown in Figure 22, especially between the 3rd and 4th points, as 

well as at the 7th and 10th points, due to them being the closest to these added access points. The problem with pre-

installed Wi-Fi at the two locations was that, due to it being installed only for campus use, it provided low coverage in 

the parking areas, thus making the signal quite weak. This explains why the overall error rate for the first location was 

lower than for the second location, as shown in Figure 21. 

A similar environment used to test the proposed approach with a similar algorithm that could be used under a similar 

environment and could make use of the same parameters was the maximum a posteriori algorithm. The resulting error 

rate values are shown in Figure 23, and they turned out to be higher than the proposed algorithm. 
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Finally, Figure 24 shows the overall average error rates for all three locations using the aforementioned tested 

scenarios by taking the error rates from each point in each location and then calculating their average for each of the 

tested scenarios. The error rates of the first point in locations 1, 2, and 3 were averaged to get the first point of the overall 

positioning error rate for the GPS graph. The same was done for the rest of the points, making the error rate line graph 

the average of using GPS technology for parking navigation at all three locations. 

The overall average error rate of WKNN using Wi-Fi, on the other hand, was calculated for two locations in the 

same way that was mentioned previously, by taking all the points from location 1 and location 2 parking areas and 

averaging them. Location 3 was not considered in this scenario as it did not have pre-installed Wi-Fi. Likewise, for the 

rest of the line graphs, the averages were taken the same way, showing a low average error rate at the first point, then 

increasing when movement occurred, displaying the same patterns shown in Figures 21 to 23. 

5. Conclusion, Limitations and Recommendations 

The purpose of this research is to make vehicle parking easier for society as a whole. According to some studies, this 

is not a problem that affects only a few individuals but rather affects the majority of people. It can be a frustrating and 

time-consuming experience to locate parking spots in large parking slots or multi-level parking areas. This is especially 

true today, when everything is so fast-paced. It is therefore imperative to work every hour possible to keep up with this 

rapid growth so that advanced systems can take our society to the next level of comfort. 

In this research, several parking guidance systems have been discussed with regard to their strengths and limitations, 

and most of them do not provide convenient real-time guidance. Furthermore, this research also aimed to help people 

and societies by making it easier for them to find parking openings in large parking slots, which was a major challenge. 

There is also an aim to develop technologies related to the Internet of Things (IoT) as well as smart cities. 

In conclusion, this research achieved its aims by configuring and programming the Raspberry Pi to monitor and 

detect parking spots through the ThingSpeak IoT cloud. Additionally, it included the adoption of the WKNN algorithm 

for real-time accurate parking navigation through the developed Android application, with the intention of adopting and 

examining its use for car guidance in parking systems. In comparison with other parking navigation techniques, the 

implementation of this approach resulted in an up to 35% improvement in parking navigation accuracy and reliability. 

Therefore, this could contribute to reductions in parking time, improved quality of life, especially in urban areas, 

decreased fuel consumption from cruising around parking areas, and reduced CO2 emissions by vehicles for a greener 

future. 

On the basis of the four main categories of smart parking systems, the discussed system falls under the category of 

parking information and guidance systems since it relies on information technology for the parking system as well as 

navigation guidance to guide users to their parking slots. Further, it is often difficult to comprehend the divergence of 

parking system categories, as some categories may be in conflict with one another or share some technologies. With this 

being mentioned, in order to know what improvements can be made, an understanding of the other categories could help 

tremendously in such a process: 

• Using e-parking technologies: Use technologies that are used for parking reservations in e-parking systems to make 

advanced parking reservations and payment systems for private parking areas, allowing the user to allocate a parking 

slot before even arriving and thus waste zero time searching for a parking slot by getting routed directly to the 

reserved slot. 

• Using better hardware components: Better hardware can definitely improve the overall performance and accuracy 

of the system, especially when implemented in a vast, congested parking area where data transmission rate and 

processing time can be affected. 

• Development of more creative positioning algorithms: The development of more algorithms for positioning can 

reduce the error rate and provide better results without the need for massive changes in the hardware, as such 

algorithms are effective in a loT applications. Furthermore, it is recommended that the usage of those algorithms be 

considered for different applications in smart cities and be provided with diverse graphical user interfaces (GUIs). 

• Development of a more effective algorithm for parking detection: The developed algorithm for parking detection 

used a Raspberry Pi and ultrasonic sensors for users to view the parking status. However, the aspect of choosing a 

parking slot can be improved further by having more real-life scenario testing to provide a better parking experience. 

Using different types of platforms and APIs. The development and use of different types of open-source, cross-

platform APIs can enhance the user experience and performance of the parking search process. Thus, there is a need for 

more research to be conducted on different types of positioning cross platforms that could be used for parking guidance 

systems, as well as their potential applications. 

Finally, collaborative efforts between organisations can enhance the parking experience in a significant way. In view 

of this, organisations are encouraged to join together in supporting research initiatives related to smart cities, smart 

parking, and parking guidance, which would help to advance the development of IoT as a whole. 
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