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Abstract

This work is used to explore machine learning methods for generating images, in partic-
ular, we explore the Generative Adversarial Networks (or GANs) and how these are used
to generate new synthetic samples for datasets. This project is mainly focused on the
generation of images through different techniques. Most of our work consists of under-
standing these fairly new models and implementing them ourselves, to then use them to
generate images and test how well each of them works.

Most machine learning methods need large sums of examples for them to understand
how to fully operate in most cases, this is where GANs shine, as they can create new
samples for these preestablished datasets that may not contain enough. Not only that
but also the fact that this task requires a thorough understanding of the dataset makes
the GAN an excellent judge for that dataset.

This research has led us to understand the strengths and shortcomings of each sort
of model that we produced, as well as how the next one improved on it while giving up
something in return, which in most cases was time because these types of models take a
long time to provide useful findings that can then be analyzed.

Because these content generators aren’t perfect, they cannot be employed in oper-
ations that need a high level of precision. However, this establishes a foundation from
which other types of content generators can grow and evolve, leveraging their strengths
to build stronger models. Another issue with these models is that the created content
can only copy current ones and cannot develop new ones, resulting in bias.

In a nutshell, this study serves as a foundation for understanding current break-
throughs in generative machine learning algorithms and how they are used to generate
new material from an existing dataset using GANs.
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Resumen

Este trabajo se utiliza para explorar los métodos de aprendizaje automático de generación
de imágenes, en particular exploramos las Redes Generativas Adversarias (o GANs) y
cómo éstas se utilizan para generar nuevas muestras sintéticas para conjuntos de datos.
Este proyecto se centra principalmente en la generación de imágenes mediante diferentes
técnicas. La mayor parte de nuestro trabajo consiste en comprender estos modelos nove-
dosos e implementarlos nosotros mismos, y así luego utilizarlos para generar imágenes y
probar su funcionalidad.

La mayoría de los métodos de aprendizaje automático necesitan grandes sumas de
ejemplos para entender cómo funcionan completamente en los distintos casos, aquí es
donde las GANs brillan, ya que pueden crear nuevas muestras para estos conjuntos de
datos preestablecidos que pueden no contener suficientes. No sólo eso, sino que el hecho
de que esta tarea requiera un conocimiento profundo del conjunto de datos por parte del
modelo, hace que el GAN sea un excelente juez para ese conjunto de datos.

Esta investigación nos ha llevado a comprender los puntos fuertes y débiles de cada
tipo de modelo que hemos producido, así como la forma en que el siguiente lo mejoraba
renunciando a algo a cambio, que en la mayoría de los casos era el tiempo, porque este
tipo de modelos necesitan mucho tiempo para poder proporcionar resultados útiles que
puedan ser analizados.

Como estos generadores de contenidos no son perfectos, no pueden emplearse en
operaciones que necesiten un alto nivel de precisión. Sin embargo, esto establece una base
a partir de la cual otros tipos de generadores de contenido pueden crecer y evolucionar,
aprovechando sus puntos fuertes para construir modelos más sólidos. Otro problema de
estos modelos es que los contenidos creados sólo pueden copiar los actuales y no pueden
desarrollar otros nuevos, lo que provoca un sesgo.

En pocas palabras, este estudio sirve de base para comprender los avances actuales
en los algoritmos de aprendizaje automático generativo y cómo se utilizan para generar
nuevo material a partir de un conjunto de datos existente utilizando GANs.

Palabras Clave

Transferencia de estilos, GAN, Generación de Imagenes, Redes Neuronales, Apren-
dizaje automatico, Aprendizaje profundo, Inteligencia artificial
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Chapter 1

Introduction

There have been major advances in artificial intelligence, particularly machine learning,
over the past decade. These breakthroughs have been made mostly because of the increase
in processing capacity over time, as anticipated by Moore’s law in 1965, which projected
that the number of transistors in a given surface would double every year, as illustrated
in Figure 1.1.

This increase in computational power has allowed the implementation of many techniques
that had been considered previously, but had not been tested to their full potential
due to the lack of computational power. For example, although multilayer perceptrons
were proven to be able to approach any mathematical function, by the 1980s they were
outclassed by support vector machines due to the inefficiency in the training process.
Thanks to advancements in efficiency and computational power, multilayer perceptrons
have grown into far more complicated structures like the ones presented in this work.

This increase in computation power has been used in recent years to solve mostly classi-
fication and regression problems using a variety of algorithms and models, in which the
model must learn either to differentiate a sample between every class available or how the
features of a given sample are related to another in order to predict its value. However,
the aim of this work is to solve a much more complex problem. The models to be in-
vestigated in this work must understand not only the distinctions between the classes to
which a sample can belong but also the exact attributes that essentially characterize each
conceivable class. For example, while differentiating a cat from a dog is relatively simple,
defining the specific characteristics of a dog and a cat is a considerably more difficult
process. These models learn those specific properties to generate synthetic samples that
incorporate the learning of the model.

There has been a lot of progress in recent years when it comes to creating videos, photos,
and even music. Deepfakes are great examples of these advances: images or films of
individuals that have been artificially made by transferring the facial expressions and
gestures from one video to another, resulting in videos of people saying things they did
not actually say. Other studies worth examining are NVIDIA’s GauGAN [32], which can
transform a segmentation map into a realistic image, and OpenAI’s Dall E [37], which
can generate faithful images based on a textual description provided by the user. Figures
1.3(a), 1.3(b) and 1.4 illustrate examples of what these two models can do.

2
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Figure 1.1: Growth of the transistor count over time

This is why image processing specialists are increasingly paying attention to the poten-
tial of generative adversarial networks (GANs). Image scaling, image shifting between
domains (e.g. transitioning from daylight to night scenes), and many other applications
benefit greatly from the usage of GANs in image production. To achieve these results,
many modified GAN architectures have been developed with their own distinct proper-
ties for solving certain image processing challenge, although the baseline always stays the
same.

In a GAN, two agents fight against each other: a Generator and a Discriminator, shown
in Figure 1.2. The Generator produces an image that tries to mimic a real one, and then,
that image is fed to the Discriminator, so it determines whether the image generated by
the Generator is authentic or not. Initially, the Generator will produce low-quality images
that the Discriminator will immediately identify as fake. Thanks to the Discriminator’s
decision, the Generator will learn to trick the Discriminator after collecting enough in-
formation, while the Discriminator will learn what a real image looks like by processing
several real images. As a consequence, the generative model ends up producing highly
realistic outcomes.

1.1 Objectives

• O1: Learn how to apply deep learning to generative processes.

• O2: Study the theory behind generative adversarial networks.

• O3: To develop a GAN able to produce synthetic samples within a very simple
context.

• O4: To provide a GAN with means to control its output.

3
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Figure 1.2: GANs (Generative Adversarial Networks) based on CNNs. Author: Yalçın,
Orhan G [41].

(a) Input to the GAU GAN (b) GAU GAN’s output

Figure 1.3: GAU GAN input and output example taken from [1]

• O5: Improve the quality of the generated samples.

• O6: Increase the control over the features of the generated samples.

• O7: Implement a GAN able to transfer features from one sample to another taking
into account the context of both samples.

1.2 Road Map (Work Plan)

The work plan followed to achieve the objectives set was:

• During the first two months, the plan was to learn the basics about GANs and
generative models. To that end, we watched OpenAI’s specialization in GANs in
coursera [39] and gathered some books and articles.

• Once we knew about the basics of GANs, we spent about a month trying to imple-
ment a single GAN using books like [18] as a reference.

4
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Figure 1.4: Dall E’s output corresponding the input ”A teapot imitating a turtle” taken
from [4]

• Finally, during the next 5 months, we attempted to construct the four GAN archi-
tectures presented in this study and train them to produce the most faithful images
possible. We also collected data on the training and made charts with it during the
process.

• In addition, when implementing and developing the architectures, we created sketches,
schemes, and tables, as well as writing this text. We concentrated on this effort,
especially during the last two months, when there was little to do with the models.

Throughout this process, we met with the tutor of this work every two weeks to check on
progress and set goals for the next two weeks. Furthermore, those discussions occasionally
helped us solve crucial difficulties and gain new ideas from the instructor, allowing us to
keep moving forward with the development of this project.

In addition, we used several tools to help us work as a team.

• During the first stages of the project, we used Google Drive to share the notes we
took on the books and papers we read and on the coursera videos we watched.
Additionally, we used Google Drive as a way to store links to different knowledge
sources we found on the internet, so everyone in the team was able to access them
easily.

• When we first started working on a GAN, we utilized Google Collab notebooks
to conveniently share the code we developed. At the time, Google Collab was the

5
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appropriate platform because it already provided a Python virtual environment
with all the packages and modules we required, as well as GPUs and TPUs that
let us run our code considerably quicker than any CPU.

• Later, once we had written a substantial amount of code, Google Collab became
difficult to work with due to the increasing size of the notebook files, so we moved
our code to a GitHub repository.

1.3 Memory structure

On chapter 2, we will introduce what knowledge is needed in order to understand the
following chapters. Everything from what a neural network is to how they are used and
for what purpose in our project will be described in this chapter.

The models we developed and how they work would be covered in the next four chapters.
The chapter 3 discusses image generation and how it is accomplished. Additionally, this
chapter presents a model that is able to generate simple images applying every concept
so far.

The chapter chapter 4 relates a more advanced model that allows not only to control the
features of the created samples, but to generate higher quality images by extending the
input information.

Next, chapter 5 outlines techniques to increase the quality of the generated samples and
to largely increase the degree of control over the generated sample’s features to a point
where it is possible to select the features that make it to the final sample.

The final model is shown in chapter 6, which relates a model capable of transferring
features from one picture to another, placing the first image’s style into a second image
and vice versa.

On chapter 7, we sum up the conclusions we reached with this project, taking into account
the objectives that are set on this very chapter. Furthermore, more lines of work will be
proposed for future projects that may look to expand off this one.

1.4 Code

All the code used in this project can be found here:

GitHub Code(https://github.com/DanielaCordova/TFG—GANs).

1.4.1 Github’s Structure

The repository is structured the following way:
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Each Model described in this document, and that constitutes each chapter, is stored on
its own folder, these folders contain 4 main files:

• ModelGenerator.py : this contains the class of the generator for said model.

• ModelDiscrimitor.py : the same as the previous, this file contains the discriminator
for the models.

• trainingModel.py : this file contains the code capable of training these models,
all the training details can be changed within it, such as the size of the image
generated, the dataset used for its training, and if needed the previously trained
model that it loads for it to resume its training from a previous run, among others.

• generateSamples.py : this file contains the code capable of generating samples from
a previously trained model. Like the last file, within it, you can change the aspects
of the generated images to an extent, as it has to match the generator that it is
using.

• generateStyleMixing.py: this file is unique to the StyleGAN and given two sets of
images it is able to mix their style using a pre-trained model.

The main folder additionally contains a number of files used throughout all the models:

• Constants.py: Which has the constant values that the other files can use.

• CustomLayers.py: Implements custom layers for both the Generators and Discrim-
inators of each model.

• Blocks.py: Which has the declaration of most types of blocks that the models
Generators and Discriminators are made of.

• ImageFunctions.py: Which implements all the logic that is used for handling images
and datasets.

• Training.py: This implements all the functions needed for training each model.
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Chapter 2

Generative Adversarial Networks

In this part, we will introduce the knowledge needed for understanding the rest of the
document. This chapter would be divided into three sections:

• The first section, which provides an intuition on neural networks and tackles every
component necessary to build one.

• Then, the second section delves deeper into a specific neural network architecture
called generative adversarial networks, first giving an overview on them, and then
explaining key concepts specific to this architectures.

• Finally, the last section introduces the frameworks and libraries used in this project.

2.1 Neural Networks

These are computing systems with interconnected nodes that work much like neurons in
the human brain. Using algorithms, they can recognize hidden patterns and correlations
in raw data, cluster and classify it, and – over time – continuously learn and improve.

Neural networks [7] are also ideally suited to help people solve complex problems in
real-life situations. They can learn and model the relationships between inputs and
outputs that are nonlinear and complex; make generalizations and inferences; reveal
hidden relationships, patterns, and predictions; and model highly volatile data (such as
financial time series data) and variances needed to predict rare events (such as fraud
detection). As a result, neural networks can improve decision processes in areas such as
text and voice recognition, medical and disease diagnosis, targeted marketing, financial
predictions, or computer vision.

2.1.1 How Neural Networks Work

A simple neural network includes an input layer, an output (or target) layer, and, in
between, a hidden layer. The layers are connected to each other by feeding the output of

1
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one to the input of another, and these connections form a “network” – the neural network
– of interconnected nodes.

The simplest neural network node is called a perceptron. It consists of a single node that
receives many inputs, and only one output. That output is calculated firstly by calculating
a linear combination between the inputs and a vector of weights that are stored in the
perceptron, and secondly by feeding the output of that linear combination to an activation
function. The perceptron is patterned after a neuron in a human brain, so both of them
behave similarly. Nodes are activated when there are sufficient stimuli or input. This
activation spreads throughout the network, creating a response to the stimuli (output).
The connections between these artificial neurons act as simple synapses, enabling signals
to be transmitted from one to another. Signals traverse layers as they travel from the
first input to the last output layer, and get processed along the way.

When posed with a request or problem to solve, the neurons run mathematical calcula-
tions to figure out if there’s enough information to pass on the information to the next
neuron. Put more simply, they read all the data and figure out where the strongest
relationships exist. In the simplest type of network, data inputs received are added up,
and if the sum is more than a certain threshold value, the neuron “fires” and activates
the neurons it’s connected to. This way, the computer learns to recognize patterns to
solve the problem that it’s trying to be solved.

As the number of hidden layers within a neural network increases, deep neural networks
are formed. Deep learning architectures take simple neural networks to the next level.
Using these layers, data scientists can build their own deep learning networks that enable
machine learning, which can train a computer to accurately emulate human tasks, such
as recognizing speech, identifying images, or making predictions.

2.1.2 Types of Layers

Fully connected Layers

Fully connected layers are the most basic layers in a neural network. They represent each
of the layers of a traditional multilayer perceptron model. Each of these layers group
a set of perceptrons which get their inputs and produce their outputs according to the
following formula:

z
[l]
i =

∑
w

[l]
i a

[l−1]
i (2.1)

Activation Layers

In this chapter we will introduce the activation layers that will be needed throughout this
work.

• Sigmoid Fuction

2
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The sigmoid function (Figure 2.1(a)) is a non linear activation function that outputs
a value between 0 and 1 given for any given input. This function is often used in
the output layers of models used to classify samples in two different categories.

Sigmoid(t) =
1

1 + e−t
(2.2)

• Hyperbolic Tangent Function
The hyperbolic tangent function (Figure 2.1(b)) is very similar to the sigmoid func-
tion. While the sigmoid function returns values between 0 and 1, the tangent func-
tion returns values between -1 and 1, but they both have an ’S’ shape. This function
is preferred over the sigmoid function when it comes to predictive models [14].

Tanh(t) =
et − e−t

et + e−t
(2.3)

• ReLU Function
The ReLU function (Figure 2.1(c)) outputs a value between 0 and ∞ for any given
input. Precisely, this function outputs a 0 for any negative value, and outputs what
it is given as input for any positive value. This activation function has much more
sensitivity than the sigmoid and tanh functions.

ReLU(x) = max(0, x) (2.4)

• Leaky ReLU Function
The LeakyReLU (Figure 2.1(d)) function is similar to the ReLU function, but
instead of outputting 0 for any negative value, this function outputs what it gets
as an input scaled by a factor α which is usually set to 0.01. The reason to include
this factor is to avoid the function having a 0 gradient for negative values so that
it provides some feedback during backpropagation.

LeakyReLU(x) = max(αx, x) (2.5)

Convolutional Layers

A convolution is an operation performed over any tensor (a multidimensional array) to
produce another tensor, although, in the context of this work, convolutions are always
performed over an image (a 3-dimensional tensor). The way convolutions work is by
sliding a filter (also called the kernel), which is just a square tensor with any amount
of channels, across the input image and multiplying the filter and a slice of the image
pixelwise, and then adding the results. For each time the filter is drawn across the input
image, a scalar is generated to be part of the output image. More precisely, the position
in the output image of a given scalar is determined by how many times the kernel has
been slid across the image in each dimension.
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Figure 2.1: Loss Functions

For example, if the input data are color images, then each filter would have three channels
(i.e. each having shape 3 × n × n) to match the three channels (red, green, blue) of the
image

Additionally, to perform a convolution, it is necessary to understand what the stride and
the padding parameter are.

• Strides
The stride’s parameter is the step size used by the layer to move the filters across
the input. Increasing the stride, therefore, reduces the size of the output tensor.
For example, when the stride is set up to two, the input tensor will be halved both
in height and width.

• Padding
The padding parameter stands for the size of the wrapping to be applied to the
input data before performing the convolution itself. For example, a given image of
size 3 × 2 × 2 used as input for a convolutional layer set with padding one is first
transformed into a 3× 4× 4 image before calculating the convolution. The content
of the wrapping can be set to anything from just ones, to a reflection of the input
data or a slice of it repeated.
Padding is usually used along with strides and filter size to set up the convolution to
perform a certain action over the input image, such as upsampling or downsampling
it.
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Figure 2.2: An image of a Convolutional layer with a 5 × 5 image , a kernel of 3 × 3
that its composed of zeros except the middle with a one, a padding of 1 and a stride of 3

So, to set up a convolution over a three dimensional input, it is necessary to specify several
parameters: the number of channels of the input data, the number of channels desired in
the output data, the kernel size, and the padding to be added to the image. Figure 2.2
shows the first two steps a convolutional layer takes when calculating a convolution over
a 5 × 5 image using a filter of size 3 × 3, padding of 1, and a stride of 3.

Convolutional Transpose Layers

Convolutional transpose layers perform the opposite operation of convolutional layers.
While convolutional layers were used to reduce the size of the input tensor, convolutional
transpose layers serve the opposite purpose.

The way convolutional transpose layers increase the size of the input tensor is by adding
padding data to the input tensor in two ways. First, padding data is injected between the
input tensor data so that each component of the input tensor is separated from the other
by a distance equal to the padding parameter in each dimension. Then, the input tensor
is wrapped in more padding until the center of the filter can match the first component
of the original input tensor. Finally, a traditional convolution is performed.

Pooling Layers

These layers are used to reduce the dimensions of a tensor using convolutions. Instead of
multiplying the values in the kernel pixelwise with the image, the action performed per
each stride of the kernel is either taking the average of the values on the kernel (Average
Pooling) or their maximum value (Max Pooling). Figure 2.3 shows how a max pooling
and an average pooling layer that use a kernel of size 2 × 2 and a stride of 2 operate over
a 4 × 4 images.

Upsampling Layers

As an opposite to pooling layers, upsampling layers are used to increase the dimensions of
a tensor using a known algorithm (linear, bilinear, nearest neighbor...) instead of using
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Figure 2.3: An example of a Max Pooling and an Average Pooling layers inputs and
outputs. Both images use a kernel of 2 × 2 and a stride of 2. The Max pooling takes
the maximum value of each stride of the kernel through the image of 4 × 4, while Avg
pooling takes the average of the values from the stride

convolutions. Figure 2.4 shows the input and output of an upsampling layer over an
image to double its size.
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Figure 2.4: The effect of a nearest neighbor upsampling over a 2 × 2 image

Batch Normalization Layers

This layer uses the mean and the variance of the inputs in a certain node to normalize
them. Using this kind of layer, a single sample can produce different results depending
on the batch in which the sample is contained during testing. To avoid this issue, these
layers gather the running mean and the variance of the different batches during training
and then use them as a fixed value during testing.
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(2.6)

y
[l]
i = γ ∗ ŷ[l]i + β (2.7)

Instance Normalization Layer

Instance normalization layers normalize their input the same way batch normalization
layers do. The only difference between these two layers is that while batch normalization
acts upon the entire batch taking into account the running mean and standard deviation,
instance normalization acts over a part of the input tensor. For example, when taking
images (three dimensional tensors) as an input, these layers normalize each channel of
each input tensor independently without caring about the rest of the batch or the other
channels of the image.

2.1.3 Cost Functions

Binary Cross Entropy

Binary cross entropy (BCE) cost function measures the effectiveness of a model at classi-
fying samples between two different classes. It is designed to evaluate the cost of a binary
sorter that produces a real value between 0 and 1 for each input. If that is taken into
account and then being yi = 1 for samples in the first class and yi = 0 for samples in the
second class, the BCE cost function forces the model to produce a value closer to 0 for
ŷi if the input is a sample from the second class, and a value closer to 1 if the input is a
sample from the first class. On the other hand, if the difference between the tag (yi) and
the output of the model (ŷi) maximizes, the BCE goes to infinity.

BCE = − 1

m

∑
(yi ∗ log(ŷi) + (1− yi) ∗ log(1− ŷi)) (2.8)

Although the use of this cost function may lead to some training problems, the BCE cost
function is one of the most commonly used functions in GANs training.

2.1.4 Training using gradient descent

In this work, the goal of the model is to produce an output for a given sample that
matches the class the input sample belongs to, and that class is the information the
model has at its disposal to learn.

Feeding both the model’s output and the correct tag to the cost function, the model
gets feedback on how accurate its output was and finally, the gradient descent algorithm
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indicates to the model how to update the weights in each node to perform better next
time (score lower on the cost function). This process is described in a schematic way in
figure 2.5

CLASS A CLASS B

SAMPLE OUTPUT

Cost
Function

Figure 2.5: Supervised learning training step, in which the samples are passed through
the network in order to get a result, then this results are compared to the samples that
were used for the generation and the differences from the real samples and the output of
the network are used as a cost function in order to update the weights of said network

Essentially, gradient descent calculates the partial derivatives of the cost function for each
weight in the model and then evaluates those partial derivatives, thus obtaining a value
(which is called the gradient) to update each weight.

This process has been refined and implemented in several algorithms provided by libraries
such as pytorch [34] or tensorflow [3] to a point where each one offers a different trade-off
between efficiency and speed.

The one used in the context of this work is the Adam optimizer [25] , provided by pytorch.
It calculates the weights as shown in Equation 2.9 , using the gradients calculated using
the weights used in the previous training step (gt) and two set coefficients β1 and β2

usually set to a value close to 1.

The Adam optimizer is the one that optimizes the best cost function, but also the one that
takes the most time to reach the minimum value of that function. Taking the equations
above into account, the Adam optimizer updates the weights for the next iteration as
shown in Equation 2.9.
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gt = J(θt)

mt = β1 ×mt−1 + (1− β1)× gt

vt = β2 × vt−1 + (1− β2)× g2t

mt =
mt

1− βt
1

vt =
vt

1− βt
2

θt+1 = θt −
η√

v̂t + ϵ
− m̂t

(2.9)

2.2 Generative Adversarial Networks

Generative adversarial networks (GANs) [15] are machine learning models whose task is
to produce artificial samples similar to the ones used to train them. Having the model do
a different task rather than classifying samples into two classes means that it is necessary
to change certain aspects of both the neural network and the training process.

First, the model needs to become sort of an artist who is trying to produce a fake copy
of, let’s say, the Mona Lisa and then tries to sell it to an art critic. Imagine that the
critic does not only determine if the painting the artist delivers is a fake one, but also
tells the artist what to do to paint a more faithful copy. Then, the artist would end up
painting perfect copies of the Mona Lisa, and the critic would have no other option but
to randomly guess if what the artist delivers is either a fake copy or the real painting.

To be more specific, the GAN is made up of two submodels competing against each other,
the generator, which plays the role of the artist, and the discriminator, which plays the
role of the art critic. Although the artist-critic metaphor provides a clear idea of the
interaction between the generator and the discriminator, there are many differences that
are worth noting:

• Instead of creating a painting from scratch like the artist does, the generator needs
a random noise vector as an input to produce a fake sample.

• Since the critic already knows what a real Mona Lisa looks like, the only one learning
during the process is the artist. In contrast, at the beginning of the training of
a GAN, neither the generator nor the discriminator has any kind of knowledge.
During the training process, the generator has to learn using the feedback provided
by the discriminator, and the discriminator has to do it by looking at real samples
from a dataset.

• While it is quite clear that the discriminator ends up being a binary classifier, the
task the generator performs is not so clear. To clarify the generator’s task, it is
necessary to think of the dataset used to train the GAN as a probability distribu-
tion that models the frequency in which certain features appear in real samples.
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Taking this into account, what the generator is really doing is approximating the
distribution in the dataset.

It is worth noticing the importance of the competition between the generator and the
discriminator in the training process. On the one hand, if the discriminator never learned
what a real sample looked like, the generator wouldn’t learn how to produce faithful
samples. On the other hand, if the generator didn’t take advantage of the feedback
provided by the discriminator, the duty of the discriminator would be too simple and
there would be no point in training that model. Although the valuable part of a GAN
ends up being the generator, the discriminator learning at a similar rate to the generator
while being able to compete with the generator is the key to achieving a working GAN.

2.2.1 GAN architecture

The structure of the GAN is as shown in Figure 2.6, and the parts that compose it are
as follows:

• Training dataset
Dataset of real examples that we want to emulate with the Generator. It is the
input to the Discriminator network.

• Random noise vector
Vector of random numbers used by the Generator to synthesize fake examples. It
is the input to the Generator network. The changes in this vector are used in order
to increase diversity on the images generated by the Generator Network.

• Generator network
This network takes in the random noise vector and outputs fake examples. Its goal
is to generate fake examples as similar as possible to the real examples.

• Discriminator network
This network takes in a real example (training set) or a fake example (Generator).
For each example, the discriminator determinates the probability of whether the
example is real.

2.2.2 Reaching a state of equilibrium

A GAN is fully trained when its reaches Nash equilibrium. The following requirements
must be fulfilled:

• The Generator produces fake examples that are identical or almost identical to the
real example in the training dataset.

• At best, the Discriminator can predict whether a particular case is real or fake at
random (i.e., make a 50/50 guess).
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Figure 2.6: Simplified structure of a Generative Adversarial Network or GAN that uses
both a generator, which takes a random noise and converts it into an image, and a
discriminator which takes both the generated fake images and real images and discerns
which ones are which

2.2.3 Evaluation

Given the task of generating fake samples of any kind, it is difficult to think of a way
to measure how a model performs at it. On top of that, if the model needs not only
to produce faithful copies of the original samples but also to generate a wide variety
of them, the evaluation becomes even tougher. For example, it wouldn’t be much of a
success if a GAN trained to generate human faces only produced white male faces, and
neither would be the desired result if the samples generated were diverse but fooled no
human observer. Although the best case possible would be to have both high quality and
diverse images, there is usually a trade-off between these two features, just as there is
one between precision and recall when it comes to training a binary classifier.

In fact, the only module of the GAN that is being tested during the evaluation is the
generator, while the discriminator is left behind. As previously mentioned, the generator’s
duty is to approximate the probability distribution that appears in the dataset used to
train it. Taking that into account, it’s easy to realize that evaluating a GAN equals
measuring the difference between the distribution in the dataset and the one learned by
the generator.

Inception score

The inception score (IS) [8] is a way of rating GANs based on the convolutional network
named Inception. The rating is calculated feeding the same input to both models (the
inception network and the model to rate ), and comparing both outputs by either using
cosine distance or by just taking the difference between the mean of the two outputs.
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Fréchet inception distance

Fréchet inception distance (FID) [8] is a way to evaluate generative models that improve
inception score. This measure originates from the Fréchet distance, which is named
after the mathematician Maurice Fréchet. Essentially, the Frechét distance measures the
distance between two given curves.

Intuitively, this distance can be thought of as the minimum leash a human walking forward
along curve f needs to walk his dog, which walks forward along curve g if neither of them
can walk backward.

As previously mentioned, the generator tries to model the distribution of the features
of the real data, calculating the Frechét distance between the probability distribution
produced by the model to rate and the produced by a reference model is a suitable
measure to evaluate a generative model.

2.2.4 GAN Challenges

Oscillating Loss

This is the most common challenge in GAN training. When it comes to training a super-
vised learning model, it is important to ensure the training process converges to a point
where the model performs correctly using the training data. In the context of generative
adversarial networks, the training process consists of obtaining fake samples from the
generator and using the feedback the discriminator provides on those fake samples and
some real data to train both models. The nature of this process allows the generator and
the discriminator to compete with each other to a point where let’s say, the generator
outperforms the discriminator while some training steps after, the discriminator outper-
forms the generator and neither of them performs better overall, thus the training of this
neural networks hardly converges in a uniformed manner, as it can be seen in figure 2.7.

Uninformative Loss

As mentioned before, training a GAN actually consists of training the generator using
as input a random noise vector and training the discriminator using both real and fake
images produced by the generator. During this process, it is possible that the generator
learns slower than the discriminator to a point where the discriminator differentiates
perfectly the fake images from the real ones and stops learning. In this situation, the
generator stops learning as well due to the discriminator performing perfectly and, thus,
not giving any feedback to the generator.

Mode Collapse

When a GAN reaches mode collapse, some modes (for example, classes), are not well
represented in the generated samples even though their frequency in the dataset proba-
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Figure 2.7: Image that shows how the loss function of the generator of one of our models
doesn’t converge, but instead oscillates, making the model not aware of how much it has
learned

bility distribution is different from zero. For example, if a GAN that has been trained to
generate human faces (using a dataset that is diverse enough) reaches mode collapse, the
GAN may not generate Asian faces no matter how many samples it is asked to generate.
Figure 2.8 shows the images created by a generator trained in a human faces dataset that
has reached mode collapse.

Overgeneralization

Overgeneralization is kind of the opposite of Mode Collapse. Overgeneralization happens
when a GAN learns things that should not exist based on real data. When a GAN
overgeneralizes, modes (let’s say modes are classes to match the previous example) that
do not appear in the probability distribution of the dataset are present in the generated
samples. For example, a cow with multiple bodies but only one head, or vice versa, may
appear if a GAN trained to produce animal pictures overgeneralizes.

Slow convergence

This is a big problem with GANs and unsupervised settings, in generally the speed of con-
vergence and available compute power are the main constraints—unlike with supervised
learning, in which available labeled data is typically the first barrier.
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Figure 2.8: Image that represents mode collapse, on this image we can clearly see that
even though this was trained in a dataset with images from different types of faces, all
the generated ones look similar as if they were originated from the same face base

Hyperparameters

Hyperparameters are the training variables of the model, which are selected by the de-
velopers in order to increase the effectiveness of a given model. The number of layers and
nodes per layer and the activation function are some of the parameters that are needed.
GANs are really sensitive to these values, and small changes in these can lead to really
different results.

2.2.5 Stop training

Traditionally, the training of any kind of learning model stops when the value of the cost
function decreases less than a set value or when the training loop has run for long enough.
In the context of this work, the training process stops when Nash equilibrium is reached.
However, in practice, checking if Nash equilibrium has been reached is sometimes hard,
so other criterion are used such as reaching a set value for the FID or the IS, but these
can take too long to meet. Taking into account every argument stated above, in this
work, the training process is stopped once the generator provides are realistic enough.

2.3 Frameworks and libraries

The code developed in the context of this work has been written in Python [2] using the
PyTorch [34] framework.

PyTorch allows the creation and training of neural networks and the specification of how
data travels through the defined architectures. The choice of PyTorch for this work was
made mainly because it eases the calculation of gradients given any function, which is of
a lot of use to train GANs.
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Additionally, it provides a lot of pre-built layers which are very useful to build the archi-
tectures that will be described in this project, as well as a very efficient implementation of
tensors that GPUs are able to compute. Pytorch also includes utilities to load, save, and
iterate through datasets, which will be of use in this work due to datasets being struc-
tured in folders containing images. Finally, Pytorch supports the saving and loading of
a given model during the training process, so the training can be paused and resumed,
which is convenient due to the training of some architectures presented being so long.

Alongside PyTorch, the Python wrapper for Matplotlib [19] has been used to generate
and save the plots of the loss function through the training process.
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Chapter 3

Simple GAN: Image Generation

In this chapter, the basic knowledge about GANs explained in the previous chapter will
be put into practice in order to achieve a simple GAN able to produce the most possible
realistic handwritten digits.

3.1 Definition of a Simple GAN

The architecture of the GAN used in this chapter is the same as mentioned in 2.

The main component is the Generator, which essentially plays the role of the artist who
tries to copy the Mona Lisa, taking a random noise vector and producing a fake sample.

Additionally, the GAN includes a Discriminator playing the role of the art critic as it
takes the image the Generator has produced and determines whether that image is real
or produced by the Generator. Moreover, during the training process, the Discriminator
learns what a real image looks like by processing real images taken from a dataset, as
shown in Figure 3.1.

Figure 3.1: Basic components of a GAN
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Figure 3.2: A graphic view of the generator’s architecture

3.2 Architecture

3.2.1 Generator

The generator is made up of a concatenation of blocks that consist of a convolutional
layer, a batch normalization layer, and a ReLU as an activation function as shown in
Table 3.1 . The blocks are all the same, but the last one is made up of a convolutional
layer, and a Tanh as an activation function. The input vector traverses each block until
the final output of the generator ends up being a 1 channel image of size 56 × 56. A
scheme of this module is shown in 3.2, and a detailed report on the layers used in this
model and its output sizes in 3.2.

Layer(type) Output Shape Num Params
ConvTranspose2d [ 512, 6, 6 ] 2.097.408
BatchNorm2d [ 512, 6, 6 ] 512
ReLU [ 512, 6, 6 ] 0

Table 3.1: Simple Generator block that takes an input of size (512 × 3 × 3)

Layer (type) Output Shape Num Params
Simple Generator Block 1 [ 512, 3, 3] 296.448
Simple Generator Block 2 [ 512, 13, 13] 295.296
Simple Generator Block 3 [ 512, 27, 27] 73.920
ConvTranspose2d [ 3, 56, 56] 3.075
Tanh [ 3, 56, 56] 0

Table 3.2: Simple Generator
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Figure 3.3: Scheme of the discriminator’s architecture

3.2.2 Discriminator

The Discriminator used for this GAN is just a copy of the generator except for the last
block, which is formed by a convolutional layer and a sigmoid as an activation function,
whose output sizes are detailed in Table 3.3.

The only difference between the two modules is that, while the generator upsamples the
initial noise vector that it receives as input, the Discriminator needs to gradually decrease
the input tensor to produce a number between 1 and 0 that indicates how close the image
is to be real or fake. Figure 3.3 shows a graphic view of the architecture of this module.
Additionally, table 3.4 provides more details on the layers used in this model.

Moreover, it is worth noticing that the Discriminator uses convolutional layers instead of
transposed convolutional layers since, even though both layers can be set to produce any
output size, transposed convolutional layers ease the upsampling of their input when it
comes to coding them, and convolutional layers do it at downsampling their input.

Layer(type) Output Shape Num Params
Conv2d [ 512, 12, 12 ] 131.200
BatchNorm2d [ 512, 12, 12 ] 256
ReLU [ 512, 12, 12 ] 0

Table 3.3: Simple Discriminator block that takes an input of size (512 × 26 × 26)

Layer (type) Output Shape Param #
Simple Discriminator Block 1 [ 64, 26, 26] 3.264
Simple Discriminator Block 2 [ 128, 12, 12] 131.456
Simple Discriminator Block 3 [ 256, 5, 5] 525.056
Conv2d [ 3, 1, 1] 12.291

Table 3.4: Simple Discriminator
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Figure 3.4: Handwritten digits images contained in the MNIST dataset

3.3 Training

The discriminator has to discern between real and fake images, as such the loss function
used in this model was BCE Loss Function 2.8 combined with a Sigmoid Layer 2.2. We
use the Adam optimizer for both the Generator and Discriminator, with a learning ratio
of 0.003 and a batch size of 16 during training.

The hyperparameters used to train this model are :

• Batch size : 16

• Learning rate : 0.003

• Loss function : BCE as explained in section 1.4 of chapter 2

• Image resolution : 55 × 55

• Adam Betas : 0.9 and 0.999

3.4 Experiments and Results

3.4.1 MNIST Dataset

This dataset consists of 60000 images of numbers written by hand separated into classes
from 0 to 9. Each class contains around 6000 images as shown in, and all the images are
28 by 28 pixels each. All images are black and white, making the training of the models
faster, as there was no need to learn the specific coloring of the image. Figure 3.4 shows
35 random images sampled from this dataset.

3.4.2 First Experiment: One Class Dataset

Once we had built a basic GAN architecture, we then tried to prove it and were able to
generate faithful images in a very reduced scope. To that end, we trained the GAN on a
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Figure 3.5: Handwritten images of number 8 used in this experiment

Figure 3.6: Training results after 1 (left), 4 (middle) and (right) epochs. The upper row
shows what the GAN outputed, while the lower row displays real samples.

subset of the original MNIST dataset made of only handwritten images of the number 8
like the ones shown in Figure 3.5.

The following images are the result of the generator from the first epochs (1 and 8) to
the later epochs (16 to 64) in which the generator has learned how to create real looking
numbers. These images contain the results of the generators on the top row, while the
bottom one consists of real images from the dataset.

Obtaining these images took around 1 hour and a half to generate, running the experiment
on an NVIDIA 1660 paired with a Ryzen 5 3600 and 16 GB of RAM available.

As shown in 3.6 on the very first epoch the generator doesn’t really do a good job at
creating an image of an eight. In fact, it tries all the pixels of the image until it reaches
a state in which it learns the shape of the number vaguely on the fourth and continues
learning until the eighth. Even though it isn’t exactly an eight, the progress is noticeable.
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Figure 3.7: Training results after 16 epochs (left), 32 epochs (middle) and 64 epochs
(left). The upper row shows what the GAN outputed, while the lower row displays real
samples.

In the later stages of training, the GAN is as shown in 3.7, the number eight is more
visible and the generator tries different shapes in order to match the real images from
the dataset. At the begging in epoch 16, the shapes are clearly distinct, but by the 64th
epoch, the shape of the numbers are much alike even though the background is still the
same black color different from the gray shade of the real images.

Finally, in the last images, 3.8, we can see the loss function of both the generator and the
discriminator. The discriminator is separated between the real images, the fake images
losses, and the loss of both combined. It is evident that the discriminator learns far too
quickly and consistently beats the generator; even on later epochs, where the shapes of
the images are very identical, the discriminator can detect the slightest change and make
a very accurate guess. The generator’s loss, on the other hand, keeps oscillating while it
learns how to create a more realistic looking eight, even ending with higher loss values
than it began with, due to the discriminator learning at a much faster pace. Notice that
even though the Discriminator loss details the loss for fake samples and real samples,
that information is not clearly visible in Figure 3.8 as the scale needed to plot them along
with the Generator loss is too large.

3.4.3 Second Experiment: Two classes Dataset

Following the promising results of the GAN trained with a single class dataset, a more
complicated dataset was employed in the training procedure to demonstrate the GAN’s
full potential. More precisely, this dataset was made of two classes that contained both
images from ones and sevens. Similar to previous figures, in the ones following the top
row represents the generated fake images, while the bottom represents the real ones that
the top ones are trying to imitate.
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Figure 3.8: Loss function over time measured in batches

Figure 3.9: Training results after 1 (left) and 4 (right) epochs. The upper row shows
what the GAN outputed, while the lower row displays real samples.

As seen on the first image in Figure 3.9, the generator starts the same as the previous
section 3.4.2 in which it tries to roughly create the shape that most resembles a one and
a seven combined. By the fourth epoch, it reaches a point where the shape of the number
can be seen in some way.

But by the eighth epoch, as shown in Figure 3.10, it starts showing promising results.
Due to the simplistic shapes of both the classes used during the training and the number
of images on this one relative to the previous one (more than double) the training process
takes way fewer epochs in order to harbor convincing results. In the latest epochs, the
numbers have almost no difference from their original ones. Still, the generator doesn’t
differentiate between one and seven. Due to the similarities between both images, the
generator creates a random image that doesn’t discriminate between ones and sevens and
creates one of them indiscriminately.

As seen on Figure 3.11, the same as Figure 3.4.2 the discriminator loss doesn’t get too high
for the same reasons as before, only in this case it has one more reason not to increase,
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Figure 3.10: Training results after 8 epochs (left), 15 epochs (left). Top row showing
training results and bottom row showing real samples.

and that is the generator incapability of creating a specific number given a class. The
generator oscillates in its loss while still learning how to generate a good enough looking
number, while still not knowing which class it belongs to.
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Figure 3.11: Loss function over time measured in batches for a two class dataset

3.4.4 Third Experiment: More than two classes Datasets

As the previous experiment shows promising results, we move on to more complex datasets
with more than two classes or classes with not many similarities. It resulted in the
generator not learning while trying to create a mixture of all classes of images at the
same time, producing blurry and random images that don’t resemble the originals in any
way, shape, or form as it is shown in Figure 3.12.

Due to this problem in creating images for the more complex dataset, we need a GAN that
takes into account which class the generated images has to represent, for that purpose
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Figure 3.12: Training results after 64 epochs of the GAN with a dataset of all the numbers

we move onto a more advanced GAN on chapter 4.

3.4.5 Conclusions

In this chapter, we applied the basic notions about GANs to create a simple architecture
able to produce images fairly similar to the ones used during its training. First, we tested
the architecture on a one class dataset, and the Simple GAN proved to be capable of
achieving realistic images. Then, we expanded the scope of training this GAN with a
dataset containing images from 2 similar classes and tested the Simple GAN. The results
produced by this test were worse than the ones obtained through the first experiment,
but still were somehow similar to the real samples. Finally, we ran one last experiment
using the whole MNIST dataset. The results of this experiment proved that the Simple
GAN was not powerful enough to deal with so many classes.

Thanks to these experiments, we learned about the basic structure of a GAN, and well
as its limits. They clearly showed that, although maybe this architecture would produce
higher quality images by stacking more blocks in both the Generator and the Discrimi-
nator, this architecture’s potential is limited.

Additionally, these experiments served us to get down to work with Pytorch and the tools
it provides to build and train models, and also its utilities to manage datasets.
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Chapter 4

Conditional GAN: Conditional
Image Generation

GANs are capable of producing examples, but by using simple GANs we can not specify
any of the features of the data samples or classes the GAN would generate. The downside
to the standard GANs is that if any feature is desired to be present in the generated
samples, the only choice to generate a fake sample with said feature is by trial and error.
This makes the model very slow to provide an example that meets the desired conditions,
and also produces a lot of undesired images to get rid of.

Fortunately, conditional GANs [30] tackle and solve this challenge pretty well with almost
no change to the standard GAN architecture.

4.1 Definition of a Conditional GAN

Conditional GANs are generative adversarial networks that contain additional informa-
tion on the input to condition the Generator and Discriminator during training. This
auxiliary data might theoretically be anything, such as a class classification, a set of tags,
or even a written explanation. In the context of this work, this additional information
will be a label indicating one of the multiple classes.

The fact that the Conditional Generator’s input is extended with the label of the sample to
generate, implies that both the Conditional Generator and the Conditional Discriminator
need to learn a way to map the features of the samples in each class to their label. Then,
the Conditional Generator learns this in order to provide control to the user over the
features of the generated sample. Furthermore, the Conditional Discriminator now needs
to detect images paired with the wrong label regardless of whether the image is real or
fake, and fake images paired with the correct label.

As a result, producing realistic-looking data via the Conditional GAN Generator is in-
sufficient to fool the Discriminator. It’s also important that the examples it generates
match their labels. After the Generator has been fully trained, the Conditional GAN can
synthesize any sample from any class by feeding it the desired label. To clarify the idea
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that this architecture introduces, 4.1 shows a sketch of how everything is put together.

Figure 4.1: An image of a Conditional GAN

4.2 Architecture

4.2.1 Generator

As the dataset used is originally split into categories differentiating each fruit, it is easy to
encode the label of an image using a one-hot vector. So, to sum up, being z the random
noise vector the generator takes as input and being y the label of the sample desired, the
generator produces G(z, y) = x∗|y (read as “x* given that, or conditioned on, y”)

The purpose of this false example is to resemble a real case for the supplied label as
closely as possible (in the eyes of the Discriminator).

At a lower level, the Conditional GAN Generator consists of a series of blocks, each one
performing a convolution, a batch normalization, and an activation function on their
input. More precisely, the convolution performs an upsample on the input tensor while
halving its number of channels. The layers along with the output layers are shown in
Tables 4.2 and 4.1 and in Figure 4.2.

The reason for this is that, doubling the size of the input tensor while halving its number
of channels is a way of maintaining the amount of information of the random noise vector
fed to the Conditional GAN Generator as its shape is being changed along its way through
the Generator using the kernels in the convolutional layers.

Layer (type) Output Shape Num Params
ConvTranspose2d [256, 6, 6] 2.097.408
BatchNorm2d [256, 6, 6] 512
ReLU [256, 6, 6] 0

Table 4.1: Conditional Generator Block that takes an input of size (512 × 3 × 3)

Finally, we use ReLu activation in all layers except for the output layer where we use the
Tanh function in consequence of previous experimentation [36], where it was discovered
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Figure 4.2: Sketch of the Conditional Generator

Layer (type) Output Shape Num Params
ConvTranspose2d [512, 3, 3] 365.568
ConvTranspose2d [256, 6, 6] 2.097.408
BatchNorm2d [256, 6, 6] 512
ReLU [256, 6, 6] 0
ConvTranspose2d [128, 13, 13] 295.040
BatchNorm2d [128, 13, 13] 256
ReLU [128, 13, 13] 0
ConvTranspose2d [64, 27, 27] 73.792
BatchNorm2d [64, 27, 27] 128
ReLU [64, 27, 27] 0
ConvTranspose2d [3, 56, 56] 3.075
Tanh [3, 56, 56] 0

Table 4.2: Conditional Generator

that, by adopting a limited activation, the model was able to learn to saturate and cover
the training distribution’s color space more quickly.

4.2.2 Discriminator

The Discriminator receives real examples with labels (x, y), and fake examples with the
label used to generate them, (x∗|y, y). On the real example-label pairs, the Discriminator
learns how to recognize real data and how to recognize matching pairs. On the Generator-
produced examples, it learns to recognize fake image-label pairs, thereby learning to tell
them apart from the real ones. The Discriminator outputs a single probability indicating
its conviction that the input is a real, matching pair. Its goal is to learn to reject all
fake examples and all examples that fail to match their label, while accepting all real
example-label pairs,

Also, the Discriminator is never explicitly trained to reject mismatched pairs by being
trained on real examples with mismatching labels; its ability to identify mismatched pairs
is a by-product of being trained to accept only real matching pairs.
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As well as the discriminator in the previous chapter, the Conditional Discriminator is
not much more than a mirror of the generator. It performs the opposite operation to the
generator, meaning that it downsamples the input tensor while doubling its number of
channels, and finally generates a single number as an output. The detailed set of layers
used in this module are shown in Tables 4.4 4.3 and in Figure 4.3
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Figure 4.3: Sketch of the Conditional Discriminator

Layer (type) Output Shape Num Params
Conv2d [128,14, 14] 131.200
BatchNorm2d [128,14, 14] 256
LeakyReLU [128,14, 14] 0

Table 4.3: Conditional Discriminator block that takes a tensor of size (64 × 31 × 31) as
input

Layer (type) Output Shape Num Params
Conv2d [64, 31, 31] 18.496
BatchNorm2d [64, 31, 31] 128
LeakyReLU [64, 31, 31] 0
Conv2d [128,14, 14] 131.200
BatchNorm2d [128,14, 14] 256
LeakyReLU [128,14, 14] 0
Conv2d [256, 6, 6] 524.544
BatchNorm2d [256, 6, 6] 512
LeakyReLU [256, 6, 6] 0
Conv2d [ 18, 2, 2] 73.756

Table 4.4: Conditional Discriminator

We use batch Normalization all along the conditional GAN because it is crucial for the
generator to start learning, since it prevents the collapse of all samples into a single point.

4.3 Training Details

The conditional GAN was finally trained a conditional on fruits images from the dataset
fruits 360 dataset conditioned on their class labels (131 classes), encoded as one-hot
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vectors.

Since the discriminator has to differentiate between two classes (real and fake), the ad-
versarial loss function used in this GAN is the BCE Loss function (2.8) combined with a
Sigmoid layer. Furthermore, we use Adam optimizer for the Generator and Discriminator
with a learning rate of 0.0002. Additionally, a batch size of 15 was used during training.

The generator network starts with a noise vector of size 79 (which is the sum of a noise
vector of size 64 and the number of classes in the dataset). During the training process,
the generated image is fed to the discriminator to obtain a tag for that image. Then, the
tag obtained is compared to the one used to generate that image, and the gradients are
calculated to modify the weights. Additionally, real images along with real tags are also
fed to the discriminator to train it.

To sum up, the hyperparameters used to train this model are :

• Batch size : 15

• Learning rate : 0.002

• Loss function : BCE

• Image resolution : 64 × 64

• Adam Betas : 0.9 and 0.999

4.4 Experiments and results

4.4.1 Fruits-360 Dataset

The training dataset has 67692 images in total divided into 131 classes (types of fruits).
These classes contain around 500 images per class as shown in, although some of them
have almost double the images like the class ’Grapes Blue’ which has almost a thousand
images. All images are 100x100 pixels.

In contrast with the MNIST dataset, this dataset contains colorful images that are con-
siderably bigger. Because of this, using this dataset to train a GAN significantly increases
the complexity of the process.

It is worth noticing that, out of the 131 classes of fruits, 114 are round shaped and 17 are
not. This may lead to more difficulties making accurate images of the non round fruits.

4.4.2 Conditional image generation

Finally, to train the Conditional GAN, a subset of the Fruits-360 dataset was used due
to the memory needed to allocate the one-hot vectors and attach them to real and fake
images is excessive.
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This subset of the fruits 360 dataset consists of every sample in each of the 15 classes
selected among the 131 available. More precisely, these classes are: clementine, avocado,
banana, cocos, eggplant, kaki, kiwi, lemon, orange, pear, limes, raspberry, watermelon,
mango, and maracuja. There are 482 images of each class in this dataset, adding up to
7230 images.

In the following figures, the generator output after 1, 4, 45, and 64 epochs are shown in
the upper row, while in the lower row, there are real samples of the class fed into the
generator to produce the corresponding output in the upper row. This experiment was
run on an NVIDIA 2060 Super GPU paired with an Intel I5-9400 CPU and 16 GB of
RAM and took approximately 3 hours to complete.

Figure 4.4: Training results after 1 (left) and 4 (right) epochs. Real samples (lower row)
in contrast to fake samples (upper row)

As Figure 4.4 shows, after one epoch the conditional GAN is able to generalize that
every image in the dataset shares a common background, although it is not able to learn
much more from one epoch. After four epochs, the model has effectively learned the
background color as well as the fact that the majority of the fruits in the dataset are
round. Furthermore, the conditional Gan has been able to match different colors to
distinct classes.

In later stages of the training process shown in Figure 4.5, after 45 epochs, the Conditional
GAN is able to generate fake samples using colors fairly similar to those of the real samples
and has perfected the shape of most of the classes. Only the ones that are the least
comparable to others, such as the raspberry or eggplant, are nevertheless unrealistic, and
the images have some granularity in the colors when they could have been plainer. Finally,
after 64 epochs, most of the shapes in the fake samples match their actual counterparts,
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Figure 4.5: Training results after 45 epochs (left) and 64 epochs (right). Real samples
(lower row) in contrast to fake samples (upper row)

and the colors are nearly identical. The sole disadvantage of these final generated photos
is that the color is still not perfect because, upon closer inspection, a human viewer may
discern numerous pixels in each sample.

Finally, the cost function graph over time shown in Figure4.6 demonstrates that, even
though those pixels are invisible to a human observer, the discriminator is still capable
of distinguishing generated samples from actual ones very effectively. It is important to
notice how, although the legend of the plot provides detail on the loss function values
calculated with real and fake samples, the scale needed to plot that information along
the generator loss function makes the lines representing those values almost invisible.

4.4.3 Conclusions

During this chapter, we have developed some improvements over the Simple GAN to
enable it to learn from both bigger and colorful images. Essentially, this was achieved by
attaching a one-hot vector to the random noise input to indicate the class to which the
generated sample should belong. Additionally, that one-hot vector is also added to the
Discriminator’s input, so it learns to tell apart fake image-tag pairs from the real ones.

The downside to this improvement comes from the fact that extending the input size
limits the size of the input vector, the batch size used during training, and the amount of
classes included in the dataset (because the size of the one-hot vector encoding the labels
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Figure 4.6: Loss function over time (measured in batches)

grows linearly with the number of classes).

Finally, the most important fact that this experiment along with the ones carried out in
the previous chapter reveal is that, only building GANs from convolutional layers and
batch normalization layers is not enough to produce truly realistic images.
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Chapter 5

StyleGAN: Style Image Generation

As shown in the previous chapter, Conditional GANs are capable of generating images
of a given class through a one-hot vector attached to the noise used as input. However,
picking the image class to generate is not always sufficient to generate realistic enough
images. The conditional GAN’s results are somewhat realistic and can sometimes trick
a human, but it has been proven that a Conditional GAN may not be adequate for more
complex datasets with larger or less clear images.

In this context, StyleGANs [24] can be used to achieve both higher quality images and
more precise control over the generated image. Also, because StyleGANs produce a more
diversified output, the possibility of a mode collapse during training is lowered simply by
modifying the network’s architecture.

5.1 Definition of a StyleGAN

When looking at an image, one unconsciously takes apart the content of the image from
its style. For example, both Da Vinci’s Mona Lisa and Monet’s Woman with a Parasol
share a woman in their content, but clearly, those women are not painted in the same
style. Another example of this concept is that, although two people may wear the same
t-shirt, they would probably do it in different styles.

Using these examples as a reference, a style can be defined in the context of this work
as a variation of any feature in an image. Relating the definition with examples, in the
paintings, the women’s hair can vary its style being long, short, curly, or straight, while
the t-shirts present variations in their style by changing their color or the length of their
sleeves.

The StyleGAN is named after this concept because not only it can generate highly re-
alistic images, but because it is capable of changing and mixing styles thanks to two
different techniques: random noise injection and style mixing. A deeper insight into this
architecture’s capability to alter and work with styles will be presented further in this
work.

To handle styles, StyleGAN’s Generator takes a random noise vector and a constant vector
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as an input. The idea behind having two different inputs is that the constant vector will
travel through several convolutional layers and end up as the generated image, whereas
the random noise vector is processed by some fully connected layers to generate other
that represents the styles that will be applied to the random noise vector at various points
during the generation process. The StyleGAN Discriminator, on the other hand, is quite
similar to the Conditional GAN Discriminator, but it also applied some changes for it to
keep up with the Generator. A whole intuition of the complete architecture is given in
Figure 5.1
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Figure 5.1: The StyleGAN’s architecture takes a random vector and a constant vector as
an input. The random vector first is ran through the mapping layers to produce another
vector w that then will be inputed to the Generator. Then, the data flows through the
model as it does in previous GAN architectures.

5.1.1 StyleGAN Components

These style components are significant advancements made primarily in the style gener-
ator architecture to allow style usage throughout the architecture.

• Random Noise Injection
The goal of this component is to perturb the present image to obtain different
variations of it. This adds more noise to the model, and depending on which blocks
of the network this is added, the changes will be coarser or finer. This noise is
sampled from a normal distribution and concatenated to the vector resulting from
a generator block’s convolutional layer preceding the other layers in the block. The
extent to which this noise influences the image is determined by a learning factor
λ.
The changes with Stochastic Noise can be as subtle as the orientation of a wisp of
hair, as seen in Figure5.2. This adds variance to the image, which can then be used
for all subsequent images generated.

• Mapping Network
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Figure 5.2: Stochastic Noise

As well as the Conditional GAN generator, the StyleGAN generator also takes
a random noise vector z as input. Each vector component’s value is drawn at
random from a normal distribution. The noise is then sent into a neural network
called a mapping network, which is constructed by stacking fully connected layers
and activation functions to form an intermediate vector w.
The goal of these mapping layers is to disentangle the values of the vector, that
is, to transform the initial vector z into another vector w of the same size, whose
components map to the features of the generated image more precisely. This way,
changing values of the vector w provides more control over the style of the generated
image than changing those in the vector z. The structure of this mapping network
is shown in Figure 5.3

• Progressive Growing
As shown by Karras et al.[23], this component is utilized to facilitate the production
of a high definition image by gradually training the generator and discriminator
from lower resolution images to higher resolution ones.
It starts by, for example, using the Generator to make 4 × 4 images and the
Discriminator to distinguish between them and the real ones. To make it more
difficult for the Discriminator, the original photos would be downsampled to 4 × 4.
When both models are sufficiently trained, the next step is to double everything,
so that instead of 4 × 4 images, the generator output an 8 × 8 image and the
discriminator receives 4 × 4 images to compare. This process will be repeated until
the resulting image is the required size, as shown in Figure 5.4.
However, during this process, neither the Generator nor the Discriminator employs
either the produced or upsampled outputs, but rather both images. Because the
new convolutional layer has not yet been trained, the upsampled version is largely
used at first. As the training progresses, the proportion of both images used in the
combination gradually increases, favoring the convolutional one until it is the sole
one used. The combination is as follows: 5.1
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Figure 5.3: Mapping network structure

image = (1− α) ∗ U + C ∗ α (5.1)

Where alpha gradually increases until it becomes 1, being U the output of the
algorithm to upsample the image and C the output of the convolutional block. The
procedure is then repeated with the next layers. Figure 5.5 shows how a StyleGAN
would grow from using 16 × 16 images to 32 × 32

• Adaptive Instance Normalization
Adaptive instance normalization (AdaIn) is the mechanism used by the StyleGAN
Generator to integrate the noise vector w produced by the mapping network with
the image at several points as the image travels through the StyleGAN Generator.
Essentially, it extracts two scalars α and β from the intermediate noise vector w
and uses them to modify the image.
Let us dissect this procedure. Similarly to batch normalization, as seen in equation
2.6, AdaIn normalizes each value in an instance by taking the mean and standard
deviation of the values in the instance into account. An instance in this context is
a set that contains every value in a certain channel of an image.
The adaptive procedure begins once normalization is complete. The image is scaled
and shifted by two factors, as illustrated in equation 5.2, where α is the scaling
factor and β is the shifting factor. These scalars are obtained by propagating the
intermediate noise vector w through two separate sets of fully connected layers.
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Figure 5.4: Initial state of the generator in the training process

x′
i = α ∗ x̂i + β (5.2)

Along with progressive growing, adaptive instance normalization is an important
component of the style-based approach. Due to progressive growing, the same style
vector creates different variations on the resulting image depending on where it is
used during the generation process. The earlier the style vector is inputted in the
generating process, the larger the difference in the final image. This way, by using
different style vectors along the training process, the StyleGAN generator allows
more precise control over the generated image.

• Style Mixing
When training the Generator, each layer of it is given w1, the vector that the
mapping network creates. However, this isn’t limited to only one vector for each
layer. Another w2 can be added to different layers created from different noise
vectors passed through the same mapping layer. This new vector, w2, can be used
in different parts of the network.
For example, if w1 is used in the first half of the network this would control the
coarser features of the resulting image, such as shape and color, while w2 would
modify finer features if used in the later blocks of the architecture.
This method increases diversity during training due to this mixing in styles getting
more diverse outputs.
As shown in Figure 5.6, depending on which layers of the network the source B
(which would be our w2) is added in, the Style of the original A (w1) changes in
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Figure 5.5: This example demonstrates the transformation of 16X16 images (a) to 32X32
images (b) (c). During the transition (b), we treat the higher-resolution layers as if they
were residual blocks, with a weight that increases linearly from 0 to 1. Both the toRGB
and fromRGB layers use 1X1 convolutions to convert feature vectors to RGB colors.

different ways. For coarser details, the whole shape and age of the person change,
but for finer details only the color of the hair and the background change.
In a nutshell, Style Mixing is a way to intertwine two images, to create a new on-
thatch has the styles of both, controlling the level of detail and the degree to which
the changes affect the image by selecting how deep the style vector is added. Addi-
tionally, this can be extended to any number of vectors used as input at different
points in the architecture to change different styles in the output image.

• Noise Truncation
Noise truncation is a way of trading off between diversity and fidelity by truncating
the normal distribution used to generate the noise vector. This is done after training
the StyleGAN using a hyperparameter and is another way of controlling the features
of the output image. The difference between a truncated and a not truncated normal
distributions can be seen in Figure 5.7
When training generative models, the dataset used to train the discriminator strongly
influences the quality of the images generated. Due to this, features poorly rep-
resented in the dataset are not well learned by the generator, thus it may end up
producing poor quality images when trying to represent those features.
Noise truncation addresses this issue by truncating the normal distribution noise
vectors are taken. This way, the values of the noise vector are closer to the mean of
the distribution and represent features the generator is able to generate properly.

• Pixel Normalization of the Feature Vector
StyleGAN are prone to generator and discriminator magnitudes going out of control
as a result of competition. To avoid this, the feature vector is normalized at each
pixel to the unit length in the generator after each convolutional layer.

• Loss Functions
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Figure 5.6: Style Mixing

Finally, to train this architecture, a new loss function, the logistic loss, was used.
This new loss function is calculated as shown in the next equation, where fp stands
for the prediction of the Discriminator for fake samples, and rp is the prediction of
the Discriminator for real samples.

LogisticLoss(x) = E(softplus(fp) + softplus(−rp)) (5.3)

The function softplus applied to the prediction emitted by the Style Discriminator
acts like a ReLU function but softens the slope to make a smoother transition to
where the function behaves as the identity. Figure 5.8 shows a plot of this function,
which depends on two parameters:

– Beta: which is used in the smoothening of the function
– Threshold: which marks the point where the function starts behaving like

the identity.

Bearing these two parameters in mind, the function is calculated as follows:

softplus(x) =


1
β
× log(1 + eβx) if x× β ≤ Threshold

x if x× β > Threshold

(5.4)
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Figure 5.7: Difference between a truncated and not truncated normal distributions
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Figure 5.8: Softplus function

A regularization function called R1 regularization [29] is introduced in addition to
these calculations. This technique uses a penalty and gradient regularization to
train generative adversarial networks. Through gradient penalty, it penalizes the
discriminator for deviating from Nash Equilibrium only on real data. In a nutshell,
R1 is the gradient norm, which specifies how quickly the weights will be changed.

5.2 Architecture

5.2.1 Generator

The style generator uses every component previously mentioned in order to create a high
definition image to which you can impose a style. Before explaining the whole Generator
architecture, Figure 5.9 shows a sketch of how every component is put together.

The Generator consists of 3 main elements. The block in charge of mapping the styles
(Mapping Network), the block in charge of progressive growing, injecting the vector of
styles that has been produced by the mapping layer and adding variability to the images,
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Figure 5.9: Structure of a StyleGAN Generator that has two blocks, a 4x4, which is the
initial block that starts the GAN’s training and takes the vector w as it’s input, and a
8x8 block which takes the output of the previous block and does the same process. This
structure also shows the stochastic noise and style mixing and where they are added onto
the initial structure which helps with diversity and variation to outputs. Image taken
from [24].

and finally a functionality to truncate the images within stipulated limits. Table 5.5
shows a full report on the layers and blocks employed in this architecture.

It begins with a learned constant. A non-linear mapping network f(Z) = W first pro-
duces w given a random vector z sampled from latent space Z. An 8-layer multilayer
perceptron (MLP) is used to implement the mapping f. The mapping network applying
affine transformations to the vector z can be thought of as a way to draw samples for each
style from a learned distribution. The effects of each style are localized in the network,
which means that changing a specific subset of the styles will affect only certain aspects
of the image. The detailed report on the layers used in this mapping network is shown
in Tables 5.1 and 5.2.

Then, each block of the synthesis network (Table 5.4) learns affine transformations to
specialize w to styles y = (ys, yb) that control adaptive instance normalization (AdaIN)
(Eq.5.2) operations contained in the blocks detailed in Table 5.3. To understand why this
localization is necessary, consider how the AdaIN operation first normalizes each channel
to zero mean and unit variance before applying scales and biases based on the style.
The new per-channel statistics, as specified by the style, change the relative importance
of features for the subsequent convolution operation, but they are independent of the
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Layer (type) Output Shape Num Params
EqualizedLinearPropia [ 512 ] 262,656
LeakyReLU [ 512 ] 0

Table 5.1: Mapping Network Block
Layer (type) Output Shape Num Params
Mapping Network Block-1 [ 512 ] 262,656
Mapping Network Block-2 [ 512 ] 262,656
Mapping Network Block-3 [ 512 ] 262,656
Mapping Network Block-4 [ 512 ] 262,656
Mapping Network Block-5 [ 512 ] 262,656
Mapping Network Block-6 [ 512 ] 262,656
Mapping Network Block-7 [ 512 ] 262,656
Mapping Network Block-8 [ 512 ] 262,656

Table 5.2: Mapping Network

original statistics due to normalization. As a result, each style can only control one
convolution before being overwritten by the next AdaIN operation.

Layer (type) Output Shape Num Params
NoiseLayer [ 512, 4, 4] 512
ReLU [ 512, 4, 4] 0
InstanceNorm2d (Adain) [ 512, 4, 4] 0
EqualizedLinear [ 1024 ] 525,312

Table 5.3: Adain Block (4x4 Block Example)

To improve the localization of the styles in the generated images, mixing regularization
[24] is implemented in the StyleGAN Generator. Mixing regularization consists of ap-
plying style mixing during the training process by first running two different inputs, z1
and z2 through the mapping network to generate two intermediate latent vectors w1 and
w2. Then, at a set point during the training process, the latent vector used in the AdaIN
blocks is switched from w1 to w2. This regularization technique prevents the network
from making the assumption that adjacent styles are correlated.

Finally, by introducing explicit noise inputs, the generator is given a direct way to gen-
erate stochastic detail. It is fed a single-channel dedicated noise image to each layer
of the synthesis network. By using learned per-feature scaling factors, the noise image
is broadcasted to all feature maps and then added to the output of the corresponding
convolution. The reason why the stochastic variations are not introduced the traditional
way in this architecture is because it is difficult and not always successful to hide the
periodicity of general signals. This architecture avoids these issues entirely by including
per-pixel noise after each convolution. The noise only has to affect stochastic aspects
of the system, leaving the overall composition and high-level aspects such as identity
unaffected.

To sum up, each block ends up performing the following:

• A transposed convolution and a Upsampling layer to upsample the input image
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using learned weights.

• Then, performs the random noise injection to produce stochastic variation on the
image.

• Runs the result through an LeakyReLU

• Takes the latent vector w , calculates the style shift and the style scale coefficients
using the AdaIn multilayer perceptrons, normalizes the input and finally applies
the calculated coefficients to the results.

To enhance the performance of the generators, the previous sequence can be altered
to perform the upsampling, the noise injection and the adaptive instance normalization
twice in each block. This way, each block learns even more with each training step.

Layer (type) Output Shape Num Params
Upscale2d [ 512, 32, 32] 0
Conv2d [ 512, 32, 32] 0
Adain Block [ 512, 32, 32] 0
Conv2dPropia [ 512, 32, 32] 2,359,808
Adain Block [ 512, 32, 32] 0

Table 5.4: Synthesis Network Block (32x32 output Block Example). Input Shape: [ 512,
16, 16]

Component Output Shape Num Params
PixelNormLayer-1 [ 512 ] 0
Mapping Network-2 [ 10, 512 ] 0
Truncation-3 [ 10, 512 ] 0
ConstantLayer-4 (4x4) [ 10, 512 ] 0
Adain Block-5 (4x4) [ 512, 4, 4 ] 525,824
Conv2dPropia-6 (4x4) [ 512, 4, 4 ] 2,359,808
Adain Block-7 (4x4) [ 512, 4, 4 ] 525,824
Synthesis Network Block (8x8) [ 512, 8, 8 ] 5,771,264
Synthesis Network Block (16x16) [ 512, 16, 16 ] 5,771,264
Synthesis Network Block (32x32) [ 512,16, 16] 5,771,264
Conv2dPropia (64x64) [ 3, 64, 64 ] 13,827
Synthesis Network Block (64x64) [ 256, 64, 64] 2,295,808
Conv2dPropia (64x64) [ 3, 64, 64 ] 6,915

Table 5.5: Style Generator

5.2.2 Discriminator

As previously stated, the StyleGAN’s Discriminator is extremely similar to the Condi-
tional GAN’s one. This neural network is built with convolution and average pooling
layers to decrease the size of the input image in half, a batch normalization layer, and
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finally an activation function (ReLU). To avoid outsmarting the generator, this discrim-
inator must use progressive growing because the work at hand is simpler than creating
genuine samples from start, and the StyleGAN Discriminator’s design is significantly less
complex than the StyleGAN Generator’s. The detailed order and output size of the layers
can be seen in Table 5.7.

Layer (type) Output Shape Num Params
Conv2d [ 512, 64, 64 ] 2.359.808
LeakyReLU [ 512, 64, 64 ] 0
Conv2d [ 512, 32, 32 ] 1.179.904
AvgPool2d [ 512, 32, 32 ] 0
LeakyReLU [ 512, 32, 32 ] 0

Table 5.6: Discriminator Block (64x64 Block Example)

Layer (type) Output Shape Param #
Conv2d [ 512, 64, 64 ] 2.359.808
Discriminator Block (64X64) [ 512, 32, 32 ] 2.359.808
Discriminator Block (32X32) [ 512, 16, 16 ] 2.359.808
Discriminator Block (16X16) [ 512, 8, 8 ] 2.359.808
Discriminator Block (8X8) [ 512, 4, 4 ] 2.359.808
Discriminator Block (4X4) [ 512, 2, 2 ] 2.359.808
LeakyReLU [ 512 ] 0
EqualizedLinearPropia [ 512 ] 4.194.816
LeakyReLU [ 512 ] 0
EqualizedLinearPropia [ 1 ] 513

Table 5.7: Style Discriminator

5.3 Training Details

During the training process, the fact that progressive growing forces the StyleGAN to
work with different image sizes, allows us to specify the values of certain hyperparameters
for each intermediate size. More precisely, these hyperparameters are the number of
epochs spent learning to generate images of a certain size and the batch size used while
learning to produce images of that size. Accordingly, these hyperparameters will be shown
as a list, whose elements relate to the corresponding element in the size list.

In both architectures, image sizes grow from 4 to 64, doubling in each step. Additionally,
we use leaky ReLU with a negative slope equal to 0.2 and equalized learning rate in all
layers, as Karras et al. [23]. The mapping network in the Generator is composed of 8
fully connected layers, and the dimensionality of all input and output activations to be
used as noise in both architectures is 512.

The following hyperparameters were used to train this model:

• Image resolution to be generated : [4,8,16,32,64]
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• Number of epochs corresponding to the resolution: [4, 4, 4, 4, 8, 16]

• Batch size corresponding to the resolution: [32, 32, 32, 16, 8, 4]

• Learning rate : 0.003

• Loss function : Logistic Loss

• Mapping Layers : 8

• Latent Size : 512

• Truncation psi : 0.7

• Truncation cutoff : 8

• Adam Betas : (0, 0.99)

5.4 Experiments and Results

For all the experiments conducted in this chapter, we used the Fruits-360 dataset ex-
plained in previous chapters.

5.4.1 Initial Training

Following the pattern of previous chapters, once we had implemented the StyleGAN, we
first tried to generate the highest possible quality.

To this end, we began training this GAN with components from the Conditional GAN,
such as the BCE loss function 2.8. The Generator started correctly during the initial
depths after training for multiple batches and depths because the images it generated
were of low resolution, but as the resolution increased, it began to worsen, resulting in
poorly drawn fruits. It ceased appropriately separating the colors and shapes of the
fruits and began drawing everything similarly. Figure 5.10 shows the output images from
this function, while image 5.12 illustrates the deterioration of the Generator versus the
Discriminator based on the loss function.

When we examined the results, we saw that the GAN was not learning to separate the
parts that placed the style on each fruit at resolutions greater than 16. After analyzing
and experimenting with various loss functions, we discovered that the logistic 5.3 works
pretty well and that the training produces good results.

We can hypothesize that it is related to the logistic loss function’s regularization function.
Each fruit is given a unique identifier, and each identifier is given its own feature. If the
regularization function is not supplied, the model will be entirely overfitted, resulting in
misgenerated fruits. This is owing to the model’s inability to minimize the loss to zero
in all samples, causing the weights of each indicator feature to wildly fluctuate. This is
more likely with high-dimensional data (for example, resolutions more than 16x16) with
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Figure 5.10: StyleGAN outcome with BCE Loss at the end of 64x64 image generation.

feature crossings, where numerous unexpected crossovers occur in only one occurrence
each [16].

Figure 5.11 shows the output of the generator at the beginning and end of training, given
a resolution using the logistic loss function.

The generator has learned some of the basic colors that represent the simplest fruits in 4x4
resolution. For the 8x8 resolution, it was discovered that most fruits are circular and thus
represent them in this manner. In addition, the generator can now tell which color is the
main color of the fruit it is studying. For the 16x16 resolution, it can do the same thing
as in the previous resolution, but now it begins to define specific characteristics of each
fruit, specifically the shape. The generated images can already be recognized as fruits at
32x32 resolution, with only those with a rather unique shape remaining to be correctly
learned. Finally, for the 64x64 resolution, it learns very specific fruit characteristics such
as valleys, discolorations, leaves, skin style, and so on.

To obtain the images previously shown, we had to train the StyleGAN for 10 hours on
a computer packing an NVIDIA 2060 Super GPU, an Intel I5-9400 CPU, and 16 GB of
RAM.

Finally, we plot two graphs of the cost function over time, one at 4x4 and one at 64x64
pixels. The first one, Figure 5.13, shows that the Generator started with huge losses,
but was able to match and compete with the Discriminator using the loss function 5.3.
Then, in the image showing the losses at depth 64x64, Figure 5.14, it is clear that the
Generator was on par with the Discriminator throughout the training.

The time it took to train is depicted in the graph as depicted in Figure 5.15.
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Figure 5.11: StyleGAN Results with Logistic Loss
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Figure 5.12: BCE Loss function over time (measured in batches) in depth 32x32

5.4.2 Style Mixing

After the StyleGAN had proven its capability to generate realistic images, we trained
the StyleGAN for the nights for 2 full weeks in order to generate even higher resolution
images. Additionally, we needed such images because we wanted to test how exactly the
difference in the places where the style vector is added changes the final sample.

After training had been completed, the StyleGAN could be used to generate image mod-
ifications by combining styles. We took a tomato and a white grape image and ran it
through the Generator along with many style vectors extracted from other fruits inserted
in different blocks in order to produce finer or coarser adjustments to the image, as can
be seen in Figures 5.16 and 5.17.

5.4.3 Conclusions

In this chapter, we have addressed a new architecture for the Generator while adapting
the Discriminator to provide the model with the ability to alter the style of an image. This
is achieved primarily thanks to both progressive growing and adaptive instance normal-
ization. Additionally, there are some other components introduced into the architecture
like the Logistic Loss function, or the Random Noise Injection which help in producing
more realistic images and increasing the diversity of the samples generated respectively.

However, with an improvement in the quality of the results comes a significant rise in
training time. This, combined with the increased number of possible hyperparameter
combinations, makes training much more difficult, as the time required to acquire usable
feedback from the model increases significantly.
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Figure 5.13: Loss function over time (mea-
sured in batches) in depth 4x4

Figure 5.14: Logistic Loss function over time
(measured in batches) in depth 64x64

Figure 5.15: StyleGAN batch training time
Graph

Through conducting these experiments, we learned how styles are dealt with in the field of
image processing and also, some useful techniques to increase the realism of the generated
images other than adding power to the model by stacking blocks on top of each other.
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Figure 5.16: The StyleGAN developed three rows of images that
combined various attributes of various fruits to create a variety of
styles. The first row merges the tomato’s style and attempts to
shift the viewpoint or position of the tomato so that it is similar
to the style of the other fruits; however, because all the fruits have
similar perspectives, the tomato does not change. The second row
changes the shape of the tomato by merging it with the shapes of
the other fruits, resulting in tomatoes of varied shapes. Finally, the
last row aims to change the color style of the tomato by creating
tomatoes with the skin of other fruits.

Figure 5.17: The StyleGAN in this case utilizes a white grape as
an example of a picture to be mixed. As in the preceding scenario,
the most noticeable cases occur when a combination of styles is
used to alter the form and skin of the grape.
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Chapter 6

CycleGAN : Style Semantic Transfer

Following the explanation of architectures that learnt how to define styles and classes,
the next step would be to develop a model that learned how to transfer features or styles
between images. The goal is to create a texture from a source image in its entirety while
constraining the texture synthesis to preserve the semantic content (such as an object)
of a target image. It is a texture transfer algorithm that constrains a texture synthesis
method by using feature representation from a convolutional neural network.

Translating images from one to another is about discovering the mapping between an
input image and an output image based on a set of training images. For example, if the
model were to generate an apple with pear skin or vice-versa, the model must be able to
define the common characteristics between two photos (apple and pear) and transfer the
necessary attribute to the other image.

To make this possible, a neuronal network architecture should be capable of retaining
most of the attributes of an image that allows it to be recognized as part of a specific
class while also being capable of changing some characteristics. That is, an architecture
that recognizes an image as an apple but can transform it into a pear’s skin.

Notice how what we aim to do in this chapter is different from what was achieved in
the last one. The StyleGAN built an image from scratch bearing a vector that somehow
described the style to be applied to the final image. The model provided in this chapter,
on the other hand, attempts to learn what content is shared between two images and to
swap the style of the common content.

6.1 Definition of a CycleGAN

A CycleGAN [42] is essentially two modules facing each other, where each one learns
a mapping function from one class to another. If the CycleGAN is set to transform
images from class A to class B and vice-versa, it receives a sample from class A, and
first runs that input through the first module which produces a fake sample of class B.
Then, that fake sample goes through the second module, producing a new fake sample of
class A. Each module in the CycleGAN is in the end a GAN, so it contains a Generator
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and a Discriminator, making up to 2 Generators and 2 Discriminators contained in one
CycleGAN.

The CycleGAN learns by comparing the final sample of class A to the original one because,
in the end, if the final sample resembles the original one, that means that both the
transformation from class A to class B and the one from class B to class A have worked
correctly. Furthermore, assuming the CycleGAN has been appropriately trained, the two
components can be separated to produce two independent models capable of transferring
features from one class to a sample of another class.

By using unsupervised learning, CycleGAN can learn a mapping function from one image
domain to another. This implies that the dataset doesn’t need to contain samples of a
class transformed into the other. Instead of learning the features of some transformed
samples, CycleGAN learns to perform this transformation by telling Generator Networks
to learn a mapping from domain X to what seems to be a picture from domain Y and
vice-versa.

So, the mapping functions between two domains X and Y learned by the model would
be.

G : X → Y

F : Y → X
(6.1)

Given training samples x ϵ X and y ϵ Y and data distributions denoted by x data(x) and
y data(y), the architecture consists of two adversarial discriminators DX and DY , where
DX aims to distinguish between images x and translated images F(y); in the same way,
DY aims to discriminate between y and G(x).

In addition, two new loss functions are introduced. The first one, adversarial loss, is used
to match the distribution of generated images to the distribution of data in the target
domain, while the second one, cycle consistency losses, keeps the learned mappings G and
F from contradicting one another. Both mapping functions are subjected to adversarial
losses.

In Figure 6.1 it can be seen the complete structure of a CycleGAN that transforms horses
into zebras and vice versa. The first generator transforms a horse into a zebra, and then
this generated image is passed on to the other generator to make a horse.

6.2 Architecture

6.2.1 Generator

The generators in each GAN of the CycleGAN are a modified U-Net [38], which is an
architecture that specializes in processing images to generate segmentation maps built
by joining two separate modules. Within the U-Net architecture, one is an encoder in
which each block is built by stacking a convolution, a batch normalization layer, and
a leaky ReLU function. Then this encoder is followed by a series of nine blocks which
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Figure 6.1: Complete Structure of a CycleGAN which has been trained with images of
horses and zebras

perform two convolutions and an Instance Normalization layer while having the output
size unchanged as shown in 6.1. Then the Decoder downsamples the image by creating
the same organization as the Encoder, only backward to ensure the output image is the
same size as the real images from the dataset. Table 6.2 provides more detail about the
layers used and their output sizes. The entire structure can be seen on Figure 6.2

6.2.2 Discriminator

The discriminator used is called PatchGAN [20]. This discriminator outputs a matrix of
values, each of which corresponds to a ”patch” or region, that are sections of the image,
as seen in Figure 6.3. This value ranges between 0 and 1, with 0 representing a fake part
of the image and 1 representing a real one. All of these terms are combined into a value
matrix, with each number representing a patch. On this discriminator, the label for fake
isn’t 0, but a matrix filled with zeroes.

Both Discriminators have a much simpler structure. Each has a series of four blocks that
contain a convolution to upsample the input image and an Instance Normalization layer,
as shown in Table 6.3. Following that, a convolutional is used to transform the vector
image into a 1 × 1 vector, which is then utilized as the discriminator’s prediction on how
much of this image is real or fake.
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Figure 6.2: CycleGAN Generator structure

6.2.3 CycleGAN Loss Functions

Cycle Consistency Loss

For each of the parts that conform to the CycleGAN, it is added a loss term that calculates
the pixel differences between the real image that is used as the input, to the generated
image that has passed through a cycle of the generators. On the first Generator G : X →
Y the loss function goes:

∑
(x− F (G(x))) (6.2)

Where the difference is between the real image (x) and the image that the generator G
creates (G(x)) which is then passed through F (F (G(x))). On the other hand, the second
generator F : Y → X loss function goes:

∑
(y −G(F (y))) (6.3)

Which calculate the same function but for the other types of images y.

Both terms are added to the loss function which is shared between both generators
multiplied by a factor λ as follows:
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Layer (type) Output Shape Param #
Conv2d-4 [-1, 128, 50, 50] 18,496
InstanceNorm2d-5 [-1, 128, 50, 50] 0
ReLU-6 [-1, 128, 50, 50] 0
Conv2d-7 [-1, 128, 50, 50] 73,856
InstanceNorm2d-8 [-1, 128, 50, 50] 0
ResidualBlock-15 [-1, 128, 50, 50] 0

Table 6.1: Residual Block
Layer (type) Output Shape Param #
Conv2d-1 [-1, 32, 200, 200] 4,736
FeatureMapBlock-2-2 [-1, 32, 200, 200] 0
Conv2d-3 [-1, 64, 100, 100] 4,736
InstanceNorm2d-4 [-1, 64, 100, 100] 0
ReLU-3 [-1, 64, 100, 100] 0
ContractingBlock-3 [-1, 64, 100, 100] 0
Conv2d-3 [-1, 128, 50, 50] 4,736
InstanceNorm2d-4 [-1, 128, 50, 50] 0
ReLU-3 [-1, 128, 50, 50] 0
ContractingBlock-3 [-1, 128, 50, 50] 0
Residual Block 1 to 9 (6.1) [-1, 128, 50, 50] 0
ConvTranspose2d-64 [-1, 64, 186, 186] 73,792
InstanceNorm2d-65 [-1, 64, 186, 186] 0
LeakyReLU-66 [-1, 64, 186, 186] 0
ConvTranspose2d-67 [-1, 32, 180, 180] 18,464
InstanceNorm2d-68 [-1, 32, 180, 180] 0
LeakyReLU-69 [-1, 32, 180, 180] 0
Conv2d-70 [-1, 3, 200, 200] 4,707
InstanceNorm2d-71 [-1, 3, 200, 200] 0
LeakyReLU-72 [-1, 3, 200, 200] 0

Table 6.2: CycleGAN Generator

ιcyc = λ× (
∑

(x− F (G(x))) +
∑

(y −G(F (y)))) (6.4)

Adversarial Loss

The adversarial loss function used is the least squares loss function, which is commonly
used in CycleGAN. This loss function is used to help with training stability, and more
specifically with the vanishing gradient problem. This function uses a method that min-
imizes the sum of square residuals between the prediction D(x) and the label (1 for real
images and 0 for fakes).

• Discriminator
On the discriminator, the functions go as follows:
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Layer (type) Output Shape Param #
Conv2d-1 [ 64, 197, 197 ] 3,136
LeakyReLU-2 [ 64, 197, 197 ] 0
Conv2d-3 [ 128, 194, 194 ] 131,200
InstanceNorm2d-4 [ 128, 194, 194 ] 0
LeakyReLU-5 [ 128, 194, 194 ] 0
Conv2d-6 [ 256, 191, 191 ] 524,544
InstanceNorm2d-7 [ 256, 191, 191 ] 0
LeakyReLU-8 [ 256, 191, 191 ] 0
Conv2d-9 [ 512, 188, 188 ] 2,097,664
InstanceNorm2d-10 [ 512, 188, 188 ] 0
LeakyReLU-11 [ 512, 188, 188 ] 0
Conv2d-12 [ 1, 188, 188 ] 513

Table 6.3: CycleGAN Discriminator

Ex[[(D(x)− 1)2]] + Ez[[(D(G(z))− 0)2]] (6.5)

Where Ex are the real images, whose predictions from the discriminator are com-
pared to the real ground truth 1, and Ez are the generated images that are passed
to the discriminator to achieve the difference between the prediction of the discrim-
inator and its fake ground truth 0. This equation can be simplified into:

Ex[[(D(x)− 1)2]] + Ez[[(D(G(z)))2]] (6.6)

• Generator
On the generator’s side, the functions go as follows:

Ez[[(D(G(z))− 1)2]] (6.7)

As the generator’s role is to create an image as realistic as possible, the loss function
reflects the distance between those images and the real ground truth 1.

Both terms are unified into an adversarial loss term by adding them up, so the term ends
up like this:

ιadv = Ez[[(D(G(z))− 1)2]] + Ex[[(D(x)− 1)2]] + Ez[[(D(G(z)))2]] (6.8)

Identity Loss

This is an optional loss term that is introduced to the loss function to aid with color
preservation in outputs. When putting an image y that goes through the mapping G :
X → Y the result should be the same input y. This loss term calculates the pixel
difference between y and G(y) which should be the same images.
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Figure 6.3: PatchGAN patch division

ιid =
∑

[[x− F (x)]] +
∑

[[y −G(y)]] (6.9)

Full Loss Function

Taking every loss term previously explained, the CycleGAN loss function ends up as
follows:

Loss = ιadv + λ1 × ιcyc + λ2 × ιid (6.10)

6.3 Training Details

Because this sort of GAN only requires two classes to learn, only two of the classes from
the dataset specified in 4.4.1 were used for training the CycleGAN.

The two fruits that were originally chosen were the apple and the pear. More precisely,
the classes Apple Red 1 and Pear from the original dataset. Which results in a dataset
consisting of 984 images.

The hyperparameters used to train this model are :
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• Batch size : 1

• Learning rate : 0.002

• Loss function : The mix of Cycle Consistency Loss, Least Squares Loss and
Identity Loss presented in Equation 6.10

• Adam Betas : 0.9 and 0.999

• Image resolution : 200 × 200

6.4 Experiments and Results

Once the CycleGAN was fully implemented, the model was trained using only the pears
and the apples, leaving the rest of the fruits unused. The objective was to test which
features the CycleGAN was able to transfer between the two fruits and the quality of the
images it produced.

The following figures show the generator’s output at the start and end of the first epoch,
and the remainder are the outputs after each epoch, which are epochs 3, 15, and 20. The
lower row displays the generated image’s output, while the upper row displays the real
sample of the class used by the generator to generate each matching result.

Figure 6.4: Training results at the beginning of the first epoch for apples and pears.

At the start of training, as shown in Figures 6.4 and 6.5, it is clear that the GAN only
tried to change its colour while maintaining its shape to create the image, but by the
fourth epoch the colour was completely mimicked, and the finer details were the only
ones left (As demonstrated in Figure 6.6).

By epoch 15 , as shown on Figure 6.7, it is clear that the color and skin have been
replicated, resulting in an excellent result. Finally, at epoch 20 , in Figure 6.8, the fruit
has changed color to the other type but has begun to try to change the shape, indicating
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Figure 6.5: Training results at the end of the first epoch for apples and pears.

that the GAN is attempting to learn to transfer the shape, which is not what we want.
As a result, we must halt the training.

Due to the small size of the Dataset for training and the similarities in shape and form
of the two types of fruit, the training took less than 20 epochs to reach a point where the
learning rate was insufficient to justify the continuation, as seen in Figure 6.9, and thus
the training was assumed to be completed. The results show that even the finer details
like the shine and the rind texture were changed in order to mimic the other fruit.

6.5 Conclusions

During this chapter, we’ve shown how to combine Patch GANs with U-Nets to create
the CycleGAN, a model capable of transferring features from one domain to another by
learning two mapping functions. This architecture attempts to solve a slightly different
generative challenge in which the image must remain unmodified after being converted
into another and then restored to the original image to complete the cycle. As a result, the
loss function had to be modified to include a term that measured the difference between
the input and output images, in addition to the one that considered the image’s realism.

This experiment served us to peek into a different kind of generative problem and learn
how to approach it using GANs. It provided us with a broad enough perspective to
continue learning about more difficult challenges connected to this one, such as creating
and applying segmentation maps in computer vision tasks.
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Figure 6.6: Training results at the end of the third epoch for apples and pears.

Figure 6.7: Training results after 15 epochs for apples and pears.

Figure 6.8: Training results after 20 epochs for apples and pears.
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Figure 6.9: Loss function over time (measured in batches)

61



Chapter 7

Conclusions

7.1 Summary

During this project, four different generative models were discussed, implemented, and
tested, each more complicated and powerful than the one before it:

• The basic GAN, which was capable of learning and reproducing the characteristics
of a single class to provide acceptable instances.

• Then, a Conditional GAN, which produced better results than the simple one due
to its capability to learn features from multiple classes thanks to the extended class
information in its input, and also provided control over the features of the generated
samples.

• The Style GAN came after the Conditional GAN. This greatly enhanced the quality
of the generated samples, significantly expanded the user’s control over the charac-
teristics in the generated images, and vastly expanded the diversity of the created
samples. All of these accomplishments were made possible by modifications made
to the generator to allow it to adapt image styles, including the AdaIn blocks,
progressive growth, and the mapping network.

• Finally, the Cycle GAN. This last architecture took the style manipulation to the
next level by being able to transfer styles from one sample to another and vice
versa thanks to the introduction of U-Nets and Patch GANs as its Generator and
Discriminator.

Each one of these GANs has managed to produce results that resembled the data set
that was used to train them, but it is clear that not all of them would manage to fool a
human observer.

The Simple GAN, even though it managed to produce images that would fool a human
discriminator when trained only with one class, was not even able to completely resemble
the real samples when trained with two classes, and neither was it capable of generating
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anything similar to the dataset used to train it when it contained more than two different
classes.

The Conditional GAN, on the other hand, significantly improved the results of the pre-
vious model because, even when forced to learn features from more than ten classes and
to work with three-channel images containing colors, it managed to achieve results that
were closer to the dataset than the Simple GAN. The disadvantage of this model is that
it did not fully learn some features, such as the color patterns in fruits like watermelon
or the shape of classes like eggplant.

The Style GAN was the first to provide results with enough quality to effectively fool
a human observer, but not for every class in the dataset. With fruits that share some
features, it performed notably better than the others, as the oranges or the apples it
produces are far more realistic than the pineapple or the pumpkin. Additionally, it was
able to merge the features from different classes to produce images with decent quality.

Finally, the Cycle GAN produced excellent results that may deceive a human observer,
although it was trained with fairly similar classes.

In the end, the objectives stated in the introduction of this work were fulfilled through
these achievements:

• O1 and O2: We learned how to apply deep learning to generative processes and the
theory behind GANs, as we have managed to implement several GAN architectures
that have been proved to work correctly.

• O3: This was achieved through the successful results obtained from the Simple
GAN.

• O4: The prove of the achievement of this objective is present both in the Condi-
tional GAN chapter and in then Style GAN chapter, as both architecture allow the
user to control the output through an extended input.

• O5: A proof of this improvement is present along all this work, as the results of
each architecture have increasingly improved the later they are shown in this work.

• O6: The fact that the Conditional GAN only supports the choice of the class to
which the output belongs, while the Style GAN supports more precise control over
the output thanks to the style vector, along with the results obtained by both
GANs, are sufficient proof that this objective has been achieved.

• O7: This objective has been fulfilled due to the success at implementing the Cycle
GAN and at obtaining realistic results from it.

7.2 Conclusions

We now understand and comprehend how to deal with images in deep learning processes
and how GANs can execute this generative task in a variety of ways as a result of all we
have learned from carrying out this study.
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In general, GANs are extremely complex models that cover a wide range of techniques.
Their complexity rises from simple convolutions that are very simple to more difficult
procedures such as AdaIn or progressive growing. GANs gain additional capabilities and
are able to control the samples they create in increasingly accurate ways with each step
that raises their complexity.

However, training these architectures has been a challenging process. Almost all the
provided models required at least an hour to generate photos similar to those in the
dataset. This, combined with the fact that the more complicated the model, the more
hyperparameters and training settings are available, resulting in a long learning proce-
dure. For the simplest architectures, such as the Simple GAN or the Conditional GAN,
it only took a few hours to generate data that could be used as feedback to assess and
deduce the influence of a modification in the architecture or hyperparameters during the
training process. The Style GAN, in particular, took the longest due to progressive grow-
ing. Because producing 64 × 64 images required the model to first learn how to produce
lower resolution images. The training procedure took approximately 10 hours using an
NVIDIA 2060 Super GPU combined with an Intel i5-9400 CPU.

We discovered via numerous experiments that their time complexity increases extremely
rapidly with the resolution and realism of the desired sample. Additionally, we have
shown that another aspect that quickly climbs their time complexity is the degree of
control over the generated images. This is especially noticeable in the Style GAN, where
progressive growing is both vital to the quality of the generated images and control over
the features in those images, as well as the bottleneck that causes the architecture to take
so long to deliver acceptable results. In comparison, the Simple GAN or the Conditional
GAN takes far less time to achieve their best results, albeit producing far worse images.

Finally, GANs are very promising models for obtaining high-quality results and, once
trained, are quite rapid at delivering output. However, the common user lacks the pro-
cessing capacity required to train these technologies to produce results that are relatively
substantial in size and capable of tricking a human observer in a fair amount of time. In
the future, if GPU’s computation power continues to increase while remaining affordable,
GANs may become a tool available to the average user, with many more applications in
addition to those already described.

7.3 Future Work

Finally, we believe that this study can be utilized as a baseline in the future to explore
the following work lines:

• Implement and test other models such as variational autoencoders [26] to broaden
knowledge about deep learning in content generation.

• Implement and test more GAN architectures like the ProGAN [12], the PatchGAN
[21], or the GauGAN [33], and try to find a way to combine the strengths of each
model to produce a better one, just like the Style GAN does.
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• Exploring bias and fairness on GANs to ensure that these models, just like tradi-
tional classification or regression models, don’t present these problems.

• Generate other types of content such as text or music. In this work only images
have been dealt with, so as every domain needs to be treated in a particular way,
it would be interesting to learn how the fact that both music and video consist of
elements in a precise order is dealt with in deep learning.

• Perfect the results provided by the presented models. Although the models pre-
sented in this work have produced decent results, the images generated by the
Conditional GAN and the Simple GAN leave much to be desired, while the Cycle
GAN and the Style GAN produce higher quality images. Bearing this in mind, it
would be interesting to find a way to produce better images with the same amount
of training.
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Chapter 8

Personal Contributions to the
Project

8.1 Guillermo García Patiño Lenza

As part of the team, I watched the online lessons of the Coursera GANs specialization
and took notes, so we were able to consult them and acquire the necessary knowledge
to implement the models correctly. Additionally, during the first months, I also read
and took notes on some papers published related to generative models and read books in
order to get some ideas on what could be achieved using GANs.

Afterward, when we began implementing the models, I contributed to the first imple-
mentation of the Simple GAN using the Google Collab python notebooks by calculating
and adjusting the input and output sizes and by making them more accessible through a
function that returned them.

Moving forwards, while implementing the Conditional GAN, I wrote the code that allowed
to attach the tags to their corresponding samples. Additionally, during that time, I coded
the original Conditional Generator and fixed an issue where the Conditional Discriminator
wasn’t outputting a single value per sample by fixing the kernel sizes and padding values
of the convolutions in the Conditional Discriminator.

When we were to implement the Style GAN, as working in Collab Notebooks was be-
coming a bit of a mess, I updated our GitHub repository with the Style GAN code we
had developed to that moment written and structured in regular .py files. This code con-
tained classes that implemented both the Style Generator and the Style Discriminator,
as well as utilities to plot the loss functions during the training process and to save the
generated images in a selected folder.

Then, I began implementing a Style Discriminator from scratch. The first functional
version of this Discriminator wasn’t able to distinguish correctly a fake sample from a
real one, so, advised by the director of this work, I began to tear apart each component
from the Discriminator and testing simpler versions of it to detect the components that
were causing the malfunction of this module.
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First, I implemented a simple convolutional discriminator that was capable of telling
apart samples from two different classes. Then, I tried to use progressive growing in that
discriminator. This way, I managed to obtain a Discriminator who learned to differenti-
ate between two classes much faster than the original one but still worked poorly with our
Generators. After some more testing and re-reading of the bibliography, I discovered the
main reason was that the progressive growing hadn’t been implemented correctly. Appar-
ently, in a progressive growing discriminator, the input must be previously downsampled
using an algorithm and then ran through only the necessary blocks instead of processed
all the way through the architecture with every α set to 0 except for the last one. An-
other fix that was implemented along this testing process was the use of fromRGB and
toRGB blocks, whose function was to turn the image into a tensor with more channels
to increase the information the Discriminator works with and to transform a tensor pro-
duced by the Discriminator into an image that could be merged with the downsampled
one using equation 5.1.

Once the implementation of the Style Discriminator was completed, the GitHub repos-
itory contained a lot of duplicated code, since I had to implement a single function to
train only the discriminator that contained the same code as the function to train the
whole GAN.

To solve this, I turned the training functions into class objects. This way, each GAN
architecture would have its own trainer class that offered methods to either train each
module separately or the whole GAN. In addition, I implemented utilities to save the
plots of the loss function and the generated samples of the models. Additionally, as
training was taking more and more time for each try we made, I also implemented utility
methods to save the state of the GAN periodically and load it to resume the training at
any point.

Also, to speed up the training process, I wrote a Python script that preprocessed a given
dataset turning each image into tensors, applying some initial transformations, and saving
them all together into a .pt file. Finally, I also created some classes similar to the ones
provided by pytorch that allowed us to create subsets of a given dataset.

Next, Daniela and I tried to implement and test the Style Generator. However, this time
the testing process was far easier since Daniela had previously studied the Style GAN
paper and achieved a useful pytorch implementation for the Style Generator. This way, I
just wrapped her implementation into a class that featured the methods required to work
with the trainer class I previously developed.

To finish the Style GAN implementation, I coded and tested how different cost functions
worked with our architecture to find out that, in the end, the logistic loss explained in
5.3 was the one that made the model work the best, while the BCE 2.8 made the model
produce almost random images and promoted mode collapse during training.

When it was time to write this document, I collaborated by writing, correcting, and
generating images for most of the chapters.

In chapter 1 I wrote the introduction and the subsections for the objectives and the road
map.
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Then, in chapter 2 I elaborated the subsections explaining the types of layers in a neural
network, the BCE, the gradient descent and the Adam algorithm, and the different ways
of evaluating how well a GAN performs, the GAN challenges and the frameworks and
libraries used in the project. Additionally, I also created most of the images in that chapter
either by using matplotlib or inkscape (a free open source vector graphics editor).

Afterward, in chapter 3, I redacted the motivation section, the explanation of the Simple
GAN architecture, and generated the sketches for the architectures of both the Condi-
tional Generator and the Conditional Discriminator.

Moreover, in the next chapter, I collaborated in the writing of subsections for the moti-
vation, the explanation of the architecture, the training details, and the results.

Next, in chapter 5 I collaborated on the redaction of the motivation section, the explana-
tion of the Style GAN Generator, the Style Discriminator, its components, and the new
loss function.

Additionally, in the chapter that explains the Cycle GAN, I helped correct and reviewing
the motivation subsection, the explanation for the Cycle GAN architecture, and its loss
functions.

Also, I wrote the final chapter that contains both the conclusions and the lines of work
we suggest continuing our work in the future.

Finally, we first delivered a draft of this document to the director of this work, and he
provided us with lots of changes to the structure of the chapters and to some explanations,
so a reader would understand better what we tried to present. I took charge of changing
the structure of every chapter following those directions, and also of reading again the
whole document to check if the new structure made sense.
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8.2 Daniela Alejandra Córdova Porta

I began my research for the TFG by taking the GANs course on Coursera, as did the rest
of my colleagues, and in combination with this, I completed minor practical activities
relating to the supplied topic and read papers connected to the architectures seen in the
course. In addition, I thoroughly researched the theory utilizing books devoted to the
subject.

After finishing the course and discovering that we could start building GANs, I started
working on the first Conditional GAN in Google Collab. I started by creating the neces-
sary classes, layering them according to the theory, and then implementing the code to
import the Kaggle dataset into the Google Collab notebook. I began customizing it and
adding features and inputs to ensure that it produced respectable results, i.e. more or
less recognized fruits.

We spent hours analyzing the results and searching for papers to see what they suggested
for refining the architecture because we learned it for black and white photos and we were
using a fruit dataset. In other words, we wanted the GAN to be able to generate color
visuals that looked like a specific fruit. I began customizing it and adding features and
inputs to ensure that it produced acceptable results, that is, identifiable fruits. This
meant adding new layers and changing how the GAN handled stride and padding on
different layers.

We proceed with the implementation of a more complex GAN after receiving encouraging
replies from the professor. In my case, I was responsible for the construction of the
CycleGAN 6. I started researching articles and getting the training I needed to create
this GAN by reading books and evaluating how some new layers are built in Pytorch or
how they differ from the ones used in the ConditionalGAN 4. I tweaked it for several
weeks to reach the intended outcomes because it required continual study and reading
of related papers because we couldn’t get the styles across appropriately. We were able
to achieve good results after discovering that the problem was not with the architecture,
but with the images that we were utilizing, which were too small for the architecture,
resulting in poor learning. This first GAN was implemented in Google Collab for the first
time, and then we moved it to a Jupyter notebook to train the GAN for a longer period
of time. We ended up converting the code to Python files for better understanding and to
be able to discover what issues were occurring and how the images were being changed.
I trained this GAN and subsequent GANs using the Pycharm development environment.

Then I assisted my colleagues in the construction of the StyleGAN 5, and since several
weeks had gone by with no satisfactory results, I made it my responsibility to read
the StyleGAN [24] and ProGAN [23] articles step by step and observe how they were
implemented in TensorFlow. We discovered that many layers and changes were not being
used in our Pytorch implementation.

To avoid dragging difficulties, I designed an architecture from scratch and began compar-
ing it to what my colleagues had built. I constructed the architectures: mapping network,
synthesis network, and layers that were missing. The new layers I had to construct were
specifically relevant to the notion of Equalized Learning Rate and Pixel Normalization
of the Feature Vector. This was explained in the original ProGAN article but not in the
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Style article, therefore we overlooked it when constructing the GAN.

After we found that they produced some but not particularly good results, I began to
experiment with different loss functions to see what was going on. I determined that the
Logistic was the optimal loss function for our dataset because the Generator was unable
to understand the various elements that comprise a fruit’s style and was overlearning
when it reached dimensions bigger than 16x16. Training this GAN was one of the most
difficult aspects of the project, as the model needed to be trained for several days in
order to produce respectable results. In many cases, after hours of training, some layer
or outcome produced a mistake, forcing us to restart.

There were also issues with early results in some of the models, which were whitish, but
with regular study of how a dataset is loaded and how the dataset modification influences
the images, I was able to acquire better results. As a consequence, the fruits produced
by CycleGAN and StyleGAN are non-whitish and vibrant.

In terms of the TFG report, I contributed to all chapters, both theoretically and in the
presentation of the GAN architecture or outcomes. I contributed to the State of the Art
Chapter 2 by writing portions, completing others started by colleagues, and modifying
their wording for greater understanding.

Then I wrote a portion of the architecture and theory of the ConditionalGAN 4, StyleGAN
5, and CycleGAN 6, as well as their outcomes. I created the tables with my colleagues
and spent some time arranging them for better understanding and connecting them with
the graphics in the respective chapters. I designed some of the visual features shown in
prior chapters and provided certain conceptual parts that were required in others. In
brief, I helped build all of the chapters by adding information, amending portions, and
fixing typos. For the project’s completion, my colleagues and I fixed the code and cleaned
up the files on Github.
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8.3 Mario Quiñones Pérez

As a member of the team, like my teammates, I watched the online lessons from Coursera
GAN’s specialization [39] and completed the exercises that were given. During the first
month, all of us read books and papers and investigated the topic and everything that
was needed in order to understand GANs and what results could we expect from our
work. I also read about other models such as Variation Encoders [26] in order to further
understand what was special about GANs and why they are more famous in the image
generation field.

The first models were created using Google Collab, where we programmed in python [2]
the first model that is explained during this work, the Simple GAN 3 . I was responsible
for passing this model to its .py format much further into the project when we decided to
change it into a GitHub repository. This process was easy as another colleague, Guillermo,
made a class for training models which could be partially used. To this end I only needed
to add a script that could process a dataset into a .pt file where all the images would be
one channel vectors, which would mean a black and white image. This was used in order
for the Simple GAN to train faster with much less information to process, as they were
one channel vectors instead of three channel ones.

The first Style generator 5 was created by all of us, but I was in charge of trying to fix
its problems. As it wasn’t performing nearly as well as we imagined and still being at
is the initial stage where it wasn’t yielding any results. I tried changing its structure
multiple times , as well as only training the generator and not the discriminator in order
to ascertain if said generator was truly learning, but to no avail. During this process, as
it wasn’t yielding any promising results, it was decided that it needed to be rearranged
from scratch, and Daniela mostly created this new model.

To help with training, and in order to pass it to the GitHub repository, the Simple and
Cycle GANs were passed to .py and its training classes were created in order to make
use of them. During the training of both models, certain aspects of them were changed
in order to achieve better results, like the image size of both of them, as larger images
would tend to throw an exception of out of memory, as well as the batch size and kernel
size to improve efficiency while still obtaining good results.

Given how the Simple GAN model could process results that achieved what we expected
on a one-class dataset, I set on testing the limits of said model, reaching the conclusion
that even a two-class dataset was too complex for the said model, as shown in chapter 3
on the results section.

I helped fix bugs in the conditional GAN as its generator wasn’t taking the labels of the
dataset correctly, concatenating the image vector with the label in a way that the shapes
of the resulting vector didn’t match what the model was expecting. I also added the
possibility to log the time for each epoch and the step it took to train the models in order
to further understand the time needed for the models to produce good enough results
and to graph the StyleGAN curve of learning and time spent on training on each step of
progressive growing.

My colleagues and I all contributed to the code’s repository by restructuring it and making
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sure it all worked after the changes. In particular, I moved both the Simple and Cycle
GANs to their respective folders and added all the README files to the project.

During the realization of this document, all of us participated by writing and correcting
the document. My work in particular specialized in completing chapters by adding train-
ing details and results and other minor changes that were requested by the professor, and
fixing internal references and cites. Also, I contributed by rephrasing paragraphs whose
initial wording wasn’t on par with the rest of the document.

In the first chapter 1, I contributed by writing the first iteration of the memory structure
before some changes were needed in this document, needing to also change its structure.
I helped with the introduction, and made the code structure subsections.

In the following chapter, chapter 2, I contributed by adding images and fixing prob-
lems that were pointed out by our tutor. Also contributing by adding to both, GAN
Architecture as well as challenges, and the Convolutional layers subsections.

In chapter 3, I added the training details and results of said training, by giving examples
of all the subsections of the dataset that was used and how well this GAN performed on
them. Also, I added the tables which will be later divided in two by my colleagues.

All the dataset used during this project were described by me, and all the parts that were
deemed important.

on Chapter 5, I contributed to describing why a Style GAN is called so, stating where
the Style came from, by adding to its components both style mixing and Random Noise
injection. Also, I contributed to other parts, like the explanation of progressive growing or
the mapping network. I also helped with the definition of the Generator and discriminator
of the Style and how they are connected, as well as adding the tables of the generator
structure.

On Chapter 6, I added all the loss functions that are introduced with the Cycle GAN
and how they are all used in order to improve the learning of said model. I explained
both the Generator and Discriminator and added the details and results of its training.
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