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Abstract

The introduction of autonomous driving features, real-time communication, and the Internet of
Things (IoT) in the vehicle industry helps to increase the comfort and safety of the passengers.
However, manufacturers are achieving this by adding new external interfaces and new networks
to make this happen which leads to increase of cybersecurity threats in the automotive industry.
There are many types of research going on to prevent the cybersecurity threats in the vehicle. As
a first step, to know the behavior of the vehicle during cybersecurity attacks, a simulation model is
created. In this thesis, the primary focus is to create a simulation model of Toyota Prius in-vehicle
network and replicate the network behavior in the simulation environment. From that, various
attacks are performed in the model to know the behavior of the vehicle when there is a threat.

First, a detail investigation was carried around to know the vehicle E/E architectures used by
the manufacturers and different protocols used for the communication between the E/E systems.
Then, we analyzed different external interfaces used by the automotive attackers to gain access
to the vehicle. The study mentioned above helps more during the practical phase of this thesis
(i.e.) while reverse engineering the CAN network traffic of the vehicle and creating the model in
the simulation environment.

After this, a comprehensive study was carried out to find the perfect simulation environment
to create a simulation model of vehicle E/E architecture and replicate the network traffic. Another
important thing is to perform the attack in the simulation model. To match these requirements,
OMNET++ a discrete event simulator is chosen. To create a vehicle model in the simulation
model, they are many inputs needed such as vehicle architecture, ECU functions, CAN traffic of
the vehicle, the purpose of each identifier in the CAN network and associated ECUs. To gather
this data a reverse engineering process is carried out in the chosen vehicle (i.e.) 2010 Toyota Prius.

A detailed study is conducted to know the basics of the vehicle, vehicle architecture, and
connection between the ECUs, which is a crucial part of the reverse engineering. The CAN traffic
of the real vehicle is captured using appropriate tools (CANtact). From the captured traffic the
purpose of the identifier and payload information is decoded. Using this information, the input
data required for the simulation is obtained. Then, the simulation model is created and replicate
the real network traffic. Next step is to perform the various attack in the simulation to know the
real vehicle behavior in the case of threats. For these four different types of attacks performed
in the model such as Denial of Service, Frame Injection, Masquerade and Black-hole attacks are
performed. By achieving this, we can reduce the risk of testing the behavior of threats in the real-
car which will protect from the unpredicted behavior of the vehicle and improve the architecture
of the vehicle network during the development phase itself.
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Chapter 1

Introduction

The vehicle industry faces numerous cybersecurity threats due to the growing usage of internet-
based communication such as IoT (Internet of Things), network and software in the vehicle. Cars
contain over 100 million lines of codes in their ECU (Electronic Control Units) for advanced func-
tionalities, which is 95 times more than the commercial aircraft [41]. Connectivity in cars is also
rapidly increasing. By 2020, 75% of modern cars in the world will have network connectivity
[22]. Many researchers have been working on autonomous vehicle projects, a vehicle to vehicle
communication (V2V) and vehicle to infrastructure communication (V2X) systems to make the
travel safely and effortless[35]. The increased dependence on technology as mentioned above has
opened the door for cybersecurity threats. It is, however, not clear yet how much importance is
given to cybersecurity threats by vehicle manufacturers[62].

Concerns about cybersecurity issues have been raised after the two major attacks. The first
cybersecurity attack occurred in General Motors (GM) vehicles On-Star system on 2010 [2]. This
attack leads to taking complete control of the car besides the steering wheel by using an on-board
computer, due to the exploit present in the On-Star entertainment system. Several million GM
vehicles were affected by this attack. The company has released the patches in the form of over
the air (OTA) update to the On-Star Systems. However, to protect the vehicle completely from
the vulnerability GM took about five years [2]. Another major cybersecurity attack happened
in Jeep vehicle on 2015 [13], [6]. This attack leads the attacker to take complete control of the
car remotely, due to the vulnerability present in the U-connect system. This attack caused Fiat-
Chrysler Automotive (FCA) to recall 1.4 million vehicles in 2015. FCA released the patches to
the affected vehicles by USB drives [13]. Other notable attacks are Volkswagen key fob attack
on 2013 and Tesla hack on 2016 [3], [25]. The vulnerability in the Volkswagen vehicle is due to
the transponders in the key. Due to the vulnerability, the attacker can open and close the vehicle
without the key. The vulnerability is due to lack of encryption methods between the transponder
in the key and receiver in the car. As result of this lack of security, an attacker can steal a car.
The whole hardware of the lock systems should be replaced to rectify this issue [3]. The vulnerab-
ility in the Tesla is due to a software issue; this leads the attacker to brake the car unintendedly,
open/close the doors and windows. The issue resolved by issuing updates to the software by OTA
method [25]. Given such an increasing threat landscape, vehicle manufacturers started to take
automotive security more seriously and to give more importance to the prevention of such type of
attacks.

Cybersecurity threats in the vehicle classified into two as per SAE J3061 standards [48]; they
are cybersecurity critical threats and safety-critical threats. According to this standard, cyberse-
curity threats will cause financial and privacy loss, whereas, safety-critical threats will cause the
loss of control in the car which will lead to damage to people and vehicles. The threats are due to

Model Based Framework for In-vehicle Network Simulation and Security Threat Demonstration 1



2 Chapter 1. Introduction

both hardware and software vulnerabilities. If the problem is due to software issues only (like GM
and FCA case), then the vulnerability could be resolved by issuing patches to the vehicle systems.
However, if the problem is due to the hardware (like in the Volkswagen case), the respective com-
ponent should be changed completely. This landscape analysis suggests that to reduce risks due
to cyber-attacks car manufactures should take cyber-security into account since the early phase
of car design and development.

Several elements in the vehicle can cause Cyber-security issues. For example In-car connectiv-
ity (like On-Board-Diagnostic (OBD) - II connector, Bluetooth, Wi-Fi and other infotainment
entry points) and car to X connectivity (like Radio communication, GPS, 3G and 4G telecommu-
nication networks) [34]. To understand security vulnerabilities and attack points, the researchers
should take into account the car architecture, various protocols used in the network and the other
related cyber-physical functions. In this project, we will mainly focus on security issues within
the in-car environment. Hence, internal architecture, communication protocols, and connectivity
will be analyzed and discussed briefly in the Chapter 2.

1.1 Problem Statement

Currently, the threat landscape for vehicles is increasing. One of the main reasons why a vehicle
is vulnerable to cyber-threat is the fact that, within the in-vehicle network, there is no authentic-
ation of messages during communication between ECUs. This opens up a wide attack surface on
the vehicle system. Once an attacker is within the network, e.g., via the exploitation of vehicle-to-
infrastructure communication channels, CAN bus messages on the bus can be easily intercepted
and corrupted compared to other messages, e.g., to send false messages during the driving. This
is possible because ECUs do not check the authenticity of the injected messages. In CAN bus
the message broadcasted by a sender will be received by every other node on the bus, then the
receiver will accept the message based on the identifier in the data frame. However, the identifier
can be easily changed to all receivers by a malicious actor.

To compromise the safety of critical ECUs, an attacker needs to send messages in several parts
of the in-vehicle network. To this end, the attacker needs to compromise the gateway of the net-
work and to know the exact format of the message sending to the ECU. As a defense technique,
automotive manufacturers are trying to isolate the critical safety functions of an ECU from the
other ECUs.

In this project, we will focus on enhancing in-vehicle networks security by simulation models.
By considering the traffic of messages in the in-vehicle network, a message pattern can be created
for a specific (or a group of) ECUs in the vehicle architecture. For example, if we consider an
ECU important for Engine functions, we want to analyze the traffic pattern of the incoming and
outgoing messages in the specific ECU. The pattern must be saved and analyzed in all sort of
conditions such as in normal and critical driving. Instead of taking one specific ECU, we can also
take a cluster of the bus such as drivetrain bus in the architecture, record traffic of messages in the
cluster and learn a pattern. By using this pattern, we can detect the cyber-attacks by assuming
they will create anomalies in the pattern. Since the attack in the vehicle only takes place by
injecting messages or tampering the normal message payload in the network, the abnormality of
the message traffic can be detected if we know the pattern of the network. However, performing
attacks directly on the vehicle will cause abnormal behavior, which will lead to harmful actions
such as crashes or another unexpected outcome. To make this contained, simulating the in-vehicle
network in the simulation model is the safe way. However, the robustness of the simulation model
is checked by comparing the simulation and real vehicle traffic. This will ensure how much the
simulation will be realistic to perform attacks on the simulation model which helps to predict the
vehicle behavior during further research purpose.

2 Model Based Framework for In-vehicle Network Simulation and Security Threat Demonstration



1.2. State of the art 3

Based on the problem statement, the following research questions are formulated and answered
in this thesis.

1. What are the different in-vehicle network protocols and architecture used in the automotive
system?

2. What are the in-vehicle network entry points for vulnerabilities?

3. What (and where) traffic, can we monitor and which are the ideal ECUs or bus monitoring
points and detection capabilities?

4. How to replicate the in-vehicle network behavior in the simulation environment?

This question can be refined into three other sub-question, which are:

• What is the suitable environment for creating the in-vehicle network model and simulate
the network traffic?

• What are the extra model based components added in the simulation environment to
replicate the real in-vehicle communication behavior?

• How realistic will be the traffic of the real-vehicle and simulation model in the environ-
ment?

5. What are the outcomes of the attack scenarios in the simulation and what are the possible
effects in the real environments based on the results obtained?

1.2 State of the art

In modern cars, vulnerabilities are higher due to the implementation of a large number of ECUs in
the vehicle for different functionalities. Due to the introduction of connected cars, the communica-
tion between the vehicles and infrastructure is enormous. The attackers are trying to exploit these
vulnerabilities present in the outside communication of the vehicles remotely from multiple entries
present in the vehicle, i.e. TPMS, GPS, RFID key fobs and others mentioned in the Section 2.4
in Chapter 2. Due to the insecure communication between the Wi-Fi and cellular network inside
the vehicle, the attackers can find the vulnerability in the outside communication unit and exploit
it. This leads the attacker to control the car remotely [12]. The vulnerabilities in the modern cars
as, by example, lack of encryption mechanism in the key fobs, can lead the attacker to gain access
to inside the vehicle, allowing the attacker to exploit the in-vehicle access points such as OBD -
II connector and USB/CD.

Today automotive companies facing several security problems due to the vulnerabilities present
in the vehicle. However, industries are reacting to the problem by conducting the bounty program
to find attack points in the vehicles before the release of the car, whereas, various suppliers in the
automotive industry are developing an Intrusion Detection and Protection Systems to protect the
vehicle from the hacking. For example, HARMANs ECU shield [49] developed by its subsidiary
company TowerSec provides security monitoring in internal vehicle network continuously detects
and log the intrusion locally in the system. The system also sends the real-time data to the cloud
server via the internet connection from the smartphone or Telematics Unit present in the vehicle.
In addition to this, some automotive researchers are also working in the field to protect the vehicle
from the vulnerabilities[13][25].

Charlie Miller and Chris Valasek are performed their first hacking experiment in Ford and
Toyota vehicles to know the vulnerabilities [5]. From the data and experience gained from the ex-
periment, they developed an anti-hacking device. This device helps to find out abnormal message
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4 Chapter 1. Introduction

traffic on the CAN bus. If there is an abnormality in the CAN bus, then the device will put the
vehicle in Limp Mode and warns the driver to take precautionary actions. The Limp Mode will
deactivate all the functions except the necessary function such as steering, engine controls, and
brakes for a predefined time to make the car halt to some safe place. According to the researchers,
since an attacker will always send unusual or diagnostic packets on the CAN bus to perform an
attack, the device can detect it. Unfortunately, during their experiment of capturing traffic in
CAN bus for 22 minutes, no diagnostic packets were seen. An attack can also be identified by
observing the frequency of packets or diagnostic messages. However, the frequency of packets
and type of messages flowing in the CAN bus will be different from vehicle model to model and
manufacturers. In addition to that, compromising CAN bus will not happen only by increasing
frequency of normal or diagnosing messages. Also, putting the vehicle in the limb mode will be
dangerous while driving in the highway or massive city traffic conditions, because driver need to
have some other additional functionalities to halt the vehicle in safe place.

Automotive manufacturers are considering to deploy autonomous vehicle on the roads for more
safety and convenience to the user. To do this, they need to provide sophisticated in-vehicle net-
work communication to communicate with other critical components (such as RADARS, Sensors,
and ECU’s) in high bandwidth and timing that exceed capacities of existing systems. To make
this possible, automotive manufacturers face significant paradigm change in in-vehicle networks,
by deploying new protocols and new vehicle Electric/Electronic(E/E) architecture. However, to
design and evaluate the new protocols, architecture design concepts, the suitable toolchain is
required to know the performance of the system. In this article [50], the researchers used the
event-based simulation OMNET++ toolchain to evaluate the network architecture and protocols.
In their work, they performed the simulation model for real-time Ethernet and Fieldbus technolo-
gies such as CAN & FlexRay. However, their primary focus is integrating the Fieldbus technology
with the Ethernet. To achieve this, the researchers created an open-source toolchain for in-vehicle
networks on OMNET++, which is based on the Eclipse IDE (Integrated Development Environ-
ment). As a first step, they created a model suite called CoRE4INET[37] for Ethernet technologies
and FiCo4OMNeT[38] for Fieldbus technologies. To integrate the both Ethernet and Fieldbus,
they developed the Signals and Gateway suites. By developing this module, they can create an
in-vehicle network architecture and able to test their performance. However, the open-source suits
provided by them cannot be able to record the in-vehicle traffic performance in the real time, when
the user chooses to use only one suite such as FiC04OMNeT. In addition to this, the simulation
models cannot be able to replicate the dynamic behavior of the vehicle such as while driving the car.

As discussed above, automotive manufacturers are considering Ethernet as the backbone for
next-generation vehicles. So the researchers are focusing on developing the simulation model based
on the Ethernet. Another research [24] focuses on finding out the latency of the CAN message sent
from CAN bus to Ethernet AVB gateway. The research was done to prove that the efficiency of
the Ethernet-based architecture will guarantee a high bandwidth for the critical real-time systems
in the next - generation vehicles. To evaluate this, they perform created a simulation model in
the OMNET++ environment to evaluate the performance of the system.

However, in the point of securing the in-vehicle network, both existing vehicles and next-
generation vehicles should be protected. As discussed in this articles [24][50], they are creating a
simulation model and evaluate the networks for the next generation vehicle. As we do not know
exact timeframe of deploying these types of networks in the real-vehicle, until then, the existing
architecture using Fieldbus such as CAN, FlexRay, and LIN) will be used. To secure this network
protocols from cyber-attacks, the developing the simulation model in a simulation environment
to know the vehicle behavior during the attacks in quite important. In this thesis, this issues is
addressed briefly as explained in the above section 1.1.
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1.3 Thesis Outline

The report is organized as follows.

Chapter 2 describes background information about the internal automotive networks and
external interfaces and explains about the different attack scenarios to gain access to the modern
vehicle. It provides information about the simulation software used in this project to simulate the
attack in the in-vehicle network system.

Chapter 3 provides information about the various software tested for simulation in-vehicle
network and more details about the chosen software for this thesis to carry out the in-vehicle
simulation.

Chapter 4 describes the methodology for simulating the in-vehicle networks in the OM-
NETPP++ software. The chapter gives background knowledge of each component used in the
simulation environment. It also provides information about the experiments carried out in the
Toyota Prius to gain real-time CAN data. From this data, The simulation environment (OM-
NETPP) can replicate some behavior to perform attack scenarios.

Chapter 5 presents the results of the experiments such as attack scenarios carried out in the
simulation environment(OMNETPP). From this results, the car behavior can be predicted if the
attack replicated in the real environment.

Chapter 6 concludes this thesis and explains the answers for the research questions asked
above in this chapter.
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Chapter 2

Background

2.1 Vehicle Network Architecture

In a modern vehicle, the manufacturers are using more than 20 Electronic Control Units (ECUs),
50 sensors and actuators and more than one serial bus communication for different vehicle func-
tions. These combined aspects of different infrastructure in vehicles are known as automotive
Electric/Electronic (E/E) architecture. As discussed in Chapter 1, the number of ECU’s and
signal transmitting in the system is increased dramatically over the years. In coming years, it will
further increase to adopt new systems (such as Advanced Driving Assistance System (ADAS) for
Autonomous Driving). The Figure 2.1 shows the evolution of the E/E architecture of Mercedes
E-Class series over the years. As shown in the Figure 2.1 the number of signals is increased from
0 to 10000 over the period of 40 years [26].

Figure 2.1: The Evolution of E/E Architecture Trend of Mercedes E-Class
[26].

In a vehicle the communication between different ECUs, sensors and actuators can be achieved
using serial bus system, according to Original Equipment Manufacturer (OEM) requirements and
functions. Commonly used serial bus communication protocols to interconnect ECU’s are Con-
troller Area Network (CAN) [19], Local Interconnect Network (LIN) [46], FlexRay [8], Media
Oriented System Transport (MOST) [9], and Automotive Ethernet [7]. Each of this protocols are
discussed briefly in the section 2.2. By introducing E/E architecture, the possibility of reusing
sensor information and other ECUs data are easily shared within the vehicle systems. By doing
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so, the scalability of the system application is increased, and wiring harness of the vehicle will be
reduced, Since the wiring harness cost will be reduced, which is the 3rd costliest part in manufac-
turing vehicle.

The vehicle E/E architecture will be different for each OEMs and vehicle models. From the
point of view of topology of the in-vehicle network, vehicle E/E architecture network classified
into two types: i) simple and ii) advanced in-vehicle network. The simple network architecture
will be using one or two serial buses to communicate between the ECUs in the vehicle [51]. In a
simple in-vehicle network, CAN and LIN protocols are used to interconnect the ECU’s with the
help of one centralized Gateway as shown in figure 2.2.

Figure 2.2: Schematic diagram of Simple in-vehicle network
[51].

In Figure 2.2 several important ECU’s (such as Anti-lock Brake System(ABS), Vehicle Dy-
namics, Powertrain) are connected to the High speed CAN bus, whereas basic functions (such as
Door module, seat module) connects to the LIN bus. Then, the two buses are interconnected to
the gateway. Which ECU’s are interconnected to the respective buses is based on functionality
and importance. For example, Powertrain ECU is a critical ECU which sends information to the
other ECU’s in real time for smooth function of the vehicle, therefore, it is connected to the High
speed CAN bus. However, Door module ECU is a noncritical ECU used only in few scenarios,
therefore, it is connected to the LIN bus.

In an advanced in-vehicle network, several protocols, as shown in 2.2 will be used to adapt
various features such as Lane Warning system, Intelligent Parking, Collision avoidance system,
adaptive steering, etc. More than 30 ECU’s used by OEM’s and several serial buses will be created
based on the network protocols, and functions that interconnect the buses to the ECU’s to make a
modern vehicle. After that, all buses connect to a centralized Diagnostic Gateway. This gateway
is used by the OEM’s for repair and software upgrade for the ECU’s via On-board Diagnostic
(OBD) Port. By partitioning the buses, the buses are isolated such that, in the case of an attack
in the vehicle network the effect will be lower compared to the simple in-vehicle network [36]. The
picture of the advanced in-vehicle network shown in Figure 2.3.

Figure 2.3 shows various serial buses interconnected with the ECU’s form a standalone cluster.
Each cluster will have an intelligent switch which connects the respective bus and the ECU’s. By
isolating the critical ECU’s in the vehicle system, compromising the whole in-vehicle network will
be highly unlikely [58].

Model Based Framework for In-vehicle Network Simulation and Security Threat Demonstration 7



8 Chapter 2. Background

Figure 2.3: Schematic diagram of Advanced in-vehicle network
[51].

2.2 Protocols used in Vehicle Architecture

There are different protocols used in the vehicle architecture for communication between the ECUs.
Society of Automotive Engineering (SAE) has classified this communication protocols based on
the transmission speed and functions.

Table 2.1: Classification of protocols based on SAE Standards.

Class Type Data Transmission Speed Protocols
Class A Less than 10Kbit/s LIN
Class B 10Kbit/s to 125Kbit/s Low Speed CAN, PSI5, SENT
Class C 125Kbit/s to 1Mbit/s High Speed CAN
Class D Greater than 1Mbit/s MOST, FlexRay, Automotive Ethernet

The protocols listed in the table are used in different type of vehicle functions based on their
needs and each protocol has a unique mechanism to deliver the data to the respective ECUs. The
protocols will transmit the message based on a time-triggered or event-triggered event or both.

• Event Triggered: In an event triggered protocols will transmit the message based on the
occurrence of a specific event. For example, when the driver brakes the vehicle or turn the
indicator ON or turn the lights on, the message will be sent to the ECU’s to activate the
system. CAN protocol is an Event triggered protocol

• Time Triggered: The message frames will transmit at predetermined time slots allocated by
the OEM in the architecture in a time-triggered protocol. The systems which are critical
and time sensitive will use the time triggered protocols. For example, the wheel speed of the
vehicle will be updated every 10ms in the Toyota Prius.

For this project, CAN protocol is used widely in the simulation and reverse engineering process.
In the next paragraphs the background of the CAN protocol is described in detail, and other
protocols are described briefly.
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2.2.1 Control Area Network (CAN)

CAN [19] was developed by BOSCH and first implemented in BMW 8 series vehicle in 1988. CAN
is used to reduce the conjunction of wiring harness between the ECU and flawless communication
between the ECUs. After the implementation, BOSCH released several version of CAN and ISO
release the CAN standard in several parts (ISO 11898-1 to 4). CAN bus has different signal
transmission rate as mentioned in the ISO standards 11898-2 (High-speed CAN bus) and 11898-3
(Low-speed CAN bus). Low-speed CAN bus limits the transmission rate up to 125Kbits/s whereas
High-speed CAN bus has a maximum transmission rate up to 1Mbits/s. The most recent version
of CAN protocol is version 2.0 published by BOSCH[19].

CAN is a multi-master serial bus architecture and event-driven message system. Even today,
OEM is considering CAN as the most reliable data transmission protocols for real-time require-
ments. The CAN should consist of at least two or more nodes to start a communication between
the ECUs with the help transmission medium (CAN bus). CAN bus is made up of unshielded
twisted pair (UTP) cable and it can extend up to 40 meters with consisting of 32 nodes. The
unshielded twisted pair wire (UTP) will consist of CAN High wire and CAN Low wire [21].

The CAN bus specification is consists of two parts A & B. To be compatible with CAN spe-
cification, the implementation of the CAN should be either PART A or B. Part A describes the
CAN original message format, whereas, Part B describes both standard and extended Message
formats.

CAN bus Frame Formats

They are two different frame formats used in the CAN protocol as mentioned in the Part B CAN
specification which is Standard CAN Frame and Extended CAN Frame. The frame formats are

Figure 2.4: CAN Bus Frame Format for Standard and Extended Data Frame
[19].

differentiated based on the length of the Identifier of the frames. The standard frame will consist
of 11-bit Identifier, whereas, the extended frame consists of the 29-bit identifier. The Figure 2.4
shows the difference between the CAN Data Frames.
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The CAN message in the Figure 2.4 consists of Start of Frame (SOF), Arbitration Field,
Control Field, Data Field, CRC Field, Acknowledge Field, End of Frame (EOF).

• Start of Frame (SOF): SOF marks the beginning of Data Frames and Remote Frames. It
consists of single ’dominant bit’ - ’0’.

• Arbitration Field: This field is different for the standard and extended frame. In this field,
the 11-bit identifier will be transmitted first. Following that RTR (Remote Transmission
Request bit), in which if it is a data frame RTR bit will be dominant - ’0’, whereas, if it is a
remote frame RTR bit will be recessive - ’1’. In an extended CAN frame, SRR (Substitute
Remote request bit) is transmitted in the position of RTR bit to resolve a collision between
the standard and extended frame. IDE bit (Identifier Extension) belongs to control field in
standard format and arbitration field in an extended format. It will be a dominant bit in a
standard format and recessive bit in an extended format.

• Control Field: It consists of six bits. In the standard frame, it consists of IDE and r0(a
reserved bit) and DLC (Data Length Code). DLC consists of a number of bytes in the data
field. In contrary to standard frame, the extended frame will consist of two reserved bits (r1
& r0) and the IDE will be in arbitration field instead of the control field.

• Data Field: It contains data to be transmitted to the one ECU to other. It will contain up
to 0 to 8 bytes.

• CRC Field (Cyclic Redundancy Code) - CRC field consists of CRC sequence and CRC
delimiter. CRC sequence is a frame check sequence to identify whether the receiver receives
the frame. The transmitter calculates the CRC sequence and sent the value in the CRC
sequence field. The receiver will check the CRC sequence value; if both the transmitter
and receiver values are identical, then it will send a dominant bit to the transmitter during
Acknowledgement field. CRC delimiter will always be a recessive bit, which will be after the
CRC sequence field.

• ACK field (Acknowledgement field). ACK field consists of ACK slot and ACK delimiter. In
ACK field, transmitting station sends two recessive bits. If the receiver received the message
correctly, then it will report to the transmitting station by sending to dominant bit during
ACK slot. ACK delimiter will always be a recessive bit followed by an ACK slot.

• End of Frame (EOF)- A flag sequence delimits the data frame, and the remote frame consists
of seven recessive bits.

Data Frames and Remote Frames consists of the parameters explained above, whereas, the error
frame and overload frame consists of different fields. The upcoming section will explain the CAN
bus frame types.

CAN bus Frame Types

Message transfer in the CAN bus can categorize into four different types, such as:

• Data Frame

Data frame helps to carry data from a transmitter to the receivers. Data Field consists of
seven different fields: Start of Frame (SOF), Arbitration Field, Control Field, Data Field,
CRC Field, ACK Field and End of Frame(EOF). Data Field in the frame can consist of data
from 0 to 8 bytes in a single frame.

• Remote Frame

When a node wants a data from the other node, it can send the Remote Frame to the
respective node. The respective node will send the data frame. The remote frame consists
of six different fields: Start of Frame (SOF), Arbitration Field, Control Field, CRC Field,
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ACK Field and End of Frame(EOF). Contrary to the data frame, the RTR bit in arbitration
field is recessive in the remote frame.

• Error Frame

Error frame will consist of two different fields. The first field is a superposition of Error
flags and Error delimiter. There are two forms of error flags: Active error flag and a passive
error flag. The active error flag consists of six consecutive dominant bits , whereas, the
passive error flag consists of six consecutive recessive bits. The error delimiter consists of
eight recessive bits.

• Overload Frame

Overload frame consists of two different fields: Overload flag and overload delimiter. They
overload frame will transmitted in three overload conditions in the bus:

– The internal condition of the receivers which leads to delay the data and remote frame.

– Detection of a ’dominant’ bit at the first and second bit of the intermission.

– If a can node receives a dominant bit at the eight bit(last bit) of an Error or overload
delimiter, it will transmit the overload frame.

Overload delimiter consists of eight recessive bits. ’

• Interframe spacing: Data and Remote frame are from preceding frames by a bit field called
Interframe spacing. Interframe space consists of bit fields called Intermission and Bus Idle
and for ’error passive stations’ which have been a transmitter of the previous message will
have suspended transmission first.

Intermission consists of three recessive bits. During intermission field, the only action sig-
naling is overload condition. No station is allowed to start transmission of data or remote
frames actively.

Suspend Transmission, after an passive error station sends the eight recessive bits following
intermission field, before starting to transmit a further message of recognizing bits to idle.
If meanwhile, other station starts the transmission, the station will become the receiver of
this message. Bus idle is the period of arbitrary length. The bus is recognized to be free,
and any station can access the bus to transmit the message. A message is pending during
the transmission of other message transmission is started first bit following the intermission.
This will be explained in the upcoming section more clearly.

Message Filtering and Validation

Message filtering is based on the identifier of the CAN data frame. In CAN bus, the message
transmitted by the node will receive by all nodes in the bus. However, some nodes in the bus do
not want to process every message transmitting in the bus. To address this message filtering is
implemented in the nodes either by hardware or software level. By doing this, the receiving node
can discard the CAN frame. In hardware level, the nodes have a present programmable identifier
that is accepted. If not of the identifiers are matched with this programmable identifiers, the
message will be rejected by the node.

The message validation will be different for transmitter and receivers of the message.

• Transmitter: The message is valid for the transmitter if there is no error until the EOF.

• Receiver: The message is valid for the receivers if there is no error until the last but one bit
of the End of the Frame.
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Message Arbitration

In CAN bus communication, every node will receive every message transmitted through the bus,
which is called as broadcasting. During broadcasting of messages, there is that possibility the two
nodes send messages simultaneously which will be a problem. This situation is avoided by using
the CSMA/CA (Carrier Sense Multiple Access with Collision Avoidance) methods as mentioned
in ISO 11898-1. This method helps the bus to perform the bitwise arbitration method and allow
the highest priority message in the CAN bus to go first. The message arbitration in the CAN bus
makes it more efficient.

In message arbitration, the important to note is the dominant bit - ’0’and recessive bit - ’1’.
The nodes will start to transmit the message when the bus is idle. Otherwise, it will wait until
the bus becomes available. When two nodes start to transmit with different bit such a ’0’ & ’1’,
the ’0’bit will be placed on the bus. The node with dominant bit starts to transmit the frame.
However, when two or more nodes start to transmit the exact bits in the bus, the nodes will not
know the collision until it places the recessive bit on the bus. When the recessive bit is placed on
the bus, the error will send to the sender of the node. The sender will stop the transmission and
retransmit the packet when the bus becomes idle. During this, the sender of the dominant bit will
not know the collision with another node; this makes the CAN bus more efficient. An example of
arbitration shown in the Figure 2.5.

Figure 2.5: CAN Message Arbitration
[30].

Error Detection

The CAN bus robustness is attributed due to the error checking and signaling. When any node
in the network detects an error, it will send the active error frame. They are five different types
of error in CAN bus, such as:

• Bit Error: The transmitter in the bus which is sending the unit bits also monitor the bus.
When the transmitter detects the bit value is different from the bit value sent, bit error will
be detected by the transmitter and stops the transmission in the bus.

• Stuff error: The bit stuffing should be known to understand stuff error. The bit stuffing
is the process when the five bits transmits with the same value; the sixth bit should be an
opposite value. So when the module detects the six bits with the same value, then it will be
stuff error in the message.
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• CRC Error: The CRC sequence consists of the CRC calculation by the transmitter. The
receiver also performs the CRC calculation. If the CRC calculation is not identical with the
transmitter, then the receiver will send the CRC error.

• Form Error: When the receiver received the CAN packet, it will check it has received all
field with the correct size. If it not received correctly, then it is known as Form error.

• Acknowledgement Error: The transmitter monitors the ACK error, whenever it does not
receive the dominant bit in the ACK slot from the receiver, then it is known as Acknow-
ledgement Error.

2.2.2 LIN(Local Interconnect Network)

LIN is used in the automotive network that does not require higher bandwidth networks such as
CAN, MOST or FlexRay. The implementation cost is also low compared to other protocols [46]
[21]. LIN has data transmission rate up to 20Kbit/s and uses a single wire for the connection
between the nodes. LIN protocol is widely used widely for the comfort functions of the vehicles
such as doors, windows, power seats. LIN communication is based on time-triggered approach.
LIN cluster consists of master and slave nodes. The master node will be connected to the other
protocols such as CAN or FlexRay and schedule the timetable for the messages. The system
designer does the scheduling in the LIN bus during the development based on the type of message
sent by the nodes. The LIN bus scheduling is organized with slots based on message transmission
time. The slots are divided into mini-slot in which master node process the schedule for the
communication. While scheduling, the Master node is not able to fill the mini-slots, the rest of
the frame time will wait in addition to the jitter time for next message transmission. Frame Slot
size will be determined by the message type sent by the Master node. This will be predefined by
the system designer.

2.2.3 MOST(Media Oriented System Transport)

MOST is a multimedia network specially developed by automotive industry for high sped multi-
media data such as audio, video and control. The most network has several bandwidths like 25,
50 and 150 Mbit/s [9]. The MOST device consists of three parts like physical interface, network
service, and function blocks. MOST physical layer uses plastic optic fiber (POF) links for inter-
connection; however, it also uses an unshielded twisted pair (UTP) and coaxes cables in some
lightweight applications. The function blocks (FBlocks) is responsible for MOST network and the
application. They are three types of FBlocks such as controllers, slaves and Human Machine Inter-
face (HMI). In a MOST network, one of the nodes will be called Timing Master which is master of
the network (Controllers) that initiates the message in the network, while other connected nodes
in the network are called slaves. In MOST, data transfer will occur in the form of a block. In
each block, there will be 16 frames, where each frame consists of 512 bits in MOST 25, 1024 bits
in MOST 50 and 3072 bits in MOST 150 [14].

In each frame, there are three communication channels in MOST frame such as: control chan-
nel for event-oriented transmission, an asynchronous channel for packet-oriented transmission for
large block size and synchronous channel for continuous data streams. Control channel uses CSMA
to access the channel and messages are sent by the applications or administrator. Synchronous
data uses TDMA to allocate the channels, and asynchronous data uses token between the devices
to allocate the channels. Asynchronous data will contain large packet data with high data trans-
mission such as TCP/IP transmissions. The asynchronous packet data will be specified to data
frame using the delimiter, by this, we can change the length of synchronous and asynchronous
data based on the transmission length [21].

Model Based Framework for In-vehicle Network Simulation and Security Threat Demonstration 13



14 Chapter 2. Background

2.3 Toyota Prius

For this thesis work, 2010 Toyota Prius model used for reverse engineering and the vehicle network
architecture is used for simulation. The reason for choosing the vehicle is that, all the functions
(such as steering, transmission, engine, power management) are controlled by drive by wire systems
with the help of Electronic Control Unit (ECU). The vehicle functions can be easily controllable
and increase the operational accuracy by the drive by wire systems compared to the other cars
where some functions use the mechanical or hydraulic system for some functions [40].

The ECU is responsible for the communication of the drive by wire systems in the form of
electrical messages. For this different communication protocol types are used depends on manu-
facturer preference as mentioned in 2.2. Due to manufacturer proprietary and safety of the vehicle,
The communication between the ECU systems and vehicle architecture are not available on the
Internet. The reverse engineering process is carried out as mentioned in Chapter 4 to identify
the types of communication protocols (such as CAN, LIN) and the messages transferred between
the ECU’s. To understand the CAN messages of the vehicle such as which systems should be
communicating to another, all the ECU functions should be studied carefully, which will help to
map the vehicle function with respective CAN ID’s. Since the Prius is the hybrid model, the
functionality of the ECU’s is different compared to the conventional car. For example, in the con-
ventional car, the accelerator system either will be a mechanical or electric one which will connect
to Engine ECU. However, in this Toyota Prius model, the acceleration system is connected to the
power management ECU which will transfer the acceleration pedal value to the engine manage-
ment ECU [43]. So understanding the hybrid system in this vehicle is an important task to know
the purpose of CAN messages in the vehicle. The detail information about the engine and hybrid
system will be discussed in the next paragraphs.

2.3.1 Types Hybrid System

The level of hybridization in the vehicle is differ based on the capacity of the engine, integration
of battery in the vehicle, and electric motor. Different types of hybrid levels are known as the
micro, mild, full and plug-in system. The mild, full and plug-in hybrid system will also act as
a regenerator (i.e.) when the brake is applied the kinetic energy will be converted to electrical
energy and the energy will be stored in the battery which is called as regenerative braking. Micro-
hybrid system helps to start/stop the vehicle with integrated alternator and starter. By using this
system, the vehicle efficiency is increased by 3-5 %. The mild hybrid system is an advancement
of the micro-hybrid system which consists of stronger electrical components. In addition, to start
and stop function, the mild hybrid helps for vehicle propulsion, which helps to increase the fuel
efficiency by 15-20%. The full hybrid system is an advancement of the mild hybrid system, which
helps to drive the vehicle only with electricity for few kilometers depends upon the battery ca-
pacity. When using the full hybrid system, the engine size can be downsized. However, the full
hybrid system will compensate the power lost due to the engine downsizing. In this full hybrid
system, the improvement of fuel efficiency is up to 20-30%. The plug-in hybrid vehicle(PHEV) is
similar to the full hybrid system but uses larger electrical components. The vehicle can be driven
with the help of electrical energy only for up-to certain Km/s [4][29][1]. The vehicle used for this
thesis is a PHEV.

There are two main types of hybrid cars - Series and Parallel [29].

• Series Hybrid system - The electric generator will be coupled with the ICE. This generator
will be used to charge the batteries and drive the electric motor in the system, which helps
to drive the transmission of the vehicle. In this system, the power of the engine will never
go directly to the wheels. Therefore, the during the convention process there will be a loss
of energy in the system.

• Parallel Hybrid System - In this system both ICE and electric motor will drive the trans-
mission at the same time. By using this system, the ICE can directly transmit the power
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to the wheels, and at the same time with the help of a generator, it can charge the electric
battery. By doing this, the efficiency of the vehicle will be quite high compared to the series
hybrid system. Toyota Prius using in this project is a parallel hybrid system.

2.3.2 Hybrid Synergy Drive(HSD) of Toyota Prius

Toyota Prius model is a front wheel drive vehicle which is connected to the 98hp 4-Cylinder internal
combustion engine (ICE) coupled with the 36hp motor powered by the nickel-metal hybrid battery
pack; the system has a total power output of 134hp. The hybrid system in the Prius is called as
Hybrid Synergy(HSD) System which includes an ICE, two electric motors/generators, power split
device, battery, and two inverters [39].

In conventional vehicles, the powertrain system helps to drive the vehicle wheels with the help
of the drive-shaft. The ICE engine will produce the torque an power which will be connected to
switchable gearbox system. With the help of gearbox, the driver will send the required torque and
power to the drive-shaft of the vehicle[43][56].

However, In HSD conventional systems (such as gearbox, alternator, and starter) are replaced
by the electric Motor/Generators(MG), a computerized shunt system, a mechanical power splitter
that acts as differential and a battery pack. The Electric Motor/Generator (MG1 & MG2) helps
to convert electricity into motion and vice-versa. The following picture2.6 shows the HSD system
of Toyota Prius[31].

Figure 2.6: Schematic diagram of Prius Hybrid Synergy Drive(HSD)
[31].

In HSD, Power Management Control ECU is responsible for oversees the operation of the
hybrid system. The ECU will determine when the power from the ICE engine and motor should
be used to drive the wheels efficiently. The hybrid system in the vehicle will be working in different
phases [52][39][29] which will be explained below.

• Engine Start Phase
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During Starting the vehicle, the MG1 will act as a starter and start the vehicle. MG1 will
draw the power from the battery and start the vehicle. The power from the motor helps
to start the ICE engine in the later phase. This will perform more efficiently than the
conventional ICE vehicle.

• Only EV

At slow speeds, the vehicle can run without ICE power. During this phase, the electricity
is supplied to the MG2 which will act as a motor. The MG2 will drive the wheel only with
electric power allowing the vehicle to run without fuel for some miles.

• Low Speeds

In Low speeds, the ICE crankshaft will rotate in high speed compared to the wheels which
will not develop sufficient torque. So the ICE power will be fed into the MG1 (will act as
generator), and output of the MG1 will be coupled with the MG2 (will act as motor). The
MG2 will drive the wheels with sufficient torque.

• Cruising: ICE Power + Battery Charging

In this phase, ICE power will be work more efficiently than the electric power. The power
from the ICE will directly drive the wheels of the vehicle. During this period, the part of the
ICE power will be transferred to MG1(will act as generator) with the help of Power split
device. The electricity generated from the MG1 will be stored in the battery for the later
use.

• Full Acceleration + Battery Power

In this phase, the ICE Power will directly drive the wheels, in addition to that, the energy
stored in the battery will be used by the MG2(will act as motor). The MG2 will provide
supplement energy in addition to the ICE power during the full acceleration phase (which
can be used in overtaking or driving through steep hills). The extra torque and power will
be produced by the MG2 till the battery power is exhausted.

• Deceleration/Regenerative Braking

In a conventional vehicle, during braking, the kinetic energy will be lost as friction and heat.
Whereas, in HSD the kinetic energy will be converted into electric energy and stored in the
battery. During this phase, the MG2 (will act as generator) is powered by the wheels and
recharge the battery. This process will be followed during the deceleration the vehicle(i.e.,
lifting the accelerating pedal).

• Reverse Gear

As a conventional vehicle, there is no reverse gear in the powertrain. Instead of that, the
ECU will reverse the phase sequence of the current in the MG2 (will act as motor). When
the battery is low, the ICE will power the MG1(will act as generator), and the electric
energy will be used by the MG2 to reverse the vehicle.

2.4 Automotive Attacks

As discussed in Chapter 1 the vulnerabilities of the car is seemingly increasing due to the addition
of new features. Due to this, the attackers are targeting vehicle to exploit new attack methods
and entry point to get access tot he vehicle. The attacks are ranging from turning on/off lights,
Air-Conditioning to gain access to the crucial system such as brakes, transmission and steering
wheel. This depends upon each E/E architecture of the vehicle [28]. However, some vehicles are
still using the mechanical/hydraulic systems for the brakes and steering; the attackers are not able
to compromise the system.
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To be able to make attacks in the automobile, the attackers need to perform numerous steps,
such as What are all the entry points in the vehicle?, What are all the E/E components can be
compromised and How they are interlinked?, What is the message structure and identifiers used
in the vehicle?. For this thesis, to make attacks in a simulation environment, we need to know the
things mentioned above. This will be addressed in the following sections below briefly.

2.4.1 Entry points for attacks in the vehicle

Modern automobiles use heterogeneous E/E architecture as we defined in section 2.1 to provide
broad range of functionality ranging from Electronic steering, braking, Advanced Driver Assist-
ance System (ADAS) and various entertainment features inside the vehicle. It also created the
opportunity for new attack surfaces compromising critical safety systems of the vehicle. In E/E
architecture, they are a lot of external interface in the vehicle to provide functionality ranging
from comfort to safety (such as OBD -II helps to run diagnostics on the vehicle to find faults and
update the vehicle software, whereas the Wi-Fi helps the passenger to connect to the Internet.).
The external interface in the vehicle is the entry point for the attackers to compromise the vehicle
function. Such entry points are mentioned in the below Table 2.2 [54]. Each entry points will be
detailed briefly in the following sections.

Table 2.2: Entry Points for cyber-attacks

Interface Physical Range

Wired Entries
OBD-II Connector 0m
CD/DVD/USB/SD Card 0m

Short Range Wireless Entries

Passive Anti-Theft System (PATS) ∼10cm
Bluetooth ∼10m
TPMS ∼ 10m
Remote Keyless Entry (RKE) ∼20m
Wi-Fi ∼100m
V2X ∼300m
RADAR/Ultra Sonic Sensor ∼100m to 300m

Long Range Wireless Entries
Radio >10km
GPS >10Km
Cellular >10Km

Wired/Physical Entries

• On-board Diagnostics - II

The on-board diagnostic system in the vehicle provides the direct physical access to the
in-vehicle network of the vehicle. When attacker gain access to this system, he can perform
various types of attack [60]. In this thesis, for reverse engineering purpose, the attack
simulations are done based on the OBD systems. A detailed study is conducted on OBD
systems.

On-board diagnostic (OBD -I) system introduced in early 1980’s, used to reduce the emis-
sion level by monitoring the Engine Control Unit. During this period, all manufacturers
have their systems and OBD connectors to monitor the vehicle. Due to more adaptation
of OBD systems, Society of Automotive Engineering (SAE) set a standard connector plug
and requirements of diagnostic test signals from the vehicle in 1988. To meet this stand-
ard requirement, manufacturers turned the electronic control fuel feed and ignition. Sensors
measures engine performance and reduce the emission and diagnostic assistance to the vehicle
related to the engine. Later, OBD systems became more sophisticated in more functions and
introduced a new standard (OBD -II) in the mid-1990’s. After OBD - II standard is intro-
duced, it is mandatory for all vehicles manufactured in the world. In addition to that, SAE
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Standard J1979, J1962 defines many OBD - II PIDs(Parameter ID’s). From these IDs, user
can request data from vehicle such as: diagnostics and Engine Data. Nowadays, OBD -II
systems used for many purposes such as diagnostics, performance tuning, ECU’s firmware
updates and listen to the internal networks for reverse engineering purpose. In the early
2000’s, OBD - II system accessed only by the Scan tools provided by the manufacturers.
Later, manufacturers are adapted to change the system to more PC-centric with specific
tools and software such as BMW ICOM, Toyota Techstream Lite with Mangoose Pro OBD -
II toolkits, Mercedes Xentry Connect, by this tools mentioned above all the functionalities of
the OBD - II can be achieved. Some other tools provided by third parties such as CANtact,
Versus Edge and ELM 327 are used for the same purpose, However, their functionalities are
limited [16] [17]. In this thesis, OBD -II port is used to listen to the CAN bus traffic in
the network and simulate the attack scenarios in the simulation. OBD -II connector has a
different layout for different manufacturers. Since, Toyota Prius vehicle used for this thesis,
the pin layout of the OBD - II connector (is also known as Data Link Connector (DLC)
shown in 2.7.

The Figure 2.7 shows only the CAN protocol. So the raw CAN traffic is seen without

Figure 2.7: OBD - II pin-layout of Toyota Prius
[31].

any interference. The other protocols can be accessed via OBD -II protocol based on the
manufacturer option, not directly. If a manufacturer wants to listen to the specific protocol,
they can assign one of the specific pins for the new protocols. Nowadays, Modern vehicles
such as BMW, Audi, etc are providing RJ45 Ethernet Pin, in addition to the OBD - II
connector. By this pin, with appropriate manufacturers software and tools, one can listen
to all the traffic of heterogeneous network that consists of the CAN, LIN, FlexRay, MOST
and Automotive Ethernet protocols.
However, many security researchers compromised the in-vehicle networks via the OBD - II
physical Interface to evaluate the in-vehicle network security[6][5][13][47][27]. Since attacker
need to get access to go inside the vehicle, manufacturers are considering OBD - II as less
vulnerable surface. However, vehicle manufacturers are using the OBD - II port to find
the vulnerabilities in the vehicle E/E architecture using the researcher. However, Modern
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vehicles E/E architecture made the things complicated. The in-vehicle network of the vehicle
directly connected to the OBD - II port. So, if attackers compromise any other external in-
terface as mentioned in Table 2.2, they can easily get access to the other system via the OBD
system. In this research [27], the researchers connected the OBD - II connector with the
third party tool (ECOM ) and connected to the computer which has an Internet connection.
In another car, the researchers are able to control the vehicle remotely and perform some
attacks on stationary and moving vehicle. Such as temporary, increase of RPM, engaging
the brakes, increase the idle RPM, Turn ON/OFF (Wipers, Lights, Braking Lights), open
the trunk and falsify the speedometer readings. From this research, the vulnerability of the
OBD -ii port is understandable. To perform this types of attacks, the researchers perform
the reverse engineering of the vehicle network to know the message transmitting between
the systems. In this thesis, the network traffic is simulated, and attack is performed based
on the data collected during the reverse engineering process.

• USB/CD/SD Card

Modern cars entertainment system consist of USB/CD/SD card; the entertainment system
is connected to the vehicle network of the vehicle to gain functionalities such as Steering
Control Audio Systems and control the system via smartphones. Due to this additional
features, entertainment system in the vehicle act as an entry point for an attacker. If an
attacker has pre-installed the exploit on SD cars/ USB and inserted in the entertainment
system, it can compromise the vehicle. The vulnerabilities of this system are same as OBD
- ii port.

Short-Range Wireless Interface

• Passive Anti-Theft System (PATS) and Remote Keyless Entries (RKE)

All modern vehicles contain the small chip in their key. That will transmit the code to
the specific ECU to start the vehicle. In Toyota Prius, Certification ECU will transmit
the registration RF signals via LIN bus to the ID Code Box ECU and Transmission ECU.
After this, ID code box ECU will send the engine start permission and other registration
RF signals to the Power Management ECU to start the vehicle. This all happens in less
than a second. If one of the above-mentioned ECU does not get the proper signal from the
Certification ECU or ID box ECU the vehicle will not be able to start. It may be possible
to create a Denial of Service (DoS) attack that would cause the car not to start. For this
attack, the attacker needs to be very close to the sensor and have a high-frequency tool to
jam the RF signal [13]. In this attack, the attacker will not be able to insert the exploit code
inside the vehicle. So the vulnerability is very low, apart from the Car Theft.
In the case of RKE, the DoS attack can be performed not to allow the user to lock/unlock-
/start the vehicle [59]. A group researcher performed an attack on the RKE system in 10
different model from 8 different manufacturers. They performed the relay attacks over the
RF signal to gain access to the vehicle system. All the vehicle models are vulnerable to this
attack since all manufacturer is using the same transponders in their key-fobs[18].

• Bluetooth

In modern cars, Bluetooth is used to play music or sync the contacts with the entertainment
system to make a hands-free call or message remotely through the entertainment system.
The automotive systems are using Class 2 Bluetooth devices, which has a typical range of 10
meters. The range of the Bluetooth can be extended via the external antenna and amplifiers
[23]. The attacker can gain control of the vehicle unknown to the driver or passenger by
access through the Bluetooth and can compromise all the ECU’s in the vehicle. Next to the
OBD - ii port, Bluetooth is considered the biggest and the most viable attack surface in the
vehicle [47].
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• (Tire Pressure Monitoring Sensor) TPMS

The vehicles are using TPMS system to measure the tire pressure in real-time. In Toyota
Prius, Tire Pressure Warning ECU connects to Tire Pressure Warning Antenna and Re-
ceiver. Each Tire in the vehicle has a sensor, which transmits the transmitter ID and
measured Value signal to the Tire pressure Antenna and Receiver Component, which sends
the signal to ECU. If the transmitted ID already registered in the ECU, the ECU compares
the measured value with the standard value. If it is low, it will send the signal to Combina-
tion Meter Display ECU to switch ON the tire pressure warning Light.
The attacker can perform some action against the system, such as causing the vehicle to
think that the Tire pressure is very low in a moving vehicle. Such type of attack has been
performed out by the researchers [45][13] to activate the tire pressure warning light in the
instrument cluster. But the attacker will not be able to intrude into the network or execute
the code in the vehicle, so the attack surface is quite small from this entry.

• Wi-Fi

In modern vehicles, Wi-Fi is provided by the manufacturers in the form of the dedicated
network inside the entertainment system or perform as a repeater (Wi-Fi Hotspot) from the
mobile network of the vehicle user. Since the automotive application does not have separate
protocols, it uses the same protocol as standard Wi-Fi. So the attacker can exploit the
vehicular network by performing attacks similar to regular Wi-Fi networks to get access to
the vehicle.

• Ultrasonic Sensor/RADAR/V2X

For autonomous driving, many manufacturers are using RADARS and Ultrasonic sensors as
their input to drive the vehicle (Such as Adaptive Cruise Control, Lane Departure Warning).
Majority of automobiles are operated in millimeter wave (mmWave). They are two types of
attacks can be performed in this system, such as Jamming and Spoofing. In the Jamming
technique, if an attacker knows the operating frequency of the RADAR, he can generate the
same frequency signal and disrupt the receiver. This will lead to a collision of the vehicle. In
spoofing technique, the attacker will send the signal to the receiver that the distance between
the target is shorter than the original. This will disrupt the vehicle behavior while cruising
[61]. These techniques are also applicable for Ultrasonic sensors and V2X communications.
In this attack, the attacker will not be able to exploit the in-vehicle network such as OBD -
ii or Bluetooth. However, this attack will risk the passenger lives in the vehicle.

Long-Range Wireless Interface

• Radio/GPS/Cellular

In modern vehicles using cellular, Radio & GPS for comfort. The cellular system in the
vehicle can also retrieve the traffic and weather information from the Internet. If an attacker
exploits the cellular interface, he can control the vehicle remotely from an infinite distance,
such types of attacks are performed in real scenarios [13] [59]. Since the entertainment and
navigation system are connected to the CAN network of the vehicle, the attacker can perform
any attacks on the vehicle. In addition to above entry points, an attacker can spoof the GPS
signal of the vehicle and navigate the driver in the wrong direction [42]. So the attack surface
through this systems is quite large since it can get access to the critical systems.

2.4.2 Types of Attacks

When attacker gained access to the system via the above-mentioned entry points, based on the
purpose and capability of an attacker, the attacker can perform various types of attack. The
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attacker can perform suspending the specific ECU’s message in the network, fabricating the mes-
sages and send it through the network to attain various behavior. In the Chapter 4 various types
of attacks performed in the simulation to know the behavior of the vehicle. The overview of each
type of attacks is explained in the below section.

• Denial of Service (DoS) Attack

The weak attacker can perform DoS attack. To perform this attack, the CAN network traffic
should be analyzed and know the highest priority message in the network (e.g., a message
with identifier 0x01). The attacker needs to compromise an ECU to send the required mes-
sages. After this, the attacker needs to send the highest priority message (0x01) at a high
frequency. This will affect the network, by blocking all the message in the specific interval,
making the vehicle to lose functionality and perform differently.

• Masquerade Attack

In a CAN network, the ECU will not know the transmission node address; it will accept the
message based on the identifier of the message only. In this attack, the attacker needs to
compromise two ECU’s. First, the attacker needs to stop the specific message transmitting
from the ECU A and inject the same message from the ECU B with the same interval of
time. By this attack, the network will not be able to find the difference; then after that, the
payload of the message is modified to make the vehicle to behave differently.

• Frame Injection

In this attack, the attacker will inject the know frames with from the compromised ECU to
alter the behavior of the vehicle. To perform this attack, the attacker wants to know the
identifier of the critical system (e.g., Brakes) and the respected ECU to perform the specific
task in the vehicle (Skid Control ECU in Prius). Then, the attacker needs to send the brake
signal from the compromised ECU to the Skid control ECU to perform the braking task. By
sending this signal, the vehicle will experience the unauthorized braking while cursing the
vehicle, leaving the driver confused.

• Black-hole attack

In this attack, the attacker needs to compromise the vehicle critical system (such as Trans-
mission, Engine or Power management and makes the message drops before it is transmit-
ting leaving the vehicle to halt. For example, if an attacker compromises the Engine Control
Management ECU in Toyota Prius, which is responsible for engine function in the vehicle.
The attacker makes the ECU drop the transmitting messages, due to this functionality of
the vehicle losses and makes the vehicle stop.

2.5 Conclusion

From this Chapter, the various types of vehicle architecture are explained in a detailed manner.
In addition to this, Section2.2 described elaborately about the network protocols used in the
vehicle E/E architectures. From this we are able to answer the first research question What are
the different in-vehicle network protocols and architecture used in the automotive
system?. In section2.4 of this chapter explained about the various entry points in the modern
vehicles and what are all the types of attacks can be performed through this entry points is
illustrated. From this we can able to answer the second two research questions asked in Chapter 1
What are the in-vehicle network entry points for vulnerabilities? What (and where)
traffic, can we monitor and which are the ideal ECUs or bus monitoring points and
detection capabilities?. Apart from this, various types of attacks are explained in this chapter
which can be performed in CAN bus. The result of attack simulations are explained are simulated
in the Chapter 4 to know the intended behavior of the vehicle during this attacks.
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Chapter 3

In-vehicle Network Simulators

3.1 Different type of In-vehicle Network Simulators

The in-vehicle network simulators help the researchers to replicate the real vehicle behavior and
simulate some attack scenarios to study the in-vehicle behavior. There are some network simulators
used by researchers and vehicle manufacturers to develop and do research in the in-vehicle network.
For our research, the network simulator should be user-friendly and low cost. To choose appropriate
network simulator, several network simulators are considered as shown in below Table 3.1

Table 3.1: Comparison of different vehicle simulators

Types of Network
Simulators

Ease of Network
Modeling

Ease of Packet
Capturing

Replication of
Vehicle Network
Behavior

License

MATLAB + + + Proprietary
CANoe ++ ++ ++ Proprietary
RTaW + - + Open-Source
NS2 - - - Open-Source
OMNET++ ++ ++ ++ Open-Source

The simulators mentioned above are studied individually to know the exact performance of the
simulator. In addition to this, the various researches/projects performed by the above mentioned
simulators are studied to know the capabilities of the simulators.

3.1.1 MATLAB

MATLAB Simulink is a leading simulation software which can be used for multiple purposes. For
the in-vehicle network, a Vehicle Network Toolbox is available with the modules for simulating
the network traffic. The toolbox has three different communication protocol: CAN, J1939 and
XCP [33]. For this research, we focus only on the CAN communication. To perform the vehicle
network behavior, we need to drag and drop the appropriate components from the library browser
to the workspace and configure the components based on the user requirements. The CAN com-
munication toolbox consist of: CAN configuration, CAN Message log, CAN pack, CAN receive,
CAN Replay, CAN transmit and CAN unpack.

To transmit and receive CAN message in the Simulink, two models should be created in the
MATLAB editor window. First, transmit model should be created to send the message. For this,
CAN transmission, CAN pack and CAN transmit blocks are dragged into the editor. From the
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library, drag the constant block into the editor and configure the constant value as, sample time
and output data type. Connect the constant block and CAN Pack block input, also connect the
CAN pack output to CAN transmit block. After this, configure the CAN configuration block
by specifying device and bus speed. Then configure the CAN pack block such as Data as input,
identifier type, identifier and length of the payload. At-last configure the CAN transmit block by
specifying the transmit channel to channel 1.

After building the transmission model, receive model for CAN communication is created by
dragging the CAN configuration, CAN receive and CAN unpack blocks into the editor. Place the
CAN unpack model in the Function-call subsystem block. Connect the CAN unpack input(CAN
MSg ) to the in the block and connect the CAN unpack output ( Data ) to the out block. TO see
the result of the simulation connect the scope block to the function subsystem output. Connect
the CAN receive f() output to the Function call subsystem function(). Connect the CAN Msg to
the input of the Function call subsystem(). Configure the CAN receive block to channel 2 and
accept all identifiers. Configure CAN unpack subsystem to the name CAN msg, identifier and
length mentioned in the transmission block. Save the model and run the simulation. By selecting
the scope block, the received data is shown as per the input is given in the transmission model.

Figure 3.1: Activity diagram for MATLAB process.

The main disadvantage in the Simulink environment is to develop an entire vehicle architecture
in the editor and run the simulation concurrently with the more number of transmission and
receiving block. This is a tedious process to replicate the in-vehicle network behavior. In addition
to this, excluding the scope and normal output screen, there are no blocks to record the receiving
messages from different modules. Also, there is no clear idea how to inject new messages and
do the dynamic behavior in the Simulink model. Due to this facts, Simulink is not used in this
research to replicate the network behavior.
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3.1.2 CANoe

A CANoe is a tool developed by the Vector Informatik GmbH. This tool can be used for the
development, testing and analyzing the entire in-vehicle network architectures and configuring
individual ECU’s. The CANoe is used by several OEM’s (Original Equipment Manufacturer)
and other companies to develop an in-vehicle network from the develop and configure individual
ECU to design an entire in-vehicle network. CANoe supports multiple network protocols: CAN,
CAN FD, LIN FlexRay and another essential feature, the Automotive Ethernet. CANoe uses
CAPL(Communication Access Programming Language) which is C like language developed and
integrated inside the CANoe environment. In CANoe the network database(e.g., DBC file) can
be directly imported into the environment. It is also capable of simulating, analyze and test the
whole network or individual ECU’s. The testing of individual ECU’s in the environment is time-
consuming and helps to identify the problems efficiently. In CANoe, the user can add additional
hardware interface easily to know the exact behavior of the vehicle network in addition to the
simulation [20].

The CANoe environment is simple to learn and understand due to many existing examples.
If there is an existing CAN network database, we can import the parameters directly into the
developing environment of the CANoe. From this creating vehicle network in the CANoe, the
environment is effortless. Otherwise, CANdb++ is a data management program where the ECU
information such as CAN identifiers, time and payload is created. Also, the configuration between
the ECU’s interface will be done automatically based on individual ECU’s data. The result of the
analysis also viewed in different formats such as trace window, graphics window, statistic window,
scope window and state tracker. Each window has a different purpose while analyzing the traffic.
In all this window the user can separate the ECUs information by using filters. In addition to
this, there are a lot of additional features available in the CANoe software such as linking the
simulation with multiple computers and changing the variables during the simulation. In addition
to that CANoe can be interlinked with the simulink environment in the full version. By doing so,
we can change multiple variables during the simulation. Since CANoe software is commercial, the
environment pricing is quite high. In the demo version, the network cannot be extended beyond 6
ECU’s. To perform different types of attacks in the simulation environment, the user should able
to change the source code of the environment. However, the environment codes can’t be changed
based on user requirements therefore we can’t perform variety of attacks in the simulation model.
Apart from this, to perform changes in the simulation using CAPL is difficult compared to the
other simulation environments. This is due to CAPL needs full information of the CAN database
(i.e) to describe the purpose of every byte in the payload for each CAN ID’s. During the reverse
engineering process we have to collect every byte information of the CAN payload, therefore some
flexibility to create the simulation network is needed. However, this flexibility is not available in
the CANoe environment. Due to this reasons, CANoe is not chosen to use in this research.

3.1.3 RTaW

Real Time at Work(RTaW) [44] is a timing accurate simulator. In RTaW creating and configuring
the CAN network is very simple using the editor window. Since RTaW is based on the timing,
the reliability of the CAN network can be assessed and frame response time for each message can
be know from the simulation.The results of the simulation can be shown using distribution plots
and Gantt diagrams [44].

In the simulation, the frames are created based only on the timings and designated to the
respective ECUs and buses. The connection between the frames and ECUS are determined in
the bus connection. During the simulation, appropriate offset configuration can be chosen for the
running. Before the simulation starts the runtime of the simulation should be manually entered.
For this period the simulation will be performed and results given in the graphical representation.
However, for this research the simulation with the payload data is essential,because the payload
data can be used to determine the exact in-vehicle network behavior of the vehicle. In addition
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to this, apart from the graphical representation of results, there are no other ways of analyzing
results. The RTaW is, also, not a good candidate for our research purpose. However, we can use
this environment to know the busload during different driving conditions.

3.1.4 NS2

NS2 is a discrete event simulator which is designed for research in communication networks [55].
Since the NS2 is an open source environment and written in C++. The possibility to replicate a
vehicle network in NS2 simulator is carried out. Since there is no availability of source code for
vehicle protocols such as CAN and LIN, to perform an in-vehicle simulation in the NS2 is entirely
unrealistic.

3.1.5 OMNET++

OMNeT++ introduced in September 1997 is build on the Eclipse Integrated Development Envir-
onment (IDE) [32]. OMNET++ is a component-based C++ simulation library and framework.
The environment is primarily for building network simulators and also the modular environment.
OMNET++ uses two types of module: simple and Compound. The behavior of the model and
algorithms are defined in the simple modules. The event occurs in the OMNET++ simulation
with the help of simple modules. The collection of simple modules are the compound modules,
which helps to interact with one another component in the environment. In OMNET++ there
is an extra plug-in for INET to replicate the normal network behavior such as TCP, UDP, and
Ethernet. Based on this, Hamburg University[37][38] has created plug-ins for vehicle network such
as CAN, Flex Ray, and Automotive Ethernet. Based on the available plug-ins one can create a
real vehicle network. Based on the input given before starting the simulation, the network will
simulate the network traffic. In this environment, one can add any number of modules to the
network. An easy understanding of the environment helps to create the network both in graphical
and traditional coding way. By using the graphical method, one can quickly create the network
with interconnection efficiently. In this environment, the source code of the plug-ins can be mod-
ified which gives vast space to develop our ideas into the plug-in based on our requirements. In
INET module, the traffic in the network is recorded in the .pcap [53] format for analyzing the
network behavior later, But for vehicle network plug-ins, we do not have any modules to record
the traffic. So to address this issue, a PCAP module for CAN network is created. Due to the open
source code, it is easy to implement the different types of attack in the simulation, which can be
analyzed and real vehicle behavior can be predicted. Due to the simplicity of the environment,
open source information and easy to change the module behaviors, this environment has chosen
for this research to replicate the network behavior.

3.2 Overview of OMNET++

The main strengths of OMNeT++ are the Graphical User Interface (GUI) and the open-source
environment. However, compare with another network simulations that are mentioned above, OM-
NeT++ is quite more comfortable to learn the way to simulate realistic scenarios of CAN Network.

The building blocks in OMNeT++ simulations are called simple modules, which form the low-
est level of simulator hierarchy. Some simple modules can be integrated by the user to form a
compound module. Subsequently, multiple compound and straightforward modules can be linked
to form a model such as a protocol. To implement the simulation scenario, the model should ex-
ecute the algorithms contained in the modules. The messages that exchanged between modules can
represent frames or packets in communication networks or jobs or customers in queuing networks.
Modules can send messages directly to their destinations or other modules along pre-defined paths.
In the latter case, the exchange of messages between different modules takes place through the
input and output interfaces of modules known as gates. The inter-module connections consist of
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configurable parameters, e.g., propagation delay, bit error rate, and data rate. To define the struc-
ture of a model describing the message exchanging and communications between the corresponding
modules, the user take advantage of a network description language called NED. OMNeT++ is
introduced as a general purpose simulation engine, taking advantage of independently developed
frameworks, also called packages, to support the simulation of communication networks. Aside
from communication networks, OMNeT++ can also be used for modeling queuing networks, mul-
tiprocessors and distributed hardware systems and evaluate the performance of hardware and
software architectures. Two popular frameworks that provide a comprehensive set of in-vehicle
protocols are Core4INET and Fico4OmNeT frameworks[37][38].

FiCo4OMNeT (Fieldbus Communication for OMNeT++) is a set of Fieldbus simulation mod-
els. It was initially developed with separate CAN and FlexRay models but later merged to take
account of the similarities of Fieldbus technologies. Similar to CoRE4INET, FiCo4OMNeT con-
tains models of oscillators and clocks to allow for precise simulation of the synchronization of
FlexRays static segment. Further, it contains application models for CAN and FlexRay applica-
tions with simple traffic patterns. The Fieldbus models in FiCo4OMNeT were checked initially
against results of the CANoe simulation environment, an industry standard software for the sim-
ulation of Fieldbus based in-vehicle networks. Even though field buses are considered legacy
technology there are new approaches. The modules present in the FiC04OMNeT are described in
the next section, which gives an overview of the modules that able to perform as CAN Network
in the Simulation.

3.2.1 Basic Modules Present in FiC04OMNeT

The modules required to build a CAN network in the OMNET++ will be available in the
FiC04OMNeT library, such as CAN Network, CAN bus and CAN node which are called as
simple modules. Using these modules, the simulation model will be build in the NED (Network
Description Language). In the NED file, presented in Section 4.2 the user describe the simple
modules, connect and assemble them into the compound modules to perform the simulation. In-
side each simple module, there will be submodules which help to run the module in the simulation.
For example, The CAN bus module in the NED file consists of can bus logic, bus port and pcap
recorder as shown in Figure 3.2.

Figure 3.2: NED file of CAN bus Module.

CAN bus logic in the Figure 3.2 is responsible for arbitration in the simulation. The bus
logic will allow the node to send a message through the CAN bus which has the highest prior-
ity. Bus port in the CAN bus will simulate the physical connection between the nodes and bus.
It is responsible for distributing the incoming frames to all the nodes in the network. Pcap re-
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corder helps to monitor and capture all the incoming frames coming through the CAN bus during
the simulation. From this capture, we can analyze and compare with the real car network behavior

The CAN node module in the NED file consists of source app, buffer out, can clock, buffer in,
CAN node port, buffer in, sink app and pcap recorder as shown in Figure 3.3.

Figure 3.3: NED File of CAN Node Module.

Source App is responsible for generating all data and remote frames from the node based on the
initialization file. It will schedule the messages which are sent periodically through the Buffer-out
module. Buffer out module helps to contain the generated frames from the source app. When
it receives the frame from the source app, it will register the message with the CAN id at the
bus for arbitration. After the bus grants the permission it will send the frame to the CAN node
port. CAN node port will establish the connection between the buffers and bus. CAN node port
contains sub-modules like CAN port input, CAN port output and node port. CAN port output
will process the outgoing frames in the network and also generates the error frame if the frame
has some error. All receiving frames are processed in CAN port input. It also forwards the frame
to the input buffer. Node port will merely establish the connection between the port modules and
the bus module.

Buffer-in module will receive the frames from the CAN port input and sends the received mes-
sage to the sink app, which will process the received message. When a Buffer-in module receives
the frame, the module will be informed. When the sink app is idle, it will request the buffer in to
send the message. CAN-clock module will simulate the clock drift in the CAN node.
However, the modules inside the FiCo4OMNeT library has some shortcomings such as not able to
simulate the network with the CAN payload, monitor and record the CAN traffic in the simulation
environment, change the CAN payload based on the vehicle performance and simulate an attack
in the simulation environment. So to enhance the FiC04OMNeT library extra modules were built,
and existing modules are modified based on the thesis requirements. For example, pcap recorder
is a new module added to the FiCo4OMNeT library to capture the network traffic in the CAN
node and CAN bus as shown in Figure 3.2 and 3.3. In addition to this existing module such as
source app, node port is modified based on the requirements to perform dynamic behavior of the
vehicle and attack simulations.

After creating the NED file in the OMNET++, to perform simulation the data of the real
vehicle should acquire by the process of reverse engineering. Based on the data collection only,
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the simulation environment will be improved in a more realistic way. By having simulation results
matching to the real car, performing various attacks in the simulation environment to know the
real vehicle behavior

3.3 Conclusion

In this chapter the various in-vehicle network simulators are discussed to replicate the in-vehicle
network traffic. This chapter mainly described about the methods used by the simulators to simu-
late the traffic and what are the shortcomings of each simulators. For the most of the simulators,
addition of new modules to enhance the functionality of the simulator to make the traffic more
realistic is not possible. However, one such simulator know as OMNET++ has the capability of
making the new modules based on the user requirement. By this the network traffic will be more
realistic compared to the other simulators. In addition to this, the detailed introduction about
the selected simulator for this experiment and the existing modules in the simulator have been
described in this chapter. By this the first subquestion, What is the suitable environment
for creating the in-vehicle network model and simulate the network traffic of the 4th
research question How to replicate the in-vehicle network behavior in the simulation
environment has been answered.
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Chapter 4

Experiments and Results

4.1 Reverse Engineering

The primary requirement to simulate the real in-vehicle communication of the vehicle is to get the
in-vehicle network information such as protocols used in the networks, the number of ECU’s, CAN
ID’s of the ECU’s and interconnection between the ECU’s in the network. There is no extended
documentation about the requirements mentioned above since the information are proprietary to
the vehicle manufactures. To replicate the real in-vehicle communication in the simulation envir-
onment, we must do the reverse engineering in a specific vehicle to extract our required information
like CAN ID’s for the ECUs and an interaction between the ECU’s in the network. The following
sections 4.1.1, 4.1.2, and 4.1.3 describes the reverse engineering process to obtain the required
data for the simulation environment.

4.1.1 Tools and Software used for Reverse Engineering

The first step in the reverse engineering is to choose the vehicle that used for experiments. Since
each vehicle and manufacturers have a different kind of network architecture, selecting a particular
vehicle will help to obtain more data and analyze it extensively. For the experiments the Toyota
Prius - XW30 [Experiment Vehicle of A-Team] Model is chosen. The reason behind choosing
Prius based on the face that vehicle is using more electric /electronics component compared to
the same price range model vehicle. By using more E/E components, the data flowing through
the network is significant and controlling the vehicle using the computers is also possible easily.
The E/E configuration of the vehicle is explained in detail in Chapter 2.

After choosing the vehicle, the type of On-Board Diagnostic (OBD - II) port is analyzed, and
the required tool has been chosen. They are various types of hardware tools available on the
market to monitor the OBD port traffic such as CANtact, ELM327, and Mongoose. Each tool has
its own property such as ELM 327 is used primarily for diagnosing the vehicle . CANtact is using
to monitor the CAN traffic in the network and manufactures proprietary tools which should be
used with their software can be used for all the purposes like monitoring, diagnosing, revising and
flashing the ECU’s in the vehicle. For this thesis, monitoring the CAN traffic is essential to replic-
ate the network in the simulation environment. So for this reverse engineering process, CANtact
has been chosen. CANtact has two ports, which are input(VGA) and output(USB) ports. The
input port of the CANtact is connected to the vehicle via the VGA to OBD Female port, and
the output of the CANtact is connected to the computer via USB type B to USB Type A cable.
The can-utils software was used in Ubuntu operating system to monitor the CAN traffic on the
vehicle network from the CANtact device [57].Recording the CAN traffic using the CANtact and
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CANutils are explained in the section 4.1.3 The below Figure 4.1 shows the connection between
the hardware tools as mentioned above.

Figure 4.1: Connection between the Hardware tools used in the reverse engineering process.

In addition to that ELM327 is used to monitored the live CAN traffic. For this experiment
with ELM327, various softwares are used depends upon the platform such as OBD Auto Doctor for
Windows, ELM327WiFiTerminal for ios, and ELM327 OBD Terminal for Android. The hardware
connection between the vehicle is very simple. ELM327 plugs into the OBD - II port and connect
the ELM327 via WiFi using the above softwares to send and receive messages. However, compared
to CANtact, the information receiving from ELM327 is very limited. This is due to property of the
device, where ELM327 is used primarily for diagnostic vehicle. Unlike CANtact, the user will not
able to record the CAN live traffic for continuous time period. In contrary, the user will request a
specific data from the vehicle using OBD - II PID (Parameter IDs) commands. Experiments done
using the ELM327 with the help of ELM327WiFiTerminal app are explained later in the section
4.1.3.

4.1.2 In-vehicle Network Architecture

Since the architecture is the vital part of the reverse engineering process, the second step is to
know schematics of the in-vehicle network architecture. The architecture is obtained from the
Toyota website [11]. By obtaining the in-vehicle architecture, the necessary information such as
the number of ECUs, sensors connected to the respected ECU’s, functionalities and interconnection
between the ECU’s are studied. Table 4.1 describes about every ECUs and its function of the
Toyota Prius. From the study, the scattered information of the in-vehicle architecture is reproduced
in the IBM Rhapsody software as shown in the Figure 4.2 to understand the architecture model
entirely during experimentation and for future studies.

Table 4.1: List of ECU’s and Sensors in Toyota Prius Architecture

List of ECU’s in Toyota Prius and its functions
ECU and Sensor Name Basic function of the ECU
Main Body ECU The ECU is one of the important systems in the vehicle. It helps

to manage the basic vehicle functions such as lock and unlock the
doors, headlight functions.

Certification ECU The ECU is responsible for wireless door lock control system, and
it performs the ID code identification process when the door lock
system engages.
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Skid Control ECU Skid control ECU will monitor and control the regenerative brake
system, Anti-lock Brake system (ABS), Electronic Brake-force
Distribution, Traction Control, Brake Assist, Vehicle stability con-
trol and Hill-start Assist.

Yaw Rate Sensor The sensor will send the vehicle’s angular velocity in the vertical
axis. This information is mainly used in the Skid control ECU
and Cruise control.

Power Management Con-
trol ECU

This ECU helps to drive the vehicle in electric mode in low speed
and regenerate the electric batteries while cursing. The ECU helps
to generate the force to charge the engines based on the driving
conditions.

Engine Control Manage-
ment (ECM)

It is responsible for controlling the engine process such as ignition
system, controlling the performance of the engine based on the
data of several sensors such as ignition, mass air flow, air-fuel
ratio and crankshaft position etc.

Transmission Control
ECU

The ECU helps to control the transmission of the vehicle such
as parking, driving, reverse. While driving it helps to work the
engine synchronously to manage the torque and control the speed
of the vehicle based on the user input.

Center Airbag Sensor As-
sembly

The deceleration and safing sensor are built into the airbag sensor.
So in the case of collision, the distortion is created send through
electric signal based on deceleration rate, this helps to deploy the
airbag in perfect timing. During the collision, the seat belt pre-
tensioner will operate simultaneously to the airbag sensor.

Steering Angle Sensor The sensor helps to send the user input of the steering rotation to
the Power steering ECU to ease the steering effort while driving.

Power Steering ECU The ECU helps to generate the torque from the motor based on the
steering torque signal and vehicle speed from skid control ECU to
assist the steering effort while driving the vehicle. This also helps
to control the steering effort based on the speed of the vehicle

DLC3 The DLC3 is On-Board Diagnostic port helps to debug the faulty
codes and monitor the CAN data traffic of the vehicle. DLC3 is
mandatory in all passenger vehicle in the world.

Combination Meter The combination Meter will get signal from the important com-
ponents of the vehicle during driving and start of the vehicle to
notify the driver in the dashboard of the vehicle such as engine
temperature, SRS airbag, seat belt notification etc.

Air Condition Amplifier The ECU is responsible for controlling the air condition supply in
the vehicle remotely and manually

Seat Belt Control ECU The ECU helps to work the seat belt pretensioner in a precise
manner while driving and collision.

Lane Recognition Sensor The sensor will help to detect the lane markers on the road and
sends the data back to the lane keeping assist system. This helps
the driver to notify if the vehicle is move out of the lane.

Millimeter Wave Radar
Sensor

The sensor helps to calculate the distance in-front of the vehicle,
when the vehicle is driving in the dynamic cruise control mode.
From this data and yaw rate sensor data, the vehicle will auto-
matically control the speed based on the front vehicle.

Driving Support ECU The ECU helps to activate and manage the system in the vehicle
such as cruise control, Lane recognizance and parking assist sys-
tem. This functions are managed by the information given by the
particular sensors in the vehicle
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Figure 4.2: Block Diagram of Toyota Prius Architecture.
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Toyota Prius architecture consists of Controller Area Network (CAN) bus and Local Intercon-
nected (LIN) bus [11] [10]. The above 4.2 only shows the CAN bus connection. The architecture
has five separate CAN bus lines for different ECU’s. The Junction connectors do the interconnec-
tion between the ECU’s and sensors as shown in Figure 4.2 (Red box). The purpose of Junction
connector (JC) is the network Gateway for the ECU’s. The interconnection between the two
different CAN lines is done by the ECU’s as shown in Figure 4.2 (Green box). The separation
of the CAN bus lines is done by the importance of the ECU’s function. For example, important
ECU’s such as Engine Control Management(ECM), Transmission Control ECU, Power Manage-
ment Control are isolated in the separate CAN bus lines. Based on the architecture information
and model, decoding and analyzing CAN traffic will be more precise during the reverse engineering
process.

4.1.3 Data Collection Experiments and Analysis of In-vehicle Network
(CAN) Data

Experiments conducted with the help of CANtact to collect the CAN live data

The final step in the reverse engineering is to make a derivative plan to record the CAN data
traffic in the in-vehicle network for the reverse engineering process using CANtact. During the
experiment, the vehicle data is recorded in three different states: They are 1). When the vehicle
is switched off, 2). When the vehicle is in the parking mode (i.e.) The vehicle is powered on, and
the vehicle is not driven around or moved and 3). When the vehicle is driving. During the first
phase of an experiment to record the CAN traffic, the vehicle network data is recorded during the
vehicle is parked and in driving modes. To compare the recording during the analysis in a more
efficient way, we monitor and record the vehicle data in both modes to the same period (the data
was recorded for 5 minutes in both modes). The live data collection using the CANutils software
is shown in the below Figure 4.3.

Figure 4.3: Data collection of live CAN traffic using CANtact and CANutils.

By analyzing the first set of recorded CAN data traffic, only few CAN ID’s are known such
as steering input, engine, and speed of the vehicle. Since the data recorded while parking and
driving mode, the understanding about the purpose of CAN ID’s are minimal. To find the purpose
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of other CAN ID’s various stand alone scenarios are created to find the CAN ID’s purpose. For
example, the scenario such as press the brake pedal, rotate the steering and press the accelerator
are monitored and recorded during parking mode. Each scenario should be monitored and recorded
separately for more straightforward analysis.
From the experiments, the number of CAN ID’s detected while monitoring is about 89 CAN
ID’s. By recording and analyzing the CAN network traffic based on the scenarios, the description
of about 53 CAN Id’s have been identified and origination point of 23 CAN ID’s have been
known. The description of remaining 13 CAN ID’s are not able find due to the time and hardware
limitations. During the analysis, the interconnections between the ECU’s are also studied, and
the CAN message transmitter and receiver ECU’s are also distinguished. All the data organized
from the analysis, the database file(.dbc) for CAN ID’s is created from the acquired information.
By all this collective information, we reduplicated the CAN network traffic of the Toyota Prius
in the simulation environment to simulate the network behavior of the ECU’s and inject some
attacks in the network to see the behavioral changes of the network.

Experiment conducted with the help of ELM327 to analyze the CAN messages

However, conducting experiments using ELM 327 is different compared to the above method.
ELM327 can’t able to record continuous traffic. But in contrary, it helps to receive a specific data
from the vehicle, when user sends the PID commands. SAE standard J1979 defines the OBD -
II PIDs. As per standard, the OBD - II has 10 types of diagnostic service [15]. In each service
they are specific PIDs which will give a specific information about the vehicle. For example, if the
user needs to find the engine RPM for the current time 01 0C command is used. 01 is used to
choose the diagnostic service to show the current data and 0C is used to show the engine RPM.
The received data is show in the below Figure 4.4.

Figure 4.4: ELM327WiFiTermianl Snapshot while receiving message from the vehicle.

The received payload from the vehicle should divide into bytes to understand the information.
7E8 and 7EA (1st byte) represents the ECU name, whereas 04 (2nd byte) represent the data length
of the message, 41 and 0C (3rd and 4th byte) refers to the send command, where 41 refers to the
mode 1 and 0C is the PID command sent. At-last, 10 C5 and 10 80 (5th and 6th byte) are the
vehicle RPM, which should be decoded from hexadecimal to decimal. From this experiments, for
some known PID’s such as related to engine RPM, speed and ECU name can be cross checked
with the above analyses.
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4.2 Simulation in OMNETPP

The in-vehicle network simulation can be done in OMNET++ with the help of Fieldbus Commu-
nication for OMNeT++ (FiCo4OMNeT). FiCo4OMNeT is an extension of the OMNET++ INET
framework simulation library. Therefore, FiCo4OMNeT models can implement and simulate the
automotive legacy Fieldbus communication system such as CAN. It contains all features required
for automotive simulation network such as using two channels (A and B) of CAN Line for com-
munication, error and remote frames. In addition to this, it also contains clocks, oscillators and
other modules for precise communication.

To simulate a vehicle CAN network in OMNET++, we need an initialization file(.ini), Network
Description file(.NED). The initialization file will contain the details of the real vehicle CAN n
CAN ID, initial data frame offset, the periodicity of the data frame and payload of the CAN ID.
Whereas in the Network Description file, the real CAN Network of the vehicle will be built. In
NED file the user will declare the modules based on the requirements to build a CAN network.The
design of NED CAN network of the Toyota Prius is shown in Figure 4.5.

Figure 4.5: The content of the NED file structure, which describe the vehicle architecture.

The simple modules (Such as: CAN Bus, CAN, Node) in the NED File are explained in the
Section 3.2.1 in Chapter 3 of this report.
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4.2.1 Simulating the real vehicle network traffic in parking mode

The initialization file in the simulation environment should be created with the respected to the
DBC file to simulate the real vehicle network traffic in the simulation. DBC file will consist of
CAN ID’s, respective origin nodes for all CAN ID’s and length of the CAN data payload. In
addition to this, the initial data frame offset for each CAN ID’s and periodicity occurrence of each
CAN ID’s should also be included in the ini file. For example, the respective CAN ID’s and other
information of the steering sensor assembly and Power Steering ECU are written in the ini file as
shown in Figure 4.6. After entering all node details in the ini file, the ini file can be run based
on the NED file network underlined in both figures 4.6 and 4.5.

Figure 4.6: Initialization(.ini) file of CAN Network.

After running the initialization(ini) file, the simulation screen will appear in the window as
shown in Figure 4.7. When the simulation of the network starts to run, the nodes will start
to transmit and receive the CAN message in the network. The traffic flow in the network will
be captured in the PCAP (Packet Capture) format. Pcap uses to capture network traffic using
application programming interface(API) such as Wireshark. This can be later analyzed to see
whether the traffic in the simulation and real vehicle are matching.
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Figure 4.7: Simulation Window of OMNET++.

From the pcap captured during the parking mode in the real vehicle and captured traffic in
the simulation, both pcap files are compared simultaneously in a python script. The results are
shown in Figure 4.8. From this result, the simulation environment for the in-vehicle network is
95% accurate compared to the real vehicle. Apart from parking mode, by adding some dynamic
formula in the source code of the FiC04OMNeT library, some dynamic behavior scenarios are
carried out in the vehicle to compare the network behavior with the car, By doing this, the results
of attack in the simulation environment will be more realistic to the real vehicle.

Figure 4.8: Graph represents the difference of No. of Packets in various simulation scenarios.
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4.2.2 Simulating the dynamic behavior of the real vehicle

The source code of the source app module in the CAN node is modified to achieve dynamic beha-
vior in the simulation environment. When the simulation starts, payload from the initialization
file will be reached source app for transmitting. During this time the payload will be modified
and transmitted to the output buffer to achieve the dynamic behavior of the vehicle. Due to
time constraints for the project, only some scenarios are chosen for dynamic behavior such as
pressing the brakes, rotating the steering wheel, opening and closing the doors, changing the gears
in the transmission, switch ON and off the Air conditions and Lights in the vehicle. In addition
to this, some CAN ID’s have a checksum at the end of the payload. To achieve this, a formula
has been inserted in the source app for updating the checksum in each appearance of the messages.

As shown in figure 4.9, the dynamic behavior of the steering wheel is attained from the simula-
tion. The behavior is obtained by adding a function in the CAN traffic source application source
code. In the figure 4.9, the y-axis represents the steering angle rotation and x-axis represents the
time in seconds. The midpoint of the steering wheel rotation is 0 as shown in the figure. For
turning the wheel left the starting point will be 01 and end point of left turn will be 337. When
the steering wheel turn right the starting point will be 4095 and end point of right turn will be
3752. Due to this vast difference of starting points, the vast peak is appearing in the figure 4.9.

Figure 4.9: Graph represents the behavior of steering wheel.

The Figure 4.10 shows the engagement of the brake pedal and pressure applied during the
engagement is showed. The blue line in the graph represents engagement and disengagement of
the brake with respect to the time, while the red line represents the amount of brake pressure
applied in the pedal during the engagement. From the brake pressure, the severity of the brake
can be known. By making this brake application in a simulation environment, the various attacks
can be checked for this behavior to understand the vehicle behavior during the attack.
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Figure 4.10: Graph represents the engagement of brake in parking mode.

To understand the graph, the Toyota Prius transmission system should be known first. Since
the vehicle is automatic transmission, the movement of gear lever will be straightforward. When
the vehicle is parked, the gear lever will be in drive mode, while reversing it will change to reverse
mode and while driving it will change to drive mode and while down hilling the vehicle, the gear
lever will be in B mode. The B mode helps to drive the vehicle in high torque while down hilling
the vehicle. The overview of the gear stick is shown in figure 4.11.

Figure 4.11: Outline Picture of Toyota Prius Gear Stick.

In Figure 4.12, the gears of the vehicle is changed by the simulation dynamic behavior. There
are two CAN ID’s (CAN ID 0x247 & CAN ID 0x3bc) involved in changing the gear lever of the
vehicle. The blue line in the figure 4.12 CAN ID 0x247, shows when the vehicle is starting with
respect to time and whether the gear is selected to park or reverse mode or in drive mode.
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Figure 4.12: Graph represent the gear changing behavior of the vehicle.

4.2.3 Simulating some attacks in the vehicle network to analyze the
behavior of the network

In a real vehicle, performing an attack on the in-vehicle network will have unpredicted behavior in
both parking and driving mode. So performing an attack in simulation environment will give an
idea about in-vehicle network behavior during the attack. It also helps to study the behavior and
affected system during the attack. In a simulation environment, different types of attack (such
as Denial of Service attack, Frame injection) can be performed, and precaution measures for the
attack can be tested before implementing in the real vehicle. Such types of attacks are performed
in this experimental study, and the results are discussed in the next sections.
Based on the vehicle architecture study they are two potential entry points such as DLC3 and
Navigation receiver assembly for the attacks. Since the experiment vehicle does not contain Navig-
ation receiver assembly, the corresponding data’s cannot be recorded. Due to this, the only entry
point in the simulation environment is considered as DLC3 unit.

Denial of Service attack

Denial of service attack, is also referred as (DoS attack), is a method of stopping an ECU from
normal operations. The outcome of this will cause loss of functionality in the vehicle. For example,
if DoS attack is originating from DLC3, then all ECU operation can be compromised based on
the intensity of the attack. This attack can be made with respect to the time. When an attacker
injects continuous packets for certain time period with high priority CAN ID’s then the ECU’s
which are intended to communicate in the particular time frame will lose the priority, and the
vehicle will lose some functionalities which can’t be predicted correctly. Performing the DoS attack
in the real vehicle will be dangerous, and the effect of the attack will also not be well predicted.
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In simulation experiments, we will study the effects of DoS attack and how the system will be
affected.

In this experiment we will inject the high priority CAN ID messages from the DLC3 module
in a periodic time to know the effect of the network. As shown in Figure 4.13, the comparision
between the normal scenario and two different DoS attacks are compared. First, total number of
packets are compared in three different scenarios. As presented in Figure 4.13 during DoS Attack:2
the amount of packets are increased. Next two sets of data are compared with the specific CAN
ID’s 0x230 which is related to the braking of the vehicle When the DoS attack is performed with
manipulating the payload of the CANID then the brake response of the vehicle will be affected.
As shown in Figure 4.13 during the attack the number of packets are increased extremely and it
will affect the braking of the vehicle.

Figure 4.13: Comparison graph of CAN packets in Normal and DoS Attack Scenario.

The activity diagram in the below Figure 4.14 described progressively how the attacker perform
the Denial of Service attack. The snippet of code that is used for Denial of Service attack is shown
in below figure 4.15.

Figure 4.14: Activity diagram for Denial of Service attack.
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Figure 4.15: Initialization file(.ini) Code Snippet for Denial of Service(DoS) attack.

Masquerade attack

In a vehicle network, each ECU’s has set of CAN ID’s which consist of a specific message sent
to respective ECU. The receiving ECU will not check from which node the message is receiving.
It will receive the message only based on the CAN ID’s. So in masquerade attack, an attacker
can use the least defensible ECU as an entry point and gain illegitimate access to the ECU’s
functionalities. The activity diagram shown in Figure 4.16 describes how the attacker performs
this attack. The snippet of code used for this is shown in the below figure 4.17. For example, if

Figure 4.16: Activity diagram for Masquerade attack.

Figure 4.17: Initialization file(.ini) Code Snippet for Masquerade attack.

an attacker spoof the transmission ECU messages then the vehicle will face an abnormal behavior
which will have many effects on the driving behavior.When a car drives in a driving mode, by
spoofing the message to change the vehicle to neutral will have a tremendous effect on the cruising
vehicle. This scenario has shown in the below Figure 4.18.
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Figure 4.18: Graph represents the transmission ECU behavior during Masquerade attack.

Frame injection

In Prius vehicle network, all the CAN ID’s will be periodically sent messages. If some events
occurred concerning the CAN ID, it will break the timing manner and sent the messages based
on the event. For example, the respective message about Engagement and disengagement of the
brakes will be broadcasted to the respective ECU’s to every one second. If the brake is engaged
or disengaged the message will be sent to the ECU’s irrespective of the time. By this, Frame
injection attack the attacker can broadcast the wrong information to the particular ECU which
will affect the performance of the ECU. The activity diagram for this attack shown in the below
Figure 4.19.

Figure 4.19: Activity diagram for Frame Injection attack.
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In this simulation experiment, we will demonstrate the attack with unauthorized brake com-
mands from the DLC3 port which will affect the performance of the vehicle and endanger the
passengers. The snippet of code that is used for Frame Injection attack is shown in below Figure
4.21. The below Figure 4.20 shows the normal operation and Frame injection attack.

Figure 4.20: Graph shows the behavior in normal scenario and Frame injection attack behavior.

Figure 4.21: Initialization file(.ini) Code Snippet for Frame Injection attack.

Black-hole attack

In this attack, by sending a specific packet to an ECU will result to drop all the packets in the
simulation and stop the simulation from running. By this attack, the vehicle will come to complete
halt. In a simulation environment, from DLC port a specific packet is sent to an ECU which results
in stopping the simulation. In a real vehicle, it will lead to complete loss of control from the vehicle,
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which will cause panic to the driver and passengers. The activity diagram describes the attacker
method in the below Figure 4.22.

Figure 4.22: Activity diagram for Black hole attack.

In this simulation, a power steering torque request is sent to ECU which leads to a black-hole
attack. The reason to choose power steering is due to the periodicity. The periodicity of this
message is 0.01 seconds, due to this the attack is hard to detect. The snippet of code that is used
for black-hole attack is shown in below Figure 4.23. In the snippet, a dummy message is sent at
after 4 seconds from DLC3 to the CAN bus pretended to be Power steering ECU. Due to this the
message, the simulation is stopped.

Figure 4.23: Initialization file(.ini) Code Snippet for Black-hole attack.

4.3 Conclusion

This chapter explains the reverse engineering that helps to collect the data from the vehicle, which
has been used as an input in the simulator to replicate the vehicle network behavior. The tools and
methods used during the reverse engineering process has been described and the experiments done
in the vehicle to obtain the vehicle data has been discussed in detailed manner. In addition to this,
experiments are performed in the simulator to replicate the network traffic in the simulators. From
this experiment results, we have concluded that the behavior of the real vehicle can be predicted
using the simulator when performing attacks. Various attacks as described in the Chapter 2 has
been performed in the simulator to show the vulnerability of the CAN bus and predicted the
behavior of the real vehicle. From this last two research questions, How to replicate the in-
vehicle network behavior in the simulation environment? and What are the outcomes
of the attack scenarios in the simulation and what are the possible effects in the real
environments based on the results obtained? have been answered in this chapter.
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Chapter 5

Results and Discussion

This chapter presents a summary of the challenges faced during the replicate the vehicle network
behavior in a simulation environment and experiments performed in the real car and simulation. In
addition to this, the product matrix of the project is also discussed such as Benefits and Limitation
of Framework

5.1 Challenges

5.1.1 Selection of Framework

As discussed in chapter 3, the selection of framework for this project is an important thing. Since
all the vehicle behavior should be done using the simulation and attacks should be performed in
the simulation to know the behavior of the vehicle. The framework is chosen based on two im-
portant questions: How complex and large network the environment can be simulated? Moreover,
How much output results from the simulation network matches with the real car? While select-
ing the framework, the first thing was how flexible the environment could be modified for the
requirements. Because a lot of environments (such as MATLAB-Simulink, CANoe) don’t have
the flexibility. Due to this, the more open source environment is considered for this experiment.
After some hands-on experience in simulation environment mentioned in chapter 3, OMNNET++
is chosen for this project to replicate the network behavior of the vehicle.

The most challenging phase in the OMNET environment is to get the network behavior result
in the readable format (such as .pcap). The most challenge part in recording the network traffic
in the simulation is specifying the precise format of the CAN messages in the framework. If the
source code is not defined properly for the CAN message format, then the recording packets will
be corrupted. So specifying the format is an important thing for recording the packets.

Then simulating the static behavior of the vehicle network is quite straightforward, but sim-
ulating the dynamic behavior is a difficult procedure. To simulate the dynamic behavior of the
vehicle: the first challenge is to identify the specific module for this operation. Since it is a tedious
process, first we simulate the dynamic behavior of the network during recording the CAN mes-
sages. Once we understand the effort required to do the dynamic behavior we find the exact place
where the real ECU will make the behavior happens. So the dynamic behavior of the network was
placed inside the source application of the node. Due to this, the dynamic message is transmitted
to the nodes while creating the message itself inside the ECU’s.
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5.1.2 Experiments

In this section, the challenges faced during the experiments taken place in the vehicle to gather
the real-time CAN message data will be discussed elaborately. In addition to this, the challenges
faced during conducting attack experiments in the simulation environment is also discussed.

Challenges faced during the reverse engineering process

The first challenge in the reverse engineering process is finding the right equipment and the vehicle.
The vehicle manufacturers have their proprietary tools for diagnosing the vehicle malfunction and
see the network data and behavior of the vehicle. All manufacturers use their own devices and
software. Since the proprietary tools are expensive, some enhanced tools are considered to listening
to the CAN network of the vehicle. The tools required that can connect to OBD - II port are
grouped into three categories: generic tool, enhanced tool, and OEM specific tool. Generic tools
have limited functionality such as diagnostic and OEM specific tools can do everything using its
software, but it is too expensive. So the enhanced tool is selected for this project. Since it is cost-
effective and required information for this project can be obtained. For this project, CANtact
tool is used as mentioned in chapter 4. Then connecting the device to the laptop with accurate
software helps to monitor the CAN network in the vehicle.

Challenges faced during performing experiments in the simulation

In OMNET++ performing attack scenario is not an inbuilt feature. So to achieve this, the source
code in the simulation environments are modified to this experiments. During this process, some
challenges are faced. First, when performing attacks mentioned in chapter 4 the feasibility of entry
points in the real -scenarios and simulation environment should be examined. In OMNET++ at-
tacks such as DoS can be performed by changing some variables in the initialization file(.ini) in
addition to the original input. However, an attack like a black hole can be performed by modifying
the source code in the appropriate area to know the behavior.

Another important challenge is analyzing the results from the simulation environment. So by
simulation the attack scenario, the results can be seen in the pcap. However, to get a clear insight
of vehicle behavior, the graphical information will easily understand. To achieve this, we want to
filter the required CAN ID’s and export to the .csv format. To decode the required information
from the CSV file, JAVA code is developed, and results are separated such as (Fragment of the
payload based on time, number of packets). Based on the fragments of the payload based on time,
the graph is generated in the MATLAB to show the difference between normal and abnormality
of the vehicle network during the attack. These graphs are shown in the chapter 4 results.

5.2 Product Matrix

5.2.1 Benefits and Limitation of Framework

Benefits

The important benefit of the framework is the flexibility of adding and modifying modules base
on the user experience. As discussed in chapter 3, no other framework has such capabilities.
By modifying the existing modules source code, we can simulate various scenarios of in-vehicle
network behavior based on user requirements and analyze the results more constructively. In
addition to this, there is no restriction on adding the extra nodes and various variables in the
single initialization file and perform the simulation. This cannot be carried out in simulation
environments like Matlab. Another benefit of this framework is other protocols like FlexRay, LIN,
and Automotive Ethernet can be simulated in this framework.

50 Model Based Framework for In-vehicle Network Simulation and Security Threat Demonstration



5.2. Product Matrix 51

Limitation

The limitation of this framework is not able to integrate with the hardware platform (such as
MATLAB-Simulink and CANoe). However, to overcome this limitation some background research
should be done to connect with hardware. Since for this project this feature does not need, the
effort was not taken. However, in future, the framework can be developed to integrate with the
hardware and other software.

Another limitation of the framework the number of modules given in the initialization file will
be created as instances during the simulation. So the major problem with this feature is the source
code of the module is common for every node represented during the initialization file and ned file
in the framework. Due to this, the gateway in the CAN network is not replicated in the simulation
environment. However, this does not affect the results of the experiments. However, if we are able
to overcome this limitation, the in-vehicle network will be more realistic to the original network
in the vehicle.
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Chapter 6

Conclusion

The ultimate goal of this project is to know the competence of the simulation environment to
perform the in-vehicle network traffic, that will equivalent to the real-vehicle network traffic. In
addition to this, some attacks are performed in the simulation model to know the behavior of the
vehicle in real life from the simulation results. However, to achieve this ultimate goal, we have
formulated some research questions in the Section 1.1 of Chapter 1. By answering this questions,
the targeted outcome is achieved.

1. What are the different in-vehicle network protocols and architecture used in
the automotive system? Initially, a literature study is conducted to identify various in-
vehicle architecture of different manufactures. Section 2.1 of Chapter 2 described elaborately
about the evolution of ion-vehicle architecture and a need for the need for it. Furthermore,
the various types of architecture used by manufactures based on the vehicle requirement is
explained. The widely used protocols in the in-vehicle architecture such as: CAN,LIN and
MOST are also explained.

2. What are the in-vehicle network entry points for vulnerabilities? In Section 2.4 of
Chapter 2 the various in-vehicle network entry points are classified based on the type of in-
terface such as: Wired or Wireless. From this classification, every entry points are explained
in the detailed manner such as: How they are vulnerable to cyber attacks?. Furthermore,
the attacks performed by the researchers via the entry points are also mentioned to know
the vulnerability of the system. The entry points of the in-vehicle network will be vary
by each vehicle and their architecture. Compromising the different vehicles from the same
entry-point will not be possible, since every in-vehicle architecture is different and the entry
points are connected to different systems. So while performing the attacks, the attacker also
need to know the architecture of the vehicle.

3. What (and where) traffic, can we monitor and which are the ideal ECUs or bus
monitoring points and detection capabilities? On-board Diagnostic( OBD - II) is the
ideal point to capture the network traffic in the vehicle. Since, OBD - II port is mandatory to
all the vehicles it’s easier to monitor the in-vehicle network traffic. However, they are certain
factors should be considered before monitoring the traffic or using the port for detecting the
network anomalies. First, the connection between the OBD - II port and rest of the network
(such as: ECU’s) will be different for each manufactures. For example: The vehicle used
for this experiment (Toyota Prius), the OBD - II is connected in the Main CAN Bus and
it’s considered as an another ECU. So all the CAN network traffic can be monitored using
this port. However, vehicle like BMW’s the OBD - II port is isolated from the rest of the
network so monitoring every traffic will be difficult. The amount of traffic monitoring is also
depends upon the device connected to the OBD - II port.
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4. How to replicate the in-vehicle network behavior in the simulation environment?
This question can be refined into three other sub-question, which are:

• What is the suitable environment for creating the in-vehicle network model
and simulate the network traffic? In Chapter 3 various simulation environment
was analyzed and compared for this project, to develop and simulate the in-vehicle
network traffic. The research was identified OMNET++ as most promising simulation
environment for this project. The main reason to choose OMNET++ is due to an open-
source platform and able to do modifications based on the user requirements compared
to other environments.

• What are the extra model based components added in the simulation envir-
onment to replicate the real in-vehicle communication behavior? We created
some extra modules and modified the source code in the OMNET++ simulator to log
the traffic in the simulation, to perform the vehicle in dynamic behavior and to perform
attacks on the simulation model. By this, we able to perform the real vehicle network
behavior in the simulation model.

• How realistic will be the traffic of the real-vehicle and simulation model in
the environment? In Section4.2 of Chapter 4 performs various experiments in the
simulation environment and compared with the real vehicle traffic. From the experi-
ments, we can say that the traffic of the simulator matches over 92% of the real-vehicle
traffic. However, the real vehicle traffic collected using a device called CANtact in which
we are able to record 89 different CAN ID’s traffic, when using some other tools the
number of CAN ID’s will be increased. In such case, the CAN ID should be analyzed
and the new data should be given as input in the simulator. So the simulator can
perform as close to the real vehicle in-vehicle traffic.

5. What are the outcomes of the attack scenarios in the simulation and what are
the possible effects in the real environments based on the results obtained? Based
on our experiments and results, the vulnerability of the vehicle during different attacks has
been performed in the Section 4.2.3 of Chapter 4. Various attacks have been demonstrated in
the simulator to predict the vehicle behavior. However, the real outcome in the real scenario
will be much more catastrophic or less risk based on the particular type of attack and
environment. Nevertheless, the vulnerability of the vehicle entry points in the architecture
and protocol will be same.

The contribution of this project is to know the vulnerability of the CAN bus in the vehicle
architecture. For this, we have selected the Toyota Prius vehicle to perform the reverse engineering
to collect the required data to perform the attacks in the simulators. Furthermore, the result from
the simulator during the attacks shows the intended behavior of the car. From this the significance
of the developing a safe vehicle from cyber-attacks can be acknowledged.
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