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Abstract

In the era of big data, it is becoming increasingly important to analyze massive

data streams of events for patterns, using pattern matching queries. Applications

such as network intrusion detection systems utilize these queries to signal an

attack. Pattern matching queries rely on the underlying temporal order of events

to detect when events occur in sequence. Solutions that provide an exact answer

to these queries have to store the full data stream to support arbitrary queries

over historical data. However, storing the full stream while maintaining low query

times can be challenging given the data’s large volume and velocity.

This thesis looks into the possibilities of approximating an answer to pattern

matching queries without storing the complete dataset to provide faster query

times than are currently possible using exact methods and provide support for

arbitrary ad-hoc queries that are not initially known. To this end we aim to ap-

proximate the underlying temporal order of events, which we then use to answer

such queries. We propose a solution that splits the stream into small windows of

events, that each hash to a different Bloom filter. The resulting Bloom filters are

maintained in a tree-based structure, where Bloom filters in nodes higher up in

the tree result from merging the Bloom filters of the node’s children. The tem-

poral order of events can then be inferred from the positions of the Bloom filters

the events are hashed to. In this report, we describe the construction of this data

structure and show how it can be used to answer different types of pattern match-

ing queries over data streams. Experiments show that our approximate solution

can indeed answer pattern matching queries faster than an already efficient solu-

tion that provides an exact answer.
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Chapter 1

Introduction

1.1 Motivation

In the era of big data, increasingly many applications continuously generate mas-

sive streams of data. As such, there is a growing need to efficiently analyze the

data streams for patterns. One example of such an application is that of a com-

puter network, where intrusion detection systems constantly monitor streams of

network traffic for patterns that could signal an attack, known as attack signa-

tures. These patterns rely on the underlying concept of temporality between

events to detect when events occur in sequence. Intrusion detection is only one

example application from a broader field that analyzes streams for patterns. Two

main categories exist within this field [1]. The first is data stream mining, which

assumes the patterns are not known a priori. Data stream mining aims to detect

interesting patterns based on a set of requirements, such as occurrence frequency

or similarity between events [2]. The second category is Complex Event Process-

ing (CEP) which, contrary to data mining, assumes the patterns of interest are

known and provided as a query to which the system returns all matches [3].

Given the large volume and velocity of the data, it is challenging to analyze

large data streams using traditional methods, such as databases, as streams can-

not be stored in their entirety efficiently, while maintaining fast response times.

To counter this problem, approximate stream analysis solutions exist. These solu-

tions aim to summarize the stream using special data structures, called synopses

or sketches, that approximate the answer to questions that would otherwise re-

quire access to all events in the stream [4]. A common characteristic of approxi-

mate stream analysis techniques is that they provide a guarantee on the possible

error size, where the trade-off is generally between storage space and the accu-
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racy of the approximation. Many approximate stream analysis solutions solve

problems common to data stream mining, such as determining the number of fre-

quent or distinct items in a stream [4]. However, there is a lack of approximate

data structures developed specifically for Complex Event Processing.

The lack of approximate solutions for Complex Event Processing likely stems

from the fact that CEP generally requires the extraction of sequences that match a

pattern such that they can be processed further elsewhere [5]. Since approximate

data structures cannot store all events, an exact reconstruction of sequences of

events that match a pattern would be impossible. However, systems that return

all matches may be slow as they require access to the entire data stream. Thus,

approximate solutions could provide results to pattern matching queries much

faster. In other cases, the system’s primary goal is to take immediate action when

a match occurs, as in the case of intrusion detection, which could issue a warning

when a match is detected. The persistence of the whole stream may not be feasible

in these cases, even though these systems could also benefit from finding pattern

matches in historical data. For example, in the case of intrusion detection, it could

be interesting to detect whether a newly emerged attack signature, that was not

known at the start of the stream, has occurred in the past and at which points

in time. To this end, we propose a data structure that approximates the temporal

order of events in a stream, and we show how this data structure can approximate

answers to queries that are common to Complex Event Processing.

1.2 Problem Statement

Pattern matching relies on the underlying temporal order of events, which gen-

erally requires access to the complete set of events in the stream, along with an

indicator of their ordering, such as a timestamp or the event’s position within

the stream. The primary goal of this thesis is to answer such pattern matching

queries without having to store the entire dataset, thereby providing an approx-

imate answer to order-based queries. Such a solution could benefit applications

that cannot store the complete dataset yet would like to detect arbitrary pattern

matches over previous data. Furthermore, it could also provide faster response

times than exact solutions, as a small summary of the data is queried rather than

the complete dataset.

There are several challenges to solving this problem. The first challenge is

to develop an appropriate data structure from which we can infer the order of

events in the underlying dataset, in small space. The second challenge is to bound
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the probability that the solution returns an incorrect answer, such that it cannot

exceed a value that the user finds acceptable. Finally, the proposed solution must

be fast to construct, update, and query to ensure that it is usable in a streaming

setting.

1.3 Contributions

The contributions of this thesis are summarized as follows.

• We construct a sketch from which we can approximate the temporal order

of different events, through which we can answer pattern matching queries

over data streams.

• We provide a set of query types supported by the data structure and demon-

strate how to evaluate these types of queries in the most efficient manner.

• We provide a theoretical analysis of the data structure, which includes an

approach for determining the appropriate configuration based on a desired

false-positive rate and memory constraints.

• We compare the speed of our approximate solution to that of a solution that

provides exact answers to pattern matching queries.

• We analyze the performance of our solution further using synthetic datasets.

1.4 Outline

The rest of the report is organized as follows. Chapter 2 defines concepts used

in the report and highlights any assumptions that may differ from the standard

definitions. Chapter 3 provides an overview of work that has been done in the area

of answering pattern matching queries over data streams and attempts that have

been made to define sketches with a temporal component. Chapter 4 describes

the solution and the query types it supports. It further depicts how different

queries are evaluated using the data structure, and provides a theoretical analysis

of the solution’s false-positive rate and its running time complexity. Chapter 5

shows how the solution compares to an exact Complex Event Processing solution

in terms of speed and shows the results of further experiments using synthetic

datasets. Finally, Chapter 6 summarizes the results of this thesis and discusses the

solution’s strengths and shortcomings, as well as possibilities for future work.
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Chapter 2

Preliminaries

This chapter defines concepts used in the rest of the report and describes how

our underlying assumptions may vary from the standard definitions. We start by

describing big data streams along with characteristics of synopses and sketches

that are used to summarize them. In particular, we focus on Bloom filters, which

form the basis of the solution proposed in this report. Finally, we look at concepts

from Complex Event Processing, as this forms the context within which the so-

lution must work, and provide an overview of finite automata which many CEP

solutions use to detect patterns.

2.1 Big Data Streams

Big data streams result from the continuous generation of data that is common in

fields such as network monitoring, financial services, and web applications. For

this application, we assume that a data stream is a sequence of events,

< e1, e2, . . . eN >, where the events are homogeneous and represent only a single

data type, such as IP addresses, sensor readings, or actions within a business

process. Furthermore, we assume that the moment at which the system processes

an event defines its temporal position. Therefore, our definition is a simplification,

as the order in which events arrive may not necessarily correspond to the order

in which they were generated.

When querying big data streams, the queries can be either continuous or ad-

hoc [6, 7]. Continuous queries are often predefined queries that require contin-

uous monitoring of the stream to respond to queries in real-time, as in intrusion

detection systems. On the other hand, ad-hoc queries are generally not predefined

and often require access to historical data, making these queries more complex to
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answer [6]. The solution described in this report focuses on answering arbitrary

ad-hoc queries that arrive while the stream is being processed. The solution is

therefore not aimed at signaling the occurrence of predefined patterns in real-

time.

Big data streams are often difficult to analyze using databases. Even when the

entire stream can be stored, it often requires persistence to secondary storage,

making it slow to query, as disk accesses are generally the biggest bottleneck in

terms of speed [8]. In order to avoid having to persist all data, stream analysis so-

lutions use synopses or sketches, which are special data structures that maintain a

summary of the stream seen thus far [4]. These structures occupy less space than

the original data and are often specific to a particular type of query. An exam-

ple of a sketch is the Bloom filter [10], which is used to answer set-membership

queries and is described in more detail in Section 2.2 below. However, as only

a summary of the data is stored, these solutions often provide only approximate

answers with a guarantee on the possible error instead of exact solutions that

guarantee the answer is correct. Given that this summary has to be constructed

and queried in real-time as the stream is processed, sketches should be fast to

update and query. These two properties are therefore the most important points,

apart from the accuracy of the returned results, that the solution proposed in this

report should be evaluated on.

An interesting property in data analysis is that data often becomes less impor-

tant as it ages. Therefore, many stream analysis solutions work with time-decay

models that take into account only the most recent events, or assign weights to

lower the importance of events that are considered outdated [7]. A popular time-

decay method is the sliding window model [11], which only takes into account

the current window of events. Such windows can be either (i) time-based, in-

dicating that the elements in the window have all occurred within a given time

interval, such as within the last hour, or (ii) count-based, indicating that only

the W most recent events are included in the window. Figure 2.1 illustrates the

concept of a sliding window, using a count-based window W = 4.
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W = 4

W = 4

W = 4

current time

current time

current time

Figure 2.1: An example of a count-based sliding window with W = 4. In

this figure, the colored squares indicate the events in the stream. The last

item in the window is the latest event that has arrived.

2.2 Bloom Filters

A Bloom filter [10] is an approximate data structure that answers set-membership

queries which determine whether an event has occurred in a set. A Bloom filter

consists of an array of m bits along with k different and pairwise-independent

hashing functions, that each map an element to a position in the array of bits.

The bits in the bit array are initially all set to 0 and are set to 1 whenever an event

hashes to that bit. Figure 2.2 illustrates this.

0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

hash(A)

1 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1

hash(B)

1 0 1 0 0 0 1 1 0 0 0 0 0 0 0 1

Figure 2.2: The insertion of two events in a Bloom filter, assuming k = 3

hashing functions.

Bloom filters are known for their small space requirements and fast update

and query times. A Bloom filter can guarantee that an event has not occurred, but
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it can only approximate whether an event has occurred. However, this approxi-

mation can have a high accuracy.

To check whether an event has occurred in the Bloom filter, the event is hashed

using the same k hashing functions, and each resulting bit is checked to see

whether it has been hashed to before (it is set to 1) or not (it is set to 0). If

at any point a 0 is found, then the Bloom filter can guarantee that the event has

not occurred. Hence, there are no false negatives. However, the occurrence of k

bits set to 1 might indicate a false positive if other elements hashed to the same

bits. It is for this reason that Bloom filters cannot support deletions, as the bits

are not exclusive to any events. However, the probability that the Bloom filter

returns a false positive can be controlled by modifying the number of bits (m)

and hashing functions (k).

Note that every hashing function has a 1
m

probability of setting a bit to 1.

Therefore, the probability that a bit has not been set to 1 by a hashing function is

(1 − 1
m

). Since there are k hashing functions that hash n events, the probability

that any bit is not set to 1 is (1 − 1
m

)kn. By taking the complement, we then get

the probability that a bit is set 1: 1 − (1 − 1
m

)kn. The probability that k hashing

functions all return 1 is given by the formula below, which defines a Bloom filter’s

false positive rate.

fp =

(
1−

[
1− 1

m

]kn)k

≈
(

1− e
−kn
m

)k
(2.1)

In order to obtain a desired false-positive rate fp for an expected number

of events n, the appropriate number of bits m and hashing functions k can be

calculated using the following formulas [12].

m ≥ −n ln fp

(ln 2)2
(2.2)

k = ln 2 · m
n

(2.3)

An interesting property of Bloom filters is that we can take their union and

intersection, assuming they share the same k hashing functions and both have

bitarrays of the same size m. Their union can be constructed by performing a

bitwise OR on their bit arrays, thereby providing the union of their sets. Likewise,

their intersection can be constructed using a bitwise AND, which results in the

intersection of their sets [13]. In this work, we make extensive use of the ability

to merge Bloom filters by taking their union.
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As Bloom filters require k hashing functions that map an event independently

and at random to guarantee the desired false-positive rate, we make use of Mur-

murHash3 [14], which is known for its speed. We generate k different values by

providing k different seeds to the hashing function, and mapping each of the k

results to one of the m bits.

2.3 Complex Event Processing

Complex Event Processing (CEP) is the processing of streams of events to detect

patterns specified by the user. These patterns are primarily temporal in nature but

can encompass additional predicates on attributes of events. The output of a CEP

program is generally another stream that consists of the sequences of events that

satisfied the pattern. Most queries are specified using a language that resembles

SQL with support for an additional PATTERN-clause that allows the patterns to be

specified using operators that are common to regular expressions [5]. Giatrakos

et al. [3] identify several pattern matching operators used by CEP solutions. De-

pending on the solution, these operators may or may not be defined hierarchically.

The following subset of operators is of interest to us.

• Sequence (A,B): When an event B temporally follows an event A.

• Disjunction (A ∨ B): When an event A or an event B occurs, independent

of their temporal order.

• Conjunction (A ∧ B): When both an event A and an event B occur, inde-

pendent of their temporal order.

• Negation (¬A): When an event A does not occur.

• Iteration (A∗): When an event A can occur 0 or more times, in sequence.

• Windowing: When the events should occur within a specific time window,

[tstart, tend], where tstart is the starting timestamp of the interval and tend is

the ending timestamp of the interval.

A common characteristic of Complex Event Processing is that events are not

always expected to occur strictly in sequence (known as strict-contiguity) but are

also allowed to be followed by any number of irrelevant events. Selection policies

describe the different ways irrelevant events are allowed to be bypassed [3].
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• Strict-contiguity: The matching events must follow each other strictly in

sequence.

• Skip-till-any: Any number of irrelevant events may occur in-between the

matching events, including any number of matching events themselves. For

a sequence SEQ(A,B), we can imagine that it contains a wildcard character

between A and B that allows any event to be matched, including the events

A and B.

• Skip-till-next: Any number of irrelevant events may occur in-between the

matching events until the next matching event occurs. For a sequence

SEQ(A,B), any events may follow A until the first event B occurs.

Finally, reuse policies describe whether events can be part of multiple matches

[3]. Events can either be reused, consumed, or reused a maximum number of

times. In this work, we assume that all events can be reused.

As a demonstration of the different selection policies, we now determine the

occurrences of a sequence SEQ(A,B) given the following example of a data stream.

Here, Ai, Bi, etc. represent the events in the stream, and the index i is used only

to clarify which events matched the query.

A1, B1, C1, B2, A2, A3, C2, B3, A4, D1, C3, B4, A5, B5, C4, B6

• SEQ(A,B) under strict-contiguity: (A1, B1), (A5, B5)

• SEQ(A,B) under skip-till-any: (A1, B1), (A1, B2), (A1, B3), (A1, B4), (A1, B5),

(A1, B6), (A2, B3), (A2, B4), (A2, B5) . . . (A5, B6)

• SEQ(A,B) under skip-till-next: (A1, B1), (A2, B3), (A3, B3), (A4, B4), (A5, B5)

2.4 Finite Automata

Many works in the field of Complex Event Processing rely on finite automata for

the detection of patterns [3]. Finite automata are a key concept in the field of

Computer Science, and are often used for pattern matching applications, ranging

from the parsing of programs to searching for a string within a text [15]. A finite

automaton can be defined as a tuple (Q,Σ, δ, q0, F ), where

• Q is a finite set of states
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• Σ is a finite set of input symbols

• δ is a transition function, δ : Q× Σ→ Q

• q0 is the starting state

• and F is a set of final, accepting states.

Figure 2.3 provides an example of an automaton that can be used to detect

the pattern SEQ(A, A, B, C) under the strict-contiguity selection policy. Here, the

circles depict the states and the arrows depict the transitions that can be taken if

a specific input symbol is read. The final states are depicted using double circles

and the starting state can be recognized by an incoming transition that has no

source. To match the sequence of events, we start at q0 and take a transition that

matches the current input symbol. When a final state is reached, it implies that a

match has been found.

Aq0 
Aq1

Bq2
C

q3 q4

Figure 2.3: An example of a DFA that matches a sequence SEQ(A,A,B,C)

under the strict-contiguity selection policy.

The previous figure is an example of a Deterministic Finite Automata (DFA),

where each input symbol can be associated with at most one transition from any

state. If from a state there exist multiple transitions for a given input symbol,

then the automaton is said to be a Non-deterministic Finite Automaton (NFA).

Therefore, in an NFA, multiple states can be active at a given time, whereas in a

DFA at most one state can be active.

Even though finite automata are undoubtedly the most popular method for de-

tecting patterns, they are known to be inefficient in the field of network intrusion

detection, which is closely related to Complex Event Processing. As described ear-

lier, intrusion detection systems analyze streams of network data for patterns that

could signal an attack, and often use the same regular expression operators as

Complex Event Processing to specify a pattern [16]. An example of such a system

is the open-source Snort [17]. The inefficiency of finite automata stems from the

fact that NFAs are slow, but have small space requirements, while DFAs are fast,

but can suffer from a state-explosion problem. The state-explosion problem typ-

ically results from pattern matching queries that include wildcards, which allow

any number of arbitrary events to be matched. This can lead to an exponential
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growth of states in DFAs [16, 18]. Yu et al. [16] provide an overview of the space

and processing complexity per character for each type of automaton. For a pat-

tern query of length n, an NFA requires O(n) storage space, while the processing

complexity per character is O(n2), as all n states can be active at the same time

in the worst case. For a DFA, the storage space requirement is O(Σn) in the worst

case, while the processing complexity per character is constant.

These problems that are inherent to automata provide an additional motiva-

tion to find a solution for answering pattern matching queries in data streams

based on different techniques. In the next chapter we look at some of the works

that utilize automata to answer Complex Event Processing queries, as well as al-

ternative methods for detecting patterns in streams.
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Chapter 3

Related Work

This chapter first provides an overview of related work that has been done in the

area of answering pattern matching queries in data streams. It mainly consists of

solutions that have been proposed in the context of Complex Event Processing.

The chapter then describes work that has been done with regards to adding a

temporal component to sketches, and finally it looks at sketches that have been

proposed to answer different types of pattern matching problems.

3.1 Complex Event Processing

3.1.1 Automata-based Solutions

One of the most well-known solutions proposed for Complex Event Processing is

SASE [5]. SASE was introduced to monitor high-volume streams, such as RFID

data, in real-time. However, it can also support queries over historical data in

combination with a relational database that stores the events [19]. Given a

stream of events, SASE looks for matches to user-specified patterns and trans-

forms matching sequences of events into a format more suitable for external mon-

itoring applications. SASE assumes that the temporal order of events coincides

with their order in the stream, which is similar to our assumption regarding the

input stream of events. However, contrary to our assumption that events consist

only of the event’s name, SASE accepts events that come with a set of attributes

as well. To query events, SASE introduces a user-friendly language that resembles

SQL, which supports the detection of sequences of events that assume a tempo-

ral order, under all three selection policies. Events in a sequence can represent

either the occurrence of an event or its non-occurrence, using a negation oper-

ator. It further supports predicates on attributes associated with an event and a
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time window within which the pattern of events must have occurred. At the core

of SASE are Non-deterministic Finite Automata (NFA), where successive events

within a query translate to successive states within the NFA. These states contain

self-loops with wildcards, so any number of event matches can occur before pro-

ceeding to a successive state. Furthermore, the transitions can contain predicates

on attributes of events. Since SASE returns the sequences of events that matched

a pattern, the authors use a stack alongside the automaton, which allows for the

reconstruction of the original matching sequence. Negation is not handled di-

rectly within the NFA, but is instead done by finding the timestamps of the events

that precede and follow the negated event, and checking whether the negated

event occurred within that time interval. SASE+ [20] extends SASE by providing

support for the Kleene-closure operator, which allows for a finite, but unbounded

number of events to be matched. Given that SASE+ continuously monitors an in-

finite stream for patterns, it relies on termination criteria that indicate when the

Kleene-closure operator should terminate. For skip-till-next queries, the Kleene-

closure terminates when the next event in the query occurs. Other termination

criteria include a maximum time window constraint and a constraint on a value

of the last matching event. Since our solution is only aimed at detecting patterns

in the stream processed up until the arrival of a query, there is no need to define

explicit termination criteria.

Another popular CEP solution that makes use of NFAs is FlinkCEP [22], which

is a Complex Event Processing library for Apache Flink [23], an open-source

stream processor. FlinkCEP is similar to SASE [5] in that it generates an NFA

for each query, with predicates on the transitions of the automaton to test for

additional conditions. Unlike SASE, it allows the user to define the patterns us-

ing Java or Scala. It further provides support for all three selection policies and

allows for patterns to be combined, thereby providing more flexibility than other

CEP solutions.

As described in Chapter 2, finite automata are known to have performance is-

sues when detecting patterns in network intrusion detection systems [16]. Zhang

et al. [21] confirm these issues in the context of CEP. The performance issues are

said to be caused by expensive selection policies such as skip-till-any and expen-

sive operators such as the Kleene-closure. As stated by [16], Zhang et al. [21]

also note that the runtime complexity of these solutions is given by the number

of active states that the automaton can be in at any given time. When a state

has multiple outgoing transitions that can be taken, then each transition initiates

a new clone of the automaton, which in turn must also be cloned for any non-
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deterministic transitions that occur in any of its states [21]. Solutions that are

not based on finite automata could provide more flexibility in terms of answering

these expensive queries.

3.1.2 Tree-based Solutions

An example of a tree-based solution for Complex Event Processing is ZStream

[24]. The authors describe the following three limitations of NFA-based solutions

that they wish to address using a tree-based solution.

1. NFA-based solutions have a fixed order of evaluation, determined by the

sequence of states, which limits the number of evaluation options.

2. It is difficult to model negation using NFAs that have predicates on their

transitions.

3. It is difficult to handle concurrent events, such as the conjunction of events,

using NFAs.

ZStream transforms a query into a tree, where the internal nodes represent

the operators and predicates. The leaves of the tree have buffers that store the

events and the internal nodes have buffers that store the intermediate results of

a (sub)query. These buffers are used to process the events in batches. At every

step in the tree, the buffers are sorted according to increasing end-time, such that

the system does not have to perform further time comparisons. The goal of the

tree-based structure is to treat the evaluation of queries as that of a join-operator

in a database context. To this end the authors transform the query into different

plans such that the order in which the operators are evaluated changes, but the

final result stays the same. ZStream then assigns a CPU cost to each operator and

evaluates the query under the most cost-efficient plan. Using a flexible evaluation

model, the authors address the first limitation of NFA-based solutions. The second

limitation which states that NFAs cannot model negation easily is addressed by

ZStream by pushing the negation operator down in the tree to filter unnecessary

results early in the evaluation. Finally, the last limitation regarding the difficulty

of evaluating conjunctions using NFAs can simply be handled using their structure

by selecting all matching events from the input buffers without taking order of the

events into account.
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3.1.3 Other Solutions

One of the most recent works in the area of CEP is that by Mavroudopoulos et

al. [25], who propose a system to detect and return arbitrary sequences in event

log files. These files are assumed to consist of timestamped events grouped ac-

cording to traces, which can represent a specific business process instance, for

example. Contrary to the solutions presented above, this solution does not work

in a streaming setting. Instead, it aims to detect arbitrary sequences in an offline-

manner, but with support for the concatenation of new logs. Mavroudopoulos et

al. support sequence detection under the following two selection policies: strict-

contiguity and skip-till-next matching. Their solution does not provide support

for pattern matching operators that are common to CEP, so queries they answer

are considered to be a form of sequence detection rather than full-blown pattern

matching. The solution proposed by Mavroudopoulos et al. consists of two com-

ponents: a pre-processing component and a query processor. The pre-processing

component is responsible for the construction of special indexes which are stored

in a key-value database. The query processor then utilizes these indexes to pro-

vide a fast response to different types of queries. The most important index for

sequence detection is the inverted index, which for each pair of events, assigns a

list of triples that contain the trace ID and the timestamps of the events within that

trace {(traceid, tsa, tsb)}. The selection policy determines how the inverted index

is constructed. For strict contiguity, all pairs of consecutive events are added as an

index, whereas the skip-till-next policy requires a more complex construction of

event pairs. For the construction of skip-till-next indexes, the system determines

all distinct events, and for each distinct event ei and any events ej that follow it in

the trace, it adds an index for the pair (ei, ej) until the next event ei is reached in a

trace. Once the indexes are constructed, the system can answer a sequence detec-

tion query SEQ(A,B) by finding all traces that contain the event A as the starting

point (A, ei), and then finding all pairs that contain ei as the starting point (ei, ej),

until finally a pair (ej, B) is reached. The timestamps belonging to the events help

ensure that at each step in the detection process, the same event instances are

used that were matched in a previous step. The authors compared their work to

SASE [5] and found it to be faster when querying larger datasets for sequences

with a large number of events.

Given that this solution most closely resembles the problem of answering ar-

bitrary ad-hoc queries, whereas other solutions focus more on answering contin-

uous queries, it is this work which we will compare our proposed solution to in
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Chapter 5.

3.2 Temporal Sketches

We now look at work that has been done to add temporal component to sketches.

The work by Peng et al. [26] focuses on developing a probabilistic data struc-

ture based on Bloom filters that supports temporal membership queries. In their

paper, they define a temporal membership query q(x, [s, e]) as a test of whether an

event x has occurred at least once in the time-range [s, e]. They describe two data

structures that they refer to as persistent Bloom filters (PBF-1 and PBF-2) that can

be used to answer such queries. Both persistent Bloom filters work on the same

underlying principle, which is to build a hierarchy of Bloom filters for different

time ranges. PBF-1 does this by building a binary tree of Bloom filters, where

Bloom filters in levels higher up the tree are a union of the Bloom filters in its

children. To limit the number of Bloom filters, PBF-1 assumes a minimum time-

granularity of g at the leaf level, and makes use of an additional Bloom filter for

queries that require a smaller time-granularity. This additional Bloom filter, which

the authors refer to as SBF, stores each event along with its timestamp in the form

of a tuple (a, t), where a is the event and t is time at which the event occurred.

SBF answers a query q(x, [s, e]) by splitting the query into multiple membership-

queries, one for each possible pair (a, t), for each t in the range [s, e]. For queries

with a higher time-granularity, PBF-1 answers the query by performing a single

membership-query for each Bloom filter that occurred in the cover of the interval

[s, e]. In Chapter 4, we propose a structure similar to that of PBF-1 to answer

pattern matching queries over data streams. In PBF-2 the authors minimize the

number of Bloom filters by using only a single Bloom filter for each level in the

tree, where the time granularity doubles with every level. The tree consists of

L = dlog2 T e + 1 levels, where T is the current upper bound on the time range

that is stored in the structure. Each level l within the tree is assigned a Bloom

filter that stores events with a time granularity of at most 2L−1−l. When an event

is inserted, it is inserted into all Bloom filters as a pair (e, t) where e is the name

of the event and the value of t depends on the Bloom filter’s level within the tree

and is equal to dte/2L−1−le, where te is the actual time of event e. To answer

a temporal membership query (e, t), each Bloom filter is then queried with the

time value corresponding to the current Bloom filter’s level within the tree. While

PBF-2 can be used to infer the termporal order of events in a data stream, it is

not suitable for answering pattern matching queries as this would require us to
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explicitly query for multiple different timestamp and event combinations.

Several other works make use of a hierarchical structure to establish an order

between the events that are hashed to it. These hierarchies are often used to

answer range queries which test whether an event occurred within a given range.

Range queries naturally assume an underlying order between the events, although

this order may not always be temporal in nature. One such work is the Adaptive

Range Filter (ARF) by Alexiou et al. [27], which was proposed to detect whether

a record in a database with a key in a certain range can be considered cold data,

implying that it does not get accessed frequently. To this end, the authors propose

ARF, which can be used to used to check for matches within a range of values.

Adaptive Range Filters are binary trees, where the leaves indicate whether any of

the keys in its range contain cold data by setting a single bit to 0 or 1. Internal

nodes contain the range intervals of its children and provide easy navigation to

the leaves. While ARFs can be used to test if any of the values in a range have a

specific property, we are interested in determining which values belong to a given

range, as this allows us to determine the order of events.

3.3 Pattern Matching Bloom Filters

Bloom filters have previously been used for pattern matching in other areas. These

solutions either solve completely different problems using similar techniques or

use techniques that cannot directly be applied to pattern matching in the context

of Complex Event Processing. An example of work that solves a different problem,

but with a structure similar to ours, is the Hierarchical Bloom Filter Tree by Lillis et

al. [28], which was developed to match a collection of seized files to collections of

files that are known to be incriminating, as is common in the field of forensics. The

solution is an extension of the MRSH-v2 algorithm [29] which generates similarity

digests for a file in the form of a collection of Bloom filters. A similarity digest is

a compression of a file that can be used to check for similarities without having

to compare the full contents of the file. Such a digest is calculated by splitting

a file into chunks and hashing each chunk to 5 bits in a Bloom filter until it is

considered full, before proceeding to a new Bloom filter. The resulting collections

of Bloom filters of different files are then checked for similarity [28]. The authors

aim to speed this up by introducing a tree of Bloom filters, where each chunk of

5 bits is hashed as a leaf in the tree (until the leaf is full) and different leaves

are merged to create the internal nodes. To find out if a file is similar to another

file in a collection, its hashed chunks are calculated and are queried against the
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nodes in the tree. If several consecutive hashed chunks all return 1, then a match

is found. The proposed structure can determine similarity between files using

fewer comparisons than the original MRSH-v2. While this solution is not directly

relevant to Complex Event Processing, it shows how a similar structure can be

used to answer different types of pattern matching problems.

Another work that uses Bloom filters for pattern matching is that by Moraru

and Andersen [30], which is aimed at matching a large number of patterns against

a large corpus. This is technically similar to the problem we aim to solve if we

consider the data stream to be the corpus and the large number of patterns to be

the different types of patterns we wish to match. To this end, the authors develop

Feed-Forward Bloom Filters (FFBF), which are built from the patterns that need

to be matched and are used to reduce the size of the corpus. It does this by

checking whether fragments of the corpus generate a match, and discards any

fragments that do not match. It further uses all matching fragments to perform

a similar test as described above, but with the patterns as the corpus and the

matching fragments as the FFBF. Finally the remaining patterns and fragments

can be matched using an exact pattern matching algorithm. While this solution is

interesting for determining exact patterns, it cannot provide support for pattern

matching operators that are common to Complex Event Processing. It is also not

suitable in a streaming setting.
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Chapter 4

Solution

This chapter describes the solution, the types of queries it supports, and different

query evaluation techniques that minimize the query time. Finally, it provides an

analysis of the running time and describes how the system can be configured to

guarantee a user-specified false-positive rate.

4.1 Description

The goal of the solution is to impose an order between events without storing the

events themselves or indicators of their temporal positions within the stream. We

first describe a simplified version of the solution, which will be extended further

on in this section.

To impose a temporal order between events, we split the stream into C small

count-based windows of events and assign a separate Bloom filter to each window.

This results in an a sequence of Bloom filters, where the events that hash to a

Bloom filter bfi have occurred prior to the events hashed to a Bloom filter that

follows it, bfi+1, where i ∈ [0, B] and B represents the total number of different

Bloom filters. Figure 4.1 illustrates this.

bf0 bf1 bf2 bf3

...

C events

Figure 4.1: The data stream split into windows of C events that all hash to

a different Bloom filter.
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To check whether an event A occurred before another event B using this struc-

ture, we check all Bloom filters in the sequence until we find the first Bloom filter

that contains A. We then check all Bloom filters to the right of the one that con-

tains A for B. If a Bloom filter returns True then we can conclude that A occurred

before B. If none contain B, then either B did not occur at all, it occurred before

A, or it is hashed to the same Bloom filter as A.

Since a Bloom filter itself does not define an order between the events hashed

to it, the events that hash to the same Bloom filter are assumed to have occurred

at the same time. If in the example above B only hashed to the same Bloom

filter as A, then we would not be able to infer their temporal order. Therefore,

the size of the windows that split the stream defines the granularity with which

we can distinguish the order of different events. This granularity in part defines

the accuracy with which we can answer a query; the larger the number of events

hashed to a single Bloom filter, the fewer orderings we can distinguish. It is for this

reason that a smaller number of Bloom filters would not be desirable. However,

as the resulting structure is a sequence of B Bloom filters, it could take O(B) time

to query. While we cannot save on the number of events hashed to a single Bloom

filter, we can adapt the structure to make it more efficient to query. As described

in Chapter 2, an interesting property of Bloom filters is that we can take their

union, by taking a bitwise-OR of their bit arrays, assuming they share the same

k hashing functions and the Bloom filters all use the same number of bits m. To

this end, we construct a tree-like structure of Bloom filters, where the Bloom filter

in a node higher up the tree results from merging the Bloom filters in the node’s

children. For ease of discussion, we assume that each internal node, except the

root, has exactly two children. However, the solution can support any number of

children, which we refer to as the tree’s fanout.

The tree is constructed as follows. Algorithms 1 and 2 show the pseudo-code

for this process. First, we pick a value C that defines the count-based window of

events that should hash to the same Bloom filter. We then process the stream and

hash the first C events to the first Bloom filter bf0 (Algorithm 1, Line 5). Before

proceeding to the following C events, we add a node for this Bloom filter as a

leaf within the tree (Algorithm 1, Lines 7-14). The node has two main properties;

namely, the Bloom filter and the interval of elements hashed to it, to support

queries within interval ranges. For a Bloom filter bfi, its interval is of the form

[i · C + 1, (i+ 1) · C], where i ∈ [0, L] and L represents the total number of leaves

within the tree, which corresponds to the total number of original, unmerged,

Bloom filters. In the case of the first Bloom filter, this interval is [1, C], [C + 1, 2C]
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for the second, [2C + 1, 3C] for the third, etc (Algorithm 1, Line 10). It is also

useful to keep intervals of the timestamps of the events hashed to a Bloom filter

for queries within time intervals. This can be done by taking the timestamp of

the first event hashed to it as the starting point of the interval, and the timestamp

of the last event hashed to it as the interval’s ending point. However, for ease

of discussion we omit this and assume only count-based intervals. After the first

Bloom filter is stored as a leaf within the tree, a new Bloom filter is created to

handle the next C events within the stream (Algorithm 1, Line 12). Whenever

new leaves are inserted, the algorithm checks whether nodes can be merged to

form a new parent node (Algorithm 2, Lines 3, 7). A group of nodes is a candidate

for merging if it meets the following two requirements.

• Level constraint: The nodes in the group are all on the same level δ within

the tree. The leaves are at level 0 and the root is at level h, where h is the

height of the tree.

• Density constraint: The Bloom filter that results from merging the Bloom

filters of the nodes within the group must have a density D with D ≤ m
2

,

where D represents the number of bits that have been set to 1, and m is the

size of a single Bloom filter.

The density constraint is based on the observation that the false positive rate

of a Bloom filter is minimized if its density does not exceed 50% [13]. For every

two nodes that can be merged, we create a new node (Algorithm 2, Lines 4-5) and

define its Bloom filter as the union of the Bloom filters of its children (Algorithm

2, Lines 6, 8). We then make the nodes that have been merged children of the

newly created merged node (Algorithm 2, Lines 9-13). Note that nodes that can

no longer be merged lead to several different Bloom filters at the top of the tree.

These top-level Bloom filters are crucial for providing fast answers to user queries.

Figure 4.2 shows the construction of the tree and Figure 4.3 shows how fully-

merged nodes can accumulate at the top of the tree. Note that the root serves no

purpose other than to provide easy access to its children.
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0 1 0 1 0 0 0 0 1 0 0 0 0 0 0 1

1 1 0 1 0 0 0 1

bf0 bf1

mergedBf

0 0 1 0 0 0 0 1 0 0 0 1 0 0 1 0

0 0 1 1 0 0 1 1

bf2 bf3

mergedBf

1 1 1 1 0 0 1 1

mergedBf

Figure 4.2: The bitwise-OR merging of Bloom filters to form a tree.

root

Figure 4.3: Fully-merged nodes lead to several different Bloom filters at

the top of the tree.
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Algorithm 1: process()
Input: stream of events, count-based window size C

1 count = 1

2 intervalStart = 1

3 initialize new node root

4 initialize new Bloom filter, bf

5 for each event in the stream do

6 add event to bf

7 if count % C == 0 then

8 initialize new node newLeaf

9 newLeaf.bf = bf

10 newLeaf.interval = [intervalStart, count]

11 root.addLeaf()

12 create new bloom filter bf

13 intervalStart = count + 1

14 end

15 count++

16 end

Algorithm 2: addLeaf()
Input: node to be added as leaf

1 add node as a child of root

2 for each pair (child1, child2) of neighboring children of root do

3 if child1 and child2 are on the same level then

4 initialize new node mergedNode

5 initialize new Bloom filter bf

6 bf = child1.bf ∪ child2.bf

7 if bf.density <= m/2 then

8 mergedNode.bf = bf

9 remove child1 as child of root

10 remove child2 as child of root

11 add child1 as child of mergedNode

12 add child2 as child of mergedNode

13 add mergedNode as child of root

14 end

15 end

16 end
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4.2 Query Types

The solution presented above aims to provide various levels of support for the op-

erators and selection policies described in Chapter 2. Due to the order of events

being indistinguishable within the leaves, we cannot support the selection poli-

cies in their current forms. However, if we relax the definitions such that we (i)

ignore the detection of pattern matches within a leaf, and (ii) assume that strict-

contiguity applies only between a leaf and its direct neighbor, instead of an event

and the event that occurs directly after it, then we can provide support for relaxed

versions of the selection policies. Note that since many interesting CEP queries

already require that we skip over any irrelevant events, these relaxed definitions

return results that are still valuable; they may only fail to detect pattern matches

that occur within a single leaf.

The relaxed selection policies are defined as follows.

• Strict-contiguity: The matching events must occur in contiguous leaves.

• Skip-till-any: Any number of irrelevant nodes may occur in-between the

nodes of matching events.

• Skip-till-next: Any number of irrelevant nodes may occur in-between the

nodes of matching events until the first node containing a matching event is

found.

The solution can further support all operators from Chapter 2, except for iter-

ation. However, a relaxed version of iteration can be achieved by querying for the

same event in sequence. Note that only the sequence operator supports nested op-

erators, but it is not allowed to receive other SEQ-operators as arguments. The

operators can be provided as a query using the following syntax. All operators

may receive multiple arguments, except for Windowing.

• Sequence: SEQ(e1, . . . , en)

• Disjunction: OR(e1, . . . , en)

• Conjunction: AND(e1, . . . , en)

• Negation: NOT(e1, . . . , en)

• Windowing: [tstart, tend]
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More formally, assume e is a single event, then the following grammar defines

the language with which we can query for patterns. This language was inspired

by the operators used in SASE [5].

op → e | OR(e1, . . . , en) | AND(e1, . . . , en) | NOT (e1, . . . , en) | SEQ(op1, . . . , opn)

Given these relaxed selection policy definitions, the semantics of the operators

need further clarification. For example, conjunction AND(A,B) assumes that both

A and B occur, independent of their order, implying that we need to find a match

for either SEQ(A,B) or SEQ(B,A). There are two cases in which we return a match

for the AND-operator:

1. When all events occur in the Bloom filter of a single node.

2. When a match is found in subsequent, but not necessarily strictly-contiguous

nodes for all permutations of the events. For example, for AND(A,B,C)
we check for the occurrence of SEQ(A,B,C) ∨ SEQ(A,C,B) ∨ SEQ(B,A,C) ∨
SEQ(B,C,A) ∨ SEQ(C,A,B) ∨ SEQ(C,B,A).

In case (2), the nodes should only be strictly-contiguous if the selection policy

requires it. Similarly, the OR-operator is supposed to return a match when the

Bloom filter of a node contains any of the events.

The NOT-operator has a special meaning since it is often used to ensure that

an event does not occur until another event occurs. This has similarities with the

Until-operator from Temporal Logic [31]. Since there are no common semantics

for the NOT-operator, we assume that it can only occur between two other op-

erators. When NOT(A) occurs between two different operators, then the match

starts from the node immediately following the last match until the first match of

the operator that follows it. This is similar to how SASE [5] handles negation, as

described in Chapter 3. When multiple events are passed to NOT, we check that

none of the nodes on a path between the matches of other operators contain any

of the events passed to NOT.

We further assume that only SEQ of events that do not contain other operators

works in combination with the skip-till-any selection policy. All other operators

assume either strict-contiguity or skip-till-next.

Finally, the solution supports two different types of queries based on the type

of results they return: (i) Simple queries, which determine whether a pattern oc-

curred and the result is either True or False, and (ii) Complex queries, which find

28



all intervals in which a pattern occurred, and the result is a list of the matching

intervals.

4.3 Query Evaluation

To evaluate pattern matching queries, we walk the tree in search for matches.

The main benefit of using a tree-based data structure to answer these queries is

that most queries that would otherwise require an exhaustive scan of the data

structure can already be answered by looking at the top-most levels of the tree.

For example, when pattern queries contain events that have not been seen in

the stream, then assuming that no false positive occurs, the algorithm can im-

mediately return a response after looking only at the top-most nodes in the tree.

Note that these top-most nodes may also contain Bloom filters that have not been

merged fully yet, as indicated by Figure 4.4, where the pink nodes on a lower level

in the tree can still be merged. In the rest of this report, we refer to all pink nodes

in Figure 4.4 as top-level nodes t. Furthermore, simple queries that only question

the occurrence of a single pattern match can often also be answered by looking

only at the nodes in the upper levels of the tree. However, complex queries that

require all matching intervals as a response may be more expensive to process.

This section looks at query evaluation plans designed to minimize the number of

walks in the tree.

When a query arrives, the events passed as arguments to the operators are

extracted and tested for occurrence against the top-most nodes in the tree. The

only exception to this rule is the argument of the negation operator, since an

upper-level node can return False for a sub-query NOT(A), yet when walking down

the tree, we may still find nodes where this predicate holds. Figure 4.5 illustrates

this. We therefore always walk down the tree until we reach nodes that can

guarantee that the event did not occur within an interval.

If any arguments in the query did not occur, then we immediately return False
or an empty list of intervals, depending on the query type.
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root

Figure 4.4: The pink nodes indicate the top-level nodes t.

root

1 0 1 0 1 0 0 1

A B

1 0 1 1 NOT(A)? FALSE 

NOT(A)? TRUE NOT(A)? FALSE 

Figure 4.5: A query NOT(A) that cannot be answered by looking at a

top-level node.

4.3.1 Strict-contiguity

Queries that assume a strict-contiguity of events in sequence are processed as

follows. For a query SEQ(A,B), we start by finding the top-most nodes that contain

events A and B. We then walk down to the leaves in search for A only in the sub-

trees of top-level nodes that also contain B. At every leaf that contains A, we

then check its right neighbor for B. Note that in some cases, the leaf that contains

A might be the right-most leaf of a sub-tree. In that case, the top-level node

of the sub-tree that contains the leaf might not contain B. In these cases, we

check whether B is hashed to the right neighbor of the top-level node of A, and

include the sub-tree of the top-level node that only contains A in our search as

well. Figure 4.6 illustrates this. When the query checks for multiple events in

sequence SEQ(A,B,C), then we immediately check for C in the right neighbor of

the leaf that contains B. If the query is simple, the algorithm returns True after

the first match is found or False if no match exists. If the query is complex, the
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corresponding interval is saved and the search continues starting from the leaf

that contains the last event.

root

A & B

A B

A & ! B

A

B & ! A

B

check for B

Figure 4.6: Strict-contiguity query evaluation of SEQ(A,B) where A and

B do not hash to the same top-level node.

4.3.2 Skip-till-next

Skip-till-next queries are processed as follows. We hereby make the distinction

between events that hash to the same top-level node and those that do not.

When two events do not hash to the same top-level node and the first top-level

node that contains B follows that of A, then we either return True or save the

interval and continue the rest of the search starting from the node that contains

B. If no such ordering can be found, and the events do not hash to the same

top-level node, then we return False or an empty list of intervals.

If the two events do hash to the same top-level node, then we walk down

the tree until we reach a level at which A occurs in a Bloom filter that does not

contain B. We then have to ensure that at some point in the tree, B was found

in a node that occurred to the right of the one that contains A. To avoid having

to walk up the tree, we keep a stack that finds the first node that contains B to

the right of the one that contains both events, on every level in the tree. We then

query this stack when we reach a level where a Bloom filter contains A, but no

longer contains B. If the stack is empty, then we continue the search starting from

the top-level node to the right of the top-level node of the current sub-tree. If the

stack is not empty, we take the interval of the last node that was added to the

stack as the ending point of the interval for SEQ(A,B) and continue the search

starting from this interval.

If the query contains more than two events, such as SEQ(A,B,C), then for

each matching interval we take the starting point of A and the ending point of C

and add the resulting interval to the list of intervals to be returned.
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Note that this evaluation technique stops as soon as we reach a level where

two events stop hashing to the same Bloom filter, so the accuracy of the returned

interval is given by the granularity of the level. For better accuracy, we may choose

to walk down to the leaves to find the exact intervals within which the matching

events were found. The desired level, and therefore the accuracy, can be adjusted

on a per-query basis.

4.3.3 Skip-till-any

Skip-till-any queries are answered in two different ways, depending on the query

type. If the goal is to return True or False, then for a query SEQ(A,B,C), we do the

following.

1. Find the first top-level node that contains A, tA.

2. Starting from tA+1, find the first top-level node that contains B, tB.

3. Starting from tB+1, find the first top-level node that contains C, tC .

If at any point we cannot find the first top-level node of an event in the list of

nodes that occur after the previous event’s node, then it may indicate that the

pattern can still be matched if the pair of events hashed to the same top-level

node. We then use backtracking, starting from the first event where the search

failed, and check if the top-level node of the previous event also contains the

current event. If this is not the case, then we return False. Otherwise, we walk

down the sub-tree of the top-level node that contains both events. At each level

of the tree, we then repeat the steps above until either a match is found or no

such match exists. If no match exists, we cannot immediately return False unless

we have reached the starting event. We then repeat the backtracking algorithm

for the previous two events in the query, and stop only when the pattern match

fails because an element does not occur in a top-level node or when we reach the

starting event without being able to find a match.

If the goal is to return all intervals, the process is more complex, since for every

A we have to find all possible intervals for B that occur after A, and for every such

B we have to find all intervals C that occur after every B. To answer such queries,

we make a list of all the leaves that contain the events, and for each event, we add

a tuple where the first element is the event and the second element is the leaf that

contains it. We then construct the list of matching intervals from this list using an

exhaustive search of the list. Note that skip-till-any queries that return intervals
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are not only the most expensive to process, but also the least useful, as larger

matching intervals will automatically encompass the intervals of smaller matches.

As such, skip-till-any should ideally only be used to answer simple queries that

return True or False.

4.3.4 Operators

Finally, while most operators such as SEQ and OR are straightforward to answer,

some require additional steps, such as Windowing, Negation, and Conjunction.

Their evaluation methods are described below.

Windowing

To answer queries within an interval (window), the algorithm first calculates the

nodes that form a cover of the window and then queries only these nodes and their

children, if necessary. Whenever complex queries are answered, and the starting

point of the next interval search is an internal node, then we also calculate the set

of nodes that forms a cover from that node’s starting point to the end of the query

window.

Negation

To answer queries that contain a negation operator NOT, we first skip over any

negation operators and find matches only for the operators that occurred before

and after the NOT-operator. Then for each pair of matches, we determine the

interval of nodes between any two matching nodes and ensure that the events

passed to NOT do not occur within these nodes.

Conjunction

Finally, as described in Section 4.2, Conjunction is answered by checking the dis-

junction of all permutations of events passed to the AND-operator. As such, we

first calculate the different permutations and create a new query for each permu-

tation. We then return the set of all intervals that matched the resulting queries.
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4.4 Theoretical Analysis

4.4.1 False Positive Analysis

The solution described in this chapter makes extensive use of Bloom filters, which

are known to cause false positives that can be configured by adjusting the number

of hashing functions and bits that the Bloom filter uses. This thesis aims to pro-

vide an approximate data structure that can detect patterns in a data stream with

a desired false-positive rate fpq that the user provides as a parameter. Further re-

quired parameters are the desired window size C, the maximum available space

M , and the expected size of the stream N , as well as the expected length of a typ-

ical query s, although this last value is optional and is set to 2 by default. Based

on these input values, which are highlighted in Table 4.1, the algorithm must

determine an appropriate configuration for the Bloom filters to guarantee the de-

sired false-positive rate fpq, while remaining within the space bounds. Table 4.1

provides an overview of the variables that are used in the following calculations.

N The expected size of the stream.

M The total available memory.

C The count-based window size that describes how many events hash to a single Bloom filter leaf.

s The desired query length.

fpq The desired false-positive rate for a query, specified by the user.

fp The false-positive rate of a single Bloom filter.

m The number of bits of a single Bloom filter.

k The number of hashing functions.

T The total number of nodes in the tree.

q The total number of Bloom filters probed as part of a query.

t The number of top-level nodes.

d The total number of nodes in a sub-tree.

L The total number of leaves in the tree.

l The number of leaves in a single, fully-merged sub-tree.

n The number of distinct events in a sub-tree.

n̂ The number of non-distinct events in a sub-tree.

p The number of pairs in a query.

Table 4.1: Variable definitions. The highlighted values are input values

that are used to configure the system.

The false-positive rate of the solution depends on the length of the query,

which corresponds to the number of arguments. For this analysis, we assume a

complex query that returns all intervals for four events in sequence SEQ(A,B,C,D)

with no additional operators, under a skip-till-next selection policy. We first cal-

culate the false-positive rate of a query that consists of a single event and then
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extend the resulting equation to determine the appropriate configuration for the

system given the full query. Note that we first provide a derivation of the formulas

needed to compute an appropriate configuration. Only the final equations (4.16 -

4.18) take the input values of the user into account to derive the final configura-

tion. Furthermore, all equations below provide bounds on the values, since they

assume a perfectly balanced and fully-merged tree. In practice, the tree will never

be fully-merged or balanced.

As described in Chapter 2, the probability that a single Bloom filter returns a

false positive is given by the following formula:

fp =

(
1−

[
1− 1

m

]kn)k

(4.1)

The false-positive rate of a query can be calculated as follows. Assume we

have to probe q different Bloom filters as part of a query, then we want to know

the probability that at least one of the q Bloom filters returns a false positive. To

calculate this, we first determine the probability that none of these Bloom filters

return a false positive:

q∏
i=1

(1− fp) = (1− fp)q (4.2)

Then the probability that at least one results in a false positive is:

fpq = 1− (1− fp)q (4.3)

Note that since no false negatives occur, these do not have to be taken into

account. Replacing the formula for fp in (4.3) gives the following equation.

fpq = 1−

1−

(
1−

[
1− 1

m

]kn)k
q

(4.4)

From (4.3), we can calculate the false-positive rate fp of the individual Bloom

filters as follows.

fp = 1− q
√

1− fpq (4.5)

Figure 4.7 shows how the false-positive rate of a query fpq depends on the

number of Bloom filters that are probed in the process q, and their individual false-

positive rates fp. It is clear that the number of Bloom filters that are accessed as
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part of the query are a significant contributing factor to the false-positive rate of

the query. However, note that the false-positive rates of the Bloom filters are the

highest in the fully-merged top-level nodes, as these contain the most events. In

general, a query is not answered by looking only at the top-level nodes in the tree.

Therefore, any false-positives that occurred in a Bloom filter higher up in the tree

may be corrected as we walk down the tree. This means that the probabilities that

the top-level Bloom filters do not return a false positive provide an upper bound

on the probabilities that any of their children do not return a false positive. As

such, we can set q = t, where t is the number of top-level nodes, since a complex

query has to look at all top-level nodes, and in many cases their children as well,

to find all matching intervals.

Figure 4.7: The output represents the false-positive rate of a query fpq in

terms of fp (displayed as f here) and different values for q.

Figure 4.8 shows how the value of q impacts the false-positive rates of single

Bloom filters, assuming fpq = 0.0001. From this figure, we can see that supporting

a greater number of top-level nodes (in this case q) requires smaller false-positive

rates for the q Bloom filters. Since top-level Bloom filters can already answer

several order-based queries, we would still like to have as many of these as we

can fit in memory. However, the memory complexity increases as a consequence.
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Figure 4.8: The output represents the false-positive rate fp required for

single Bloom filters given fpq = 0.0001 and different values for q.

Since M is the maximum available memory assigned to the data structure,

the size of the bit arrays of all the Bloom filters in the tree must be less than M .

This constraint is given by the following equation, where T represents the total

number of nodes in the tree.

T ·m ≤M (4.6)

The total number of nodes in the tree T can be calculated by multiplying the

total number of sub-trees, given by the top-level nodes t which form their roots,

and the total number of nodes in each sub-tree d.

T = t · d (4.7)

The total number of sub-trees t can be determined by dividing the total number

of leaves L by the number of leaves in each sub-tree l.

t =
L

l
(4.8)

Note that the total number of leaves in the tree is equal to the expected size

of the stream divided by the count-based window size C that splits the stream

into different leaves. Since these are both input parameters, L can be determined

entirely from the input.

L =
N

C
(4.9)

The number of leaves l per sub-tree t depends on the height of the tree h.

Assuming a binary fanout and a fully-merged sub-tree, l can be determined as

follows.
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l = 2h−1 (4.10)

Using the height of the tree h, we can also determine the total number of

nodes in a single sub-tree using the following equation.

d =
h−1∑
i=0

2i = 2h − 1 (4.11)

Equation (4.7) can now be rewritten as:

T =
(2h − 1)L

2h−1
(4.12)

From Chapter 2, we know that m can be calculated as follows.

m ≥ −n ln fp

(ln 2)2
(4.13)

Replacing the formula for fp (4.5) into the formula above gives us the follow-

ing equation. Note that we replaced q with t = L
2h−1 from (4.8) and (4.10).

m ≥ −n ln (1− L
2h−1

√
1− fpq)

(ln 2)2
(4.14)

The memory constraint can then be rewritten as follows.

−(2h − 1)L

2h−1
· n ln (1− L

2h−1

√
1− fpq)

(ln 2)2
≤M (4.15)

Given this constraint in (4.15), we now want to maximize q = L
2h−1 to provide

as many order-of-arrival distinctions at the top of the tree as possible.

Note that the equation above depends on the distinct number of elements that

will be hashed to a Bloom filter. Since n is maximal for top-level nodes, we now

determine the expected number of distinct items in a top-level node based on the

number of leaves in its sub-tree. Since a top-level node has l = 2h−1 leaves and

each leaf consists of C items, then we have n̂ = 2h−1C non-distinct items in the

leaves of a sub-tree. To determine the expected number of distinct items after

having seen n̂ = 2h−1C items in the stream, we note that in many streams the

different events are not distributed uniformly. One of the most common distri-

butions for data streams is the power law distribution, and more specifically the

Zipf distribution [32]. Given that many datasets that follow Zipf’s Law are also

found to follow Heap’s Law [33], which is used to determine the vocabulary given

a collection of tokens [34], we can use Heap’s Law to estimate the number of dis-

tinct events n in a sub-tree, after having seen n̂ events. Heap’s Law is given by
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the following formula, where 30 ≤ K ≤ 100 and β ≈ 0.5 [34]. For the rest of the

equations we assume K = 60 and β = 0.5.

n = K(n̂)β = K(2h−1C)β (4.16)

We then get the following constraint, in which only the height of the tree h is

a variable.

−(2h − 1)L

2h−1
· (60(2h−1C)0.5) ln (1− L

2h−1

√
1− fpq)

(ln 2)2
≤M (4.17)

We then solve q = L
2h−1 for h under the constraint above, which gives us the

total number of top-level nodes. Once we have obtained h we can calculate m

using (4.14) and k using the equation below from Chapter 2.

k = ln 2 · m
n

(4.18)

For both m and k we use the distinct number of events n obtained by (4.16).

Figure 4.9 shows how the total storage M (in bits) grows under different

heights of the tree, for fpq = 0.0001 and N = 1, 000, 000 events.

5 10 15 20
h

2×1010

4×1010

6×1010

8×1010

1×1011

Figure 4.9: The output represents the total memory (in bits) required to

store N = 1, 000, 000 events with fpq = 0.0001 given different heights h.

Since the false-positive rate fpq of a query depends on the length of the query,

which is determined by the number of arguments, the number of top-level nodes

that are probed q grows with the length of the query. For a query SEQ(A,B,C,D)

of length four, we probe the Bloom filters twice for every pair. Since there are

three pairs in this query: SEQ(A,B), SEQ(B,C), SEQ(C,D), the q Bloom filters

have to be probed six times. We therefore solve for h using q = 6L
2h−1 instead of
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q = L
2h−1 and calculate the appropriate values for k and m, using the technique

described above.

4.4.2 Running Time Analysis

The running time complexity of the resulting data structure can be split into three

main parts: insertion, merging, and querying. The insertion of an item from the

stream takes O(k) time as it needs to be hashed using k hashing functions. Since

this is done for N events, insertion takes O(kN) time in total. Whenever C items

are processed, a node is created for the Bloom filter and any eligible nodes are

merged to form a new node in a level higher up the tree. For any leaf with Bloom

filter bfi with i ∈ [0, L], N−C(L−i)
C

leaves have been inserted into the tree before it.

Therefore, the worst-case cost of merging is
∑L

i=0
N−C(L−i)

C
·O(m), as the merging

of two bit arrays takes O(m) time and in the worst case all nodes may need to

be merged. Note that this ignores any fully-merged nodes. Finally, the cost of

querying is determined by the type of query, its length, and the level at which

we can answer it. For each pair of arguments, every Bloom filter that is probed

in the process is queried twice: O(2q). However q can vary greatly depending

on the query. In the absolute worst-case, when answering a complex query that

requires us to return all intervals, we may have to walk down to the leaves for

every possible leaf and perform two Bloom filter probes of O(k) per level on the

path down to the leaves. We then have to repeat this for each possible pair. Let

p be the number of pairs in a query, then the absolute worst-case running time is

O(pL · log2 d), if every pair of leaves contains a match. For this reason, the solution

should only be used to return all intervals for patterns that can be considered rare.
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Chapter 5

Experiments

This chapter compares the solution proposed in this report to the exact Complex

Event Processing method proposed by Mavroudopoulos et al. [25]. It further con-

tains experiments using synthetic datasets that analyze the time needed to con-

struct the data structure as well as answer different types of queries on datasets

of varying lengths. Finally, it provides a discussion of the results.

5.1 Comparisons to Exact Solution

5.1.1 Experimental Setup

The goal of the following experiments is to demonstrate how the approximate

solution proposed in this report compares to exact pattern matching solutions in

terms of the time it takes to respond to queries. To this end, we compare our solu-

tion to the solution proposed by Mavroudopoulos et al. [25], which aims to detect

sequences of events in event log files. The primary reason why we compare to this

work is because it also focuses on providing fast answers to arbitrary queries over

the full dataset, whereas other solutions may be optimized for continuous solu-

tions instead. It further is one of the most recent contributions in the field of

Complex Event Processing, and has shown to be significantly faster at answering

longer skip-till-next sequence queries than SASE [5], which is considered state-of-

the-art. Mavroudopoulos et al. [25] support sequential pattern matching under

the strict-contiguity and skip-till-next selection policies. Since the results of our

relaxed definition of strict-contiguity will differ greatly from the results of those

that return matches according to the original definition, we will only compare

queries that are evaluated under the skip-till-next selection policy. Furthermore,

as [25]. do not support any operators outside of the sequence-operator, we shall
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also limit our queries to those that only test for sequence matches without special

operators such as AND, OR, and NOT.

All experiments described below were conducted on a machine running Ubuntu

20.04 (LTS) x64 with 2 2.7GHz vCPUs and 16GB of RAM.

5.1.2 Datasets

For the datasets, we use the two largest real-world datasets that [25] use in their

experiments, which are from the Business Process Intelligence (BPI) challenges

by 4TU [35]. The first and largest dataset is that of the BPI 2017 challenge [36],

which consists of 1,202,267 events relating to a loan application process of a

Dutch financial institute. The second dataset is that of the BPI 2020 Challenge

[37], which consists of 36,796 events relating to travel expense claims from a

university. Both event logs are in eXtensible Event Stream (XES) format, which

is an XML-based standard for event log files that is commonly used in the field

of process mining [38]. Each XES-file can be regarded as single log that consists

of traces, which in turn consist of events. Traces group the events according to

certain characteristics. For example, in the case of the BPI 2020 dataset, each

trace represents a single travel expense claim and the events comprise of steps

taken to process a claim. Below is an excerpt of an event from a trace in the BPI

2020 dataset [37].

<event>

<string key="id" value="st_step 149911_0"/>

<string key="org:resource" value="STAFF MEMBER"/>

<string key="concept:name" value="Request For Payment

SUBMITTED by EMPLOYEE"/>

<date key="time:timestamp" value="2017-01-12T14:52:53.000+01:00"/>

<string key="org:role" value="EMPLOYEE"/>

</event>

From each event, the properties of interest are the name property concept:name

and the timestamp property time:timestamp. The timestamp determines the

temporal order of events, and the name is the event’s identifier in queries.

5.1.3 Comparison

The solution proposed by Mavroudopoulos et al. [25] starts with a pre-processing

step to extract special indexes of the form {traceid, timeA timeB} for each pair of
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consecutive events (A,B) in a trace. Here, traceid represents the trace in which

both events took place and the times indicate the timestamps at which the events

occurred. These indexes are stored in the key-value database Cassandra [39].

The query executor then uses the resulting indexes to construct a response to

sequence detection queries. It is important to note that Mavroudopoulos et al.

only detect sequences in a single trace, with no overlaps between traces. This

means that if an event A occurred in trace0 and an event B occurred in trace1,
then they would not be able to detect the sequence SEQ(A,B) by analyzing the

events in the consecutive traces trace0 and trace1. This poses a problem, as our

solution is aimed at detecting pattern matches over larger ranges of events, and

we fail to detect pattern matches between events that all hash to the same Bloom

filter. If the number of events in a trace is small, such as in the case of BPI 2020,

which has a mean of 5.3 events per trace [25], then we cannot detect any of the

pattern matches [25] can detect. Likewise, [25] cannot detect any of the patterns

our solution can detect. However, this problem only occurs if we read the original

file as an input stream, and assume the events of all traces are ordered in terms

of increasing timestamps. This generally is not the case for event logs of business

processes, as an event belonging to a trace is often temporally followed by an

event that occurs in a different trace. For example, in a business process of a

web-shop, where each trace represents a separate order, a simplified and fictional

event log could look as follows.

<trace>

<event>

<string key="concept:name" value="Order placed for item #1" />

<date key="time:timestamp value="2021-01-01" />

</event>

<event>

<string key="concept:name" value="Item #1 sent" />

<date key="time:timestamp value="2021-01-05" />

</event>

</trace>

<trace>

<event>

<string key="concept:name" value="Order placed for item #10" />

<date key="time:timestamp value="2021-01-02" />

</event>

<event>

<string key="concept:name" value="Item #10 sent" />
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<date key="time:timestamp value="2021-01-10" />

</event>

</trace>

Here, the timestamp of an order for item #1 (2021-01-01) is not temporally

followed by item #1 being sent (2021-01-05), but is instead followed by an order

for item #10 (2021-01-02). We therefore pre-process the event log file and order

the events according to increasing timestamps.

As described earlier, [25] detect sequences per trace instead of over the com-

plete dataset, whereas our solution will find matches over combined traces. Mod-

ifying the event log file to include all events in a single trace was not found to be

a reliable option for comparison as the solution by Mavroudopoulos et al. [25]

was not optimized for this, and was further found to return only a single match-

ing sequence per trace. To provide a fair comparison between the two solutions,

we therefore use two different approaches when querying the event log using our

solution.

• Approach 1: This approach returns all matching sequences over the full

dataset, thereby ignoring the traces events belong to. This approach will

return more results than that of [25].

• Approach 2: This approach conforms our solution to the use case of de-

tecting sequences of events in traces. To this end, we pre-process the event

log file and append a unique trace identifier to the name of each event as

follows: traceid-event-name. When querying for a sequence of events SEQ(A,
B), we then perform a query SEQ(Ai, Bi) for each i ∈ [0, τ ], where τ is the

total number of traces in the event log file. The time taken to execute the

query is then the sum of the times taken to run the queries for all traces.

The experiments are conducted as follows. For each dataset, we generate

100 queries of different lengths, ranging from 2 to 8 events, and repeat each

experiment 10 times. The results of running the experiments on the BPI 2020

[37] dataset are shown in Table 5.1, and the results of identical experiments on

the BPI 2017 [36] dataset are shown in Table 5.2
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Query Length Mavroudopoulos et al. Proposed Solution (Approach 1) Proposed Solution (Approach 2)

2 0.0143s 0.0040s 0.0362s

3 0.0481s 0.0032s 0.0309s

4 0.0749s 0.0031s 0.0320s

5 0.1896s 0.0029s 0.0307s

6 0.3024s 0.0029s 0.0295s

7 0.4468s 0.0025s 0.0308s

8 0.6800s 0.0021s 0.0318s

Table 5.1: BPI 2020 - Average query time (per query) of the solution

proposed by [25]. compared to the solution proposed in this report, under

different query lengths.

Query Length Mavroudopoulos et al. Proposed Solution (Approach 1) Proposed Solution (Approach 2)

2 0.07654s 0.0705s 4.6239s

3 0.27445s 0.0668s 4.3471s

4 0.63936s 0.0665s 4.1347s

5 1.24048s 0.0644s 4.5579s

6 2.12963s 0.0644s 4.5179s

7 3.46484s 0.0619s 4.6149s

8 5.37686s 0.0585s 4.2729s

Table 5.2: BPI 2017 - Average query time (per query) of the solution

proposed by [25]. compared to the solution proposed in this report under

different query lengths.

The results above show that the exact solution by [25] takes longer to process

a query as the query length increases, whereas the query time of our solution

remains fairly constant, and even shows a slight downwards trend as the length

of the query increases. This is not immediately the behavior that was expected,

as the running time complexity generally increases as the complexity of the query

increases. We therefore perform additional experiments using our solution to

determine the cause as well as verify the validity of the results. Figure 5.1 shows

two plots using data obtained from repeating the experiment on the BPI 2020

dataset using our standard approach to querying, Approach 1. Figure (a) contains

the average time taken per query, and (b) shows the average number of events

that were returned. There appears to be a small correlation between the number

of events that are returned and the time it takes for our solution to process a query.

The same experiments were repeated using the BPI 2017 dataset. The results

of this experiment are presented in Figure 5.2 and show similar results. These

results could be explained by the fact our solution can quickly discard queries

that will not result in a match by looking only at nodes in the upper levels of

tree. However, the correlation may also simply be caused by conditions within

45



the running environment of the program. Further experiments are therefore done

using queries with an even larger query length. The results of this experiment,

which were performed using the BPI 2020 dataset, are shown in Figure 5.3. In

this experiment the query length range has been increased from 2-8 to 2-20. This

figure shows a clearer correlation between the running time and size of the result

set.
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(a) The average time per
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Figure 5.1: A decrease in query times as the number of returned results

decreases, using the BPI 2020 dataset.
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Figure 5.2: A decrease in query times as the number of returned results

decreases, using the BPI 2017 dataset.
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Figure 5.3: A decrease in query times as the number of returned results

decreases, using the BPI 2020 dataset, but with a larger range of query

lengths the the figures above.

5.2 Performance Analysis Using Synthetic Data

The datasets of the BPI challenges [35] used above are limited in that the num-

ber of distinct events is incredibly small (19 for BPI 2020 and 26 for BPI 2017),

as well as the size of the datasets (36,796 for BPI 2020 and 1M for BPI 2017).

It is therefore interesting to analyze how our proposed solution works on larger

datasets with a greater number of distinct events. It is further also interesting

to analyze how the different operators described in Chapter 4 perform under dif-

ferent conditions. To this end, we generate synthetic datasets by concatenating

various public domain books from Project Gutenberg [40]. As described in Chap-

ter 4, data streams are often said to have a Zipfian distribution, which is often

also inherent to written text. These synthetic datasets are therefore more likely

to mimic real-world streaming data. Each word in the resulting file is treated as

an event in the data stream. Table 5.3 shows the properties of the datasets used

within the following experiments.

Dataset Name Total Size Distinct Items

D1 511,178 30,439

D2 2,489,295 38,793

D3 5,489,709 52,451

D4 1,705,977 87,130

Table 5.3: Properties of the synthetic datasets.

47



5.2.1 Construction Time

We first analyze how long it takes to construct the data structure under datasets

of different sizes. This experiment was repeated 100 times per dataset and the

resulting average values are shown in Table 5.4. The configuration of the data

structure is based on the following input values: M = 2GB, N = total size of the

dataset, C = 100, fpq = 0.0001, and s = 3. These settings will be used for all of the

experiments in this section. Note that the data structure is continuously updated

as events arrive. These construction times are therefore only an indication of the

possible construction and update overhead.

Dataset Name AVG Construction Time

D1 4.58s

D2 11.09s

D3 51.04s

D4 14.78s

Table 5.4: Average construction times of the data structure.

5.2.2 Query Types

We now look at how different types of queries perform under the different datasets.

For these experiments we run 100 random queries of length 3 and repeat each ex-

periment 10 times. All queries are configured to return all matching intervals and

are evaluated under both the strict-contiguity as well as the skip-till-next selec-

tion policies. The different query types are shown in Tables 5.5 and 5.6 below.

Here, the events A, B, and C are replaced with randomly generated events from

the dataset at runtime. The values presented in the tables are the average query

times per query. Table 5.5 shows the query times under the strict-contiguity selec-

tion policy and Table 5.6 shows the results under a skip-till-next selection policy.

Query Type AVG Time / D1 AVG Time / D2 AVG Time / D3 AVG Time / D4

SEQ(A, B, C) 0.001s 0.005s 0.015s 0.003s

SEQ(A, OR(B, C)) 0.013s 0.045s 0.083s 0.004s

SEQ(A, AND(B, C)) 0.003s 0.008s 0.025s 0.004s

SEQ(A, NOT(B), C) 0.002s 0.004s 0.010s 0.002s

Table 5.5: Query evaluation under strict-contiguity.
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Query Type AVG Time / D1 AVG Time / D2 AVG Time / D3 AVG Time / D4

SEQ(A, B, C) 0.015s 0.266s 1.650s 0.029s

SEQ(A, OR(B, C)) 0.037s 0.944s 6.421s 0.043s

SEQ(A, AND(B, C)) 0.023s 0.562s 3.510s 0.029s

SEQ(A, NOT(B), C) 0.012s 0.212s 1.051s 0.018s

Table 5.6: Query evaluation under skip-till-next.

5.3 Discussion

We now provide a discussion of the results from Sections 5.1 and 5.2. The goal

of the experiments in Section 5.1 was to determine how the solution compares to

a method that provides exact answers to sequence detection queries. The results

are promising, as even the most inefficient approach taken to answering queries

(Approach 2) can still compete with the solution of [25]. Our original approach,

which constructs all possible matches by ignoring traces, provides quite a signifi-

cant improvement over the exact solution. Where the exact solution gets slower

as the length of the query grows, our solution becomes slightly faster, as it can

quickly detect when a pattern cannot be matched. It is further interesting to see

that the complexity of our solution is not determined by the complexity of the

query, but by the number of results that match it. However, while the results on

real-life event logs with a very small number of distinct events look promising,

datasets with a much larger vocabulary make the solution slower.

The experiments in Section 5.2 were aimed analyzing the behavior of the data

structure and queries under a dataset that more closely resembles actual stream-

ing data. While the results are a little slower than for the BPI datasets, they are

still reasonable. A closer look at the returned results (not presented here) showed

that the more expensive queries, such as SEQ(A, OR(B,C)) under the dataset D2
had quite a high number of matching results, whereas faster queries such as

SEQ(A,B,C) under strict contiguity returned some of the smallest result sets. It

is further interesting to see that the operators used in a query pose no real differ-

ence to the query time, except for the OR-operator which can be explained by the

fact that it matches more results than other operators.
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Chapter 6

Conclusion

The goal of this thesis was to approximate answers to pattern matching queries

over big data streams, as is common in the field of Complex Event Processing [3].

A solution that provides an exact answer to such queries must generally either

store or process the full data stream in search for matches. An approximate solu-

tion, that consists only of a small summary of the underlying data, could provide

answers significantly faster. Since pattern matching queries assume an underlying

temporal order between events to detect when events occur in sequence, our goal

was to build an approximate data structure from which the underlying temporal

order of events can be inferred. To this end, we proposed to split the stream into

small windows of events, that each hash to a different Bloom filter. These Bloom

filters are then stored in a tree-based structure to provide fast answers to pattern

matching queries. An event B that is hashed to the right of a node that contains

an event A is assumed to have occurred at a later timestamp than A. Pattern

matching queries can then be answered by comparing the temporal order of the

events in the query. The resulting data structure is flexible, as it can support sev-

eral operators that are common to pattern matching. It has further shown to be

faster at detecting patterns than [25], which is one of the latest works in the area

of Complex Event Processing. We now discuss the limitations of the solution and

provide areas for future work.

Limitations

Even though the solution presented in this report is faster than the exact solu-

tion of [25], several shortcomings of our solution limit its usefulness for Complex

Event Processing. First, as described in Chapter 2, Complex Event Processing so-

lutions such as SASE [5] extract the matching sequences of events in the stream,
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such that they can be analyzed further elsewhere. However, it is not possible to

reconstruct the original sequence of events using our approximate solution. A sec-

ond limitation of our solution is that it only finds matching events whose names

correspond to the event names provided in the query. Solutions such as SASE

allow the user to limit the matching events further by filtering out events that do

not match predicates on the attributes of events. Since our solution cannot asso-

ciate attributes with events, it cannot provide the same flexibility as exact pattern

matching solutions. However, if events are known to have specific attributes, then

we can concatenate these attributes’ values to the event’s name. The second ap-

proach described in Section 5.1, where we concatenate the trace ID to the event’s

name, is an example of this. While this technique allows us to find events that

match a specific attribute, it no longer allows us to query events without provid-

ing a specific value for the attribute. Furthermore, the attributes of events are not

only filter out data, but they can also provide valuable information regarding the

cause of an anomaly. For example, if a pattern matching query detects a sequence

of a events that could signal fraud, then it would be meaningful to view attribute

values that could indicate who was involved. Thus, the solution described in this

report may not be suitable for all Complex Event Processing scenarios.

Even though our solution may not be suitable as a standalone Complex Event

Processor, it can be meaningful in combination with other persistence methods

that are too expensive to query in search for patterns. For example, if stream-

ing data is backed up to secondary storage, then finding the matching intervals

of a pattern using our solution can make it much more efficient to the retrieve

persisted data.

Another limitation of the solution is the storage space it requires. While the

solution uses less storage than would have been the case if the full data stream

were stored, the number of Bloom filters it requires is still linear in the num-

ber of events in the stream. This space requirement may be too much for many

applications, especially if the solution is limited to running on a single machine.

Future Work

As described above, the space complexity of the current solution may grow un-

bounded with the size of the stream. It would therefore be interesting to incorpo-

rate time-decay models, such as the sliding-window model described in Chapter 2.

Another option for future work is related to the smart configuration of the Bloom

filters, as it now relies on the user predicting what the full size of the stream will
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be. It would be interesting to make use of learning algorithms that analyze the

stream as it arrives and bases its configuration on statistics and other character-

istics of the stream seen thus far. Finally, as Complex Event Processing currently

relies on exact solutions, it would be interesting to find other sketches that can

efficiently detect patterns over streams, preferably using even less storage space

than the sketch provided in this report.
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