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ABSTRACT

Hypermedia applications are specific and mostly complex software systems. The navigational
and presentational aspects of these applications require a different approach towards the
development process than the development of traditional applications. The specific needs
cause a shift of importance in the traditional development phases.

In this paper a methodology is presented for hypermedia system development based on the
Unified Modelling Language (UML). UML is chosen because it is a widely accepted standard
in modelling software applications. The presented methodology tries to capture the full life
cycle of a hypermedia application by defining the workflow of the development process in
terms of artefacts, tasks and actors.

The project was carried out as a research project by the order of 1eEurope NL to structure
their development process. leEurope is a pan-European concern that develops e-business
solutions for multinationals and implements Internet-related technologies for government
agencies and non-profit organisations.
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1 INTRODUCTION

Hypermedia applications are specific and mostly complex software systems. The development
of hypermedia applications differs from traditional software system development in that many
people with different skills, such as multimedia designers, programmers and authors, are
involved. Another main difference in their development is the increased role of the users of
hypermedia applications, which adds more requirements to applications. Furthermore
hypermedia systems tend to evolve from small into large applications that are very hard to
maintain. Maintenance is a very important part in the life cycle of hypermedia development.
However, little support is provided for structuring and modelling the specific properties of
hypermedia systems.

There are some methodologies that cover part of the life cycle of the hypermedia development
process. Some are based on entity-relationships models, such as HDM [GARZ93] and RMM
[ISAK95]; others are based on object oriented models, such as OOHDM [SCHA98] and
SOHDM [LEE98]. More recent proposals are based on the Unified Process [JACO99] and
extend UML [OMG99]. Where Conallen [CONA99] focuses on the architecture, Baumeister,
Koch and Mandel [BAUM99] propose a more model-based approach. Koch [KOCHO0]
presents a methodology that covers the full life-cycle of hypermedia systems development.

In this paper a methodology for the hypermedia systems development is proposed, based on
the UML extensions proposed by Baumeister et al. [BAUM99]. UML is chosen because it is a
widely accepted standard in modelling software applications. The extension of Baumeister et
al. is chosen because it covers the conceptual, navigational and presentational aspects of the
hypermedia application. Furthermore the roles to be played and tasks to be performed in the
development process will be defined as well as the deliverables of each step in the
development process.

Chapter 2 will discuss the life cycle of a hypermedia application and the difficulties that are
encountered when developing such an application. In chapter 3 an extension of UML is
presented, which allow hypermedia designers to model specific properties of hypermedia
applications. The extension is illustrated with an example of a web based book shop. Using
this extension requires a somewhat different approach towards designing and developing a
hypermedia application. In chapter 4 a methodology is proposed, which offers a systematic
approach towards hypermedia application development. Chapter 5 will present some
conclusions and remarks towards the use of this methodology.

As an example we show the design process of a web shop. The shop lets you browse through a
product catalogue. The user can also search the catalogue by title and author. On browsing
the users can put products in the Shopping Cart. When the user has finished shopping, he can
order all products that he has put in the Shopping Cart.



2 LIFE CYCLE OF (HYPERMEDIA) SYSTEM DEVELOPMENT

2.1 INTRODUCTION

The life cycle of hypermedia system development differs from the traditional software
development life cycle by a shift in the importance within the different phases. For instance, in
hypermedia system development the user interface plays a more important role. And as
hypermedia systems evolve from small applications into large applications, maintenance
plays a far more important role in the life cycle. In this chapter the life cycle of a hypermedia
system is discussed, pointing out the differences with traditional software systems.

The life cycle of a software system can be roughly divided into five main phases:

Analysis
Design
Realisation
Introduction
Maintenance

In the analysis phase a specification is made of the demands, wishes and expectations the
customer/user has towards the application. Furthermore an evaluation is made of the
environment in which the application has to perform its tasks and an evaluation of currently
used applications or work processes, which have to be replaced or improved by the
hypermedia application.

In the design phase the application is designed and modelled. The first step in the design
phase is make a description of the behaviour of the application and its environment. This
description is a transitional phase from the analysis towards a technical design. The technical
design is a formal way to model the application to be implemented. Together with a detailed
time schedule the technical design forms a blueprint for the realisation phase.

The realisation phase is the phase in which the application is physically build. The models
created in the design phase are converted into code. After implementing the models, the
generated code is subdued to a number of tests, which are performed to check whether the
implementation satisfies the requirements captured in the analysis phase.

During the introduction phase the application is introduced in the environment it has to run
and is tested by a group of end users after receiving training. In this phase it is verified
whether the application matches the requirements and expectations of the end users. The tests
performed by this group of end users often result in additional requirements, which also have
to be implemented. After successful results, the application is accepted and will be released,
and the development process now enters the maintenance phase.

In the maintenance phase adjustments are made to the application and additional
functionalities are added. Every time additional functionalities are added, the four previous
phases are executed again. So the maintenance phase can be viewed as consisting of a



succession of system developments. As stated earlier, hypermedia systems often evolve from
small into large applications and therefore require a lot of maintenance. Not only more
functionality is added, content and lay out changes occur constantly, requiring different
functionalities as well.

2.2 ANALYSIS

The first phase in the life cycle is the analysis phase. The main goals of the analysis phase are
to capture the requirements towards the application and to get a clear vision of the desired
result. Based on this analysis, the risks can be assessed and a rough planning of the project
can be made, so a decision can be made whether to continue with the project or not.

In this phase it is important to gather the necessary information. As the representation of
information plays a more important role in hypermedia development than in traditional
development, a thorough understanding is needed of the following issues:

what kind of information has to be shown

in what way should this information be presented

in what way changes this information in time

what is the relationship with other pieces of information

Often a hypermedia application replaces another (traditional) application or some working
process. By carefully analysing this application or process, an understanding of the
application to be built can be obtained. The properties, oddities and problems from the
original application or process have to carefully studied, as the hypermedia application has
to replace or improve the functionalities from the original application.

Other important factors are the people and resources involved. Hypermedia design differs
from traditional design in the amount and diversity (of categories) of people that are involved
in the development, like end users, software architects, software designers, software
developers, graphical designers, project managers, marketing and sales people, providers etc.
They all need and provide resources like information, expertise, tools and hardware. A clear
vision of why, when and how long they are involved, is the key to a sound project planning
which is one of the main deliverables of the analysis phase together with a risk and cost
analysis.

All this information is gathered and analysed with one goal: to be able to make a decision
whether to continue with the project. The go/no-go decision is in fact the milestone for the
analysis phase. This milestone is preceded by verification. Verification is the process of
checking and analysing the information gathered. When verification is successful, a decision
will be taken to continue or not, which could be called validation. Verification and validation
is done at the end of each step in the process. A successful verification leads to validation and
marks the finishing point of a step in the process.



2.3 DESIGN

The second phase of the life cycle is the design. This phase is divided into three sub-phases:
functional design, technical design and graphical design. The functional design describes the
behaviour of the application in an abstract way. In the technical design the classes and
objects of the problem domain are defined together with classes and objects for technical
infrastructure, which results in a detailed specification of the construction phase. The
graphical design models the presentational aspect of the application.

2.3.1 FUNCTIONAL DESIGN

In the requirements specification made during analysis, the functionalities are described in
terms of concepts. A functional design defines these concepts in a detailed manner, describing
the behaviour of the application in an abstract way. Koch [KOCHO0] distinguishes two sorts
of requirements: functional requirements and non-functional requirements.

The functional requirements describe the behaviour of the application, which can be classified
as:

= Related to the content, e.g. evaluation of user input.

* Related to the structure, e.g. navigation through the content.
» Related to the presentation, e.g. presentation of the content.
= Related to the user profile, e.g. user preferences.

The non-functional requirements describe the properties of the hypermedia application, e.g.
environment constraints, performance, extensibility, etc. Together the functional and non-
functional requirements define the boundaries in which the application has to perform its
tasks, defining the problem domain of the application.

2.3.2 TECHNICAL DESIGN

The technical design can be divided into two subphases. In the first subphase the classes and
objects of the problem domain are defined. The classes and objects are limited to those that
represent concepts recognizable to the customer, excluding those needed for communication,
databases, interface, etc. In the second phase the results of the first phase are transformed
into a technical solution. New classes and objects are to be designed for technical
infrastructure. The classes and objects of the first phase are embedded into this infrastructure.
This design results in a detailed specification of the construction phase.

A big difference with traditional design is the important role of the presentation of
information in hypermedia design. A hypermedia application designer not only should have
technical knowledge, but should also be aware of cognitive issues. And not only the way
information is shown is important, but also the ways that information can be accessed. Users
want easy access to the information they need and do not want to get lost when browsing
hypermedia applications, which will only cause a decrease of interest and an increase of
frustration.



2.3.3 PRESENTATIONAL DESIGN

Presentational design plays a far more important role in hypermedia design than it traditional
design. Where in traditional design lay out was a minor issue of the application, in
hypermedia design lay out is a major issue of the application. Hypermedia applications often
have to satisfy corporate lay-out regulations and rules for the presentation in order to
guarantee a uniform corporate identity. Multimedia objects like images, video and flash
animations put a lot of requirements on lay out and performance.

2.4 REALISATION

The realisation phase is the phase in which the application is physically built. This phase
consists of two subphases: implementation and testing. In the implementation phase the
design models are translated into code. In order to keep control over the implementation
phase, the design is divided into units that can be separately developed and tested. After
successful testing of these units, they are assembled to larger units, eventually arriving at a
complete application.

On completing the application, it is subjected to a number of tests to check whether it satisfies
the requirements defined in the analysis and functional design. A number of tests are
distinguished:

" unit tests
" integration tests
= functional tests

Unit tests regard the classes/objects of the application. Integration tests check the integration
of these units into a correct working subsystem. Functional tests are performed to check
whether the system meets the required functionalities in the development environment.

Figure 2-1 Verification & Testing



2.5 INTRODUCTION

During the introduction phase the application is introduced in the environment it has to run.
A small group of end users verifies whether the application matches the requirements and
expectations of the end users. Errors that occur are fixed and adjustments are made because
functionalities are not satisfying certain requirements and expectations. This is repeated until
the users provide positive results of the acceptance tests. Furthermore the end users receive
training in handling the application. At the end of the introduction phase, the application is
released. All the software, documents, models and user manuals are now completed. Often the
application is evaluated to determine necessary adaptations during maintenance.

2.6 MAINTENANCE

After the application is released, the maintenance phase starts. Additional functionalities are
developed and the application is adapted to changes in the environment and resources.
Whenever the additions or adjustments are considerable, the four previous phases are visited
again, adding a small life cycle within the maintenance phase.

Hypermedia systems are highly evolutionary and therefore require a lot of maintenance.
Hypermedia links cause the appearance of dangling and incorrect links, which must be
avoided. The content and lay out of a hypermedia application usually change constantly,
imposing different requirements on the application. Maintaining a hypermedia application is
therefore a time-consuming process.

At some point in time, the life of the application ends. New technologies and changing work
processes bring different requirements the application cannot fulfil anymore, so it is replaced.

10



3 UML EXTENSION FOR MODELLING HYPERMEDIA APPLICATIONS

3.1 INTRODUCTION

In this chapter a UML extension for modelling hypermedia applications will be shown. In this
case UML is chosen for modelling hypermedia applications because it is a widely accepted
standard throughout the world of software design. This paper is not a discussion whether
UML is the best modelling language for modelling hypermedia applications.

The requirements a UML extension has to meet are discussed first. The design of UML opts
for simplicity rather than completeness. This choice necessitates extensions to UML for
specific uses.

Second, an extension, proposed in Koch [KOCHOO], is discussed. This extension is intuitive
and transparent and builds a model which can be easily implemented. The extension
introduces a navigational and presentational model, which can be derived from a conceptual
model, and will cover typical aspects of a hypermedia application.

3.2 EXTENDING THE UML

There are some requirements towards extensions of UML defined by the definition of UML
[OMGY99]. The definition provides three mechanisms to extend the UML: tagged values,
constraints and stereotypes.

Tagged values are properties which can be assigned to the elements of the UML. Examples of
tagged values are preconditions and postconditions assigned to operations in a class.

Constraints are rules that restrict the semantics of elements of the UML. Constraints are
assigned to classes or objects, or are assigned to relations, constraining the classes or objects
that participate in the relation.

Stereotypes are extensions of the semantics of existing modelling elements. When a stereotype
is assigned to an object, its semantics is replaced by the semantics of the stereotype. The
stereotype can be seen as an modelling element with added or new semantics.

Extending UML is only allowed by these three mechanisms, but there are some additional
requirements towards extensions of UML. Since the UML is based upon an intuitive and
easily understandable diagrammatic notation and this must hold for extensions as well. So the
first requirement is that the diagrams, which are introduced by extensions, are easily drawn
and comprehended.

A second requirement towards extensions is that they can be easily mapped upon other
diagrams. Since UML diagrams are all different views of the same system, the extension is yet
another view on the same system. All these views must be consistent, and together cover all
aspects that need modelling.

11



The third requirement is the implementation of the extension into a modelling tool is easy. If
the extension would be difficult to implement in a modelling tool, it would not only take a lot
of effort just to be able to use the extension for modelling a system, but switching from one
tool to another would be impossible.

The last, but certainly not least requirement towards an extension is that it is transparent. The
semantics has to be crystal clear. If not, the extension would only bring more confusion into
the UML model than structure.

Several UML extensions for hypermedia development meeting these requirements are
available. Conallen [CONA99] presents an extension for Web modelling. This extension is a
set of stereotypes for typical hypermedia objects. However, the extension is more suited for
implementation aspects than it is for designing aspects. Another extension is proposed by
Koch [KOCHOO]. This is a more intuitive approach and focuses more on the navigational and
presentational aspects, which are typical for hypermedia applications.

3.3 AN EXTENSION FOR HYPERMEDIA APLLICATION

The extension proposed by Koch consists of three iterative design processes:

* Conceptual Modelling

= Navigational Modelling

* Presentational Modelling
1
The conceptual model is constructed on the traditional way of building an object-oriented
model, by defining the classes and their relations and their constraints. It is based on
functional requirements described and defined by use cases. Conceptual models are
represented by class diagrams.

Navigational design focuses on the navigational aspects of hypermedia applications and
consists of two models:

» Anavigation space model
= Anavigational structure model

The navigation space model can be derived from the conceptual model. The navigation space
model is a class diagram as well, and it consists of classes which can be visited during
navigation. From the navigation space model the navigational structure model is constructed.
The navigational structure model shows how navigation can be done. For these purposes a
specification is made for an automatic generation of the navigational model out of the
conceptual model.

Presentational design focuses on the presentational aspects of the hypermedia application
and consists of the following:

= Storyboard scenarios
» A static presentational model

12



* Adynamic presentational model

The presentational model is derived from the navigational structure model and the
requirements imposed on the presentation. As the navigational structure shows how can be
navigated towards classes, the presentational model shows what will be shown when
navigated to these classes.

The requirements towards the presentation are represented by storyboard scenarios.
Storyboards are sketches of the lay out of the user interface. Storyboard scenarios are
possible sequences of storyboards, representing navigation through the application. From
these storyboard scenarios a static presentational model is constructed, which model elements
used for presentation. Besides a static presentational model a dynamic presentational model
is constructed, which is a UML sequence diagram. The dynamic presentational model
represents the flow of the presentation.

In this way a sound model can be created in an automated way, covering the specific
properties of hypermedia applications. In the following sections these models will be
discussed and explained by an example. Step by step, from the conceptual model through the
navigational model towards the presentational model, the design will be created.

3.4 THE CONCEPTUAL DESIGN

The conceptual design in UML is created from use cases. Use cases are a modelling
technique in which the requirements are captured. It is built in an iterative process between
designers and the customers/end users and presents the functionalities of the application in an
intuitive manner. Use case models consist of use cases, actors and their relationships.

Product Catalogue

In Shopping Cart

‘ Edit Product
Editor 4 User
Add Product

<

Remove Product

Figure 3-1 An Example Of A Use Case
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An actor is someone or something that interacts with the system. The actors carry out the use
cases. Use cases are a set of actions performed by the system that presents a result to some
actor. Together with a clear definition of the boundaries of the system, the actors and use
cases present a clear requirement specification.

The conceptual design builds a model based on the use cases. The conceptual model is a
graphical representation of the classes of the system and the relations between them. It is a
UML class model. It defines the classes and its attributes and operations and the associations
between them. It also defines the constraints, dependencies and the hierarchical structure.

3.5 THE NAVIGATIONAL DESIGN

The next step is from the conceptual design to the navigational design. First the space in
which can be navigated has to be modelled. A hypermedia application consists of nodes and
links between these nodes. The links are in fact relationships of type ‘navigation’ and connect
‘navigational’ objects or classes. These navigational classes can be obtained from the classes
from the conceptual class model.

Category
-Name
+AddCategory()
+RemoveCategory()
*
1% 1 ¥ ConsistsOf
1.*
Product
‘Number Attributes
-Name > -¥ame
o -1ype
+AddProduct() 1 Has , [
+EditProduct() +AddAtribute()
+ShowProduct() +RemoveAttribute()
+InShoppingCart()
1
ConsistsOf 4
0.*
Item Order
-Quantity 1% 1 -Status
-Total R -Total
-... " -Datum
+AddItem() as e
+Removeltem() +AddOrder()
+ChangeQuantity() +RemoveOrder(}
0.* 0.*
ConsistsOf Al A Makes
1
Shopping Cart Account
Total 0.1 U [ Emaiadress
[ -Password
+AddShoppingCart() N
+RemoveShoppingCart()
+Purchase()

Figure 3-2 Conceptual Class Model
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The second step is to model the navigational structure. The design of the navigational
structure is an often neglected design step. Even small hypermedia applications that have few
nodes often have a complex navigational structure and the complexity increases as the
application grows. The more links there are, the more there can be navigated through the
application. But more navigation certainly does not mean better navigation. Someone
browsing through a complex hypermedia application with a lot of links can easily lose his or
her way in the application.

So by modelling the navigation space and structure, a clear view of the way that can be
navigated to certain information can be obtained. The navigation space is modelled by the
navigation space model and the structure by the navigational structure model.

3.5.1 THE NAVIGATION SPACE MODEL

The navigation space model can be obtained from the conceptual class model, and is also a
UML class model. The navigation space model defines the space in which can be navigated,
thus it models the nodes and the links of the application. Every class of the conceptual model
that can be visited through navigation is a node in the navigation space model. For the
representation of these classes a UML stereotype «« navigational class »» is introduced which
is shown in Figure 3-3.

1

products y
«navigational class»
Product { Attribute=
-Number | -~ self. Attribute}
* -Name -
-/AttributeSet =
-/Category -~ _
+AddProduct() {Category=
+EditProduct() self. Category}
+ShowProduct()
+InShoppingCart()

products .

*
shopping cart
A

«navigational class» «navigational class»
Shopping Cart Order
-Total d -Status
-ItemSet or eri -Total
-... " 1-Datum
+AddShoppingCart() * * e
+RemoveShoppingCart() +AddOrder()
+Purchase() +RemoveOrder()
. A shopping cart orders
*
*
L4 customers

«navigational class»
Account
-Name customers
-Password )
-... *
+Create()
+Destroy()

Figure 3-3 Navigation Space Model
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Each class has the same name as its corresponding class in the conceptual model. Classes of
the conceptual model not needed for navigation are omitted or are represented as attributes
of other classes. The values of the attributes can be computed from the conceptual objects,
which can be done by defining a constraint. The attributes are called derived attributes and
can be represented in UML by a slash (/) before its name. In Figure 3-3 the class Attribute is
reduced to a derived attribute of the class Product.

The associations between these navigational classes represent the links between the nodes in
the hypermedia application. These associations represent direct navigability from one
navigation class to another. Hence their semantics differ from the associations used in the
conceptual model. To represent the direction of the navigation the associations are directed.
This is shown with an arrow attached to the directed end, or maybe two ends if it is bi-
directed. Each directed end is provided with a name and an explicit multiplicity. Associations
of the conceptual model not needed for navigation are omitted.

Figure 3-3 shows the navigation space model for the conceptual model shown in Figure 3-2.
As you can see the navigational space model is a subgraph of the conceptual class model.
Every class in the navigation space model is also a class in the conceptual model.

3.5.2 THE NAVIGATIONAL STRUCTURE MODEL

The navigational space model is a graphical representation of the direct navigation from one
object to another object in the problem domain. It contains no information about how
navigation is done. The navigational structure model defines the navigation and it is based on
the navigation space model.

Navigation between instances of the navigational classes, the navigational objects, can be
performed in several different ways. , i.e. menus and indexes. To distinguish these possible
ways, additional modelling elements are introduced: menus, indexes, external nodes and
navigational contexts. The concept of navigational nodes is introduced to refer to these
modelling elements and the navigational objects.

3.5.2.1 NAVIGATIONAL CONTEXT

The concept of navigational context was introduced in OOHDM by Schwabe and Rossi
[SCHA96] and is defined as a sequence of navigational nodes. It defines links from each
navigational node in a navigational context to a previous and next navigational node in the
same navigational context. Additionally the first and last node or sometimes a circular
navigation are defined. In this way different groupings of navigational objects are possible.
For example, in our web shop the book “The count of Monte Christo” is shown as one of the
“books by Alexandre Dumas” and as one of the “classical books”.

A navigational context is represented by a UML stereotyped object « navigational context »»
and an OCL expression defining the sequence of the navigational objects. There are three
different kinds of navigational contexts: navigational (or simple) contexts, grouped contexts
and filtered contexts. Simple contexts are contexts where all navigational objects of the class
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are grouped together and are ordered by an attribute, for example “all books” ordered by
name.

Grouped contexts are navigational objects grouped by common values of an attribute or
common objects related by an association. For example, “all books by Alexandre Dumas” or
“all classical books”. Grouped contexts are represented by the stereotyped object « grouped
context »>, see Figure 3-4.

« Navigational Context > E>

<« Grouped Context » g

<« Filtered Context »> >

Figure 3-4 Navigational Context

Filtered contexts are navigational objects grouped in the same way as grouped contexts. The
difference between the two is that the common values or objects are assigned dynamically,
usually supplied by the user in a query that is part of the filtered context. For example, “all
books containing the word count”. Filtered contexts are represented by the stereotyped object
« filtered context », see Figure 3-4.

PackageContext l

<« Grouped Context > g

<« cljange »

« Navigational Context NEN

« Filtered Context »» >

Figure 3-S5 Package of Navigational Contexts

The navigational contexts of the same navigational class are grouped together in a UML
package, see Figure 3-5. The contexts in a package are related by associations, which allow
for context changes.
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Context changes are possible for navigational objects that are part of both contexts. Context
change between two navigational contexts is defined by the stereotyped association « change
»», see Figure 3-5. For example, when visiting the book “The count of Monte Christo” in the
context “classical books” one can change to the context of “books by Alexandre Dumas”.

Figure 3-6 shows a navigational context for the navigational class Product.

ProductContext |

by Title =

by Category 4
« crjange »

by Author 4

Figure 3-6 An Example Of Navigational Context for the class Product
3.5.2.2 ACCESS ELEMENTS

Navigational context defined the way to navigate between the navigational objects. Access
elements are defined to represent the way the navigational contexts are accessed. The access
elements are indexes, guided tours, queries, menus and external nodes.

Indexes, guided tours and queries are all sets of objects of the same navigational context,
from which the user selects one. Each object of such a set is an object with a name and a link
to an instance of a navigational class or to an access element. An index is an unordered set of
objects. An index is represented by a stereotyped class « index »>, which is a composition of
classes, see Figure 3-7a. Figure 3-7b introduces a shorthand notation for an index, where the
association is derived from the two associations of the stereotyped class << index »>.

<« Index Class » E
MyIndexClass

MylIndexItent
u 1y MyNavigationalClass
Name:String yNavigationalClass
(a) Index Class

g

—_ 1 MpyNavigationalClass

(b) Shorthand notation for Index Class
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Figure 3-7 Index Class

A guided tour is an ordered set, providing a sequence in which the objects are navigated. The
guided tour is represented by a stereotyped class « guided tour >, which is connected to a
navigational class by a directed association with an {ordered} property, see Figure 3-8.

« GuidedTourClass »EI
MyGuidedTourClass

MyNextItem

{ordered} Name:String

-

MyNavigationalClass D

(a) Guided Tour

*

»

{ordered}

MyGuidedTour

MyNavigationalClass D

(b) Shorthand Notation for Guided Tour

Figure 3-8 Guided Tour Class

A query is a set of objects that are filtered by a query string. The query is represented by a
stereotyped class « query », with a query string as an attribute. When the query is evaluated
it produces a filtered context. Often a query has multiple directed associations. When the
evaluation of the query string leads to one result its navigational object is shown. When the
evaluation of the query string leads to more than one result, the results are first shown in an
index. After selecting one of the index items, the selected navigational object is shown. This is
modelled by using a {or] constraint, so a distinction can be made in navigating to a
navigation class depending on the number of results of the query string, see Figure 3-9.

« Query Class » E
MyQueryClass

0.1

QueryForm 1

Inputfield:String

{xor)

v

MyNavigationalClass

1

».
»

MylIndexClass
(a) Query
0.1
T
[ i v
|
? ! {xor} MyNavigationalClass
{
MyQue}yClass : *
IS T T [
MyIndexClass
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(b) Shorthand for Query Class

Figure 3-9 Query Class

A menu is a set of objects of different navigational context. These are the same objects as the
objects of indices. The only difference is that the name of the object is a constant. A menu is
represented by a stereotyped class <« menu »», which is also a composition of classes, see
Figure 3-10a. Figure 3-10b is shorthand for the stereotyped class « menu ».

«Menu Class » E
MyMenuClass

MyMenulteml
1 Name:String 1
{frozen}

MyMenultem2
1 Name:String 1 —»
{frozen}

MyMenultem3
1 Name:String 1
{frozen}

MyMenultemd4
1 Name:String 1 D
{frozen}

MyMenultem$
1 Name:String 1
{frozen}

-~

MyMenultem6
1 Name:String 1
{frozen}

(a) Menu Class

1

;

1 {xor}
|
] ] 1
MyMenuClass \l—’@
|
1 {xor}
I
1 1)
[}
I
| {xor}
L1 [ 0

(b) Shorthand notation for Menu Class

Figure 3-10 Menu Class
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An external node is a navigational node not belonging to the hypermedia application. It is
represented by the symbol of Figure 3-11.

ExternalNode
Figure 3-11 External Node
3.5.2.3 NAVIGATIONAL STRUCTURE MODEL

The navigational structure model can be derived from the navigation space model by
modelling the navigational context for every navigational class in the navigation space model
and connecting these navigational classes and contexts by modelling access elements between
them. Figure 3-12 shows the result of this derivation from Figure 3-3.

SearchMenu

Search by Title
‘_ Search by Author

Search By Search By
Title Author

11
1]

* T
CategoryMenu Category ] Products By Products By

Title Author

o | | e
* y 1 *

<<NavigationalClass>> D

—_

v*

Product N
Products By [
Category Ordered
Products
InShoppingCart —_
A
Selected
Products
y l
<<NavigationalClass>> [ ] Order | <<NavigationalClass>> [}
Shopping Cart v Order
y y
ShoppingCart _—
Account —
|| Shopping Cant A
rPine Orders
MainMenu
y
Search By .
<<NavigationalClass>> D
Username | 2 > Account
Password 1

Figure 3-12 Navigational Structure Model
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3.6 THE PRESENTATIONAL MODEL

The construction of the navigational structure model does not model presentational aspects. It
models how an object can be visited, but it contains no information about how this object is
presented. All navigational nodes, both navigational classes and access elements, must be
presented to the user.

There are two major presentational aspects: visual and structural. The visual aspects are lay-
out characteristics such as colours, fonts, formats, etc. of the application. As visual aspects
are very hard to model, they are usually designed by drawing sketches. This is usually done
by a multimedia designer rather than a software developer. However rough sketches do not
cover all the aspects of the presentation. To get a more clear vision of the user interface
storyboarding is used. Using storyboarding helps to capture the requirements imposed on the
user interface. Storyboarding is discussed in section 3.6.1.

The structural aspects of the presentation are elements like windows, frames, anchors,
buttons, etc. These structural aspects focus more on the organisational aspects of the
presentation. There are two different presentational models: a static model and a dynamic
model. The static presentational model structures the presentational elements. It tells us what
elements are presented in which view. The static presentational model is a UML class model
and is discussed in section 3.6.2.

The dynamic presentational model models the behaviour of the presentational elements. It
shows how the user interface changes when there was an interaction with the system, typically
done by the user. The dynamic presentational model is modelled by a UML sequence diagram
and is discussed in section 3.6.3.

3.6.1 STORYBOARDING

Requirements towards the visual aspects of a hypermedia application are often captured by
the drawing of sketches. Though these sketches are very useful to get a notion of the look and
feel of the application, they only contain a couple of the relevant elements of the presentation.
To get a clear vision of the elements presented, storyboards are used. Storyboards are a
useful help in defining the user interface, and are an addition to the sketches. Together they
provide a clear vision of the user interface. Another advantage of using storyboards is that
they can be used parallel to the functional and technical design.

3.6.1.1 USER INTERFACE ELEMENTS

The user interface of a hypermedia application consists of a number of user interface
elements. User interface elements are UML stereotyped classes. They all have their own
specializations modelling particular hypermedia interface elements. The user interface
elements are modelled by the following stereotyped classes:

B text

L] « anchor »>»
= button »»
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® <« multimedia >»

<« form >

= <« collection »>»

® <« anchored collection »»
" <« external application »>

The stereotype <« text » models a sequence of characters together with its formatting
information.

The stereotype «« anchor »> is a clickable user interface element with a link attached to it. It is
the starting point of the navigational association described by the link. By clicking on it, one
is navigated from one navigational node to another.

The stereotype <« button > is a clickable user interface element with an action or event
attached to it. By clicking on the button, the action or event attached to it is performed. By
using the button as an anchor, the button also can be used as a navigational starting point.

The stereotype <« multimedia >> models multimedia objects like images, audio, video, flash
animations, etc. They are often associated with other user interface elements to add some
more functionality, such as start and stop buttons for video animations, or images with
anchors to model clickable maps.

The stereotype « form »» is used for modelling user input. A form contains input fields, select
boxes, checkboxes, etc. The stereotype « form »» defines the lay out of the form, the
information presented, evaluation of the input and the triggers of the events.

The stereotypes « collection »> and « anchored collection »>> are both composition classes
used to group user interface classes. A « collection >» is a composition of a set of user
interface elements. The stereotype « anchored collection »» is a composition of a set of
anchors.

The stereotype « external application »»> is used to bring user interface elements of other
applications into the model. Typical external applications are ActiveX components and Java
applets.

These are the most common user interface elements. Additional user interface elements are
easily defined by introducing a new stereotyped class in the same way as the above, or by
composition, or by subclassing on of the above. The user interface elements are presented in
Figure 3-14.

3.6.1.2 THE PRESENTATIONAL CLASS

The presentational class is a UML composite object. The presentational class is a
composition of the user interface elements of the previous section and is represented by a
UML stereotyped class « presentational class »>. An example of the « presentational class >»
is presented in Figure 3-13 and its semantics in Figure 3-14.
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<<Presentational Class>>
Product
°
In =
Shopping Cart Author =
Price =
Description
Product @) .—=""
Image

{this.InShoppingCart}

Figure 3-13 Example Of A Presentational Class

3.6.1.3 USER INTERFACE VIEW

The user interface view is also a UML composite object. The user interface view is a
composition of presentational classes and represented by a UML stereotyped class « user
interface view »>>. The « user interface view > is the window (and its content) presented to the
user. It consists of a number of « presentational classes »» which are typically pages to be
generated. An example of a <« user interface view »» is presented in Figure 3-15 and its

semantics in Figure 3-14.

1

User Interface View

Presentational Class

User Interface Element

T

[

= = ® °® Vd -
Form Text | |Mulimedia| | Button Extemal Anchor
Application
1.* L« L 1. 1*
Lofxar) L fxerdl ) fxa} )™

: Anchored =
e [

Collection Collection

Figure 3-14 Metamodel of the User Interface
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<<User Interface Views>>
Product View
<<Presentational Class>>
MainMenu
Shopping Cart .I [Accoum .I
<<Presentational Class>>
SearchMenu
| ProductSearchForm E,J
<<Presentational Class>> <<Presentational Class>>
CategoryMenu Product
®
Product Image
| Price EI
Description
{this.InShoppingCart}
In . - -
Shopping Cart

Figure 3-15 Example Of A User Interface
3.6.1.4 STORYBOARD SCENARIO

User interface views are very helpful in the communication between the web designer and the
customer. It not only gives the customer a clear vision of the presentation, but it also provides
a means to define the user interface.

By connecting the anchors in a user interface view with other user interface views, the
possible navigation flows are shown. In this way sequences of user interface views are
modelled. The models of these sequences are called storyboard scenarios. These scenarios
give the customer an idea of the navigational flow of the application. An example of a
storyboard scenario is shown in Figure 3-16.
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Figure 3-16 An example of a Storyboard Scenario
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3.6.2 THE STATIC PRESENTATIONAL MODEL

The static presentational model can be build form a combination of the sketches and
storyboard scenarios from the previous section and the navigational structure model. The
presentational model defines where and how the navigational objects and access elements
will be presented to the user in terms of frames and windows. So the designer has to decide
whether he uses frames and framesets and how many and whether he uses multiple windows.

Furthermore he has to specify what the targets of the navigational links are. When there is
only one window and one frame, the result is the storyboard of the previous section. Each
click gives the next user interface view in the sequence represented by the storyboard. But
when there are multiple windows and framesets, the presentation is more complex.

3.6.2.1 MODELLING ELEMENTS

Just as the storyboard the presentational model uses user interface elements. But the
presentational model has some additional modelling elements, that are also modelled by UML
stereotyped classes and associations. These stereotypes are originally defined by Conallen in
[CONA99], but there are some differences. The stereotyped classes are:

"« window >
=« frameset >
"« frame >

=« client page »»>
" <« server page »>>
» <cclient page >
=« server Script »»
» <« client script »»

The stereotyped associations are:

® <« builds »>»

»  <credirects >
= submits »>»
* <« links >

= <cdisplays »
® <« targets »»

The stereotype <« window »» models the concept of a window, which is used to display the
presentational objects. The stereotype <« frame »» models the concept of a frame, in which a
page can be loaded. These two stereotypes are used to specify the location of the
presentational objects. The stereotype «« frameset »> is an abstract class that is used for
composition of frames and other nested framesets, see Figure 3-17.

The stereotypes «« server page »> and <« client page »> are both modelling elements that model

a web page. A client page is generated from a server page. To denote this association the
stereotyped association <« builds »>> is introduced. A « server page »»> contains a number of
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server scripts, written in some server side scripting language like ASP, which generate the
server page. A « client page »>» can contain client side scripting languages like JavaScript.
Server scripts and client scripts are modelled by « server page >> and <« client page >, see
Figure 3-17

Besides client scripts, a « client page >> may also contain user interface elements. The user
interface elements are the same as the ones that are used in the storyboards. The stereotype <«
anchor »» is associated with the abstract class « target »» by the directed association < targets
»». The « target »>» is a generalization of « frame »> and « window »»>, as these are the
modelling elements that can be targeted. The target is associated with an abstract class « web
page >> by the directed association « displays »». The «« web page »> is the generalization of «
client page >> and « server page »>>. The « anchor »» is associated with the <« web page »
through the directed association « links »>. The « web page >» can be associated with itself
through a directed association « redirects »>, see Figure 3-17

The user interface element « form »> can be associated with a « server page »>» by the directed
association « submits >». This association is used to model the action to be taken when the
form is submitted, see Figure 3-17.

redirects

reference

Web Page

T

| | ' !__ol
Server Page Client Page Q Frameset

builds

* * [—Lv—‘ 1>

User Interface
Element

jl T
arget
—D

Window

p—
source

displays

Server Script Client Script Frame

targets

Form LA Anchor

Figure 3-17 Metamodel of the Modelling Elements of the Presentational Model
3.6.2.2 PRESENTATIONAL MODEL

The presentational model is build from the composition of the modelling elements and the
navigational structure model. The modelling elements are integrated into the navigational
structure model, according the composition structure of the metamodel in Figure 3-17. The
navigational objects of the navigational structure model are replaced by web pages. An
example of a presentational model is given in Figure 3-18.
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Figure 3-18 Static Presentational Model

3.6.3 THE DYNAMIC PRESENTATIONAL MODEL

The presentational model presented in 3.6.2 is a static model. It does not tell anything about
the behaviour and dynamics of the presentation. To model the changes on the user interface
when the user interacts with the application, a dynamic presentational model is used. This
dynamic presentational model is also called a Window Flow Model, because it specifies
which frameset, frames and pages are displayed in which window at what time.

The dynamic presentational model is a UML sequence diagram. A sequence diagram is a two
dimensional diagram. The vertical axis represents the time and the horizontal axis displays a
set of objects. As the model specifies the state of the windows, the horizontal axis represents
the windows and the framesets, which are modelled by the « window > and « frame > of

Figure 3-17. Figure 3-19 shows a dynamic presentational model for a sequence of navigation
for our web shop.
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4 AMETHODOLOGY FOR HYPERMEDIA DEVELOPMENT

4.1 INTRODUCTION

Systems development methodologies are defined to help plan, manage, control and evaluate
the development process. By specifying sequences of tasks the development process 1s
organised into controllable parts. But only specifying tasks is clearly not enough. A method
should also provide the techniques that are used when performing the tasks. It also should
define the deliverables of the tasks, the input needed for the tasks and rules and guidelines of
how to perform the task. A sound methodology provides the people involved in the
development process a systematic approach to the life cycle of the application.

Hypermedia systems development differs from traditional software systems development in
that many people with different skills, such as multimedia designers, programmers and
authors, are involved. When developing with such a number of different people, the need for a
systematic approach is even more a necessity to keep control over the developing process. But
there are not many methodologies that cover the life cycle of a hypermedia system.

In this chapter we present a methodology for hypermedia system development. For each
phase of the life cycle, as defined in chapter 2, the tasks to be performed are discussed. But
first we define some terms that are needed in describing the phases.

An artefact is a piece of information needed in the development process. It is created and used
by the actors performing a task.

An actor is a person with certain capabilities to perform one or more specific tasks in the
development process. The actor is not the same as a person. A person can play several roles
of one or more actors in the development process.

A task is a piece of work. Each task has some artefacts as input and output. The artefacts
delivered on output are called deliverables. A task is assigned to an actor who has to perform
this task.

A stakeholder is an actor who is interested in the deliverables of the process. This actor could
be someone not directly involved in the development process.

Each phase in the development process consist of a number of workflows. A workflow is a
sequence of coherent tasks which produces one or more deliverables.

The hypermedia methodology is defined by describing each phase in the above terms. In this
way a detailed specification of the life cycle is created. In the next sections the phases of the
life cycle and its workflows are discussed. Each phase is divided into four sections. The first
section describes the workflow. The second section describes the artefacts of the phase. The
third section describes the tasks and the actors performing the tasks. The last section is g
summary of the previous three.
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4.2 ANALYSIS
4.2.1 WORKFLOW

As discussed in section 2.2 the main goal of the analysis phase is to capture the requirements
towards the application and get a clear vision of the desired result. Capturing the
requirements is probably the most difficult and important task in the development process.
Often the development of an application starts with a vague and not a well thought-out idea,
either as a solution to solve a problem or maybe as something wanted because the technology
is provided. This idea often contains already expectations towards the functionalities of the
application.

Hypermedia applications even create more difficulties, because it’s a fairly new technology
and there’s not much experience in the systematic development of hypermedia applications.
The technologies and resources provided for hypermedia applications change rapidly and
with them requirements, expectations and possible solutions.

To capture the requirements, it is necessary to gather as much information as possible.
Information about the functionalities the application should or should not have. But also
information about the environment in which the application has to perform its tasks. There
are three notions of requirements to considerer:

* Functionality
* Environment
= Expectations

The functionalities of an application describe the behaviour of the application. By defining
what the application should do and what it should not to do, the behaviour can be described
in an abstract way. And by defining what the application should look like and should not look
like, the lay-out can be described. There are several kinds of functional requirements, which
are already discussed in section 2.3.1. Functional requirements are the main input for the
design phase as they tell the designers what has to be designed and what not.

The environment is where the application has to perform its tasks. An application is often
build with the intention to aid in or automating a working process. So when trying to capture
the requirements, it should not be overlooked what the application is meant to do and
certainly not which and how people have to work with it. Other environmental requirements
are those toward performance and environmental constraints. Environmental requirements
are also input for the design phase, but are also of importance when choosing which the
techniques to use in the implementation phase.

The expectations towards an application are perhaps the most difficult requirements to
capture. As the functional requirements describe what the application should and should not
do, capturing the expectations is more about what the application can and cannot do. A
customer often does not know what the technical possibilities are or even the other way
around. The customer thinks something is possible but is not possible because when some
features are implemented other things are not possible. Management of expectations is a very
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important task in preventing disappointment from a customer about the result. Capturing
expectations has nothing to do with design choices or implementations, but are necessary to
make a well founded decision to continue with a project or not.

Management of expectations is not the only thing needed to make a sound decision. When a
clear vision of the desired result is obtained, both a risk and a cost analysis are made. Both
analyses are obvious necessary to be able to make such a decision. Also a rough project
planning is made.

4.2.2 THE ARTEFACTS

The main goal of this phase is to capture the requirements imposed on the application by the
customer. So the most important artefact in this phase is the requirements specification. This
specification can be divided into the following artefacts:

o  Work/Information flow
This is a description or model of the task the application has to perform. It includes a
description of the users involved and a description of the working processes the
application has to replace or support. This description gives a clear understanding of
the business domain problem.

e Use Case Model
The Use Case model is a model of the functional requirements of the application. The
users and working processes identified in the work/information flow are modelled and
defined in a detailed way. This Use Case model is the blue print for the design phase.

e Storyboard scenarios
Scenarios describe sequences of actions performed by actors or the application. The
storyboards are used to show the elements presented to the users. Together they
provide a clear vision of the navigation and presentation of the application.

e Drawing Sketches
As discussed earlier, hypermedia applications often have to satisfy corporate lay-out
regulations and rules regarding presentation. Drawing sketches are made to give an
impression of the look and feel of the application. Often together with these sketches a
document is provided in which the fonts, colours, etc. of the application are defined.

e Environmental requirements
Environmental requirements are non functional requirements imposed on the
application like performance and environmental constraints. Sometimes there are
corporate regulations and rules regarding to software or implementation techniques to
use. These requirements can be recorded in the form of documents which elicit these
requirements.

e [Expectations
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As discussed before, Management of expectations is a very important task in
preventing disappointment from a customer about the result. So documenting the
expectations is a helpful way to keep the expectations in mind when designing and
developing the application.

® Project Plan
The project plan is a detailed planning of the whole project, including a time schedule.
This time schedules consist of the dates deliverables have to delivered, the milestones
and their deadline, and the people involved. It is a blue print for the developing
process.

4.2.3 THE TASKS AND THE ACTORS

As can be told from the number and diversity of the deliverables of the analysis phase, already
a lot of different actors are involved in the analysis phase. Each actor has one or more
specific tasks to perform. However, we will not elicit each actor and the skills needed, but
present the tasks in a chronological way, together with the actor or actors that perform the
task. In this way the tasks and actors are presented in a more detailed presentation that suits
the workflow of the previous section.

The main goal of the analysis phase is to capture the requirements. The analysis phase starts
with an inventory of the demands, wishes and expectations of the customer. This is done by a
business expert, whose expertise is modelling the organisation. The business expert identifies
the actors, use cases and their relationships, called the business domain and produces a
work/information flow model.

Next to the functional requirements, the environmental requirements and expectations are
documented. All requirements towards performance, security, design, software and hardware
as well as budget and time constraints are discussed. These requirements are not always
imposed by the customer. Sometimes required functionalities impose other requirements
towards the application, for example browser versions.

The business expert usually does not have this kind of expertise. The evaluation of the
environmental requirements is performed by a software architect. The software architect is
expert in the construction of software, usually responsible for the technical aspects of the
development process. The architect provides the business expert with information about
technical environmental requirements, which are, together with the budget and time
constraints, the main input for a risk analysis. The software architect is also the actor that
makes an estimation of the time needed for the development of the application.

The last thing needed, before being able to make an offer, is the evaluation of the
requirements towards user interface. As there are two aspects towards user interface, i.e.
presentational and navigational, there are two actors involved. The information engineer is
an expert in information modelling. The engineer knows everything about presenting and
accessing information, such as navigating and searching information. The presentational
aspects are evaluated by the user interface designer, whose expertise is look and feel and
corporate lay out.
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The information gained and evaluated are the input for a cost and risk analysis performed by
the business expert. The following information is now available for the business expert:

What needs to be done?
How needs this to be done?
How long will it take?
What the risks are?

Together this provides the business expert enough information to make the customer an offer,
in which all risks are covered. When this offer is accepted, the project continues with the
capture of requirements, only now in a more detailed way.

The business domain described in the work/information flow model, is now translated into a
Use Case model. The business expert and the customer provide the software architect and the
information engineer with the necessary information to construct a Use Case model. This Use
Case model is used as the input for a detailed project planning. The Use Cases are structured
by the software architect into controllable pieces and put in a certain order in which they will
be designed, developed and implemented.

During the construction of the Use Case model, storyboards scenarios and drawing sketches
are made. The storyboard scenarios are constructed by the business expert and the customer.
The user interface designer designs drawing sketches of the application according to the
requirements imposed on the presentation.

The Use Case model, the drawing sketches, storyboard scenarios and the detailed project
planning are the blue print for the development process. All three are very intuitive methods
for defining the functionalities as they can be well read and understood by a customer. They
have to be validated by the customer and can be seen as a milestone. When the customer has
approved, the project can move on to the phase: the design.

4.2.4 SUMMARY

A

Workflow Tasks Deliverables Actors Stakeholders
Intake & Project intake Specification of wishes, Business Expert
Offer demands, expectations of

the customer

Business domain modeiling Work/information flow Business Expert

Evaluation of functional and | Time estimation and Software Architect Business Expert
environmental requirements | technical requirements UI Designer

Risk and cost analysis Offer Business Expert

‘Milestone %] Validation of the offer by the customer SRR e
Requirement | Use Case Modelling Use Case Model Software Expert
analysis Information Engineer
Storyboarding Storyboard scenarios Business Expert
Customer
Sketching Drawing Sketches UI Designer Business Expert
Planning Project Plan Business Expert Customer |
Milestone - :|-Validation of the Use Case Model; Storyboard Scenarios; Sketches and Project Plan ™ -~ . o
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4.3 DESIGN

In the design phase the application is designed and modelled. The behaviour of the
application and its environment is already described in the requirements specification
delivered in the analysis phase. So this specification is taken as a starting point for the design
phase. As discussed in section 2.3.1 the first step in the design phase is to make a functional
design.

The functional design is defined as a detailed document in which all required functionality
and the look and feel of the application are precisely defined. As discussed in 2.3.1, the
functional design is also done in the analysis phase. The requirements specification describes
the functionality in terms of concepts. The functional design defines these concepts defined in
a detailed manner. The Use Case model produced in the analysis phase provides, together
with the drawing sketches and storyboard scenarios, a precise and complete description of the
functional requirements, and can be seen as the functional design. So we start this phase with
the technical design.

4.3.1 WORKFLOW

Technical design starts with a conceptual model defining the classes and objects of the
problem domain. The conceptual model only considers the objects and classes defined in the
functional design. It models the properties of these objects and classes and the relationships
between the objects and classes. This is often referred to as a data model. It is an abstraction
of the data and the relationships between different types of data. The conceptual model is also
taken as a starting point of the navigational and presentational design.

The navigational design is an often overlooked design step. It requires not only technical
knowledge, but also awareness of cognitive issues. Not only the way how information is
displayed, but also how it can be accessed is a very important issue. As discussed in section
3.5 navigational design consists of two models: the navigation space model and the
navigational structure model.

The navigation space model defines the space in which the information is presented to the
user. It represents the way objects can be visited when navigating the application, and is a
sub graph of the conceptual model. The objects and associations not belonging to this sub
graph are not visible to the user but are present in the background. The navigation space
model is taken as the starting when constructing the navigational structure model.

The navigation space model represents which objects can be visited when navigating the
application. The navigational structure model represents how these objects can be visited. In
section 3.5.2.1 navigational context is defined. The notion of navigational context is
introduced to specify which nodes in the navigation space are made available for the user,
These navigational contexts can be accessed in several ways, for example by indexes or
menus, so access elements are defined. With the aid of navigational contexts and access
elements a navigational structure model can be designed.
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The navigational structure model represents how information can be obtained. But it does not
tell us, what this information looks like. This is done during presentational design. The
presentational design takes the navigational structure model, functional design and the
storyboard scenarios of the functional design phase as input. The navigational structure
model provides input of the objects that are presented to the user. The storyboard scenarios
provide input of the attributes of the objects that are presented and which modelling elements
are used for their presentation. The functional design provides the input of the functionalities
of these modelling elements. The method of how to build a presentational model is discussed
in section 3.6.

4.3.2 THE ARTEFACTS

The technical design consists of the following artefacts:

Conceptual Model

Navigation Space Model
Navigational Structure Model
Static Presentational Model
Dynamic Presentational Model

As these artefacts are the design models already discussed in an extensive way in chapter 3,
they are only enlisted here.

4.3.3 THE TASKS AND THE ACTORS

The tasks that are performed in this phase are the construction of the models enlisted in the
previous section. The first model constructed is the conceptual model. This model is an
abstraction of the objects and their relationship and is often called a data model. It is
constructed by either the software architect or the information engineer. It is however the
responsibility of the software architect, because it is the foundation of the rest of the design. A
poor designed conceptual model leads to a poor navigational and presentational design,
which leads to a poor implementation.

Based on this conceptual model, the information engineer constructs a navigation space
model. The engineer models the navigation space according to the functional design. He then
identifies the navigational contexts in the space model. By adding access elements, like menus
and indexes, the navigational structure model is constructed. This model defines the
navigational structure of the application and is the foundation for the presentational design,
because every navigational object and access element has a presentation.

As the static presentational model defines how the structure is presented to the user, it is
defined by two actors. The information engineer and the user interface designer. The
information engineer first defines how the structure is technically presented to the user in
terms of frames, windows, server script pages, etc. The user interface designer defines the
sizes, colours, fonts, etc. They also construct the dynamic presentation model together in the
same way.
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Verification and validation is also already done on delivering the functional design. The
functional design is the foundation for the other design steps and implementation. So only
after an approval of the functional design of the customer, the design phase is continued. A
second verification and validation is done after finishing the design phase. This time the
technical and presentational designs are validated.

Often the designs do not have to be validated by the customer, because the technical
background of the customer is not enough for a good understanding of the technical design.
But even then, there could be still technical design choices that are of relevance for the
customer, such as the extensibility of the application. So an approval of this kind of design
choices would be recommended. The approval of the presentational design on the other hand
is actually already done by validating the storyboards and drawing sketches.

4.3.4 SUMMARY
D
Workflow Tasks Deliverables Actors Stakeholders
Conceptual Define data model Conceptual Model | Software Architect Information Engineer
Design
Navigational Define Navigation Space Navigation Space Information Engineer
Design Model
Define Navigational Context Navigational Information Engineer | UI Designer
Define Navigational Structure Structure Model
Presentational Define UI Views Static Information Engineer
Design Define Presentational Classes Presentational UI Designer
Define Static Presentation Design
Define Dynamic Presentation Dynamic Information Engineer
Presentational UI Designer
Design
Milestone - . Validation & Verification of the technical & presentational design

4.4 REALISATION
4.4.1 WORKFLOW

The realisation phase is the phase in which the application is physically built according to the
technical design. First a choice of the implementation techniques is done. This choice is often
already done during the design phase, because requirements limit the number of available
choices. Implementation is often done in all phases. In the analysis phase to construct some
sort of prototype. In the design phase to create architectural models. In the introduction phase
to solve errors and in the maintenance phase to do updates.

When implementation has taken place, the application is subjected to a number of tests. In
section 2.4 we already discussed a number of tests:

= [Unit tests

» Integration tests
= Functional tests
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Unit tests are performed after implementing a component. During the unit test the components
it is checked whether the component is error proof and meets its required functionalities.

Integration tests are performed after having finished several components and assembling
them into subsystems. During the integration test it is checked whether the integrated
components are functioning correctly. The last test performed in the realisation phase is the
functional test.

Functional test are performed to check whether the implemented system meets the required
functionalities as they are defined in the functional, technical and presentational design.

All three tests are performed in the development environment using the test documents
produced in the design phase. These test documents can also be used in the next phase when
the customer will test the application. When the functional test is successful the application is
ready to be installed by the customer and the development process moves onto the
introduction phase. When the test fails, the errors and shortcomings are fixed and all tests are
performed again. This iteration is performed until the tests are successful.

4.4.2 ARTEFACTS

During the implementation phase, the following artefacts are constructed:

o Content
Content, like images, txt, etc., is provided by the customer or another content provider.
This content is needed for implementing the application. Delivering the content too
late, often leads to a postponement of the release of the application.

o User interface
The user interface is the implementation of the presentational model. First the images,
buttons, video, etc. are created. These elements are used to construct a user interface
which implements the structure and lay-out of the presentational model.

e Database
The database is implemented from the data model, i.e. the conceptual model. If there
was no requirement imposed on the type of database, the choice is made here.

e Implementation
The implementation is the creation and integration of the components of the
applications. The user interface is extended by dynamic page generations to implement
functionalities. The components are put together into a working application.

e Deployment plan
The deployment plan describes the steps to be taken to a correct integration of the
application into the environment it has to perform its tasks in. The plan consists of
installation scripts, which have to be run to install the application, and installation
documents which describe two this installation scripts have to be performed.
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o User manuals & training documentation
User manuals and training documentation are needed for a successful introduction of
the application. Together with an amount of training, they provide the end users with
the necessary knowledge to handle the application.

o Testing
There are three different kinds of tests: unit tests, integration test and functional tests.
All these tests have their test documents, which are usually checklists of functionalities
and requirements to be checked. Whenever a test fails, an iteration is done in the
implementation phase until the test provides a successful outcome.

4.4.3 THE TASKS AND THE ACTORS

Content is provided by content providers, usually the customer itself. The content provider
provides text, style guides, logos, etc. which the hypermedia designer uses to construct
images, buttons, animations, etc. The user interface designer uses these elements as input to
implement the presentational model into pages, window, frames, etc. that implement the
structure and lay-out of the presentational model.

The implantation of the database is usually done by the software architect or the information
engineer as these actors also design the data model. It can also be done by a database expert,
whose expertise is in implementing data models and databases.

The implementation of the components is done by software developers. Software developers
have the skill to implement a technical design into source code. These components are put
together by a system integrator, who keeps the overview of the components to be built. The
system integrator also performs unit and integration tests whether the components are
working according to their defined functionalities.

The deployment plan is written by the software architect, as this actor is responsible for the
technical aspects, and the system integrator, who provides input based on the tests he
performed.

The user manuals and training documentation is written by trainers specialised in teaching
and training of hypermedia application users. They have good communication skills and
usually a lot of patience.

The last test to be performed is the functional test. This test is performed by the software
architect and the business expert. They check whether the application is working according to
the required functionalities. When the test provides a positive result, the application is ready
to be introduced.
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4.4.4 SUMMARY

Workflow Tasks Deliverables Actors Stakeholders

Content Provide Content Content Content provider UI Designer
Software Developer
Implementation | Hypermedia elements Images, buttons, Hypermedia designer | UI Designer
implementation animations, etc,
User interface implementation | Workable user UI Designer Software Developer
interface
Database implementation Database Database Expert Software Developer
Implementation of the Application Software Developers | System Integrator
components components
Integration Testing of the components Unit test System Integrator
Integrate components Subsystems System Integrator
Testing integration of the Integration test System integrator
components
Deployment Write deployment plan Deployment plan Software Architect
System Integrator
Training & Write user Manuals User manual Trainer Customer
documentation Write training Documentation Training Trainer Customer
Documentation
Functional test Testing the functionalities of Functional Test Software architect
the application Business Expert
Milestone .- Validation & Verification of the documentation and a positive functional test

4.5 INTRODUCTION
4.5.1 WORKFLOW

After a successful functional test in the realisation phase, the application is ready to be
introduced in the environment in which it has to perform its tasks. The introduction phase is
divided into three sub phases

¢ Deployment
e Acceptance
e Training

Deployment is the physical installation of the application in the environment it has to perform
its tasks in. It is checked whether the application is working correctly in this new environment.
This test is not a functional test, but a more general test to check whether it is running.

During this phase a selected group of end users will test the application, which is called the
acceptance test. This group verifies whether the application matches the requirements and
expectations of the end users. Corrections are made as errors and shortcomings occur.

This is also the time in which training is given to the end users and in which the
documentation is corrected and completed. Documents to be delivered include user manuals,
training material and final versions of the design documents. These documents are the same
as the ones delivered in the realisation and design phase, only now they are corrected and
completed.
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When the application is accepted by the customer, it is validated. When validated, the current
version of the software and documentation is released. The development life cycle moves on to
the maintenance phase.

4.5.2 THE ARTEFACTS

The following artefacts are used in the introduction phase:

* Deployment
Deployment is the physical installation of the application in the environment it has to
run. The installation scripts are run according the installation documents produced in
the implementation phase.

* Deployment test
The deployment test is performed after the deployment has taken place. It is a global
test in which certain functionalities are tested. These functionalities guarantee a
working application.

* Acceptance test
After the deployment a selected group of user performs an acceptance test. The
acceptance test is the same as the functional test, only now to check the requirements
and expectations of the end users.

» Training
A group of end users it trained in handling the application. During this training the
knowledge about the application is transferred from the trainer onto these end users.

» Correcting and completing documentation
All documents produced in the design and implementation phase are revised according
to the adaptations made after the acceptance test. So when the acceptance test
provides positive results, the documentation is also up to date.

4.5.3 THE TASKS AND THE ACTORS

The first task in the introduction phase is the deployment of the application. The deployment is
performed by a installation expert. The installation expert is an expert in platforms, database,
etc. He knows how to run the scripts and has the knowledge to solve problems related to the
environment the application is installed in. After deployment he performs the deployment test.

After deployment a selected group of end users perform the acceptance test. The users are a
representation of all end users, each responsible for testing specific properties and
functionalities of the application. This group first receive training in handling the application,
provided by a trainer.

The acceptance test will provide errors. As they are fixed, the documentation has to be
completed and corrected. These correction are made by the authors of the documents.
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4.5.4 SUMMARY

Workflow Tasks Deliverables Actors Stakeholders
Deployment Deployment Installed application Installation expert Customer
Deployment test Working application Installation expert Customer
Acceptance Training Transfer of knowledge | Trainer Customer
End Users
Acceptance test End Users Customer
Documentation | Correcting and completing | All documentation The authors Customer
Milestone - | Validation of the application, provided by a positive acceptance tes
4.6 MAINTENANCE

4.6.1 THE WORKFLOW

After the introduction phase the maintenance phase begins. During the maintenance phase the
application is adapted to:

»  Changing requirements
By using the application, often new functionalities or improvements are required,
because the first implementation needs some adaptation.

*  Changing resources
The change of content may also lead to new requirements towards the structure of the
application. Or external applications supplying resources to the application are
changed.

* Changing environment
The environment in which the application performs its tasks is changed, for example it
is deployed onto another server.

The development of these requirements is a life cycle of its own. The development goes
through all four phases, extending the analysis, design and implementation with the new
requirement. This is often the case with hypermedia applications because they usually evolve
from small into large applications. These life cycles are often described in change requests,
which are a small requirements capture and offer for the development of these requirements,

Maintenance is sometimes also performed by some service level agreement. A certain amount
of service is provided to the customer, such as performance checks and error fixing.

4.6.2 THE ARTEFACTS
The artefacts in the maintenance phase are:
» Change requests

Change request are in fact offers for the adaptation of the application. The change
request is produced the same way an initial offer is produced.
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* Service Level Agreements
Service Level agreements are contracts in which the amount of service provided to the
customer is defined. In these contracts the procedures and type of service are
recorded.

4.6.3 THE TASKS AND THE ACTORS

As change request are in fact offers, the actors which produce the initial offer, produce the
change requests as well. Sometimes, because the changes are only small adaptations, not the
entire analysis and design phase has to be carried out. One important task in the maintenance
phase is keeping the documentation up to date and with it the maintainability of the
application.

A Service Level Agreement is made by a business expert, specialised in SLA. This business
expert supervises the execution of the SLA activities that need to be performed according to

the agreement and reports to the customer the activities performed.

4.6.4 SUMMARY

Workflow Tasks Deliverables Actors Stakeholders

Change Request Requirements capture Change request Business Expert
Customer
Analysis, Design. Same as life cycle Same as life cycle Same as life cycle
Implementation and '
introduction
Service Level Supervising Service Level | Service Report Business Expert Customer
Agreements Agreement
Service Correct working Software Architect Customer
application Information Engineer | Business Expert
UI Designer
Software Developer
Milestone Validation of the changes done according to the change request
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5 CONCLUSIONS

In this paper a methodology is presented that covers the whole life cycle of hypermedia system
development, whereas most methodologies suited for hypermedia system development only
cover part of the life cycle.

The methodology is based on UML modelling techniques, because UML is a widely accepted
standard in software development. But hypermedia applications have a number of specific
properties, regarding navigation and presentation, which cannot be modelled using standard
UML models. UML however does provide extension mechanism to define additional UML
models for specific needs. With the aid of these extension mechanisms a UML extension is
proposed for the design of navigational and presentational models of hypermedia
applications.

Step by step the workflows of the methodology are defined in terms of tasks performed by
actors, produced deliverables, stakeholders and milestones in the development process. This
way the methodology provides the actors involved in the hypermedia system development
process a systematic approach to the life cycle of the application. In a detailed, precise and
structured way the application is constructed based on separation of concerns. By
distinguishing conceptual, navigational and presentational aspects a correct implementation
is made satisfying the requirements captured in the analysis phase.

In Figure 5-1 a graphical representation of the methodology is presented. On the left hand
side the analysis and design phase is presented and on the right hand side the realisation and
introduction phase. The middle part represent the involvement of the actors. The arrows
represent the direction of the development phases.

A
Verification & Software Developer/  Unit implementation
Validation Multimedia Designer
Technical & Unit Test
. -+
Graphical Intecrati
Design Software Architect/ ntegration
Information Engineer
. . UI Designer Integration
Analysis V?f}_c atlf)n & Test
-+ . .
& alidation Realisation &
Design Functional Introduction
Functional . Test
Design Business Expert
Acceptance
-«
. . Test
stxtli.cdat:‘o n & Customer
alidation Acceptance
Analysis Introduction
\j

Figure 5-1 Methodology
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A methodology present a systematic approach to a development process. However, every
development process is a different one and imposes different requirement on the development
process. So the way the methodology should be used is as a blue print for the development

process. This way the development process is controlled and the risk avoided of losing focus
of the desired result.
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