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Abstract—Over the years, technological advances have 

driven massive proliferation of web systems and businesses have 

harbored a seemingly insatiable need for Internet systems and 

services. Whilst data is considered as a key asset to businesses 

and that their security is of extreme importance, there has been 

growing cybersecurity threats faced by web systems. One of the 

key attacks that web applications are vulnerable to is SQL 

injection (SQLi) attacks and successful attacks can reveal 

sensitive information to attackers or even deface web systems. 

As part of SQLi defence strategy, effective detection of SQLi 

attacks is important. Even though different techniques have 

been devised over the years to detect SQLi attacks, limited work 

has been undertaken to review and compare the effectiveness of 

these detection techniques. As such, in order to address this gap 

in literature, this paper performs a review and comparative 

analysis of the different SQLi detection techniques, with the aim 

to detect SQLi attacks in an effective manner and enhance the 

security of web applications. As part of the investigation, seven 

SQLi detection techniques including machine learning based 

detection are reviewed and their effectiveness against different 

types of SQLi attacks are compared. Results identified positive 

tainting and adoption of machine learning among the most 

effective techniques and stored procedures based SQLi as the 

most challenging attack to detect. 

Keywords—SQL injection attacks, detection techniques, 

comparative analysis, SQLi, SQLia, web applications, 

cybersecurity. 

I. INTRODUCTION 

During the past two decades, there has been massive 
digital transformation across various sectors and today, web 
applications are considered as essential tools that help 
businesses of different sizes to stand out in the highly 
competitive market. Due to their importance, the global 
progressive web application market size is expected to reach 
USD 10.44 Billion by 2027 (CAGR of 31.9%) from USD 1.13 
billion in 2019 [1], thus highlighting a significant growth as 
more enterprises are establishing their online presence. Such 
online systems produce and manipulate significant amounts of 
sensitive data, which are stored in databases, that are hosted 
within the organisation’s servers or somewhere on the cloud. 
Protecting such data is extremely important to businesses 
since any breach in security can potentially have major 
adverse impacts ranging from violation of privacy of 
customers to reputational and financial damages for the 
organisation. As such, data is considered as a key asset to 
businesses and their security is of extreme importance. 

Nevertheless, web applications are subject to different 
kinds of attacks, where malicious users try to gain 
unauthorised access to the database and the sensitive data 
stored within. One of the key attacks that web applications are 
vulnerable to is SQL injection (SQLi) attacks, which involve 

inserting SQL statements through a web application's input 
fields or hidden parameters to gain access to resources or 
make changes to data [2]. SQL injection attacks are popular in 
web applications because databases usually contain sensitive 
information, like credit card details and passwords and 
successful attacks would result in obtaining all these 
information. Since such successful attacks can reveal valuable 
information to attackers or even deface websites, SQLi attacks 
also feature in the top positions in the Open Web Application 
Security Project (OWASP) Top 10 web application security 
risks [3] and Common Weakness Enumeration (CWE) Top 25 
Most Dangerous Software Weaknesses [4]. 

A key strategy used to mitigate SQLi attacks involves use 
of defensive coding practices such as utilization of prepared 
statements or parameterised queries, input validation at 
different levels or even escaping user supplied inputs, among 
others. Nevertheless, defensive coding alone is not sufficient 
for complete SQLi mitigation. This is because developers tend 
to leave bugs during software development and in various 
instances, these bugs progress to the live phase of web systems 
and consequently, SQLi attacks can still happen [5]. 
Therefore, as part of SQLi defence strategy, effective 
detection of SQLi attacks is important. For detecting SQLi 
attacks, researchers and developers have developed different 
techniques over the years. However, limited published papers 
comprehensively review and compare the effectiveness of 
these techniques. In order to address this gap, this paper 
performs a review and comparative analysis of the different 
SQL injection detection techniques, with the aim to enhance 
security of web applications. Findings revealed in this paper 
are expected to be insightful to the web development as well 
as the research and development communities, who can utilize 
findings and recommendations in this paper in their endeavour 
to enhance security of their web applications.  

This paper is structured as follows: Section II provides a 
background on SQL injection attack and its different forms. 
Then, in Section III, works related to comparative analysis of 
detection of SQLi attacks are provided, before discussing the 
methodology used to review to achieve the purpose of this 
paper and compare the SQLi attack detection techniques in 
Section IV. Section V describes the selected SQLi detection 
techniques, which are compared in Section VI. The paper is 
concluded in Section VII. 

 

II. THEORETICAL BACKGROUND: SQL INJECTION 

ATTACKS 

SQL injection attack (SQLi) is a type of security exploit in 
which the attacker adds SQL statements through a web 
application's input fields or hidden parameters to gain access 



to resources or make changes to data. SQLi enable attackers 
to access information in an unauthorized manner, modify 
existing data within databases, destroy data or make it 
unavailable or even become administrators of database 
servers. There are different types of SQL injection attacks, and 
these are discussed in the next sections:  

A. Tautologies 

The common objective of this attack is to bypass the 
authentication mechanism in place and is achieved by 
injecting code into condition statement(s) so they always 
evaluate to true. As an example, consider a simple login page 
in which the user should type in a username and password. 
Normally, the username and password should both be valid 
for a successful login and the underlying SQL statement to 
process the authentication can be thought of as in Fig.  1. 

  
Fig.  1. The underlying SQL statement for a login page    

To perform SQLi, the attacker would enter a valid 
username and a crafted query in the password field as shown 
in Fig.  2. As a result, the underlying SQL statement for the 
login page would be rendered as shown in Fig.  3. The inverted 
comma closes the password field and the rest of the input 
password becomes part of the SQL query. In the same 
resulting statement, “1=1” is always true, making the OR 
statement true. Thus, the whole query becomes true, and 
authentication is bypassed. 

 
Fig.  2. Values for username and password fields  

 

  
Fig.  3.  Resulting authentication SQL statement 

 

B. Illegal Queries 

The aim of this attack involves gathering information 
related to the database of the web application [5]. It is carried 
out by injecting codes in the link of the webpage or in the input 
fields, where the attacker attempts to cause a run-time error, 
while hoping to learn information from error responses. Key 
information retrieved by the attacker includes database 
version, table name or even column name and the attacker can 
eventually use such information to make more personalized 
injection [6]. An example is shown in Fig. 4 that depicts 
information returned by a database when illegal queries are 
injected. In this example, the column name and its type are 
returned to the error page. 

    
Fig. 4. Example of an error message returned by illegal queries  

 

C. Piggy Backed Queries 

In Piggy Backed Queries, extra queries are appended to 
the original one but are separated using the delimiter such as 

“;”. In the process, all the queries are sent to and are processed 
by the database, including the original and the appended ones. 
The key objectives of this SQL attack are to gather 
information and to perform denial of service [7]. An example 
of such a query is illustrated in Fig. 5, where the “DELETE 
FROM” clause is appended and separated by “;”. In this 
example, the customer_info column will be returned for the 
user who is logged in. Once this query is executed, the second 
one is processed, where The DELETE clause will be executed 
and the account of Albert will be deleted. 

 
Fig. 5. Example of a Piggy Backed Query  

 

D. Stored Procedures 

Stored procedures are SQL codes that are saved in the 
database as subroutines. The codes can be reused dynamically 
based on the user inputs. Even though the SQL codes are 
hidden, injection codes can be crafted to avoid authentication 
using stored procedures. Attackers can also use piggy back 
techniques to insert codes that can even shut down the whole 
database server.  

 

E. Union Query 

The intent of this attack is data extraction, where the 
UNION statement is used to add another query to the original 
one. It can also be used with the illegal queries attack. Once 
information about the database is obtained, the malicious 
query is crafted to extract the information wanted. The result 
is appended with the original query, forcing the database to 
return the wanted information [8]. An example of a Union 
query attack is illustrated in Fig. 6, where the Union query 
requests credit card information for a particular account 
number. When the database processes the whole query, the 
web application will return the credit card information instead 
of authenticating the user. 

  

Fig. 6. Union query attack 
 

F. Alternate Encodings 

The aim of this attack is to remain undetected from 
intrusion detection systems (IDS) that monitor a user’s input 
in order to determine if the text contains SQL injection code. 
In case such IDS detect injections, the text is dropped before 
reaching the database. Therefore, to bypass those systems, 
encoding of SQL keywords are changed into alternative ones, 
like hexadecimal, Unicode or ASCII [8]. For example, instead 
of writing “SHUTDOWN” in the injection string, 
“char(0x73687574646f776e)” is written [9]. This value can 
escape from the IDS, and when the database processes it, it 
will yield the same action as “SHUTDOWN”. 

 



G. Inference 

This SQL attack aims to determine the database schema in 
web applications where there is no information produced by 
illegal queries [8]. The inference attack can be categorised into 
two types: 

• Blind injection:  
SQL injections codes statements that ask true or false 
questions to the database and if the query results are true, the 
application will continue to operate normally. However, if the 
query resolves to false, the application may operate 
differently, although there are no clear error messages. In the 
latter case, the web application is vulnerable to SQL injection, 
and further queries can be applied to determine the nature of 
the database [10]. 

• Timing Attacks: 
Information is obtained based on the delay involved in 
responding to the query by the database server. The injected 
query contains codes that make the database wait for a specific 
amount of time based on a particular condition. If the 
condition is true, the application is paused, and the response is 
delayed [10]. Based on the time taken, the attacker can 
determine the structure and obtain information about the 
database. 

III. RELATED WORKS 

Various works have been carried out around SQLi attacks 
to discuss techniques employed to detect SQL injection. 
Nevertheless, limited studies performed a comparative 
analysis on the SQL injection detection methods. Within 
published literature, a previous study [11]  identified the 
different SQL injection attacks and discussed the detection 
mechanisms for those attacks. Within the same study, 
techniques were classified into two categories, notably, 
detection and prevention. The paper ended with comparing the 
requirements needed to deploy such techniques and it was 
found that improvements in the abilities of current techniques 
are needed in order to more effectively stop SQL injection 
attacks. As key limitation, the attacks that each technique can 
efficiently detect and prevent were not discussed within the 
paper. Another study [12] surveyed SQL injection attacks and 
described the goal and purpose of each one of them. The study 
also compared machine-learning detection techniques 
proposed by previous researchers in terms of performance and 
precision. Following the comparative analysis, it was found 
that existing techniques are not completely successful and that 
some of them are impractical since they do not address all 
types of SQL attacks. In another research [13], the dangers of 
SQL injection attacks were discussed, in addition to the most 
common types of SQL attacks. The comparison performed 
focused on analysing the SQL injection detection and 
prevention techniques with respect to attack types. Moreover, 
another previous study [14] presented a taxonomy of SQL 
injection attacks where the different attacks were described 
and categorised. Nevertheless, limited comparison between 
the attacks and detection techniques were performed, as these 
were not the core focus of the study. As such, from existing 
literature, limited work has been done to comparatively 
analyse and determine the most effective SQL injection 
detection technique. Therefore, it becomes relevant to 
undertake this study. 

 

IV. METHODOLOGY 

In order to achieve the purpose of this paper and to perform 
a comparative analysis of the different SQL injection 
detection techniques, existing research databases were 
explored. These include IEEE Xplore Digital Library, ACM 
Digital Library, Google Scholar and ScienceDirect and these 
were scanned to obtain relevant results related to SQL 
injection detection techniques. Recent papers were favoured 
to have a state of the art attacks and detection methods 
available. The key terms used in the search process include 
“SQL injection”, “detection”, “SQLi attack”, “SQLia” and 
“SQLi”, among others, while also combining terms. 
Following an initial pool of results, filtering was conducted to 
assess relevance of the detection techniques and seven such 
detection techniques were selected for review and analysis.  

These SQLi detection techniques were then thoroughly 
examined by referring to the published resources from the 
pool of selected papers, whereby also considering any further 
publications related to each SQLi detection technique. As part 
of the analysis, key points pertaining to their effectiveness in 
detecting different forms of SQLi attacks were noted. These 
results were eventually compiled into a table to compare SQLi 
detection techniques against SQLi attacks, to further analyse 
contents and their effectiveness. In the next sections, findings 
following the research are presented, to start with a review of 
the techniques available to detect SQLi attacks. 

 

V. DETECTION OF SQL INJECTION 

As part of SQLi defence strategy, effective detection of 
SQLi attacks is important. Using the methodology described 
in the previous section, seven SQLi detection techniques were 
retrieved from published literature. These techniques provide 
further assurance against SQLi defence whereby attempt to 
detect such attacks in a timely manner in order to prevent 
SQLi attacks and minimise damages. These SQLi detection 
techniques are discussed below: 

A. AMNESIA 

A previous study proposed a technique and tool where the 
core logic involves differentiating between legitimate and 
malicious queries through a policy [10]. In the process of 
verification, both static and dynamic analysis are used. Within 
the static phase, an existing string analysis is performed with 
the aim to extract from the web-application’s code a model of 
all the query strings that could be generated by the application. 
On the other hand, the dynamic phase actively monitors 
whether dynamically created queries adhere against the 
statically built model. In case a query is not compliant with the 
model, it is marked as an SQL injection. The query is 
eventually blocked by the tool and administrators are alerted 
with relevant information. Although the technique and tool 
showed to be able to detect various instances of SQLi, 
AMNESIA cannot prevent stored procedure attacks because 
the subroutines are in-built in the database and are not 
generated in the models by the static phase [15]. 

 

B. CANDID 

The Candidate Evaluation for Discovering Intent 
Dynamically (CANDID) operates by dynamically 
constructing the structure of programmer intended-queries 
and then comparing whether queries under analysis match the 



structures of the programmer-intended query or not [15]. In 
case there is no match, the query is considered as an SQLi. 
Nevertheless, like AMNESIA, the CANDID technique was 
found to be ineffective against some injection attacks, such as 
stored procedures. 

 

C. SQL Domain Object Model (SQL DOM) 

There are several ways to send SQL statements to a DBMS 
and one of the ways is through a call-level interface (CLI). 
This method involves building dynamic SQL statements via 
string concatenation and string replacement but is prone to 
errors and is vulnerable to SQL injection attacks. To defend 
against such attacks, a previous study presented SQL DOM, 
which consists of two parts, notably an abstract object model 
and an executable named sqldomgen. [16]. The key goal of 
the Abstract Object Model is to construct an object model that 
could be utilized to build every possible valid SQL statement 
that would be executed during runtime. This was implemented 
through a constructor that takes all values as parameters such 
that the compiler would then need to ensure that all required 
values were supplied to a statement. On the other hand, the 
sqldomgen performs three key steps. The first step involves 
acquisition of the database schema, before iterating through 
the tables and columns present in the schema to then output 
numerous files that contain a strongly-typed instance of the 
abstract object model. Finally, the source files are compiled 
into a dynamic link library (DLL) that has the ability to detect 
errors in code that accesses database during compile-time, 
thus potentially also detecting injections.  

 

D. SQLrand 

The key idea behind the SQLrand technique involves 
changing SQL keywords into random keywords such that it is 
possible to detect and abort queries that include injected code 
[17]. In other words, SQL injection attacks would not be 
executed because the standard SQL keywords would not be 
sent to the database and the execution will be terminated. In 
terms of operation of SQLrand, the standard SQL keywords 
are appended by a randomly generated integer that is not 
easily guessable by an attacker. In case any attacker tries an 
SQLi, the statement would result in an invalid expression as 
the SQL keywords appended with the correct random integer 
are expected to be missing from the injected statement. The 
implementation of this technique consists of a proxy between 
the client’s browser and the database. It is the role of proxy to 
convert the randomised keywords into the standard keywords 
understood by the database. When the proxy detects that the 
receiving query does not contain the random integer, it rejects 
it. However, as a recent study [18] showed, the security level 
of SQLrand is as strong as the randomly generated key. If the 
key is compromised, then the web application is susceptible to 
injection attacks.  

 

E. Positive Tainting 

This technique is based on the dynamic tainting approach, 
which is a popular one for addressing security issues 
pertaining to input validation [18]. The traditional dynamic 
tainting approaches work by marking certain untrusted data 
such as user input as tainted to then monitor the flow of tainted 
data during runtime. In case of issues, the tainted data is then 
prevented from being used in potentially harmful ways, thus 

preventing compromising the security of the system. The 
positive tainting approach makes various conceptual and 
practical enhancements over traditional dynamic-tainting 
approaches by taking advantage of the key features of SQL 
injection attacks. As compared to traditional tainting, the 
positive tainting approach operates by identifying, marking, 
and monitoring trusted data instead of untrusted data. In other 
words, this technique works by detecting reliable and 
trustworthy data, to then apply dynamic tainting to monitor the 
data during runtime while ensuring only trusted data are 
allowed to form the SQL statement. Finally, syntax-aware 
evaluation is carried out before the database executes the 
query. 

 

F. Fault Injection and Behaviour Monitoring 

The fault injection approach to SQL injection detection 
involves a dynamic analysis process utilized for software 
verification and software security assessment. In the process, 
specially crafted malicious input patterns are utilized as input 
data on purpose thereby enabling developers to observe the 
behaviour of software under attack. This approach has been 
used in a previous study to detect vulnerabilities in web 
applications by observing the outputs following injection of 
specially crafted SQL statements [19]. In the same study, a 
tool called Web Application Vulnerability and Error Scanner 
(WAVES) was proposed, that implements this approach. In 
this tool, the interface is in the form of a crawler that enables 
black box dynamic analysis of Web applications. Through the 
use of a complete crawling technique, all data entry points of 
a web application are identified, after a reverse engineering 
process. Eventually, using a self-learning injection knowledge 
base, fault injection techniques are applied in order to detect 
SQL injection vulnerabilities. 

 

G. Machine Learning-Based Detection 

Recently, Machine Learning (ML) has been employed by 
different studies in order to detect SQLi attacks [20]. ML is a 
sub-branch of AI where machines process data and learn on 
their own, without constant human supervision. Among the 
studies involving the application of ML to detect SQLi 
attacks, previous research [21] presented a Hybrid architecture 
(HIPS) that aims to detect web application attacks including 
SQLi attack. In this study, a method was utilized to dissect 
HTTP request in order to detect anomalies and involved the 
integration of an ML classifier and a firewall inspection 
engine based on attack signature. In addition, within SQL-
IDS, neural networks have been used to detect SQLi whereby 
involving application of techniques such as Back Propagation 
Neural Network in order to detect 7 types of SQLi, notably, 
tautology, illegal/logically incorrect queries, piggy-backed 
query, Union query, stored procedures, inference and alternate 
encoding [22, 23]. Evaluation conducted in the same studies 
achieved an overall accuracy of 96.8% and 95% respectively 
for detecting such attacks. Furthermore, another study 
proposed an ML algorithm to create new rules for a network 
firewall, with the intent to differentiate between malicious and 
normal traffic, during which SQLi attacks can be detected 
[24].  

 



VI. COMPARATIVE ANALYSIS 

 In order to compare and analyse the effectiveness of the 
different detection techniques, published literature was 
thoroughly reviewed and analysed. This includes different 
related works on SQLi attack detection [11, 12, 25, 26] and 
articles referenced in the previous sections in this study. As 
discussed in the methodology section, this helped to compile 
Table I, which summarises the effectiveness of SQLi 
detection techniques against SQLi attacks. In the same table, 
effectiveness of a technique was classified into three 
categories, notably, fully effective, partially effective and not 
effective (none).  

 Findings revealed that Machine Learning Based Detection 
and Positive tainting were the only techniques that have 
showed the capability to fully detect the SQLi attacks 
investigated in this study. Both techniques employ a similar 
dynamic approach, using trusted data as a reference to avoid 
SQL injection. Interestingly, fault injection and behaviour 
monitoring can only partially detect the different SQLi attacks 
[11, 12]. The reason is that the technique uses a web crawler 
to identify all entry points of a web application and therefore, 
the effectiveness of this technique depends mainly on the web 
crawler. If the crawler could detect all pages containing input 
forms, the forms would be tested for SQLi vulnerabilities. 
However, the web crawler cannot discover all pages and all 
forms even if configured to have the same behaviour as web 
browsers  since they cannot bypass all warnings or popups the 
web application has [19].  

 In terms of attacks, it could be noted that the SQLi attack 
through stored procedures is the most challenging one to 
detect as these are built within the database. As such, it is 
difficult for a detection technique to distinguish if a malicious 
SQL query could be interpreted as an injection by stored 
procedures. Given that there are various DBMS, which also 
have multiple versions, each of them may have different 
vulnerabilities in relation to stored procedures, which may be 
difficult to accurately detect. This attack in particular could 
not be detected by techniques including AMNESIA, 
CANDID, SQL DOM and SQLrand, but can be detected 
through positive tainting and machine learning.  

 The summary of the effectiveness of the techniques 
investigated is depicted in Table II. From the same table, it 
could be deduced that the most effective techniques for 
detecting SQL injection attacks involve the application of 
machine learning techniques as well as positive tainting, 

followed by AMNESIA and SQL DOM. On the other hand, 
CANDID and fault injection seem to be the least effective 
ones due to their limitations in fully detecting various types of 
SQLi attacks. As such, similar to a previous work [12], it can 
be seen that some detection techniques do not address all types 
of SQL attacks and, are therefore impractical to use. 
Nevertheless, as OWASP suggests, defensive coding along 
with those complementary detection and prevention 
techniques are expected to significantly increase security 
against SQLi attacks [3]. 

TABLE II. SUMMARY OF TECHNIQUES’ EFFECTIVENESS 

SQLi Detection Techniques Fully Partially None 

AMNESIA 6 0 1 

CANDID 1 5 1 

SQLDOM 6 0 1 

SQLrand 4 0 3 

Fault Injection 0 7 0 

Machine Learning Based Detection 7 0 0 

Positive tainting 7 0 0 

 

  Even though this study derived some key insights related 
to detection of SQLi attacks, it is also limited in different 
ways. Firstly, findings were derived following analysis of 
published literature and a better approach would be to 
practically apply the techniques individually to investigate 
their effectiveness and accuracy by also using some metrics. 
In addition, the application of machine learning could be 
better investigated since accuracy and effectiveness are 
expected to vary depending on different factors such as 
algorithm being used, involved dataset, and trained model, 
among others. 

 

VII. CONCLUSION 

This paper conducted a review and comparative analysis 
of the different SQL injection detection techniques, with the 
aim to detect SQLi attacks in an effective manner and enhance 
security of web applications. As part of this paper, seven SQLi 
detection techniques were reviewed and these include 
AMNESIA, CANDID, SQL DOM, SQLrand, Positive 
tainting, fault injection and behaviour monitoring, as well as 
machine learning based detection. These detection techniques 
were analysed to understand their effectiveness against 

TABLE I. EFFECTIVENESS OF SQLI DETECTION TECHNIQUES AGAINST SQLI ATTACKS 
 

SQLi Attack 

SQLi Detection Technique 

AMNESIA CANDID 
SQL 

DOM 
SQLrand 

Positive 

Tainting 

Fault Injection & 

Behavior 

Monitoring 

Machine Learning 

Based Detection 

Tautologies Fully Fully Fully Fully Fully Partially Fully 

Illegal Queries Fully Partially Fully None Fully Partially Fully 

Piggy Backed Queries Fully Partially Fully Fully Fully Partially Fully 

Stored Procedures None None None None Fully Partially Fully 

Union Query Fully Partially Fully Fully Fully Partially Fully 

Alternate Encodings Fully Partially Fully None Fully Partially Fully 

Inference Fully Partially Fully Fully Fully Partially Fully 

 



different forms of SQLi attacks, notably, tautologies, illegal 
queries, piggy-backed queries, stored procedures, union 
query, alternate encodings and inference. Results showed that 
positive tainting and machine learning based techniques are 
the most effective ones with the ability to detect the different 
forms of SQLi attacks investigated in this paper. Among the 
different kinds of SQLi attacks, stored procedures were found 
to be the most challenging to detect as these are built within 
the database. It was also found that most detection techniques 
do not address all types of SQL attacks and a combination of 
techniques can potentially yield more effective results. As 
future works, the limitations identified in this paper could be 
addressed. For instance, an approach involving practical 
application of each SQLi detection technique could be 
adopted to investigate their effectiveness against different 
forms of SQLi attacks. 
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