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ABSTRACT

Model Driven Engineering (MDE) aims to facilitate build-
ing larger and more complex, reliable software systems by
introducing a higher abstraction level than the code level.
The technical space concept discusses how the basic MDE
principles may be mapped onto modern platform support
and several technical spaces are proposed to support MDE.
In this paper, we propose to use the ontology technical space
in model transformations to achieve the targets of MDE. Us-
ing the ontology technical space will enable us to model not
only the meta concepts but also the semantic context which
can be used in model inferencing. Within this context, we
define meta models of object oriented models ontologicaly.

Categories and Subject Descriptors

D.2.10 [Design]|: representation; H.1.1 [Systems and In-
formation Theory]: general systems theory

General Terms
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1. INTRODUCTION

Software engineering principles guided developers in build-
ing complex software systems for years. The need for larger,
more complex, and also reliable software causes software de-
velopment activities to get complicated. Model Driven En-
gineering (MDE) tackles this problem of software develop-
ment by using models at different levels of abstraction for
developing systems. Thus, the main activity of MDE de-
velopers is to design models like they used to develop code.
The main idea behind this is to enable software developers
to work in a higher abstraction layer than the code level.
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The transitions between the models in different abstraction
levels and the code generation from these models are pro-
vided by model transformations. As a consequence, models
and model transformations become the primary artifacts of
software development [12].

The current solutions for Model Driven Engineering can
be grouped in the technical spaces [13]. A technical space is
a working context with a set of associated concepts, body of
knowledge, tools, required skills, and possibilities [2]. The
Model Driven Architecture (MDA) [16] approach is a tech-
nical space which was offered by the Object Management
Group (OMG) for model driven engineering. Although sev-
eral other technical spaces like the EMF technical space, the
Microsoft DSL Tools technical space use different standards,
they have similar goals for model driven engineering. We
propose bridging between the MDA technical space and the
ontology technical space in order to model not only the meta
concepts but also the semantic context. In this paper, we
define an ontological modeling infrastructure in the ontol-
ogy technical space where all the reasoning facilities are al-
ready available. Our approach uses Web Ontology Language
(OWL) in the ontology technical space.

An ontology is defined as a formal explicit description of
concepts in a domain of discourse, properties of each con-
cept describing various features and attributes of the con-
cept, and restrictions of slots [14]. Web Ontology Language
(OWL) is a technology for ontology development and knowl-
edge representation in Semantic Web [4]. OWL defines and
instantiates Web Ontologies. Recent works [1] [7] [8] discuss
that UML [15] could be a key technology for the ontology
development bottleneck. A number of partial solutions are
currently available as a result of these works and the OMG
initialized a working group to create Ontology Definition
Metamodel (ODM) to define M2 level UML-ontology-OWL
transformation [18]. Alternatively to the established views,
we proposed another approach for the collaboration between
MDA and OWL in our previous work [9]. While recent works
discuss the contributions of MDA to ontology development,
we discuss the possible contributions of ontologies to MDA.
We proposed an ontology based model transformation in-
frastructure to transform application models by using query
statements, transformation rules and models defined as on-
tologies in OWL [9]. When we discuss the modeling stan-
dards in the technical space concept, we realize that defining
transformation components in OWL is not enough for the
ontology technical space.

In this paper, we discuss our ontological modeling ap-
proach in the ontology technical space and present an ontol-



ogy for object-oriented models. The paper is organized as
follows. In Section 2, we discuss the general characteristics
and underlying concepts of the ontology technical space ap-
proach. In Section 3, we present an ontological metamodel
for object-oriented models. Section 4 includes the conclu-
sions.

2. OVERVIEW OF THE APPROACH IN THE
ONTOLOGY TECHNICAL SPACE

2.1 Web Ontology Language (OWL)

Web Ontology Language (OWL) is a result of the ongoing
process of defining a standard ontology web language. It
is an extension of Resource Description Framework (RDF)
[22].

A Class identifier describes a named class in OWL ontol-
ogy. For instance, “<owl:Class rdf:ID= “Student”>" defines
a class “Student” which is an instance of “owl:Class”. In
the ontology, many individuals can be instantiated from the
defined classes.

It is possible to constrain the range of a property in spe-
cific contexts in a variety of ways [4]. The various forms
can only be used within the context of a property restric-
tion (owl:Restriction). Property restrictions include value
(owl:allValuesFrom, owl:some ValuesFrom, owl:hasValue) and
cardinality constraints (owl:cardinality, owl:mazCardinality,
owl:minCardinality). For example, the following description
is a value constraint:

<owl: Restriction>
<owl:onProperty rdf:resource="#manages”/>
<owl:allValuesFrom rdf:resource="#Student”/>
</owl: Restriction>

It defines an anonymous class of all individuals whose
manages property only has range values of class Student.
Similarly, the following description is a cardinality constraint
which defines a class of all individuals that manages one stu-
dent at least:

<owl: Restriction>
<owl:onProperty rdf:resource="#manages”/>
<owl:cardinality rdf:datatype="
&xsd;nonNegativelnteger ”>1
</owl: cardinality >
</owl: Restriction>

OWL has three class axioms for additional conditions:
owl:disjoint With, owl:equivalentClass, and rdfs:subClass.
The rdfs:subClassOf construct relates a more specific class
to a more general class. It is the fundamental taxonomic
constructor [4].

<owl: Class rdf:ID="University”>
<rdfs:subClassOf rdf:resource=
’#GraduateSchool”/>
<owl:disjointWith rdf:resource="#Institute”>
</owl: Class>

The statement in the above defines that the class Univer-
sity is a subclass of class GraduateSchool, and it is disjoint
with class Institute. There are two kinds of properties de-
fined in OWL: object property which relates individuals to
individuals, and datatype property which relates individuals
to data values.

<owl:ObjectProperty rdf:about="#hasStudent”>
<rdfs:domain rdf:resource="#University”/>

<rdfs:range rdf:resource="#Student”/>
</owl:ObjectProperty >

There are also constructors used to relate two properties
(owl:inverseOf and owl:equivalentProperty), to specify car-
dinality constraints on properties (owl:FunctionalProperty
and owl:InverseFunctionalProperty), to define logical char-
acteristics of properties (owl: Transitive Property and
owl:SymmetricProperty), and to relate individuals
(owl:sameAs, owl:samelndividualAs, owl:differentFrom and
owl:AllDifferent).

2.2 Basic Components of the Approach

Model transformation is the core activity in MDE to gen-
erate new models or to change the existing models. A model
transformation takes one or more source models as input
and produces one or more models as output according to a
set of transformation rules. The metamodeling technique is
used to define these models and transformation rules [20].
A metamodel describes models by defining the meta entities
and the relationships among these entities together with the
semantics of these relationships. The meta class instances of
the metamodel define the models and transformation rules
generated from the metamodel. Extensible languages like
XML Metadata Interchange (XMI) and Extensible Stylesheet
Language Transformations (XSLT) can be used to encode
models and transformation rules with meta class instances
[5][21] [23].

There are various standards and tools defined for the re-
alization of MDE principles. For example, the OMG MDA
technical space is defined around the standards like MOF,
XMI, OCL, UML, and CWM [16]. It has been found very
convenient to use XML as a support notation for model se-
rialization, since XML documents correspond to trees which
are easier to serialize than a graph. Since XMI is a standard
model serialization procedure which is based on XML for
MDA models (i.e. MOF compliant-models), using XMI to
serialize models provides only model representation.

In our ontology technical space, the components and stan-
dards are realized around the ontology engineering and web
ontology language (OWL). We use OWL not only as a no-
tation for model serialization. OWL vocabulary constitutes
the main library for deriving models instead of MOF. It al-
lows both representation of models and reasoning on models.

Our proposal includes ontology based definitions for the
three components of a model transformation defined in MOF
2.0 Query/Views/Transformations RFP [17]. The QVT RFP
is issued by the Object Management Group (OMG) and
seeks a standard solution for model manipulation in the con-
text of MDA. There are available submissions [6] to the QV'T
RFP. The three main areas of model transformation defined
by QVT [17] are:

e (Queries, which take a model as input, and selects spe-
cific elements from that model.

e Views, which are models that are derived from other
models.

e Transformations, which take a model as input and up-
date it or create a new model.

Although our definition does not use the standards like XMI,
and MOF which are defined in the OMG MDA technical
space, we describe our ontological components according
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Figure 1: Overall Approach of Ontology Based
Model Transformation

to the QVT parts. This provides another bridge between
the OMG MDA technical space and the ontology technical
space.

Figure 1 shows the overall architecture of ontology based
model transformation. Source and target ontologies in our
approach correspond to the source and target meta mod-
els in QVT. These ontology documents include the classes
which correspond to the meta classes in the meta models.
They define the main entities and the possible associations
which the instance source and target ontologies use to derive
the individuals. The engine transforms the instance source
ontology to the instance target ontology according to the
transformation rule ontology.

2.3 Related Work

There are two dimensions in the research projects about
the collaboration of ontology concepts and model driven en-
gineering. The mappings and transformations between the
UML constructs and the OWL elements to develop ontolo-
gies are the main concerns of the research projects in the
first dimension. Recent works [1] [7] [8] discuss that UML
could be a key technology for the ontology development bot-
tleneck. A number of partial solutions are currently avail-
able as a result of these works and Object Modeling Group
(OMG) initialized a working group to create Ontology Defi-
nition Metamodel (ODM) to define M2 level UML-ontology-
OWL transformation. ODM aims to generate ontology de-
scriptions from UML models. On the other hand, we pro-
pose another approach for the collaboration between model
driven engineering and OWL which is in the second dimen-
sion research of the ontology and model driven engineer-
ing collaboration. While recent works discuss the contribu-
tions of model driven engineering to ontology development,
we discuss the possible contributions of ontologies to model
driven engineering in the context of ontology based model
transformations.

Roser and Bauer [19] propose a structure for ontology
based model transformations. Their proposal includes a
connection between syntax defined in metamodels and the
semantics of the ontology elements. This approach defines
a generator that takes meta models, ontologies and spec-
ifies semantic transformation to generate an intermediate
model transformation language that aims to obtain a com-
mon representation of model transformations independent
to specific transformation languages [19]. Their architec-
ture includes semantic transformation and syntax-semantic

binding (metamodel-ontology binding, ontology-metamodel
binding). The tasks performed can be grouped as; deriv-
ing semantic information from metamodels with metamodel-
ontology binding, transforming the derived ontology to tar-
get ontology with semantic transformation, and expressing
ontology elements of the transformed ontology in metamod-
els with ontology-metamodel binding.

In our previous work [9], we proposed an ontology based
model transformation infrastructure to transform applica-
tion models by using query statements, transformation rules
and models defined as ontologies in OWL. In [9], we defined
a simple query and a transformation language as ontologi-
cally. There are two related ontology documents to query
application models. The Query Ontology defines the main
query entities and the possible associations of these entities.
The Instance Query Ontology selects the specific elements in
the application document, and it is derived from the meta
entities which are defined in the Query Ontology. The re-
lationship between the Query Ontology and the Instance
Query Ontology is similar with the relationship between the
Source Ontology and the Instance Source Ontology. When
our approach is considered from the perspective of technical
space concepts, also the semantic context of the models can
be derived and defined as ontologies.

3. MODELING THE COMPONENTS AS ON-
TOLOGIES

3.1 Ontological Definition of Software Models

In Model Driven Engineering, the basic principle is that
everything is a model [3]. Although there are different tech-
nical spaces in meta modeling for MDE, the 3+1 meta mod-
eling hierarchy is the main concept to define models and
meta models as shown in Figure 2 [2].
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Figure 2: The Four Layer Classical Architecture [3].

The four-layer architecture is divided into two groups called
the modeling layers and the system layers [2]. MO layer is
the ontological layer and represents the real world system.
M1 layer represents this layer and this instantiation relation-
ship is not the same with the instantiation relationship with



the upper layers. In this hierarchy, the meta layers do not
include the domain and semantic context. It is not possible
to inference on the models. This meta modeling hierarchy
operates at the syntactical level [19].

In [2], it is argued that some functionalities are easier
to provide in a technical space with a M3 based on OWL
than on the MOF. Bezivin [2] states that, since an object
may be referred by different names, OWL has a better name
management. OWL also allows inferring from the properties
of an individual that is a member of a class.

In our approach, models are defined as ontologies. Figure
3 shows our ontology structure to define models as ontolo-
gies and the relationship between the two technical spaces.
While MOF is the base meta-meta model in the MDA tech-
nical space, OWL vocabulary constitutes the main library
for derived ontologies to define models. The Model Ontol-
ogy defines the main entities and the possible associations of
these entities in the model. The main difference between the
Model Ontology and UML meta-model is that Model Ontol-
ogy does not operate at syntactical level and it includes con-
straints and semantic context. Unlike XMI, OWL is more
than a notation for model serialization. It allows both rep-
resenting models and reasoning on models. OWL vocabu-
lary serves richer vocabulary to Model Ontology rather than
MOF serves to M2 level. The restriction mechanism in OWL
allows defining constraints about the individual ontologies
derived from model ontologies and is compared with Object
Constraint Language [24].
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Figure 3: The Proposed Ontological Layers for Map-
ping MDA and Ontology Technical Spaces

We aim to define the relationship M2/M1 layers in UML
and the equivalent modeling ontologies in OWL. In the On-
tolology Definition Metamodel [18], it is proposed to consti-
tute the relationship between an M1/MO model in UML and
the equivalent model in OWL, so this study on ODM will
enable UML based ontology development. ODM'’s design
rationale is mainly for ontology engineering. The main dif-
ference between ODM and our approach is that we mainly
study on M2 layer while ODM is working on M1 layer. ODM
aims to support generation of ontology descriptions from
UML models. In our approach, we try to define UML con-
structs in OWL. This approach enables us to study in the
M2 layer instead of M1 layer.

3.2 Representation of an Object Oriented Meta-
model Ontologically

3.2.1 Model Ontology Definition

The model ontology defines the main entities and the pos-
sible associations of these entities in the model. Figure 4
shows a simplified object oriented metamodel which we de-
fine ontologically in our Model Ontology.

We define the basic modeling elements in UML ontologi-
cally in the Model Ontology. Both UML and OWL are based
on classes. An OWL class is declared by assigning a name
to the relevant type. Every class in Figure 4 is assigned to
the owl:Class by giving names in our Model Ontology. For
example

<owl: Class rdf:ID="Class”/>
<owl: Class rdf:ID="Method”/>

The owl:Class comes from the OWL vocabulary and it is
used to define the types of the Class and Method classes in
the Model Ontology. This derivation is similar to instance
of relation between M3 and M2 layers.
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Figure 4: Example of A Simplified Object Oriented
Metamodel.

Relationships among classes in OWL are called properties.
A binary association translates directly to an
owl:ObjectProperty. If the association name occurs more
than once in the same model, it must be disambiguated in
the OWL [18]. In Figure 4, the Contains relationship occurs
more than once in the model. In our Model Ontology, we
could not use the same name “contains” in more than one
object property so that we concatenate the member names
to the association name.

<owl:ObjectProperty rdf:about="#containsVar”>
<rdfs:domain rdf:resource="#Class”/>
<owl:inverseOf rdf:resource=
’#containedByCls”/>
<rdfs:range rdf:resource="#Variable”/>
</owl:ObjectProperty >

<owl:ObjectProperty rdf:ID="containsMet”>
<rdfs:domain rdf:resource="#Class”/>
<rdfs:range rdf:resource="#Method”/>
<owl:inverseOf rdf:resource=
"#containedByClass”/>
</owl:ObjectProperty >



The owl property always has a domain and range speci-
fied. The containsVar object property has a domain named
Class and a range named Variable. The restriction mech-
anism in OWL can be used to define the cardinality con-
straint in the relation. owl:cardinality, owl:mazCardinality
and owl:minCardinality permit the specification of the num-
ber of elements in a relation. The relation between Class
and Variable is a one-to-many relation. The cardinality con-
straint in containsVar object property defines the multiplic-
ity of Variable because the range in this property is Vari-
able. The multiplicity of the Variable class is many so that
we do not have any cardinality constraint in containsVar
property. But one object property is not enough to define a
relationship in M2 level. For example we can not restrict the
cardinalities of both nodes in one object property. For our
case we have another object property which is the inverse of
containsVar property.

<owl:ObjectProperty rdf:about=
7#containedByCls”>
<rdfs:domain rdf:resource="#Variable”/>
<rdfs:range rdf:resource="#Class”/>
<owl:inverseOf>
<owl:ObjectProperty rdf:ID=
”containsVar”/>
</owl:inverseOf>
</owl:ObjectProperty >

containsByCls object property has a domain named Vari-
able and a range named Class and it is the inverse of con-
tainsVar property. The owl:inverseOf construct is used
to define such an inverse relation between two properties
and these two properties constitute the contains relation-
ship between the Class and Variable classes. The cardinal-
ity constraint of Class class in this relation is defined as
owl:Restriction in containedByCls object property.

<owl: Restriction>
<owl:cardinality rdf:datatype=
"http://www.w3.org/2001/XMLSchema#int ”
>1</owl: cardinality >
<owl:onProperty >
<owl:ObjectProperty rdf:ID=
”containedByCls”/>

</owl:onProperty >

</owl: Restriction>

The attributes whose types are primitive data type in the
Model Ontology are defined as owl: DatatypeProperty.

<owl:DatatypeProperty rdf:ID="nuOfPars”>
<rdfs:range rdf:resource=
“http://www.w3.org /2001 /XMLSchema#int”/>
<rdfs:domain rdf:resource="#Method”/>
</owl:DatatypeProperty >

3.2.2 Individual Ontology Definition

Individual Ontology corresponds to user defined object ori-
ented models. Figure 5 shows a basic object oriented model
which defines Student-Book classes and the relation between
them in UML.

The base model elements are in the Model Ontology and
instance models are defined in the Individual Ontology by
deriving the base classes from the Model Ontology. The in-
dividual Of relation in Figure 3 specifies this derivation pro-
cess. It is possible for ontologies to be treated as reusable

Student b Book
+ID 15BN
+name +name

+horrowBook () +getISBNI)

Figure 5: A Simple Object Oriented Model

modules and imported into different documents. An OWL
document may contain an individual of class defined in an-
other ontology, which contains meta-data about that docu-
ment itself. In our case, the Individual Ontology defining the
Student-Book Model imports the Model Ontology to create
individuals as shown below:

<owl:Ontology rdf:about="">
<owl:imports rdf:resource="Model. rdf”/>
</owl:Ontology >

The owl:imports construct allows to include by reference
in a knowledge base the axioms contained in another ontol-
ogy. Using an owl:imports statement is the fact that with
“imports” both ontologies stay in different files. There is
also another ongoing work to provide modelers with suit-
able means for developing ontologies in a modular way and
to provide an alternative to the owl:imports construct [10].
This ongoing project [10] will provide us both syntactic and
logical modularity in combining the Model Ontology and the
Individual Ontology.

The Individual Ontology contains the instances which be-
long to the user model. To represent the object oriented
model in Figure 5, we use the base classes in the Model On-
tology defined in Figure 4.

<Class rdf:ID="Book”>
<name rdf:datatype=
"http://www.w3.org /2001 /XMLSchema#string”>
Book</name>

In Figure 5, the Book class has two variables and one
method. These variables and method individuals are linked
with the Book class with appropriate object properties de-
rived from the Model Ontology.

<containsVar>
<Variable rdf:ID="BookName”>
<Vvisibility rdf:datatype=
"http://www.w3.org /2001 /XMLSchema#string”
>True</Vvisibility >
<Vname rdf:datatype=
"http://www.w3.org /2001 /XMLSchema#string”
>name</Vname>
<containedByCls rdf:resource="#Book”/>
</Variable>
</containsVar >

<containsMet>
<Method rdf:ID="getISBN”>
<Mname rdf:datatype=
"http://www.w3.org /2001 /XMLSchema#string”
>getISBN < /Mname>
<Mvisibility rdf:datatype=
"http://www.w3.org/2001/XMLSchema#string”
>True</Mvisibility >
<containedByClass rdf:resource="#Book”/>
</Method>
</containsMet>

The containsVar tag is inside the Book class and this tag
contains the declaration of the BookName variable individ-
ual. In the Individual Ontology, there is no need to declare



the inverse object property of containsVar or containsMet
object properties. Their inverse object properties are used
to restrict the cardinality of the domains of these object
properties. To constitute the relation between the Student
and Book classes, we create an individual named borrows
from the Association base class. This individual has two
object property named from and to with their inverse ob-
ject properties. We omit the AssociationEnd class in the
Model Ontology to simplify the Model Ontology. The hier-
archy between the classes in the ontology as shown below:

<Association rdf:ID="borrows”>
<to>
<Class rdf:ID="Book”>
<invTo rdf:resource="#borrows”/>
</Class>
</to>
<invFrom>
<Class rdf:ID="Student”>
<from rdf:resource="#borrows”/>
</Class>
</invFrom>
</Association>

Some functionalities are easier to provide with this M3
based on OWL approach than on the MOF. OWL itself has
a restriction mechanism compared with other predicate def-
inition languages like OCL. Modeling and restricting shared
knowledge in OWL allows us to define more specialized do-
mains in platform independent models. In the Model Ontol-
ogy, we can define a domain class as the set of individuals
which satisfy a restriction expression. These expressions can
be a boolean combination of other classes (intersectionOf,
unionOf, complementOf), or property value restriction on
properties [18]. OWL allows us to define these kinds of re-
strictions on public and shared domain classes.

4. CONCLUSION

In this paper, we presented a semantic perspective in meta
modeling for model transformations based on ontologies. We
provided ontological model definitions that can be used in
model transformations. We used OWL in the definition of
ontologies since OWL is executable and also supported by
various tools. Using OWL in model transformation infras-
tructure allows us to use the current semantic technologies
for constituting the transformation engines. Some program-
matic environments [11] include OWL APIs which provide
persistent storage, reading and writing OWL documents.
Loading and compiling the parts of model transformation
can be processed by the help of current ontology APIs.

It is our belief that that ontology technical space will play
an important role in the development of model driven en-
gineering. The ontological metamodeling infrastructure we
propose will enable to inference on various models. In our
future work, we will investigate possible inference opportu-
nities on ontology-based models and other ontology-based
transformation alternatives. Ontology technologies like on-
tology mapping and inference engines will support us in
model inferencing, management and model transformations.
Now defining models as ontologically gives us a great oppor-
tunity about inferencing on the software models.
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