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ABSTRACT 

The software development industry has rapidly accepted agile 

methods. Empirical studies suggest that due to their flexible and 

emergent nature, agile methods brought solutions to several 

chronic problems of traditional software development methods. 

One among the many is the acceptance of requirements changes at 

later stages of development. However, knowledge about the 

solutions that agile brought to requirements engineering (RE) is 

fragmented. Also, little is known about whether the agile 

philosophy, while introducing solutions to well-known RE 

problems from the past, has unintentionally opened new 

challenges. This paper offers a reflection on this matter. Based on 

the results of our recently published systematic review on agile 

RE, we reflect on the differences of ‘traditional’ and agile RE and 

the practices adopted by the latter, on the solutions and challenges 

of agile RE, and on some implications that agile RE might have 

posed for research and practice.  

Categories and Subject Descriptors 

D.2.1 [Software Engineering]: Requirements/Specifications –

elicitation methods (rapid prototyping, interviews, JAD, etc).  

General Terms 

Documentation, Design, Human Factors. 

Keywords 

Agile Software Development, Requirements Engineering, Agile 

Requirements Engineering, Traditional Requirements 

Engineering, Requirements Engineering Practices, Agile 

Requirements Engineering Challenges.  

1. INTRODUCTION 
Software development is a social process relying on stakeholders’ 

collaboration. Agile methods belong to the class of software 

development methods that incorporate frequent stakeholders’ 

collaboration, iterative development and acceptance of 

requirements changes even at later stages of development [1]. 

Unlike in ‘traditional’ software development methods (e.g. 

waterfall), goals are defined for each iteration and are revisited 

once it is done in agile software development. Compared to 

traditional software development approaches, agile methods offer 

dynamicity by satisfying customer needs in less time and 

flexibility by welcoming requirements changes at later stages of 

the development cycle. Empirical evidence suggests that due to 

the flexible nature of the agile methods, projects that deployed 

them have outperformed those using traditional software 

development methods, e.g. higher performance and better product 

quality [2]. 

Though there are studies that describe requirements engineering 

(RE) practices that are also feasible for agile methods (e.g. [3]–

[7]), the software development community still lacks 

comprehensive knowledge about the solutions that agile RE 

introduced to ‘traditional’ RE issues, nor if while introducing 

those solutions new challenges were opened along the way. 

Empirical evidence does exist (e.g. in [8]), but it often addresses a 

particular RE aspect, e.g. inter-iteration re-prioritization of 

requirements [8]–[10] or scaterred over several sources. 

Experiences on agile RE are fragmented and, in turn, it is hard to 

see what agile RE solutions are accompanied by new challenges 

and what solutions are not. In our recently published systematic 

literature review on agile RE [11], we identified (i) agile RE 

practices, (ii) traditional RE challenges resolved by agile RE and 

(iii) the challenges posed by agile RE to the software industry, 

contributing to compiling all these topics in a single source aiming 

to facilitate access to those interested in them. Our systematic 

literature review included literature published between 2002 and 

2013. In sum, we identified 17 practices of agile RE, 5 traditional 

RE challenges that were overcome by agile RE, and 8 new 

challenges posed by agile RE to the software industry. Details on 

how we conducted the review and on the findings can be found in 

[11].  

In this paper we use the insights gained in our review as the basis 

for our reflection on agile and ‘traditional’ RE. Our goal is to 

create awareness that the topic needs more empirical evidence and 

discussion if we want to help industry to ease their processes and 

improve performance. Our reflection is based in our experience as 

researchers and former practitioners who came to academia 

looking to learn how to solve issues like the ones discussed in this 

paper.  
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Table 1. Comparison of traditional and agile RE 

Traditional Methods  Agile Methods 

RE processes [12] 

Focused on gathering all the 

requirements and preparing 

the requirements specification 

before the design phase 

Iterative requirements 

development throughout the 

development cycle 

Models [2][13] 

Value fully specified 

problems, rigorous planning, 

pre-defined processes, and 

documentation to support the 

development of activities and 

to record decisions made   

Value individuals and 

interactions over processes; 

working software over 

comprehensive 

documentation; customer 

collaboration over contract 

negotiation; and responses to 

change over following a plan  

Planning [2][13] 

Process activities are planned 

in advance and progress is 

measured against the plan   

Planning is incremental and  

is easier to change processes 

to reflect new decisions based 

on identified working needs  

 

The remainder of the paper is organized as follows: Section 2 

explains the key differences between traditional and agile RE. 

Section 3 describes the adopted practices of agile RE. Section 4 

explains the challenges of traditional RE resolved by agile RE. 

Section 5 introduces the new challenges posed by agile RE to the 

software industry. Section 6 concludes the paper and defines 

implications for practitioners. 

2. TRADITIONAL VS AGILE 

REQUIREMENTS ENGINEERING  
In this section, traditional and agile  RE are discussed with respect 

to their differences. Some of the main differences of traditional 

and agile RE are summarized in Table 1. 

2.1 Traditional Requirements Engineering 
Requirements reflect the needs of customers for a system that 

serves a certain purpose, e.g. controlling a device, placing an 

order, or finding information. The process of finding out, 

analyzing, documenting and checking these ‘services’ and their 

related constraints is called RE [13]. The aim of RE is to help the 

software team to know what to build before system development 

starts in order to prevent costly rework. RE refers to all software 

life-cycle activities concerning requirements [14] i.e. elicitation, 

analysis and negotiation, documentation, validation, and 

management [13][14]. RE when considered in such context and 

while using ‘traditional’ software development methods such as 

the waterfall model is termed ’traditional RE’ [4].  

In traditional requirements elicitation, users are involved in 

gathering requirements; plus, elicitation also includes 

understanding the application domain, business needs, system 

constraints, stakeholders and the problem the software system is 

expected to solve as a whole. Then, the elicited requirements are 

analysed for necessity, consistency (requirements should not be 

contradictory), completeness (no service or constraint is missing), 

and feasibility (requirements are feasible in the context of the 

budget and schedule available for the system development) 

through JAD sessions, prioritization, and modelling to resolve 

conflicts. The selected requirements are then written down in a 

requirements document to communicate what was defined to 

stakeholders and developers. Requirements are next validated to 

confirm the customers’ real needs in order to avoid errors in a 

requirements document that can lead to extensive rework if 

discovered during development or after the system is in service. 

Last is the requirements management phase which deals with 

changes in requirements originated by changes on the 

stakeholders’ understanding of what the system is expected to do 

that happen during the software development process. The system 

requirements must then also evolve to reflect this changed 

problem view and this is done through requirements management. 

Such changes are not welcomed and are often source of rework, 

delays and lack of satisfaction from the customer in the end.   

However, in agile software development methods agile teams take 

a set of certain requirements, called user stories [16] in each 

iteration (called sprint) and develop a workable output to gather 

customer’s feedback for rework if not satisfactory and start the 

next iteration with the rest of user stories. The fixes of the 

previous iteration with the development of the current one are 

done simultaneously. Therefore, we can see that agile methods are 

iterative, emergent and flexible to cater changes in requirements 

differently as compared to the linear approaches of traditional 

software development [17][18].  

2.2 Agile Requirements Engineering  
Agile methods are emergent and exploratory in which “knowing 

and action” are simultaneous [19] and are driven by business 

value and cost (return on investment) and not by the completeness 

of the implemented requirements [20]. This inseparable relation 

between eliciting user needs and developing them at the same 

time makes agile methods different from linear sequence 

following traditional methods [19] by offering more business 

value [21]. This difference in the theme of agile methods and 

traditional software development methods intrigues an interesting 

question: How requirements are done in agile methods? 

In the past decade, the merging of agile methods and RE has been 

debated a lot. However, the question of which steps to follow to 

deal with user requirements in agile methods from scratch still 

needs attention. Though there are a handful of studies (e.g. JAD 

based requirements gathering in agile methods [22]) that describe 

how requirements are carried out in an agile way, still a 

consolidated view of agile RE to facilitate practitioners’ 

understanding is needed.  Therefore, we start by presenting a 

consolidated view of on how to perform RE activities in agile 

methods based on literature sources [12][23][24][25][26]. Agile 

methods involve continuous planning  [27],  i.e. release planning, 

iteration planning and task level planning. Iteration planning is 

done for each iteration that spans from 1 to 3 weeks. It involves 

user story estimation, acknowledgement of the accomplishments 

of the previous iteration and determining overall progress and 

goals for the next iteration. Release plan is done for each release 

in which iteration length is decided, developers and customers 

unanimously decide what will be in a particular iteration; velocity 

points are determined per iteration. Task level planning involves 

the breaking down of user stories into subsequent tasks, allocation 

of tasks among team members and focus is put on implementation 

issues. The overall agile RE process is explained below.   

2.2.1. Role modeling 
Role modeling of agile team comes first. It involves stakeholder 

identification, defining stakeholder involvement level, and 

building stakeholder trust [25]. It is foremost to identify 

stakeholders to ensure: (i) who is going to define the project 

scope, (ii) who is going to decide the budget and timing issues, 

(iii) who will maintain the business and development team 



relationship, (iv) who will provide support to the teams, and (v) 

who will be the system users, among others. The stakeholders are 

then classified into categories based on their interaction level with 

the team and product. This creates user personas that eventually 

help in role modeling. Roles are defined and their needs are 

allocated with respect to potential system usage as user stories. It 

also involves dealing with proxy roles or customer representatives 

from the business stakeholders. Therefore, in this phase 

stakeholder roles, responsibilities, and needs are decided upon.  

2.2.2. User story creation 
User story is defined as a unit of functionality in agile methods. It 

specifies the customer requirements in a brief and concise way. 

User stories are not detailed like the traditional requirements 

specifications. They are short, direct and understandable by the 

stakeholders. The large and complex user stories are split into 

smaller ones based on ease of implementation. In this section, user 

story gathering, writing and acceptance testing of user stories are 

explained.  

2.2.2.1. User story gathering 
User story gathering goes on throughout the project in agile 

methods because user requirements keep on evolving, coming and 

going throughout the project. Therefore, user story evolving, 

elicitation, and development keep on going in an iterative manner. 

User stories are gathered through questionnaire, interviews, 

observations and workshops, and written in story cards. 

According to the proposed methods (e.g. [23]) non-functional 

requirements (NFRs) are also elicited from the customers side-by-

side the functional requirements. So NFRs are also gathered 

through questionnaires, workshops and observation methods.  

2.2.2.2. User story writing 
User story writing workshops are arranged in which development 

team and customer jointly write the user stories. Such workshops 

are arranged in the beginning of each planned release. Estimation 

and priorities are not associated with the user stories at this stage. 

Low fidelity prototypes are designed to properly translate user 

demands into user stories for development. 

2.2.2.3. Acceptance testing user stories  
Tests are created and applied for each of the defined user stories. 

These tests confirm the correctness of the user stories. In addition, 

acceptance tests add to the usability and functionality of the user 

story. The acceptance tests make all the possible stones unturned 

where customer’s imagination might go. These acceptance tests 

determine the completeness of a user story implementation. In 

practice, acceptance tests are small notes written at the back of 

story cards. 

2.2.2.4. User story estimation  
To measure the story points, agile teams allocate points to the 

stories and use these arbitrary values to measure the effort 

required to complete that user story. These points can be allocated 

in many ways based on the team’s preferences. In most cases, 

project managers define a story point complexity range as a 

Fibonacci series (for example, 1, 2, 3, 5, 8).  Another way is to 

pick a small reference story and estimate the other ones with 

reference to that using the Delphi estimation technique known as 

“planning poker” [27]. The stories are rated and reviewed before 

entering the next phase of prioritization. 

2.2.2.5. User story prioritization  
User stories are prioritized before iteration. The user stories are 

prioritized in terms of ranking (i.e. ordered as first, second and 

third) and also as group (i.e. ‘high priority’, ‘low’ and ‘medium’). 

The high priority user stories are recorded in the product backlog 

and used as a guide to carry out the development work. Customers 

perform the prioritization task based on their understanding of the 

business value the user stories will bring using various techniques 

(e.g. dynamic reprortization of requirements [8], value-based 

requirements priortization [9] client-driven requirements 

prioritization [28], and risk-based requirements priortization [29]) 

but with due input from the development teams.  

2.2.2.6. Disaggregating into tasks  
The user stories are divided into smaller tasks for ease of 

development. The stories that are fairly small are highly 

interdependent are implemented as they are. Teams divide the 

user stories based on their own personal instinct and criteria.  

2.2.2.7. User story allocation  
The user stories divided into tasks are allocated to the developers. 

This is decided during planning meetings. Agile teams perform 

these allocations based on their consensus and discussion.  

Our reflection on evidence published in empirical studies helped 

us create an overall picture of how agile RE happens across 

projects and organizations. Each iteration repeats the same 

process of user story creation, prioritization, estimation and 

implementation and the final output is shared with the customer to 

gather feedback and improve the product through retrospectives. 

Unlike in the phase-driven linear traditional RE, clients’ changes 

can be accommodated at any time during the development 

lifecycle. Involving customer in user story prioritization also 

reduces the chances of incoming change requests that often. It 

also helps customers to make realistic expectations from the 

output of each iteration. Therefore, significant differences can be 

seen in the process of carrying out RE activities in agile methods 

as compared to the traditional methods. The flow of activities 

described in this paper defines the agile way of dealing with 

requirements. It invites the researchers to provide empirical 

results by conducting studies in agile based software development 

environments. In addition, the empirical evidence and 

experimental results will help shape up this process and flow of 

activities in a better manner. 

3. ADOPTED PRACTICES OF AGILE 

REQUIREMENTS ENGINEERING   
In our recent systematic review on agile RE [11] we identified 17 

agile RE practices from literature. These practices are summarized 

in Table 2. In particular, we found several traditional RE practices 

particularly used for requirements gathering (i.e. observations, 

interviews, workshops) used for user story elicitation and creation 

in agile methods [3]. In addition, there are several other traditional 

RE practices used in agile RE such as customer involvement [17], 

face-to-face communication [7][8], requirements modeling [6] 

using techniques like goal-sketching [6]. Agile methods strongly 

advocate stakeholders’ collaboration so customer involvement and 

face-to-face communication is an integral part of project 

development.  

In particular, agile RE practices include user stories based on 

customer demands, user story prioritization [7][8] continuous 

planning, pairing [7][8], change management [4], cross functional 

teams, prototyping, testing before coding, review meeting, 

acceptance tests [30], and shared conceptualization [31]. 

Moreover, agile method propose iterative development of 

requirements to help making requirements less fragile [4]. 



Table 2. Summary of agile RE practices [11] 

Practice References 

Acceptance tests [4][5] 
Change management [4][5]  

Code refactoring [39] 

Cross-functional teams [32]  

Customer involvement [29][4][5] 

Face-to-face communication [4][5][17][33] 

Iterative requirements [4][5] [33] 

Pairing for requirements analysis [40] 

Prototyping  [4][5][36] 

Requirements management [4][5]  

Requirements modelling [6][38] 

Requirements prioritisation  [4][5][29] [33][35] 

Retrospectives [4][5] [33]  

Review meetings acceptance tests [4][5] 

Shared conceptualisations [31] 

Testing before coding [4][5][33][37] 

User stories [34][32] 

 

Furthermore, agile methods proclaim iterative and gradual 

detailing of requirements [32] with continuous planning and 

retrospectives after each iteration. Prototyping helps the customer 

to provide feedback on requirements and enhances quicker 

feedback [5] . Therefore, we can say that these RE practices 

including traditional RE practices and practices particularly used 

in agile methods equally contribute to requirements development 

in agile project development.    

4. TRADITIONAL RE CHALLENGES 

RESOLVED BY AGILE RE   
Agile methods tend to solve several issues of traditional RE due to 

flexibility and dynamic workflow. The summary of several 

traditional RE challenges identified in our systematic literature 

review [11] and solutions to resolve them provided by the use of 

agile RE are shown in Table 3.  

In traditional RE the major issue is the lapse of information 

exchange between relevant people, called communication gap 

[41]. Agile methods serve the purpose to resolve communication 

lapses among teams [32][30] through frequent face-to-face 

communication [42]. In traditional methods, customers usually get 

to see the output product after the completion of development and 

testing phase [30]. This minimal customer involvement in 
traditional software development like the waterfall model creates 

requirements changes at later stages. The frequent and face-to-

face communication in agile methods solves this problem. 

Likewise, the gradual and iterative detailing of requirements in 

agile methods provides solution to the issue of over-scoped 

requirements in traditional RE [32]. The customer rectifies the 

product while in making after each iteration that helps to keep the 

customer’s requirements realistic.  

Lengthy requirements documentation, which is also considered 

unreliable at times, is another challenge of traditional RE 

[32][33]. After gathering requirements from the customer a 

detailed requirements specification document is prepared. This 

specification document is not only lengthy and complex but also 

incorporates technical details and language difficult to be 

understood for non-technical customers. Agile teams believe in 

exchanging information face-to-face, onsite customer presence 

and follow very less documentation which ultimately resolves this 

challenge. 

Table 3. Summary of traditional RE challenges resolved by 

agile RE  

Traditional RE challenge Agile RE solution  

Communication gap [32] Collocated teams [43] [42]  

Face-to-face 

communication [4][5] 

On-site customer [7][25] 

[26] 

Less customer involvement 

[30]  

Requirements documentation 

[32] 

Over-scoping of requirements 

[32] 

Iterative detailing of 

requirements [32] 

Requirements validation [30] Requirements prioritization 

by customer 

Prototyping [4][5] 

 

Requirements validation is another issue in traditional RE [30] 

which is resolved through constant requirements prioritization 

done by customer using various techniques (e.g. [28]) in agile 

methods. In addition, prototyping also helps the customer to 

visualize her demands and suggest changes if required at earlier 

development stages [4][5]. Prototype presentation sessions at the 

end of every iteration, also called “show and tell sessions” in agile 

methods help the customer to visualize step-by-step development 

of her idea and give feedback which serves as requirements 

validation or brings in rework in case of suggested changes. 

Therefore, we can summarize that several detrimental challenges 

posed by traditional RE can be eradicated or minimized by using 

agile RE though this argument needs stronger empirical evidence 

and experience reports from industry to strength and generalize 

such conclusion. 

5. NEW CHALLENGES POSED BY AGILE 

REQUIREMENTS ENGINEERING   
In literature, traditional RE activities are mapped against agile 

methods’ (i.e. Scrum) workflow to show that both are compatible 

(e.g. [23][12]). However, merging agile and traditional RE 

practices poses several challenges brought by agile (e.g. [5][11]) 

to the software industry. Our literature review [11] moved one 

step further aiming to reveal the possible solutions reported so far. 

Table 4 summarizes the list of identified solutions.  

NFRs that determine the usability, security and performance of 

the system are to a certain extent neglected in agile methods [4]. 

Nevertheless, several methods to model NFRs are proposed 

recently to overcome this issue in agile methods (e.g. [46]–[50]). 

Some of the authors of the referred proposals put forward using 

modelling artefacts as part of agile RE in order to integrate NFR 

activities into the agile cycle. Other authors focus on a particular 

NFR, e.g. security [33][34] and suggest frameworks for assisting 

in the elicitation and evaluation of security requirements.  

Following the life of a requirement, known as requirements 

traceability is another important issue to deal with in agile 

methods. However, methods are proposed to properly gather and 

store the requirements in agile methods to resolve incomplete 

requirements elicitation [23] and enable traceability at later stages 

(e.g. [32][33][53]).  

Another important issue in agile RE is minimal or no 

documentation [4][5]. The story gathering promotes the 

accumulation of tacit knowledge across the team through 

knowledge exchange between customer and developers [16]. User 

requirements are documented as feature list, user stories or 

product backlogs in agile methods. Lengthy requirements 



documents are simply not the agile way of dealing with 

requirements. The need to document requirements is resolved to 

some extent by consistent and frequent face-to-face 

communication among team members. 

 

Table 4. Summary of agile RE challenges and their proposed 

solutions 

Agile RE challenges  Proposed solutions  

Neglecting NFRs [4] Methods to tackle NFRs in agile 

methods [46][50] 

Lack of requirements 

traceability  

Methods to enable adequate 

requirements traceability 

[32][33] 

Incorrect requirements 

prioritization [23] 

Methods for value based 

requirements prioritization 

[35][37] 

Minimal requirements 

documentation [4][5] 

Collocated teams [43][42]  

Face-to-face communication 

[4][5] 

On-site customer [7][25][26] 

Contractual issues [4]   Legal measures  

Fixed price contracts [29][54] 

Customer availability [5] Proxy customers [5] 

Customer agreement 

[5][29]  

Appointing appropriate 

customer representative [5] 

 

In agile RE, clients perform business-value-based user story 

prioritization (e.g. [8][9][29]) depending upon their business 

needs and priorities. User stories are prioritized and reviewed 

before undergoing development [10].  However, incorrect 

requirement prioritization [23] can cause serious time and money 

loss in addition to rework.  

The contractual terms of an agile based project are important 

issues in agile RE [4][12] that do not allow requirements’ changes 

at later stages of product development. Changes at later stages of 

project involve cost that exceeds the pre-decided amount in 

contract. However, several studies (e.g. [29][54]) that focus on 

agile-based outsourced projects with fixed payment contracts state 

the solution for this issue.  

Agile methods assume customer’s availability [5][45] which itself 

is an issue due to time and budget allocation from client’s side 

often resolved by introducing proxy or surrogate customers. 

However, customer’s lack of domain knowledge, inability of 

decision-making, and lack of consensus on issues [5][29] can also 

cause serious issues in carrying out the project. This requires 

appropriate appointment of customer’s representative with 

adequate domain knowledge from the client side.  

In sum, it can be seen that agile RE also poses several serious 

challenges to the software industry. To counter these challenges 

some of the methods are proposed to carry out RE activities in 

agile methods smoothly (e.g. [23]). However, empirical evidence 

of the proposed solutions is required for implementation and 

generalization of results. Therefore, we can say that software 

industry lacks knowledge on how agile teams carry out RE 

activities in projects [55]. 

6. FINAL CONSIDERATIONS  
Our reflection on the ways in which agile and traditional RE differ 

brought us to the following conclusions, which have some 

implications for other researchers and practitioners. 

First, while consolidating the published ideas on how agile RE 

takes place in real life, we found a coherent small set of related 

activities that seem to be present in each agile RE process. Of 

course, we cannot generalize that this is the way of how all agile 

companies around the world approach their requirements and 

structure their working practices. More research on how exactly 

companies go about managing their agile requirements is 

therefore necessary.  

Second, the community attempts to come up with approaches to 

include NFRs into the agile paradigm. While proposals have been 

published, no empirical evaluation took place in real-life settings. 

This clearly indicates a gap in our knowledge on what approach 

would work in what context. This in turn means the need for more 

empirical evaluation research. 

Third, we provide a set of steps that guide the way to carry out RE 

activities in agile methods. Further research needs to be carried 

out to back up the proposed hierarchy with empirical evidence for 

generalization of results. Moreover, it can serve as a preliminary 

guideline for software industry practitioners to carry out 

requirements in an agile way. Also, it helps the tool 

manufacturing industry to design agile-RE-specific tools for 

requirements management and other alleged activities.  
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