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Proposal - Second International Workshop on  
Tool-Supported Development and Management in 

Distributed Projects (REMIDI’08) 

Call for Papers  
in conjunction with 

IEEE International Conference on Global Software Engineering (ICGSE) 

Bangalore, India 
August 17-20, 2008 

Today, distributed projects (often subsumed under terms like global 
software development (GSD), global collaboration, offshoring etc.) are 
common ways to overcome time and resource restrictions or lack of 
local expertise. Thus, today’s projects take place in a global context. At 
the same time, tool integration and end-to-end tool chains are more and 
more getting on the agenda of researchers and industry to tackle the 
growing complexity of development projects. 

Especially planning, coordinating and controlling software engineering 
in distributed settings are far more complex than in one-site projects. 
First, the process of analysis and design needs to be planned and 
organized differently. Second, the methods used to document, share 
and discuss design and architecture ideas need to take into account the 
fact that some project members involved in these tasks are spread over 
multiple sites and organisations and don’t have contact to end-users. 
Third, as the development artifacts are wide spread, the development, 
integration and release of a high quality product is far more challenging. 

As a conclusion, we need concepts and tools to support the specific 
needs, tasks and process requirements in distributed development 
projects. Experience shows that an appropriate tool chain increases 
efficiency and success of distributed projects since coordination and 
collaboration are far more complex than in on-site projects and need to 
be properly supported. Aspects like process assistance, knowledge 
management or project tracking ask for appropriate tools.  

Therefore, the workshop will walk through the methods and concepts 
that are available and the tool chains that are used in global software 
development projects. After last year’s successful edition (cf. 
www.ctit.utwente.nl/library/proceedings/proceedingsamrit.pdf and 
www4.in.tum.de/~kuhrmann/remidi07.shtml), this workshop will more 
explicitly focus on tools and infrastructures for GSD projects.  

The participants will present and discuss project experiences, best 
practices and new approaches – based on academic research and / or 
on experiences from industry.  

One of the objectives of this workshop is to structure the major research 
topics and to define a research agenda for further work in the area of 
“end-to-end” tool support in distributed system development. Besides 
that, there will be a demo session with presentations and live 
demonstrations of tools that are specifically dedicated to support 
distributed development projects. 

In summary, the workshop will include different aspects of tool selection 
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and orchestration in a distributed software development context, e.g.:  

• Administration and tracking of documents, concepts, code, etc.: 
What are the consequences for the process and the design 
tools if (all or some of the) processes of requirements 
engineering, design, development etc. are distributed?  

• Collaboration and communication in software engineering: How can 
teams be organized and coordinated when they are spread over 
two or more sites? How can projects achieve efficient collaboration 
and alignment? What are the lessons learned on tools and 
infrastructure for collaboration in different project phases? Which 
different requirements and characteristics do the different project 
phases have regarding tool support? 

• Process assistance and support: What does an adequate 
process for distributed development look like and how should it 
be supported by tools and techniques? What tools or tool 
chains are adequate to assist different project roles? 

• Tool orchestration: How should projects select their tools? How 
different are tool chains for different industries? What are the 
project characteristics that influence tool decisions most 
heavily? How different are the optimal tool chains for different 
levels of education and experience? 

• Economic aspects: What is the Return on Investment for tools 
dedicated towards distributed development? 

• Project management: Which tools can help to plan, control and 
track a project? Are risk management or workflow management 
tools different to those used in on-site projects?  

•  

Topics of the 1-day Workshop 
 
The following is a non-exhaustive list of relevant topics:  

• Models, tools and technologies for handling dynamics and 
complexity in the early phases of dispersed collaboration  

• Models and tools for unifying processes respecting 
requirements engineering, software development, and 
operations and maintenance in global contexts 

• Comparability and comparison with tools used in open source 
projects 

• Process model design for distributed engineering and 
“mirroring” of these processes in SE tools 

• Models and processes to define and predict usability, reliability, 
performance, quality and “adequacy” of development tools 

• Impacts of tools on the cost efficiency of distributed development  

These topics will be discussed based on presentations by participants. 
Based on these contributions, we will try to structure the problems and 
challenges and discuss a “research agenda for integrated tool 
infrastructures in GSD”.  

An explicit tool track asks vendors and academic research teams to 
present their products or prototypes. Live demonstrations are welcome. 

Addressees 
 
The workshop targets practitioners as well as researchers interested or 
involved in geographically or organizationally distributed software 
development.  

Organization Committee: 
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Twente, c.amrit@utwente.nl 

• Patrick Keil, TU München, 
keilp@in.tum.de  

• Marco Kuhrmann, TU München, 
kuhrmann@in.tum.de  

 

Program Committee: 

• Stefan Biffl, TU Wien 
• Manfred Broy, TU München 
• Pradeep Desai, Tata 

Consultancy Services 
• Vesna Mikulovic, Siemens AG 

Austria 
• Neel Mullick, IKaru Projects Pvt. 

Ltd. 
• Jürgen Münch, Fraunhofer IESE 
• Daniel J. Paulish, Siemens 

Corporate Research 
• Ita Richardson, Lero, University 

of Limerick 
• Bernhard Schätz, TU München 
• Rini van Solingen, LogicaCMG 

and Drenthe University 
• Jos van Hillegersberg, University 

of Twente 



 

1 

 

Decentralized Software Process Coordination and Security using Electronic 
Contracts 

 
Adailton Magalhães Lima, Rodrigo Quites Reis 

 
Software Engineering Laboratory - http://www.labes.ufpa.br 

Federal University of Pará (UFPA) 
Belém, Pará, Brazil 

{adailton,quites}@webapsee.com 
 

Abstract 
 
The Software Process Technology research area 

establishes methods and tools to support the good 
quality of software products. Process-centered 
Software Engineering Environments enable process 
modeling and enactment enforcement, and only a few 
of them supports decentralized coordination of process 
activities. Current projects in Global Software 
Development deal with many coordination and 
collaboration problems, such as share process context, 
information security and remote project monitoring. 
This paper describes a tool that provides a 
technological support to the cited problems on 
decentralized software process development. The 
objective of this tool is to provide a contract-based 
information filtering, and allows the security 
configuration when share process context among 
different organizations. We provide a description of the 
main expected results applying the proposed approach 
in different organizational contexts and a reference to 
future directions of this research. 

 
1. Introduction 
 

Software Engineering evolves as a theoretical and 
practical research area by proposing and applying 
methods, techniques and tools, which aims to increase 
software product quality. To develop and maintain 
software products it is necessary to cover a broad and 
coherent range of policies, organizational structures, 
technologies, methods and artifacts, which are all 
involved with software development process. 
According to [11], the software product quality 
depends strongly on the quality of the adopted software 
process. 

The Software Process Technology research area 
evolves quickly to provide adequate automated support 
for the enactment of quality software processes. 
Briefly, it involves the development of tools and 

environments to support the software process modeling 
and enactment. Software Process Technology promises 
to deliver automated facilities that can be useful to 
enable a software organization in order a high 
capability and maturity levels on reference models 
such as CMMI [3] and SPICE [25]. Integrated 
environments that enable the automation of software 
process modeling and enactment task are generically 
known as PSEEs (Process-centered Software 
Engineering Environments) [11]. The enactment of 
software process models is enabled by a software 
component known as process engine that enable 
guidance and/or enforcement of the process models 
with respect to the human enrollment in the context of 
a software project [6]. However, the decentralized 
coordination of process activities among different 
PSEEs is only supported by a few of them. Most of the 
PSEEs provide only a centralized solution based on the 
traditional client-server architecture. 

Due to the involvement of different locations and 
organizations adequate support for the decentralized 
coordination of activities in software development 
projects implies on the absence of centralized 
controlling mechanism. According to [7] and [10], the 
provision of automated support for decentralized 
coordination of software projects is a challenge for the 
Software Engineering Community. More specific, 
there is the problem of the shared context among 
different remote sites in Insourcing and Outsourcing 
projects highlighted by [19]. Other problems, such as 
project monitoring and progress measurement, are also 
faced as challenging problems for current projects in 
Global Software Development [15]. 

In software development projects that use 
environments like PSEEs to control and coordinate 
their processes, tools like task agendas and process 
views are used to provide monitoring support for the 
software projects enacted by the organization [6]. 
Targeting specific problems of decentralized software 
development context, including the problems of 
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context sharing and project monitoring, this paper 
presents an extension to an existing PSEE to provide 
support for project monitoring and process integration 
in decentralized software projects. 

The remainder of this paper is organized as follows. 
Section 2 presents the main concepts involving the 
coordination in decentralized software development. 
Section 3 makes an overview of the WebAPSEE 
environment, a PSEE used as implementation basis for 
this work. Section 4 illustrates the proposed extensions 
to provide decentralized software process enactment 
support in the decentralized software development 
context. The section 5 discusses the main expected 
benefits of this approach. Finally, section 6 presents 
the final remarks and future directions of this research. 

 
2. Coordination in Decentralized Software 
Development 
 

Decentralized Software Development is a field of 
study deeply influenced by the evolution of industry 
and globalization [10]. According to Sabherwal [21], 
project coordination focuses on the management of 
inter-dependencies among different activities in 
software development. In the context of decentralized 
software projects it is not feasible to have a unique, 
centralized entity to control process enactment.  

The current state of the practice in this field is 
frequently based on shared repositories to monitor 
delivered and changed artifacts. However, this 
approach provides limited view to customers, since it 
does not show information about the internal processes 
models enacted by the supplier [8]. The lack of process 
monitoring is critical nowadays due to the increasing 
demand on quality models in acquisition projects. 

To successfully orchestrate global software 
development, project managers need to share 
information about projects and communicate with 
other site managers to take advantages of this work 
model [14]. Ebert [7] pointed out the influence of 
insufficient contract management in decentralized 
software development and the low control over the 
quality and scheduling aspects on contracts with 
external partnerships. To manage the customer-
supplier relationship a contract must describe a set of 
policies to control access information and monitor 
project milestones. 

The contract management approach enables process 
enactment monitoring while provide awareness to 
customers and suppliers on current project status. In 
addition, it can be used to provide support for early 
notification for abnormal behavior on monitored 
projects. In this way, it provides the base to support the 
development of a number of additional facilities with 

respect to the continuous monitoring of both product 
and process related information [15]. 

 
3. The WebAPSEE Environment 
 

PSEEs are tools that can be used to minimize 
problems involving software development. Thus, 
PSEEs represent the use of software to help the 
management of the software development [12]. 

The WebAPSEE environment is a PSEE developed 
since 2004 at the Software Engineering Laboratory of 
Federal University of Pará, Brazil [18]. The current 
open source version of this PSEE can be found in 
http://sourceforge.net/projects/webapsee. 

The main goal of WebAPSEE environment is to 
provide support for the definition and deployment of 
software process models using a graph-based formal 
semantic notation [12]. In a software process 
improvement initiative, the WebAPSEE environment 
represents a shared repository to define and monitor 
organization’s processes. In this case, it will provide 
access to evidences of process definition and to the 
process improvement goals. 

The majority of PSEEs adopts a centralized 
architecture, where they enact the processes on only 
one site, and client applications use remote procedure 
calls to access the processes information. As examples 
of this approach, we can cite the EPOS [4], Marvel 
[17] and WebAPSEE [18] environments.  

Figure 1 – Screenshot of the WebAPSEE Environment 
with the Manager Console and the Task Agenda. 

Some clear problems of the centralized architecture 
approach are: a unique failure point; the system 
scalability is limited to the server machine processing 
power; the final response time is limited to server 
concurrency level. Beyond these technical problems, 
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the centralized architecture of PSEEs may represent an 
organization disadvantage with respect to the demand 
to share process information with external partners. 
Furthermore, a centralized server can open backdoors 
to strategic access process information from strange 
clients, what is a strategic organizational problem [24]. 

Even if the security policies among different users 
are used to support information filtering, the databases 
stay in an external organization domain (in some 
remote site service), and still remains the risk of 
unauthorized access of strategic data and the lack of 
trust among the remote sites [1]. 

 
The WebAPSEE Manager Console 
 

The Manager Console Tool is integrated on the 
WebAPSEE environment, which uses a modeling 
formalism allowing the process definition using a 
graphical editor. Today, the WebAPSEE environment 
constitutes an integration framework for a number 
services related to process management, including 
modeling, enactment, visualization, instantiation and 
enactment events. Using the Manager Console, the 
software process manager can design a process model, 
manage the process enactment, visualize process 
reports and manage the organizational information 
(artifacts, agents, resources, and others). 

Figure 2 – General Deployment View 
 

The WebAPSEE Task Agenda 
 

Using the WebAPSEE Task Agenda Tool, the 
developer can visualize the software processes in 
which s/he is allocated to. Therefore, the developer 
interacts with the Task Agenda in order to provide 
feedback about the tasks performance status. Figure 1 
contains the illustration of one screen of the Task 
Agenda Tool use, which represents the agent tasks at 
one specific process and allows accessing the task 
definition and to the produced and required artifacts 

(associated to file upload and download 
functionalities). 

4. A Decentralized Coordination Model to 
the WebAPSEE Environment 
 

The decentralized process enactment approach uses 
distributed technologies to share process information 
among distributed organizations’ sites. This approach 
contributes to a better process scalability avoiding the 
single failure point that exists at the centralized 
coordination model. As examples of PSEEs that 
follows this approach we can quote the environments 
Oz [2], Serendipity-II [13], Genesis [20] and 
SwinDeW [23]. 

In a general way, the proposal of this work to 
decentralize the processes enactment is summarized in 
the coordination of several activities among different 
PSEEs instances. The participating instances of PSEEs 
on the network must interact to maintain the 
consistency of the environment data and the shared 
processes. 

As organizational advantages of this decentralized 
enactment model, we can quote: the opportunity to the 
organizations’ systems to manage the cooperation with 
external partners; the opportunity to the process 
management systems balance the access to clients tools 

(in this case, the access of 
Agendas and Manager 
Consoles will be balanced 
among the different 
decentralized sites); provide a 
model that can be reliable by 
customers and suppliers, 
because the organization’s 
data is stored in its own 
domain. 
Figure 2 presents in a UML 
deployment diagram the 
general view of this work that 
extends the current 

WebAPSEE architecture defining the P2Process 
Figure 2 illustrates the customers and suppliers 
instances of their internal WebAPSEE environments. 
The P2Process Server component acts as a proxy 
among remote instances of a PSEE, integrating the 
process enactment through the exchange of messages 
among different decentralized remote sites. 

 
Contract Management 
 

Each of the involved environment instances 
possesses a copy of the component defined as 
Figure 2. The Contract component acts as a flexible 
information access control from the remote sites and 
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establish rules for data access in the processes 
decentralization. This approach allows the information 
filtering of confidential data among the involved sites.  

The current tool prototype version already contains 
the electronic contract evaluator component, where the 
contract rules are evaluated to allow or to deny 
operations among involved decentralized remote sites. 
The distribution layer implements a peer-to-peer model 
using the JXTA peer-to-peer technology [9]. 

  
Process Integration 
 

To delegate activities from the local process model 
to be performed by a decentralized remote site, the 
current prototype defines a delegation protocol. 
Depending of the current known suppliers, the 
customer chooses the destination of the activity’s 
delegation process. The site that delegates an activity 
must send remote messages to the targeted supplier, 
and this delegation protocol has the following steps: a) 
request the operation to distribute a delegable activity; 
b) define the electronic contract to be applied to this 
delegation; c) send the additional data needed to enact 
the activity. 
 
Process Enactment Events Synchronization 
 

The enactment events synchronization among 
customers and suppliers provides the exchange of 
process enactment information among different 
instances of the PSEEs. Asynchronous messages 
define the enactment events, which are propagated to 
represent software process model events (as an activity 
state or an artifact state change). The internal 
implementation follows the publish/subscribe 
notification implementation approach to establish the 
communication among remote sites [5].  

Figure 3 – Events Messages Serialization into XML 

Figure 3 illustrates the serialization process that 
maps internal enactment events to XML messages 

propagated through the peer-to-peer network. It 
provides an automatic and interoperable way to 
synchronize the different projects status in the 
decentralized software process context based on a 
PSEE approach. 

 
5. Expected results from this work  
 

This work focuses on decentralized software 
development, no matter if the remote sites are at 
different organizations (Outsourcing) or at different 
branches of the same organization (Insourcing). 
Depending on the organizational context of tool 
deployment, we expect a variation on the electronic 
contract rules. To the Outsourcing context, we expect 
more rigid rules instead of more openness rules for the 
Insourcing context. But in both cases, as the work 
described in [1], an explicitly contract definition 
creates a trustful environment in the customer-supplier 
relationship. 

We expect that the decentralized enactment model 
using contracts to filter the remote access aggregate 
values in both directions of global software 
development: it aggregates competitive advantage to 
suppliers (which can offer a remote monitoring 
service) and management power to customers. Thus, 
the following sections present some expected results 
with the use of the proposed tool in real decentralized 
software development projects. 

 
A Common Process Language 
 

The authors Ebert [7] and Sengupta [22] report the 
need of a common language among the dispersed 
members of a remote relationship to have a better 
communication during the project. So, this work 
proposes that the benefits of a common process 
language in centralized PSEEs may be extended to 
decentralized software development projects. 
Therefore the visualization of information about 
decentralized projects using a process-oriented notation 
can help the project managers to realize the actual 
remote process enactment on their internal process 
model language. 

 
Information Confidentiality in the Organization’s 
Relationship 
 

According to Sengupta [22] and Wells [24] the 
organization’s information confidentiality is an 
indispensable aspect for a real deployment of software 
process decentralization. An important non-technical 
factor involved in the process decentralization is the 
trust among the involved parts. The methods and tools 
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proposed by this work must support alternatives to 
information confidentiality between customers and 
suppliers. 

 This work proposes the concept of an electronic 
contract, defining rules to enable or disable data access 
between customers and suppliers in a decentralized 
process context, as shown in Figure 4. Suppliers can 
configure the electronic contract, blocking the access 
of some information when sent to the customer. When 
customers request a supplier process view, it can 
visualize only the explicitly allowed components of the 
software process. Thus, a more openness access control 
can be defined to internal partners (the Insourcing case 
illustrated by the Customer Process View A in Figure 
4) and external partners (the Outsourcing case 
illustrated by the Customer Process View B in Figure 
4). These different visualizations allow the information 
confidentiality in the customer-supplier relationship.  

Figure 4 – Remote Process Context Visualization in 
Different Organizational Contexts 
 
Adherence to the CMMI goals 
 

The main rationale of this work deals with the 
demand of coordinated monitoring between customers 
and suppliers by process maturity models. The CMMI 
maturity model [3] and the eSCM model [16] demand 
to support the goal of work coordination between 
suppliers of software products. In the case of external 
suppliers, the monitoring of activities is an important 
aspect to verification of methods and products used in 
the software development.  

The current proposal of decentralized process 
coordination can benefit the project monitoring process 
performed by the customer, by providing a higher 
automation degree on the remote information retrieval. 
As a consequence, this work proposal created an open 
channel of communication between customers and 
suppliers. In this way, the higher automation degree in 
suppliers’ monitoring can help customers to better 
manage different suppliers simultaneously, since the 
retrieve of remote process status is effortless. 

 
6. Conclusions and Future Work 
 

The Genesis [20] and SwinDeW [23] tools define a 
homogeneous integration model to external tools. 
Instead of following this homogenous integration 
model, this work defines a XML way to exchange 
messages among different PSEEs, and open the 

opportunity to integrate 
different PSEEs or process-
oriented tools on this 
coordination approach. 

The need for consensus 
in Global Software 
Development tools [15] can 
be achieved by the contract 
definition in each one of 
the involved sites. 

Applying the approach 
of this work in 
decentralized software 
development can lead to 
the customers the power to 
know the current supplier 
development status. It can 
make the risks management 
and decision-making 
process easier, because can 
lead to customers an early 
decision before the project 

risks be higher than the accorded value with the 
supplier. To the suppliers, the process transparency can 
represent a market advantage.  

The management and control over communication 
activities help minimize the management and 
communication problems. Integrating to process 
support tools, as PSEEs, we can bring a higher 
automation level to monitoring tasks in Global 
Software Development [15] and provides a better 
control over variable costs on software projects [21]. 

The functionality to retrieve remote process views 
(as shown in Figure 4) can help to minimize the 
context-sharing problem [19] by the process-oriented 
view of the remote project described in this work. 
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The current prototype of the tool is under beta 
version to evaluate its effectiveness in study cases with 
local industrial partners. In specific, it is expected to 
evaluate if the scalability of the proposed notification 
message propagation approach is able to handle the 
demand for Global Software Development projects [5]. 

As future work, one of the requirements cited by [8] 
is the difficulty to choose potential partners to support 
a development demand. Both the CMMI process 
maturity model [3] and the eSCM model [16] define 
that to choose IT suppliers it is necessary to prescribe 
the entire process and be based on objective criterion to 
choose the best supplier for each case. Thus, as a 
possible extension of this work we can provide 
automatic client-supplier relationships metric 
collection and support the choose of possible suppliers 
using the historical data from decentralized projects. 
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Abstract 
 

Component Based Software Development is a 
reuse-based approach. New applications can be 
developed on the fly by integrating already existing 
software components. The components are either 
available in the in-house reuse library of the 
application development organization, or are procured 
from third parties. So in this process, development of 
an application is not confined to a single organization 
but distributed across the globe. One of the issues in 
this global software development scenario is that 
component users have limited control on the 
development and evolution of third party components. 
Component users or application developers have to 
keep track of new offerings produced by the component 
vendors and upgrade their products accordingly as 
vendors may not support the old versions of the 
components any more. In a component based software 
application, when a component is upgraded, added or 
removed, it can affect the components depended-by 
and dependent-upon this component in the application. 
In order to analyze the impact of change in one 
component on other components in the system, we 
have to identify and explicitly specify the inter-
dependencies of the components. This paper studies 
dependency analysis, various types of dependencies 
and techniques used to manage the dependencies. We 
propose a matrix-based representation to record inter-
dependencies of software components. Impact Analysis 
can be carried out using the proposed algorithms. An 
experimental study is presented at the end.  
 
1. Introduction 
 

In Component based software paradigm, 
developing an application involves the assembly or 
composition of preexisting, reusable and independent 
pieces of software components [8]. Components 
communicate and share information in order to provide 

system functionalities. These components are self-
contained units, which can interoperate with other such 
components in the system through well-defined 
interfaces. Dependencies in the software components 
should ideally be identified and controlled in the initial 
phases of the software development life cycle, so that 
the software product can be reconfigured easily 
without spending much effort, and quality of the 
product can also be maintained even after the revisions 
are done [9].  

Object Oriented Development endorses 
compartmentalization of system into several self-
contained reusable components. Reusable components 
provide ready-to-use structural as well as behavioral 
artifacts for use by other components. Less coupling 
and high cohesion are important criteria for a good 
component design. A software system is bound to 
change. Managing changes effectively and efficiently 
is prime concern of today to build a resilient 
architecture. In this context, our research work is 
targeted towards analyzing the impact of change in 
component-based software engineering. The paper is 
organized as follows. Section two emphasizes on the 
need and methodology of dependence analysis with 
types of dependencies. Related work in this area has 
been studied in section three. Our proposed approach 
towards our goal of this paper is presented in section 
four. Here we analyze the type of change of one 
component and its impact on the dependent 
components in the system. We also present the 
methodology of managing dependencies using 
dependence matrix and associated algorithms. 
Experimental study and results are shown in Section 
five. Finally, in section six, we conclude with vision 
for future work. 
2. Dependence Analysis 

Defining a Dependency - A dependency is a 
relationship involving two or more elements where a 
change of structure or behavior in one or more 



elements leads to a potential for a change of 
structure/behavior in one or more other elements.  

Instead of merely saying that two things are 
dependent on each other (either directly or indirectly 
through a transitivity chain), we are interested in the 
type of the dependency. 

 
2.1. Types of Dependencies 
 

A component can depend upon another component 
in either or both of two ways – Structure or Behavior 
[6]. Both structural and behavioral dependencies are 
important to capture and understand when analyzing 
architecture. A change in behavior that changes the 
publicly visible signature of a component affects the 
client. However, if the change is internal to the 
component, for example, instead of following FCFS 
manner, a queue works in a priority ordering, but the 
externally visible signatures for insertion and deletion 
remain same, then we mention that the client is 
behaviorally dependent but not structurally dependent. 
In case of structural dependencies, some categories as 
identified in [6] are – 

• Includes – A component may be created from 
other subcomponents, using relationships such 
as aggregation or composition. For example, a 
Reservation Component for a Hotel 
Management System consists of 
CustomerManager Component, Billing 
Component and RoomAllocation component.  

• Import/Export – The specification for a 
component may describe the information 
imported or exported between modules. 
Sometimes, the implementation of a function 
within a component may use some other 
component related through an association type 
of relationship. For example, in an order 
management system, an order component 
depends upon the Inventory component..  

• Inheritance – The specification for a component 
may be created through inheritance from other 
components. The inherited components extends 
the basic functionality provided in the base 
component. 

The behavioral dependencies (6) can be categorized 
as- 

• Temporal – The behavior of one component 
precedes or follows the behavior of another 
component. 

• Casual – the behavior of one component implies 
the behavior of another component. 

• Input – A component requires information or 
stimulation from another component. 

• Output - A component provides information or 
stimulation to other components. 

 
In a nutshell, a component A can be dependent 

upon - 
• The structure of another component B or 
• The behavior of B 
• Or both (i.e. the structure as well as behavior of B) 
 It is easy enough to develop a directed graph of the 

dependencies; however, such a graph is too simple to 
analyze complex software systems. We need a model 
of dependency relationships that goes beyond just 
knowing that two things are dependent upon each 
other. 

 
3. Related Work 
 

As inter module dependencies can have large 
impact on the present and future structure of a software 
product, the identification and exploitation of 
dependencies has been a subject of research. Most of 
the research work has been done to analyze 
dependencies at the implementation level i.e. in 
program code. Several tools are available that can 
automatically extract the dependencies in the program 
code such as JDepend, which identifies dependencies 
from programs written in Java language [5]. At the 
architectural level too, tools such as Aladdin are 
available, which can extract dependencies from 
specifications written in Architecture description 
language [6].  

Li [3] has used dependency matrix based technique 
for managing dependencies. Li has identified eight 
types of dependencies in a component-based system : 
dependency related to data, control, interface, time, 
state, cause-effect, input/output and context. The value 
for a cell in the matrix is defined using Boolean OR 
operator over all eight types of identified 
dependencies. The cell takes a value 1, if any of the 
eight dependencies exists in a pair of software 
components and 0 otherwise. Li [3] has suggested 
using different matrices for eight different types of 
dependencies.  Stafford et al [7] used dependence 
matrix to show interdependencies of interfaces of 
software components. Rows and columns of the matrix 
correspond to the in and out interfaces of software 
components. But, such a solution cannot be easily 
scaled up to large complex applications, because one 
component may support multiple interfaces in an 
application and number of operations per interface may 
also be very large. The work presented in this paper is 
an extension to the technique used by Li [3] for 
managing dependencies. 



4. Proposed Approach  
 

 As per the previous discussion, a component can be 
dependent upon either the structure or the behavior of 
another component. The idea behind the proposed 
approach is that if a change is required in the structure 
of a component, then only those components need to 
be changed which depend upon its structure. As the 
behavior of a component changes, the components 
dependent upon its behavior should be considered for 
change. According to the proposed model, for every 
dependency in a pair of components, the type of 
dependency also needs to be recorded. This 
information can help in correct impact analysis, 
whenever a change is requested in the system.  

 
4.1. Analysis of Type of Change and Its Impact  
 

We will now analyze type of change and its impact 
through an example. Let us take an example of a 
component say ElementSearch, which can search for a 
given element in a given list and report the 
presence/absence of that element in the list. 
ElementSearch implements linear search algorithm. 
Another component say DataManagement, uses this 
component for searching purposes. DataManagement 
component depends only upon the behavior of 
ElementSearch component, not on its structure. 

 In table 1, we consider some situations in which a 
change in component ElementSearch can impact the 
component DataManagement.  
 We can observe in table1, that a change in the 
structure of ElementSearch does not require a change 
in DataManagement component. But a change in 
behavior may result in change in the behavior of the 
dependent component. This later type of change may 
not always be necessary, because a component can 
support multiple interfaces. This approach is followed 
in Microsoft COM+ environment [4]. As in the last 
case discussed in table 1, ElementSearch can maintain 
a different version of the interface for its old clients 
(e.g. DataManagement in this case). But this kind of 
dependence analysis can help us to know about the 
overhead (cost of managing multiple versions of 
interfaces) caused by a change in the behavior of a 
component. 

 4.2. Managing Dependencies Using Dependence 
Matrix 

  
Here we consider a dependence matrix as a 3-

dimensional matrix. For a component-based system of 
N components, every cell of the NxNx2 matrix 
contains information about type of dependence (i.e. 

structural or behavioral) and strength of dependence 
(i.e. number of references) of the corresponding pair of 
Table1:  Impact of change in a component on a 
dependent component 

 
 
software components. Type of dependence is not 
stored but just indicated by the location of information. 
This has been done keeping in mind the memory 
savings. First node of the cell stores number of 
references for structural and second node stores the 
number of references meant for behavioral 
dependencies. For example in figure 1, number of 
structural dependencies is 6 and number of behavioral 
dependencies is 8. 

  
6 
8 

 
Figure 1: Contents of a cell of a matrix. 

The matrix for a hypothetical system design is 
given in figure 2. Let us consider a component-based 
software consisting of 3 components C1, C2, and C3. 

Type of Change 
in  
ElementSearch 

Description Impact on 
DataManagement 

Structure 
changed, 
Behavior  
unchanged 

Static memory 
allocation is 
changed to dynamic 
memory allocation.  

No change  

Structure 
changed, 
Behavior 
unchanged 

Linear search 
algorithm changed 
to binary search 
algorithm. 
Component uses a 
sub module to sort 
the unsorted list 
received from 
DataManagement 
component 

No change 

Structure 
changed, 
Behavior 
changed 

Searching algorithm 
changed to binary 
search, but 
ElementSearch does 
not itself sort the 
data, 
DataManagement 
has to provide now 
a sorted list 

 Change required 

Structure 
unchanged, 
Behavior 
changed 

ElementSearch now 
provides the 
location of the 
searched item  
present  in the list 
too 

Change required 
(if the component 
wants to use this 
feature). 



Dependency Matrix for the system is given in figure 3. 
Rows show the components depended upon and 
columns show the dependent components. For 
example in fig. 2, C2 has a component C1 dependent 
upon it. C1 has two references to the structure of C2 
and 6 references to the behavior of C2. So whenever a 
change to C2 takes place, C1 may also have to be 
modified. C3 has two dependents C1 and C2. 

 
Table 2: A Dependency Matrix 

Components  
 

C1 C2 C3 

   C1 
   
4   C2 
6   
1 6  C3 
0 3  

   
4.2.1 Dependence Analysis Algorithms 

Suppose that we have to see the impact of making a 
change to one component of a system. The steps to see 
the impact of change   are as follows: - 

1.  Create a dependence matrix for the system. 
2.  Identify the type of change i.e. whether it is 

a change in the structure of the component 
or in the behavior of the component or both. 

3.  Proceed to    
 1. Algorithm (1.A) if the change is in the 

structure of the component,  
 2. Algorithm (1.B) if the change is in the 

behavior only, 
3. Algorithms (1.A), (1.B) in the sequence if 
component’s structure as well as behavior is 
changed. 
 

Algorithms (1.A) and (1.B) are explained in the 
following paragraphs- 

 
Algorithm (1.A) – Algorithm for changes in the 

structure of a component C 
1) Find the row of the dependency matrix 

corresponding to component C.  
2) Select all those columns of the matrix in which 

the cells in this row have non-zero values for 
structural dependencies. 

3) The components corresponding to this selected 
set of columns are the components that will be 
directly affected by this change. 

For transitive dependencies of this change, repeat 
step 1-2 for the set of components identified in step 
3. 
 
Algorithm (1.B)- Algorithm for changes in the 

behavior of a component C 
1) Find the row of the dependency matrix 

corresponding to component C. 
2)  Select all those columns of the matrix in which 

the cells in this row have non-zero values for 
behavioral dependencies. 

3) The components corresponding to these columns 
are the components which will be affected by 
this change.  

 
 
 
 
 
 
 
 
 
 
 
 

Figure 3: Interdependencies of components 
Unlike the (1.A) algorithm we do not consider 

transitive dependencies in this algorithm, because one 
component can support multiple interfaces for different 
components. The components with which it directly 
interacts are the only ones that may be affected by this 
change. For example, in figure3, components C1, C2 
and C3 communicate using two-way communication 
links. Now let us imagine that behavior of C1 with C2 
changes. 

This change will not affect component C3. C1 will 
provide to C3 same old interface, it will support a new 
updated interface for C2. So C1 will now be 
supporting two interfaces, one for C2 and another for 
C3. 

 
 
5. Experimental Study and Results 
 

Let us consider the component based software 
system for a hotel reservation management system as 
given in [1] .It consists of  four components –
Reservation System, Billing, Hotel Mgt, Customer Mgt. 
Dependency Matrix, given in figure 4  is constructed 
using the proposed model : 

 

C3 

C2 

C1 



Components  
 

Reservation 
System 

Billing Hotel 
Mgt 

Customer
Mgt 

    Reservation 
System     

0    Billing 
1    
0 0   Hotel Mgt 
3 0   
0 0 0  Customer Mgt 
4 0 0  

 
Figure 4: Dependence Matrix for Hotel 

Reservation System 
 
All the components are independent of each other 

as far as their definitions are concerned i.e. they do not 
have any structural relationships. Except the 
component Reservation System, other components are 
not directly connected with one another. So their 
behavior is also independent of others. Let us assume 
that a structural change is to be introduced in billing 
component, regarding the customer charging rules. 
Using the algorithm (1.A), we can see that no 
component is affected by this change, as in the matrix, 
row corresponding to billing component has got 0 
structural dependencies. Comparatively, if Li [3]’s 
approach is applied in the same situation, then a 
structural change in billing component will reportedly 
affect reservation component, which is actually not the 
case. Because, the structural change (not any change in 
publicly exposed interface) in billing component is 
confined within the implementation of the billing 
component itself and should no way, affect the 
reservation component. As such, the proposed 
algorithm of our paper shows better results than Li 
[3]’s in this aspect. For a change in the behavior of 
billing component , as per (1.B) algorithm only 
component reservation system may be affected, so 
billing component has to provide an additional 
interface for one component only. In addition to this 
we can see that reservation system is more tightly 
coupled with customer Mgt component as compared to 
billing component.  

 
6. Conclusion  
 

In this paper, we have studied dependency analysis 
in component based software systems from impact 
analysis point of view. This can further help in 
estimation of maintenance cost of software i.e. higher 
is the impact of change in a part of the system; more is 
the cost of implementing that change. A dependency 
matrix based approach is proposed for recording the 

interdependencies in software components. Algorithms 
have been formulated to know the effect of a change in 
a component of the system. It has been applied to a 
simple system too, and the results show that impact 
analysis is more correct than the existing approach 
used for the same purpose. 
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Abstract 
 

A proper management and the control of each 

element of the software development process have 

become very important to obtain high quality software. 

However, with the rise of globalized software 

development, these activities have become more 

complex and, at the same time, more important, not 

only to achieve high quality software, but also for the 

success or failure of a project; so new tools better 

adapted to these activities and environments are 

needed. This has led us to develop a suite of tools that 

facilitate and automate, as much as possible, the 

management and control of software development in 

distributed environments. Making the realization of 

tasks easier and, thus, increasing the productivity of 

each development team member, and building higher 

quality software.  

 

1. Introduction 
 

In the last few years all the software companies 

have greatly advanced in the development of better 

quality products, but in the shortest time and lowest 

cost possible. This evolution has been mostly directed 

towards two areas: to improve the software processes 

and to improve the business models. 

In the past, a series of sequential processes were 

carried out which had many problems, such as 

overloading of some tasks, a higher price of the change 

of the requirements, etc. [1]. Nowadays, by improving 

the software processes, there are some iterative 

processes such as RUP, XP, Scrum, etc. that focus on a 

greater collaboration and communication between the 

development teams and with the customers [2] to 

obtain better products and a greater satisfaction of the 

customers and the development team. 

Also, the business models have changed towards a 

higher industrialization and globalization of the 

software process, seeking new models to achieve 

higher productivity but with lower costs. With respect 

to these models, the near-shore and off-shore factories 

have prevailed, in which developments are made in 

factories far from the customers, where the lower 

standard of living allows for lower development costs. 

However, the cultural differences, the time zone and 

some difficulties with the management, the 

coordination and the communication between the 

development team members or with the customers are 

the main handicaps for the success of the projects. 

Moreover, these problems especially arise when these 

models are combined with iterative processes, in which 

collaboration and communication are key practices [3]. 

A good example of this is reflected in a recent survey 

of the DR. Dobb’s Journal [4], which shows that the 

offshore projects have a 42.7% success rate compared 

with 71.5% for the projects done with agile 

methodologies and on-site. 

For these reasons, the software companies and the 

research groups have been encouraged to seek and 

build some kind of tool that reduces the problems 

associated with geographic scattering and supports the 

different tasks of the software process [5]. However, 

the use of different tools for each task, which are 

correlative or are very interrelated, entail the need of a 

greater effort in their coordination. So, even though 

they have begun to develop applications to coordinate 

the different tasks of the development [6], they are 

putting aside the integration with the tools for the 

management of the development, which is a crucial 

area to increase the quality of the products and the 

success of the projects. For these reasons, in this paper 

we propose a suite of tools which, besides supporting 

and coordinating most of the tasks of the software 

process, is also able to integrate and automate the 

activities for the management and execution of all kind 

of software processes in distributed environments, 

although for the moment we are focusing more on its 

adequacy for RUP. In this paper, besides presenting the 

architecture of that suite, we are going to show an 



example explaining how the different tools work 

together. 

With this suite of tools, a set of applications to 

manage and control the software process is provided, 

and with these the coordination and the management of 

the process are improved and the independence of 

location of each resource is achieved. In addition, we 

are going to show how by integrating two of these 

tools, one for the management and the other for the 

execution of the software process, the automation and 

agility of a large amount of the work of coordination 

and management is achieved, increasing the 

productivity and the quality of the development. These 

advantages were obtained with the introduction of the 

tools in the factory of Indra
1
 in Cáceres, too. 

The rest of the paper is structured in the following 

way: in section 2 we present some of the tools and 

methodologies that exist at present, as well as the 

motivation that leads us to present this work; in section 

3 we describe the architecture of the suite of tools; in 

section 4 we present an evaluation of the tools in real 

cases; and, finally, in section 5 we present the 

conclusions and further works.  

 

2. Background and motivation 
 

In the last few years, software development has 

become a more industrialized practice, with 

developments similar to the production chains where 

the tasks are perfectly fixed and they are done by 

certain resources with fixed roles. In this environment, 

the management and coordination of each element of 

the process are essential activities to increase, or at 

least maintain, the quality of the software created. 

However, even though there are a lot of applications 

for the software process management, which even 

manage to contemplate the globalization of 

development (such as Jazz Team Concert [12]), they 

don’t cover  all the areas of the management, so, it is 

necessary to use different tools to control each area 

[6,13]. Therefore, the use of a lot of tools for the 

management, coupled with the lack of integration 

between them and with those that support the 

collaboration and the completion of each task of the 

software process, cause an increase in effort and a 

decrease in productivity. 

In addition to the industrialization of the software 

process, companies are continuously evolving the 

software processes that govern them, making them 

more agile and efficient.  But, as the software processes 

evolved, we could see the need to document each of the 

                                                           
1 Indra is a software enterprise with more than 23000 employees, 

and it has customers in more than 82 countries. 

different practices being carried out, in order to be 

properly transmitted to the entire development team, 

because, without this information, we could fall into 

some inconsistencies and lack of coordination when 

carrying out certain practices. Thus, for documenting 

and modeling these practices, some metamodels like 

SPEM [7] and tools like Eclipse Process Framework 

[8] have emerged. Nevertheless, while the software 

development has been scattered, the control and the 

management of the projects has appeared as a more and 

more complex activity, and the documentation of the 

process for the proper coordination and control of all of 

the tasks is not enough. Thus, it is necessary to develop 

methods and tools capable of automate the 

management and the control of the software process.  

In this way, in recent years many research groups have 

developed method for the modeling of software 

processes like workflows, using notations such as UML 

Activity Diagram, BPMN, etc.; and the execution of 

these workflows in some application, using similar 

technology by which Business Processes of an 

organisation are executed on a BPMS [9, 10, 11]. 

However, these studies were more oriented towards the 

documentation and the execution of the software 

process in order to automate some tasks of the process 

or a part of the development, so they obviated the 

utilization of this execution for automating and 

expediting the management and coordination of the 

development.  

All of these problems have motivated us to build a 

suite of tools that is capable of: on the one hand, 

supporting (in an integrated fashion) all the work of the 

software process management, making the job of the 

control and the coordination of the activities of 

development easier, and is able to execute the software 

processes, which is used for automate much of the 

work of management, and on the other hand, building a 

subset of modules capable of supporting each of the 

tasks of the iterative processes, and which are perfectly 

coordinated among themselves and with the 

management and process execution modules. 

 

3. Architecture of the suite of tools 
 

In Figure 1 the architecture of the suite of 

implemented tools to support the management and 

execution of the software process is shown, as well as 

the set of modules used to do each task. As can be seen, 

the architecture is divided into three layers, each of 

which has a very clear set of responsibilities, and each 

layer is also divided into different modules in charge of 

carrying out specific responsibilities. 



 
Figure 1. Architecture of the suite of tools 

The first layer, Control Process Layer, is in charge 

of doing an exhaustive control of the software 

processes that govern the development company. To 

carry out this control, the layer has three essential 

modules to lead the software processes, which are: 

 Software Process Modeling; this is a 

subsystem used for modeling and 

documentation of software processes. It is 

based on the SPEM meta-model and the EPF 

tool [7, 8]. But, SPEM only focuses on 

providing the needed structures to model 

software processes and it gives freedom to use 

any standard (UML2, BPMN, BPDM, etc.) to 

model its behavior. In this sense, EPF 

implements the entire SPEM specification but 

only allows the use of Activities Diagrams to 

model its behavior. For this reason, we have 

made an extension to model the behavior with 

BPMN in the EPF, thus facilitating its 

modeling like a business process and making 

its further execution easier. Also it facilitates 

the control of the existing variability in a 

process when it is applied in different 

projects, or when we want to focus more on a 

specific discipline. 

 Software Process Execution; this module is 

for the execution of the software process 

models. We have based this execution on the 

BPMS technology but we have made some 

adaptations to fulfill the specific 

characteristics of the software process 

execution; it is in this BPMS where the 

software processes can be run, due to the 

previous model in BPMN of the behavior with 

the Software Process Modeling tool. With this 

execution a greater automation and agility in 

the management and in the coordination of 

each process’s element is achieved. 

 Software Process Management; this module is 

in charge of monitoring and managing each of 

the elements involved in the software 

development, making the tracing of the 

projects and the resources easier and 

generating a large amount of statistics (such as 

the status of each task, the time of execution, 

the workload of each resource, etc.) which 

could be used to do an evaluation of the 

situation or for making future decisions. 

The last layer, Development Layer, contains each of 

the necessary tools to carry out each of the tasks and 

activities for the development. Thus, this layer has two 

essential modules that are responsible for covering all 

the development areas, they are:  

 Case Tools; a set of plug-ins based on the 

Eclipse IDE that support each of the activities 

of the software process, through which 

methods to automate them as much as possible 

are provided, facilitating their synchronization 

and consistency with the existing information 

and maintaining the traceability throughout 

the entire lifecycle of a project. 

 Documentation; a tool based on a Wiki that 

has been specially adapted for the software 

development, with which any kind of artifact 

or document generated from the tasks of the 

development can be maintained and 

synchronized. 

The middle layer, the Coordinator Layer, is in 

charge of abstracting and granting technological 

independence between the other two layers. This is a 

very important issue because the control of the 

software process and the realization of each task are in 

very close ambit with a lot of relationships among 

them, where a proper integration between both areas is 

crucial to expedite the development as much as 

possible; but at the same time, each tool in each area 

must be sufficiently independent to allow that changes 

in one area do not adversely affect others. To carry out 

this isolation, the module of this layer is: 

 Tool Coordinator; this module grants the 

isolation and technological independence 

between the others layers, allowing it to 

evolve and modify the functions of a layer 

without having to make changes in the others. 

And, at the same time, it is in charge of 

coordinating and controlling all the modules 

of each layer to work together, making the 

tasks more agile and automating as many 

activities as possible. 

To explain the different functionalities and 

operations of each of the above modules more clearly, 

in paragraph 3.1 we show an example of how to use all 

of them; nevertheless, we are going to focus on 

showing and explaining in more detail how the Control 

Process Layer modules works. 



 

3.1. An example of use of the suite of tools 
 

To see more clearly how these tools are coordinated 

to develop software, and specially how the Control 

Process Layer modules work together, Figure 2 shows 

a generic example for any process and project driven 

by use cases. If we would like to use another process 

we would only have to define the set of tasks and the 

artifacts generated during the development. 

 

 

 
Figure 1. Example of software building with the set of 

tools. 
 

For any software company, whether they are 

distributed or not, it is advisable document the software 

process and the practices that have to be followed for 

each project to ensure a better coordination between 

tasks and between resources and to provide a greater 

knowledge of the process to all members of the 

development team. In this way, before the development 

of a new project starts, an activity that should be done 

is to model and define the software process that will be 

followed during all the development. Because of this, 

the module Software Process Modeling is used, which 

is able to model the software process with SPEM and 

its behavior with BPMN. However, even if modeling 

the entire software process for each project could 

appear to be a complex and tedious task, the reality is 

that normally software companies have perfectly 

modeled and documented the software process that 

they follow, therefore this process can be used like a 

template that can be easily adapted to cover the 

variability of each project, in the event that it is 

necessary. 

Afterwards, once the software process to follow is 

modeled or adapted, apart from for documentation, it 

can be executed in a BPMS, only if it is made with 

BPMN. Thus, once modeled, this process is deployed 

in the Software Process Execution to be run. Through 

this execution we can follow the sequentiality of each 

task inside the process and coordinate and control what 

task is being done in every moment, which has to be 

the next, which is the status of each task or sub-

process, etc. In addition, it makes the jobs related to the 

coordination, control and management of the process 

easier, because, through the execution, it is possible to 

automate a large number of activities, such as inserting 

tasks in the management module (because it knows 

when each task starts), updating the status of each task 

(because it knows its situation), allocating the task to 

the resource with the least workload (reading the 

workload of each resource from the management tool), 

etc. But the BPMS not only coordinates the work from 

the model made, but also the software process and its 

execution are adjusted while the project progress, 

thereby hugely increasing the flexibility of the process 

and the tool. To do this adaptation, the BPMS is able to 

read and evaluate the results and artifacts generated at 

the end of each task, and especially when these tasks 

are done using the tools built for that purpose (module 

4 and 5); once the results are evaluated, the process is 

adjusted to be in keeping with the status of the project. 

Therefore, for example, if we are following a process 

driven by use cases, once the Use Case Diagram is 

made (which is the result of a task of the process), the 

BPMS reads that diagram and creates, for each use 

case, an instance of a sub-process which controls the 

status and directs its development until the end of the 

use case. 

At the same time that the process is executed in the 

BPMS, an efficient administration and management of 

each project and each element of this project becomes 

necessary for the proper control of the development, 

because this information could be crucial for the 

success or failure of a project, mostly when its size is 

increased or the development is made in more complex 

environment like distributed environments. To carry 

out all the common administration and management 

activities, but in an integrated way and in the same 

environment, the module Software Process 

Management is used, which from the moment that the 

project starts, begins to administer and register all the 

important information for the development. But, this 

module is also able to obtain the information in a 

manual way, by the members of the development team, 

or in an automatic way, being extracted and caught 

from work carried out by the other modules, such as the 

BPMS. Moreover, this module has more functionalities 

which differentiate it from many of the other 

management applications, such as: facilitating statistics 

and functionalities oriented to software factory 

management (showing statistics about the manpower 

that has been estimated and invested, differences 

between estimation and real-time invested, etc), making 

the documentation of the management and the software 



process activities easier (through the integration with 

the documentation module, which allows the auto-

creation of documents and a better collaborative editing 

of these), a prefect traceability since a requirement is 

inserted until its source code is created (due to the 

implementation of a plug-in for Eclipse) and, through 

its integration with the Software Process Execution 

module, allowing the automation of the most activities 

and making the rest of activities for project 

management more agile. 

Finally, to perform all tasks in a coherent and 

consistent way, the different tools that are used to carry 

them out have to be perfectly coordinated and working 

together, achieving: a greater efficiency to made each 

task and in turn a greater flexibility of the process, 

because the results are used by the Software Process 

Execution module to adapt the process. To obtain this 

coordination the module Tool Coordinator is used, 

which is in charge of, firstly, coordinating the different 

tools used to make each activity of the process and, 

secondly, isolating them in order to evolve or modify 

some functionalities without effecting the others. 

 

4. Tools evaluations 
 

In the last few sections we have shown the 

theoretical benefits of using this suite of tools, but what 

is really important is the validation of these benefits in 

real environments. To that end, this suite of tools has 

been deployed at the factory owned by Indra in 

Cáceres, providing a perfect environment to test all the 

features in situations of real development. 

For the testing of the suite of tools, we began by 

checking its functionalities in the development of small 

projects that were carried out completely in the factory, 

where the interactions with other factories were only to 

know the state of development. In this situation, the 

members of these projects ratified the benefits listed 

above, including: the factory manager emphasized its 

usefulness to obtain deeper knowledge about the 

utilization and profitability of the factory, facilitating 

awareness of how to improve this; the project leaders 

highlighted its utilization to achieve a better 

coordination and management of the projects and a 

better traceability and control of each task; and the 

analyst detailed a better use of the manpower and an 

increase in the productivity of each user and their 

satisfaction. 

Once the tools were tested in small projects and the 

profits were demonstrated, we began to incorporate 

larger projects whose developments involved several 

factories. In this situation, the profits were similar to 

smaller projects; however there were some problems 

with the coordination between the different factories, 

which were mainly because the tools were only being 

used in the factory in Cáceres. Once we began to 

deploy the tools in the rest of factories most of the 

problems were solved. 

Once that all the tests were finished, the results 

obtained by us, as well as those transmitted by the 

company to us, have been very positive, so now we 

have started to evaluate the use of these tools in a 

larger number of projects, as well as projects where the 

offshore model is applied. 

 

5. Conclusions and further work 
 

In the last few years the software companies have 

improved both the software processes that govern them 

and the business models that manage them with the 

purpose of developing higher quality products but in 

the shortest time and lowest cost possible. However, 

these evolutions have some handicaps that threaten the 

success of the projects, such as difficulties in 

communication, coordination and control of the 

software. In order to solve these problems, a tools suite 

has been shown, in this paper, which can cover 

everything from the documentation and modeling of the 

software process to the management and control of 

each task of the development. Finally, we have shown 

how the integration of these tools is the best method to 

automate most of the management activities and 

increase the flexibility supported by the execution. 

Applying these tools to scatter environments, the 

most important benefits are: a better coordination of 

the different tasks and resources involved in the 

software process (even reaching the automation of 

some of the functionalities of this coordination) and an 

improvement of the coordination and collaboration 

between the development members, because they know 

the interactions between each task, and between tasks 

and resources better.  

However, the work done in both tools is not 

finished yet; we still have to add new functionalities to 

cover more characteristics of distributed environments. 

Some of the planned improvements are: 

1. Even if at the moment we can follow the 

traceability of each requirement of the product 

built, we have to include some methods that 

allow to us follow this traceability in a 

graphical form, facilitating the tracing of each 

element of the project and their changes. 

2. Develop a plug-in to do transformations from 

software process modeled with EPF in UML 

Activity Diagrams to BPMN and BPEL. So 



the software processes modeled with EPF will 

not require remodeling effort. 

3. Since the BPMS is able to coordinate and 

monitor all users, it can also be a particularly 

useful way to improve communication 

between them. Therefore, one of the goals for 

the future is to adapt the BPMS to improve 

methods of communication between users. 
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Abstract 

 
Detecting problems in coordination can prove to 

be very difficult. This is especially true in large 
globally distributed environments where the Software 
Development can quickly go out of the Project 
Manager’s control. In this paper we outline a 
methodology to analyse the socio-technical 
coordination structures. We also show how this can be 
made easier with the help of a tool called TESNA that 
we have developed. 
 
1. Introduction 
 

Coordination in large scale software development is 
a very difficult [1, 2] . The coordination problem is 
further multiplied in a globally distributed scenario 
[3]. 
Some of these coordination problems can be solved by 
following best practices. An example of such a best 
practice is what has come to be known as Conway’s 
Law [4]. Conway [5] states, organizations which 
design systems are constrained to produce designs 
which are copies of the communication structure of 
these organizations. Since Conway, researchers have 
invented various more detailed patterns which 
describe the preferred relationships between team 
communication structure (the social network) and 
technical software architecture [6]. We call such 
patterns Socio-Technical Patterns [7]. In addition to 
the classic law by Conway, various Socio-Technical 
patterns, including those from Coplien et al. [6] have 
been documented. However, these patterns have not 
been extensively validated empirically and can be hard 
to implement. The lack of empirical validation makes 
it complex for the project manager to decide on which 
Socio-Technical patterns to apply to his project. We 
provide the possibility to detect Socio-Technical 

Coordination problems (that we call STSCs) and also 
validate such Socio-Technical Patterns with the help 
of the TESNA tool and method we have developed. In 
this paper we show how the method and tool of 
TESNA works in more detail. 
 
2. TESNA Method 
 

As defined in [7] an STSC or Socio-Technical 
Structure Clash occurs if and when a Socio-Technical 
Pattern exists that applies to the actual social network 
of the software development team and the technical 
dependencies within the software architecture under 
development. STSCs are indicative of socio-technical 
coordination problems in a software development 
organization. Some of these problems (or STSCs) 
concerning development activities have been collected 
and described by Coplien et al. [6] including a set of 
what they call Process Patterns to deal with some of 
these coordination problems. As the term process 
patterns is also used in business process management 
and workflow, we prefer to use the term Socio-
Technical Patterns to refer to those patterns involving 
problems related to both the social and technical 
aspects of the software process.  

We claim that continuous and early detection of 
STSCs can help project managers in monitoring the 
software development process and enable the 
managers to take actions whenever a STSC occurs.  

Figure 1 represents the overview of the method 
behind TESNA. Our motivation is that when 
implementation and monitoring of patterns is 
enhanced, empirical validation of patterns will also 
become feasible. We provide a Method and Tool called 
TESNA that can improve the system development by 
regularly monitoring the software development project 
and alerting in case of a STSC.  
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Figure1. Socio-Technical Structure Clashes and the planned Software Process 

 
The Project Manager (who is implicitly present in 

Figure 1) decides which STSC to look for in Technical 
Software and Social Network diagrams that is shown 
with the help of TESNA. TESNA makes it easy for the 
Manager to detect STSCs and he/she can then decide 
if the problem is severe enough to warrant a change in 
the Planned Software Process and Architecture.  
For this tool and method to work, we need a data 
structure for storing the Technical dependencies as 
well as the social network connections. We 
accomplish this by using what are known as 
Dependency Structure Matrices. 

 
3. Dependency Structure Matrix Overview 
 

Since the concept of the Design Structure Matrix 
was first proposed by Steward [8, 9], Dependency 
Structure Matrices have been used in engineering 
literature to represent the dependency between tasks. 
A DSM highlights the inherent structure of a design 
by examining the dependencies between its component 
elements in a square matrix [8, 10].  

Morelli and Eppinger (1995) describe a way 
comparing the predicted and actual communication in 
an organization [11]. Sosa Eppinger et.al.(2002)[12] 
describe factors that influence the frequency of 
communication and choice of media in a Sosa, 

geographically distributed development organization. 
In a different study Eppinger and Rowles (2003) [13] 
compare the DSM formed through the interation of 
system components with the DSM of the technical 
interactions among team members. Sosa, Eppinger 
and Rowles (2004) [14], highlight the factors that 
impact the misalignment of the product and the 
organizational structures.  

Figure 1 shows an example of a simple DSM. The 
letters A-E, on both axis of the matrix, represent tasks. 
An ‘x’ in location (a,b) of the matrix means that the 
task of row a depends on the task in column b. 
Dependencies below the gray diagonal represent ‘feed 
forward information’, while tasks above the diagonal 
represent feedback, for example, task E gives feedback 
on task C. In this example, tasks A and B depend on 
each other. 

 
Figure 2. Example of a DSM 



MacCormack et.al. (2006) [15] compare the DSMs  of 
a  commercial and a pure open source project and 
show how the structure of the code in the projects 
reflects the organizational structure that created it, 
much like what Conway said in his paper[5]. More 
recently Li et al. [16] use dependency matrices to 
analyze dependencies between components in a CBS. 
While Cataldo et.al. [17] show how DSMs can be used 
to predict coordination in a software development 
organization and then they compare the predicted 
coordination DSM with the actual communication 
DSM. 

4. TESNA Tool Functionality 

The tool TESNA consists of three modules namely the 
Social Structure, Technical Structure and the Socio-
Technical Structure analysis modules. The tool uses 
the DSM data structure to analyse each of the different 
structures and  

4.1 Social Structure Analysis 

To analyse the Social Structures TESNA can construct 
and analyse metrics from logs of chat messages (from 
a chat server like Jabber). Moreover, TESNA displays 
the different metrics of the social network over a 
period of time. We have used this option to detect the 
Betweenness centrality match pattern [7] by 
calculating the betweenness centrality of the social 
networks over the period under study. 
TESNA can mine bug tracking websites (like Mantis) 
to gather data on the social thread of responses for 
each bug posted. We have used this feature on a 
corporate case (eMaxx discussed below) that we are 
currently studying. 
  

 
Figure 3 Social Network from the eMaxx case 

 
In order to display the social network got through 
mining these repositories TESNA uses libraries from 
the Java Universal Network/Graph Framework 
(JUNG)[18], an open source library widely used by 
Network researchers. The display of the social 
network from the eMaxx case is shown in Fig 3. Here, 
each of the nodes represents a member of the social 
network (whose name is indicated by the label next to 
the node) and the thickness of the line between the 
nodes represents the number of messages exchanged 
between the people represented by the nodes. The 
more the number of messages are the thicker the line 
gets. 

4.2 Technical Structure Analysis 

To analyse the Technical Structures TESNA can read 
the source code file and construct the call graph of the 
software. At present, the tool supports reading java 
code files (jar files) to determine the technical 
dependencies between the different components or 
modules of the software. TESNA again uses 
JUNG[18] to display the call graph of the software as 
shown in Figure 4. 
 

 
Figure 4: Call Graph of Jython 

 
Figure 4 represents the Call Graph or the dependency 
graph of an open source project called Jython. Each 
red node represents one java class object of Jython. As 
this Call Graph is already quite complex, we don’t 
display the names of the class objects and instead use 
the tool tip if the user hovers above interesting areas of 
the Call Graph. We will show later how we reduce this 
complexity further by clustering the Call Graph.  



4.3 Socio-Technical Structure Analysis 

TESNA can mine version control systems like CVS 
and SVN and find out the Socio-Technical 
Dependencies (the people working on the different 
parts of the software). TESNA uses JUNG to display 
the developer code network as shown in Figure 5. 
 

 
Figure 5: The developer code Socio-Technical 

Network of Jython 
 
 The red nodes in Figure 5 represent the software class 
objects that the developers, represented by the blue 
nodes have last modified. The names of the developers 
are displayed by the labels next the nodes. This 
graphic representation uses the normal bipartite graph 
functionality of JUNG. So, the links between the class 
objects are not displayed. Such a complex graph can 
provide us with limited information, for example, 
which developer modified how many files. Using the 
tool tips of the red class objects one can find out the 
names of the class objects and in-turn find out which 
developer modified which class object. As we will 
show later TESNA reduces the complexity of this 
graph by clustering the class objects and then 
displaying the developers working on the different 
clusters. We further combine the network of 
dependencies of the class objects with the network of 
the developers working on the different class objects 
(as described in the Chapter on the DSM approach). 
We thus come up with the graph of the developer 
dependencies. Figure 6 shows the developer 
dependencies of the Jython project. The red nodes 
represent the developers working on the different 
modules of Jython and the directed links represent the 
dependency, for example bedronis is dependent on 
bckfnn and vice versa 

 
Figure 6: The developer dependency graph of 

Jython 
 
TESNA displays the people dependencies (Figure 6) 
based on whether people are working on the same or 
dependent modules [17] and can compare this with the 
social network of the developers in order to detect 
Conway’s Law STSC [7]. 
 

 
Figure 7: The Clustered Socio-Technical 

Network of Jython 
 
5. The TESNA Visualization 
 
Large graphs can cause problems of usability and 
discern-ability. Though, large graphs can give an 
indication of the overall structure or that of some 
location within it, in general the display of large 
graphs makes them difficult to comprehend. It follows 
that it is easier to comprehend and perform a detailed 
analysis of graph structures when the size of the graph 
is small [19].  In response to the need to make the 
graphs especially Figures 4 and 5 more 
understandable we cluster the graphs. For clustering 



we use the algorithm by Fernandez[20] and used by 
MacCormack et al. [15]. We cluster the graphs into a 
fixed number of 9 clusters according to the golden 7 
plus or minus 2 rule for human comprehension [21]. 
The clustering is done with the help of a DSM 
Clustering tool that we have developed [22]. Figure 7 
is a representation of the Jython call graph clustered 
into 9 clusters along with the developers who have 
modified classes in different clusters. We also show 
the dependencies that exist among the clusters. Such a 
clustered display can enable a more easy detection of 
different STSCs [23]. 
 
6. Discussion 
 
The visualizations created by TESNA help the Project 
Manager in identifying STSCs. Once the STSCs are 
identified the Project Manager can decide whether the 
current development process needs to be changed. We 
have tested this methodology in multiple case studies. 
Among the case studies, we have conducted two case 
studies in a corporate environment namely Mendix [7] 
and eMaxx (forthcoming publication). We have also 
conducted multiple case studies studying Open Source 
STSCs [23] and have got a few interesting insights 
into how STSCs in the open source environment 
differs from Corporate environment. 

7. Other TOOLS 

There are a few tools available to display the social 
network as well as the social call graph.  
Augur is a visualization tool that supports distributed 
software development process by creating visual  
representations of both the software artefacts and the 
software development activities [24]. de Souza et al. 
[25] are  developing a tool called Ariadne that checks 
dependency relationships between software  call 
graphs and developers. Also there is a tool under 
development for forecasting dependencies between 
developers in a Dynamic/iterative  environment [17]. 
The limitation of these tools is that they check for only 
one particular STSC, namely the Conway’s Law 
STSC. 
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