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Abstract: Software Product Lines enable the development of a perfect family of products by 
reusing shared assets in a systematic manner. Product derivation is a critical activity in software 
product line engineering and one of the most pressing issues that a software product line must 
address. This work introduces an approach for automating the derivation of a product from a 
software product line. The software product line is part of a product family that evolved from a 
non-structured approach to managing variability. The automated derivation approach relies on 
product configurations and the refactoring of feature models. The approach was deployed and 
evaluated in the automotive domain using a real-world software product line. The outcome 
demonstrates that the approach generates a product in an automated and successful manner. 
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1 Introduction 

Software Product Lines focus on supporting the processes 
related to developing a full family of products (Clements and 
Northrop, 2001; Deelstra et al., 2005). Corporations 
consistently report a considerable refinement in terms of 
amount of productivity, product quality, time required for 
marketing and the client satisfaction due to using software 
product lines (Ghanam and Maurer, 2009; Alkharabsheh et al., 
2018). A product is a single member of a product family with a 
collection of artifacts that implement its features (Van der 
Linden et al., 2007). During application engineering, an 
individual product of a family is created based on software 
product line assets to address a specific customer need within a 
market segment (Ghanam and Maurer, 2009, AL-Msiédeen  
et al., 2013; Alves et al., 2010). 

However, it is popular industrial practice to extract the 
initial product from a software product line, then add and adapt 
features to meet the needs of individual customers (Gao and 
Gu, 2021; Azar et al., 2020). These modifications are then 
incorporated back into the original software product line (Van 
der Linden et al., 2007; Hinterreiter et al., 2018). Companies 
like Philips, Bosch and Nokia can now build customer-specific 
functionality with minimal effort, resulting in important 
enhancements in marketing time, cost, productivity and quality 
(Clements and Northrop, 2001; Abbasi et al., 2022). The 
variability feature, which is explicitly addressed during the 
development process, distinguishes software product line 
engineering from single product development. Products are 
created by resolving variability to implement the functionality 
of customer-specific, which is typically accomplished through 
the use of a product derivation process. 

Many businesses attempt to leverage software product line 
engineering while maintaining a large number of product 
variants in their product lines. These huge product lines include 
a lot of products (hundreds) with a high degree of variation and 
numerous configurations, particularly in the automotive 
domain (Steger et al., 2004; Maccari and Heie, 2005). Because 
the majority of product development work is done by hand, the 
systematic derivation of products is considerably difficult, 
time-consuming and error-prone (Deelstra et al., 2005). Several 
studies (Alkharabsheh et al., 2018; Botterweck et al., 2009; 
Monestel et al., 2002; Thao et al., 2008; Rabiser et al., 2011; 
Camacho et al., 2021) and tools (Van Ommering et al., 2000; 
Tryggeseth et al., 1995; Pohl et al., 2005; Sinnema et al., 2006) 
for software product line product derivation are focused on 
variability management, offering assistance to describe and 
represent variability between software products. Almost none 
of them provide a real-world solution, and they do not consider 
industrial case studies when developing and evaluating product 

derivation approaches. Although there have been studies in the 
literature that address automatic product derivation in software 
product line, there is a dearth of studies that address industrial 
case studies in the automotive domain. The significance of this 
work is summed up by applying the automatic product 
derivation technique to a real-world case study in the 
automotive domain. 

We present in this paper a practical approach and research 
tool for assisting automated product derivation in software 
product lines. The specific technique is a subset of a larger 
one described in our previous work, which supports feature 
modelling and traceability of software product lines (Ignaim, 
2021). Our approach is based on the feature model refactoring 
notations presented in Alves et al. (2006), which allow us to 
automatically derive a given product from a set of all possible 
products and then specify its code. Product configurations are 
used in the derivation (i.e., combinations of features). 

The following are the main contributions of this work: 

 Based on the feature model, we propose a novel practical 
approach for automated product derivation in software 
product line.  

 We develop a research tool called ‘FriendlyMapper’, 
which allow software engineers to choose product 
feature combinations.  

 In a real-world case study in the automotive domain, we 
evaluate the proposed approach.  

The remainder of the paper is organised as: Section 2 
describes related studies. Section 3 presents the proposed 
approach that was followed to achieve the main objective of 
the paper. Section 4 explains the evaluation process of the 
practical approach while the conclusions and future works are 
discussed in Section 5. 

2 Related work 

This section discusses software product line studies related  
to concrete product derivation. Monestel et al. (2002) 
proposed architectural constraints for the software product 
line to determine the association among various software 
architecture factors. They used OCL constraints in the context 
of UML to create design patterns. These constraints are 
employed in the software product line to represent 
architectural variability. A case study from the Mercure 
project was used to evaluate the approach. In O’Leary et al. 
(2002), a novel framework for the process was developed, 
which includes significant tasks that stakeholders of software 
product lines should perform during product development. 
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The framework’s foundation is built on academia and 
industry. In academic circles, the framework identifies areas 
of uncertainty and assists in determining the remaining 
challenges. As a result, we prioritise the addition of missing 
parts or additional detail that may be required for a specific 
purpose. In industry, on the other hand, the proposed 
framework will provide corporations and organisations with a 
structured approach to product derivation, making the process 
more manageable and controlled. In Botterweck et al. (2009), 
a novel approach to architecture product derivation based on 
selectively copying elements from software product lines 
using a specific product feature structure was also introduced. 
The approach focuses on determining a product’s high-level 
architecture. Following that, O’Leary et al. (2010) and 
O’Leary et al. (2012) presented a blueprint for software 
product line derivation based on the agile process model. The 
proposed approach is known as ‘Pro-PD’, and it is 
appropriate for both small and large organisations in terms of 
upfront investment and balancing formality and agility. The 
approach’s focal point is the fundamental tasks and roles 
required to derive the product from software product line. An 
industry case study was used to evaluate the model. Another 
piece of work done by Lee and Kang (2010) was to extract 
important information from the product context in order to 
assist software engineers in the process of feature selection 
during the software development process. As a result, this 
data will be used to determine the best product configuration. 
The useful data will be formulated as constraints or criteria 
imposed on the selected features. 

The OntoAD framework, which is an automatic ontology-
based approach for product architecture derivation from 
software product line architecture, has been introduced in 
Duran-Limon et al. (2015). For specifying the product 
architecture and derivation activities, respectively, a 
language-independent model and model-driven engineering 
are used to generate the product architecture and derivation 
activities. Another study conducted by Lahiani and Bennouar 
(2017) presented a method based on feature-architecture 
mapping to automate feature derivation based on the source 
code of a specific transformation language implemented in 
Java. The proposed framework represents the software 
product line with a collection of joint models and 
automatically derives the applicable products from the model. 
Particle Swarm Optimisation was recently used by Afzal et al. 
(2020) to minimise disagreements in the designed software 
product line. The work being done is aimed at generating a 
consistent configuration from the available feature model. 
The proposed approach, called o-SPLIT, was evaluated using 
three cases that involved software product lines, an online 
tool for Benchmarking and Testing the analysis (BeTTy) and 
standard ERP. The results show that the technique optimises 
the software product line’s configuration. Furthermore, 
particle swarm optimisation has been turned into a tool. 

3 Proposed approach 

The practical approach is based on real-world limitations that 
were determined in the automotive product family that the 

authors investigated at Bosch Car Multimedia S.A. The issue 
is related to a lengthy, repetitive, unstructured process for 
managing variability. Furthermore, it is based on the ideas, 
conclusions and results of the previously published review 
study in Rabiser et al. (2011). The process of creating a 
software product from the efficient fundamental set of core 
properties that comprise the architecture is known as product 
derivation (i.e., sub-systems and components in our case), 
design (i.e., features in our case), and reusable code (i.e., 
feature-related code fragments in our case), is a central 
practice in software product line engineering (Van Gurp and 
Prehofer, 2006; Bolander and Clements, 2021). The product 
derivation process proposed by our approach entails selecting, 
eliminating, extending, and, in some cases, even modifying 
the current feature model and traceability links (from the 
features to the code). Both have been described previously 
(Ignaim and Fernandes, 2019; Ignaim, 2021) and are used in 
the derived products. 

The steps followed for deriving a product from the 
software product line based on its configurations are 
described in the next few paragraphs (i.e., features that are a 
combination of the product or a set of features of the 
product). A set of features defines a concrete product of the 
‘Classical Sensor Variants Family’ (CSVF) software product 
line. These features are chosen and removed from the current 
feature model based on the product’s feature combinations 
and a feature mapping of each feature to the feature-related 
code fragments [16]. 

Table 1 displays the feature sets (the optional features) of 
each CSVF resulting software product line product. We 
propose that common features such as {‘diagnosis’, 
‘monitoring’, ‘message’, ‘transmit’, ‘receive’, ‘value_1’, 
‘value_2’ and signals (_1,_2,_3,_5,_6,_7,_8,_11,_12)} be 
included in the feature set of each product for reasons. It is 
assumed that a new customer requests a product called 
ProductDerived, and the Classical Sensor Development Team 
(CSDT) writes the requirement document for this product 
according to the sensor requirements and the client’s needs. 
Using our approach, we perform a product derivation from 
the CSVF resulting software product line (see Table 1) by 
going through the following three steps: 

Table 1 Products of the CSVF 

product no. product configurations 

Product 1 layoutR_1, layoutT_1, flag_1, algorithm_1 

Product 2 
layoutR_2, layoutT_2, flag_2, algorithm_2, 
signal_4, signal_9 

Product 3 
calculation, layoutR_2, layoutT_2, flag_2, 
algorithm_2, value_3, signal_13, signal_9, 
signal_10 

Product 4 
identification, flag_1, layoutR_1, layoutT_1, 
algorithm_1, value_3, signal_10 

In step 1, the project technical manager selects the required 
ProductDerived features from the current feature model 
(derived from our previous work (Ignaim and Fernandes, 
2019)). ‘diagnosis’, ‘monitoring’, ‘calculation’, ‘message’, 



228 K.M. Ignaim et al.  

‘transmit’ with the layoutT_1 feature, and ‘receive’ with the 
layoutR_1 feature are all supported by the ProductDerived. It 
also supports signals (_1, _2, _3, _5, _6, _7, _8, _11, _12) as 
well as the optional signals (_4,_9,_10,_13) and it supports 
‘flag_1’ from the alternative group flags (_1,_2,_3). 
Algorithm_1 is used by the ProductDerived. Ultimately, 
signal_12 of the product will be a group feature involves the 
mutual features value_1 and value_2, as well as value_3 
feature which is the optional one. In this section, we always 
consider the ‘signal_transmit’ and ‘signal_ receive’ features 
to be label features, and they are included by default in 
feature sets if their parents are present. Figure 1 depicts the 
ongoing feature model as identified by the project director 
with the ProductDerived needed features (black filled circles 
in the left-upper of the rectangles). 

Step 2 focuses on defining the product that will be derived 
through choosing and removing features from the current  
 

feature model. Figure 2 depicts the feature combination  
of a single product (i.e., ProductDerived). Step 2 uses the 
feature model refactoring technique (Ignaim and Fernandes, 
2019) to eliminate (remove), add or modify features  
of the current feature model, which propagates features 
change from the feature modelling level to the software 
product line level. 

Finally, in step 3, in order to acquire the 
(ProductDerived), which is the resulting product 
implementation, we have used a tool named friendlyMapper 
tool1 (Ignaim, 2021). The derivation process is based on 
mapping every feature of the feature combination of the 
ProductDerived to feature-related-code routines in the 
implementation code. As can be seen in Figure 3, the 
selection of variant derivation is made from the menu 
mapping context when clicking (right clicking) the ‘CSVF’ 
second level item of the traceability tree. This selection will 
lead to the variant derivation screen as shown in Figure 4. 

Figure 1 The required features of the derived product are highlighted in the current feature model 

 

Figure 2 The derived product’s feature combination 
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Figure 3 The ‘variant derivation’ selection from the context menu 

 

Figure 4 The FriendlyMapper tool’s ‘variant derivation’ screen 

 
 

Figure 4 depicts the FriendlyMapper tool’s ‘variant 
derivation’ screen, which allows software engineers to select 
a product’s feature combinations. Other screens that perform 
additional software product line-related functionalities are 
presented in the Ignaim (2021). Figure 4 presents the chosen 
features (i.e., the ProductDerived features combination) and 
eliminated features from the traceability tree’s features list 
and the ’Get routine’ button. Once software engineers click 

‘this button’, the tool automatically presents the resulting 
product implementation. Figure 5 depicts an example for 
derivation process of the ProductDerived. It was created by 
mapping each feature of the ProductDerived feature 
combination to feature-related-code fragments of the code, 
which define the ProductDerived implementation as a whole. 
For readability reasons, Figure 5 presents a partial view of 
each feature and its related routines in the ProductDerived. 
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Figure 5 A summary of each feature and its associated routines in the ProductDerived 

 

4 Evaluation 

To evaluate the proposed approach, we used a product 
(Product 4) chosen from the CSVF’s available products, 
resulting in the software product line shown in Table 1. The 
suggested method is then used to derive the selected product, 
which is referred to as ‘ProductDerivedEval’. Following that, 
we compared the ProductDerivedEval feature combination to 
the feature combination of each product in the CSVF 
resulting software product line (see Table 1). Finally, we 

examined the derived product’s feature combination 
ProductDerivedEval in the following cases: 

 Case 1: A match between the ‘ProductDerivedEval’ 
feature combinations and the feature combinations of one 
CSVF product, resulting in the software product line 
(Product 4; see Table 1). 

 Case 2: The ProductDerivedEval set of features is a 
subset of the set of current feature models derived by our 
approach. 
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Given that the result matches one of the cases (Case 1 and 
Case 2) or both, we can add evidence to the correctness of the 
product derivation solution presented in this work. 

Results: We successfully derived one specific product 
(see Figure 4) of the CSVF resulting software product line 
that was not previously supported by the family 
(ProductDerived) as a result of matching one of the cases or 
both, during the steps of the approach presented in the 
preceding section, using product configurations and 
refactoring of the feature model. Moreover, we have derived 
another particular product (productDerivedEval) that is 
already a member of the CSVF resulting software product 
line (Product 4) as a side effect of evaluating our approach. 

Figure 6 presents the result of the survey, which was 
performed as a small case study for the software developers 
of CSDT at Bosch Car Multimedia S.A. The developers used 
our approach to derive a product upon a new customer 
request, and then they were asked questions referring to the 
CSDT feedback regarding the proposed approach. The chart 
shows the average of the positive feedback for the questions 
presented for each developer on the target team. The CSDT 
was made up of eight software developers. The graph in the 
figure shows that seven of them had different levels of 
experience. Approximately 0.88% (7 out of 8) of the team, 
including the project manager, highly recommended adopting 
the proposed approach, which represents 92%. Those 
software developers have a ‘medium, significant and 
professional level of experience’. Also, all the software 
developers with a ‘little level of experience’ prefer to use our 
approach. With a low percentage difference between them 
and the software developers at other levels, they reach near 
86%. 

Figure 6 The relationships between each software developer’s 
experience and the average of positive feedback 

 

Threats to validity: The issues listed below summarise the 
main threats to the validity: The first is a broadening of the 
results. Only one product family in the automotive domain 
was evaluated using the proposed method. Another risk is the 
evaluation process, which uses only one type of product. To 
counteract this risk, we intend to replicate the work using 
additional automotive-related products. 

5 Conclusion 

This work introduces an approach for automatically deriving 
a product from a software product line. The software product 
line evolved from a family of products that began with a non-
structured approach to managing variability. The proposed 
derivation technique is founded on the use of product 
configurations and feature model refactoring. The method 
was implemented and tested on a real-world software product 
line in the automotive domain. The outcome demonstrates 
that the approach generates a product in an automated and 
successful manner. In recent decades, the future has required 
the development of more software systems as a software 
product line. Thus, the multi-layered architecture will be 
more widely used. One of the major challenges in the domain 
will be modelling the variability of existing software product 
lines and automating configuration. In the future, we plan to 
make the proposed method more general so that it can be 
improved and used in more places. To do this, we will 
include the recent feature models and apply the approach 
using large case studies from different industry domains. 
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