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Feature selection is a subfield of machine learning focused on reducing the dimensionality of datasets 
by performing a computationally intensive process. This work presents Parallel-FST, a publicly available 
parallel library for feature selection that includes seven methods which follow a hybrid MPI/multithreaded 
approach to reduce their runtime when executed on high performance computing systems. Performance 
tests were carried out on a 256-core cluster, where Parallel-FST obtained speedups of up to 229x for 
representative datasets and it was able to analyze a 512 GB dataset, which was not previously possible 
with a sequential counterpart library due to memory constraints.

© 2022 The Author(s). Published by Elsevier Inc. This is an open access article under the CC BY-NC-ND 
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1. Introduction

The Big Data phenomenon has become popular in recent years 
due to the continuous increase of data stored in different fields 
such as bioinformatics, marketing, physics or engineering. How-
ever, these data are only valuable if we can extract useful informa-
tion from them. This increase of data slows down their analysis, 
and occasionally it does not provide useful information due to the 
presence of redundant or irrelevant data.

Feature Selection (FS) is the Machine Learning (ML) procedure 
to remove these redundant and irrelevant data from the datasets, 
making them smaller and thus more feasible to analyze without 
losing relevant information. There exist many FS methods [2,22], 
each one with its advantages and drawbacks which make them 
useful for different scenarios. However, most FS methods present 
quadratic complexity related to the number of features, which 
makes them impractical for large datasets. In this work we present 
Parallel-FST,1 a novel library that includes parallel implementations 
of seven highly employed FS methods, all of them based on Mutual 
Information (MI). More concretely, Parallel-FST includes the same 
methods as FEAST,2 a broad suite of FS methods implemented in C 
and Matlab that is widely used by researchers from different fields 
of computational science. The FS methods included in FEAST (and 
thus Parallel-FST) are theoretically described in [4].
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1 Publicly available at https://gitlab .com /bieito /parallel -fst.
2 https://github .com /Craigacp /FEAST.
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Parallel-FST allows us to execute all these FS methods in a High 
Performance Computing (HPC) system and thus complete the anal-
yses of large datasets in a reasonable time. Specifically, it was 
developed using a hybrid approach with Message Passing Interface 
(MPI) [32] and C++ threads, for distributed- and shared-memory 
support, respectively.

The rest of the paper is organized as follows. Section 2 sum-
marizes the related work and state of the art. Section 3 explains 
the background about FS necessary to understand the rest of the 
work, such as the base library FEAST and its FS methods. The par-
allel implementation and optimization of the methods included 
in Parallel-FST is described in Section 4. Section 5 provides the 
experimental evaluation in terms of runtime and scalability. Fi-
nally, concluding remarks and future work are presented in Sec-
tion 6.

2. Related work

There exist some ML libraries in the state of the art, such as 
WEKA [10] or MAST [14], which include FS methods that can 
be executed on parallel systems. Nevertheless, these parallel im-
plementations are only valid for shared-memory systems, which 
are quite limited in terms of scalability as they only include tens 
of cores. If more resources are needed, scientists can resort to 
distributed-memory systems such as clusters or supercomputers 
but, up to our knowledge, there was no FS library available that 
could exploit these architectures prior to Parallel-FST.

Regardless, the idea of using parallel computing to speed up 
a certain FS method has been extensively applied, using clusters, 
supercomputing facilities, hardware accelerators (such as GPUs), or 
le under the CC BY-NC-ND license 
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Table 1
State of the art related to parallel FS.
Name Available Framework Year Ref.

PE-EFS No CUDA 2021 [11]
CUDA-JMI Yes CUDA 2020 [9]
parallel M-FS No Spark 2020 [34]
Hadoop-Voting No Hadoop 2020 [37]
fast-mRMR-MPI Yes MPI 2019 [8]
DiCFS Yes Spark 2019 [24]
PAGreedy No Threads 2019 [21]
MR-GAFS No Hadoop 2018 [28]
PAJMI No Threads 2017 [20]
mRMR-MR Yes Spark 2017 [27]
Asy-OS No MPI 2016 [35]
Parallel Filter No Threads 2016 [29]
Fast-mRMR Yes CUDA/Spark 2016 [26]
DWFS Web MPI 2015 [31]
VLSRF No CUDA 2015 [16]

clouds. Table 1 summarizes the state of the art related to the use 
of HPC to accelerate FS algorithms.

Focusing on distributed-memory systems (the target of Parallel-
FST), several approaches are based on the message-passing pa-
radigm. Specific examples include DWFS [31], with a parallel ge-
netic algorithm, fast-mRMR-MPI [8], based on a variant of the 
popular mRMR method [26], and the parallel implementation of 
an online FS algorithm presented in [35].

Furthermore, Big Data frameworks such as Hadoop or Spark 
are gaining attention in recent years and becoming more popu-
lar to develop FS codes that can be executed not only on clus-
ters, but also on cloud environments. We can cite, among oth-
ers, parallel implementations of FS methods based on random 
forests [34], genetic algorithms [37,28], the mRMR algorithm [27], 
and Correlation-based Feature Selection (CFS), either isolated [24]
or combined with methods [12,30].

However, after a thorough analysis of the literature, we can as-
sert that in all these previous works either the code is not publicly 
available or it is reduced to a single algorithm that is not widely 
employed by the research community. An integral library such as 
Parallel-FST that provides several FS methods is a must, so that 
researchers can adapt their analyses to the characteristics of the 
data, as required.

3. Background: feature selection with mutual information

Parallel-FST is based on FEAST, and it includes parallel imple-
mentations of the FS methods that are available in the original 
library (see [4] for further theoretical details). FEAST has been 
chosen as basis as it is highly cited and has been widely used 
and tested by numerous researchers. In fact, it has been used for 
studies in diverse areas such as medicine [3,15], genetics [33], elec-
tronics [7], or transportation [18,6].

As previously mentioned, FS algorithms try to select only those 
features that are interesting for the problem, discarding irrelevant 
or redundant ones. Nevertheless, relevance and redundancy cannot 
be directly measured, so they must be approximated. All FS algo-
rithms included in Parallel-FST are based on MI for this estimation.

Entropy, as the fundamental information unit of a random vari-
able, is necessary to calculate MI. It is denoted by H(X), and quan-
tifies the uncertainty present in the distribution of X . It is defined 
as:

H(X) = −
∑

x∈X

p(x) log p(x) (1)

where x is any value that the random variable X can take. The 
entropy of a variable will be lower if its distribution is biased to-
wards a particular event, and higher when all events present the 
same probability to occur.
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Entropy can be conditioned by other events, and the conditional 
entropy of a random variable X , given another variable Y , can be 
calculated with the following expression:

H(X |Y ) = −
∑

y∈Y

p(y)
∑

x∈X

p(x|y) log p(x|y) (2)

Conditional entropy can be understood as the amount of uncer-
tainty that X holds after the result of Y becomes known.

MI measures the amount of information shared between two 
variables, and it can be derived from entropy. The MI between two 
random variables X and Y is computed as:

MI(X; Y ) = H(X) − H(X |Y )

=
∑

x∈X

∑

y∈Y

p(xy) log
p(xy)

p(x)p(y)
(3)

Since it is the difference between two entropies, MI can also be 
understood as the amount of uncertainty that is removed once Y
is known. Alternatively, a simpler definition could be the amount 
of information that one variable provides over the other.

As with entropy, MI can also be conditional. That is, the amount 
of information that is still shared between two variables after a 
third one becomes known. The MI between X and Y conditioned 
by Z is computed as follows:

MI(X; Y |Z) = H(X |Z) − H(X |Y Z)

=
∑

z∈Z

p(z)
∑

x∈X

∑

y∈Y

p(xy|z) log p(xy|z)
p(x|z)p(y|z)

(4)

The following subsections provide a basic introduction to the 
algorithms included in Parallel-FST. It should be noted that the no-
tation Jm(X) refers to the score of a random variable (or feature) 
X when using the algorithm m. High scores mean high relevance 
and low redundancy.

3.1. MIM - Mutual Information Maximisation

A first approach for computing the score of each feature could 
be some kind of correlation metric between the feature and the 
class label, and MI is a metric that can be used for this purpose. 
This way, the MIM score for a feature Xk and a class Y is computed 
as follows:

JMIM(Xk) = MI(Xk; Y ) (5)

This heuristic has often appeared in the literature, for example 
in [17]. The MIM score assumes independence between the fea-
tures of the dataset, so it only considers the relevance of a feature, 
but not the redundancy. For this reason, the score only needs to be 
computed once for each feature of the dataset, which makes MIM 
the least computationally complex method of FEAST and Parallel-
FST.

The main disadvantage appears when features are not indepen-
dent. For example, if the feature with the highest score appears 
twice in the dataset, it will be selected more than once, and the 
set of selected features will hold a high level of redundancy.

3.2. CondMI - Conditional Mutual Information

The CondMI criterion is an optimization derived from the for-
mulation of the FS problem as a conditional likelihood problem [4]. 
The score for a feature Xk , a class Y and the set of already selected 
features S is computed as:

JCondMI (Xk) = MI(Xk; Y |S) (6)
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That is, the MI between the feature and the class, conditioned 
by the features selected so far.

3.3. Methods in the beta-gamma space

3.3.1. MIFS - Mutual Information Feature Selection
The MIFS criterion was presented in [1] and introduces en-

hancements over MIM in order to reduce redundancy. The compu-
tation of the score of a feature Xk , a class Y and a set of selected 
features S follows the formula:

JMI F S(Xk) = MI(Xk; Y ) − β
∑

X j∈S

MI(Xk; X j) (7)

where β is a user-defined parameter that can be understood as the 
disagreement with the assumption of dependency among features.

3.3.2. CIFE - Conditional Infomax Feature Extraction
This criterion, which was proposed in [19], can be derived from 

several transformations of CondMI. The score for a feature Xk , a 
class Y and a set of selected features S is computed with the fol-
lowing expression:

JC I F E(Xk) = MI(Xk; Y )

−
∑

X j∈S

MI(Xk; X j) +
∑

X j∈S

MI(Xk; X j|Y ) (8)

Three main terms can be identified: the MI with the class 
MI(Xk; Y ), which suggests relevance; the MI with the already se-
lected features 

∑
MI(Xk; X j), which suggests redundancy, and the 

MI with the already selected features conditioned by the class ∑
MI(Xk; X j|Y ), which can be understood as conditional redun-

dancy.

3.3.3. Beta-gamma space
As can be seen, the formulas of the MIFS and CIFE criteria have 

a similar shape. If we parametrize the terms for redundancy and 
conditional redundancy, we can define a two-dimensional space 
in which both criteria could be expressed as a linear combination 
of information theory terms. That is, with two parameters (β and 
γ ) we can set a weight for redundancy and conditional redun-
dancy.

This way, any criterion in this space (named “Beta-Gamma”) 
can be defined as:

J BetaGamma(Xk) = MI(Xk; Y )

− β
∑

X j∈S

MI(Xk; X j) + γ
∑

X j∈S

MI(Xk; X j|Y )(9)

From this expression, some already explained criteria can be 
found:

• MIM: β = 0, γ = 0
• MIFS: β ∈ [0, 1], γ = 0
• CIFE: β = 1, γ = 1

Since both MIFS and CIFE can be derived from the Beta-Gamma 
space, they were merged into a single method “Beta-Gamma” 
rather than implementing a different method for each of them. 
Meanwhile, although MIM can be computed with β = 0 and γ = 0, 
it was implemented in a single method in order to avoid the com-
putation of information measurements that would be otherwise 
multiplied by zero.
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3.4. JMI - Joint Mutual Information

The JMI criterion is an alternative approach to MIFS presented 
in [36], which aims to increase complementary information among 
features rather than minimizing redundancy. Given a feature Xk , 
the class Y and the set of already selected features S , the JMI score 
is computed as follows:

J JMI (Xk) =
∑

X j∈S

MI(Xk X j; Y ) (10)

That is, the sum of the information between the class and a 
random joint variable Xk X j is defined by joining the candidate 
Xk with every already selected feature. This criterion is based on 
selecting a candidate feature when it contributes with new infor-
mation complementary to the other selected features.

3.5. mRMR - Max-Relevance Min-Redundancy

Another criterion that varies with the number of selected fea-
tures is mRMR [25]. However, it does not take conditional redun-
dancy into account unlike CIFE. The mRMR score of a feature Xk

according to the class Y and a set of selected features S can be 
computed as:

JmRMR(Xk) = MI(Xk; Y ) − 1

|S|
∑

X j∈S

MI(Xk; X j) (11)

3.6. ICAP - Interaction Capping

This criterion was proposed in [13] and, unlike the previous 
methods, it makes use of order operators. The score of a feature 
Xk , given a class Y and a set of selected features S , is computed 
as:

J IC AP (Xk) = MI(Xk; Y )

−
∑

X j∈S

max
[
0, {MI(Xk; X j) − MI(Xk; X j|Y )}] (12)

The usage of order operators complicates a probabilistic inter-
pretation of the ICAP criterion. However, it can be seen that fea-
tures with higher redundancy will achieve lower scores.

3.7. DISR - Double Input Symmetrical Relevance

Finally, DISR is a modification of JMI proposed in [23]. The score 
of a feature Xk , given the class Y and the set of selected features S , 
is calculated by dividing the MI value by the conditional entropy, 
with the following expression:

J D I SR(Xk) =
∑

X j∈S

MI(Xk X j; Y )

H(Xk X j|Y )
(13)

3.8. Inclusion of weights

Some of the described methods (MIM, CondMI, JMI and DISR) 
have weighted versions. These approaches take an additional vec-
tor of weights that is used to specify the importance of each sam-
ple, so that the computation of the entropy or MI can be manually 
biased.

For instance, the computation of the MI for two variables X
and Y would be calculated as follows, where w(xy) is the weight 
of the co-occurrence of two values of each feature:
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Fig. 1. Diagram of the distributed execution for all methods included in Parallel-FST.
Table 2
Example of dividing a continuous range 
between 0.6 and 3.1 into five bins.
Bin Range

0 [0.6, 1.1)
1 [1.1, 1.6)
2 [1.6, 2.1)
3 [2.1, 2.6)
4 [2.6, 3.1]

MI(X; Y ) =
∑

x∈X

∑

y∈Y

w(xy)p(xy) log
p(xy)

p(x)p(y)
(14)

This makes it possible to introduce knowledge and to give a 
meaning to certain samples.

4. Methodology

The Parallel-FST library includes the explained FS methods, 
written in C++ with MPI routines and threads to accelerate the 
execution on multicore clusters. Information about system require-
ments, as well as instructions to install, compile, and execute 
the library are included in its website: https://gitlab .com /bieito /
parallel -fst.

Fig. 1 illustrates the general workflow of the approach followed 
by Parallel-FST. Besides the appropriate work distribution among 
processes and threads, with the necessary synchronizations to find 
the best candidate features, the workflow also includes a prepro-
cessing step (data discretization) and two optimizations (semi-
distributed data loading and range compression). Each of these 
phases are detailed in the following subsections.

4.1. Data discretization

MI, and consequently all the methods explained in Section 3, 
work with discrete data. As many real datasets contain continu-
ous data, Parallel-FST also includes an auxiliary tool to discretize 
the input datasets as a preprocessing step. Specifically, it applies 
a binning approach where the continuous range is divided into 
n bins or fragments of equal length, and each value in the input 
dataset is replaced by the identifier of the fragment that contains 
it.

Tables 2 and 3 illustrate, for an example with five continuous 
data between 0.6 and 3.1, the procedure to convert them into dis-
crete values using five bins. First, the range is divided into five 
109
Table 3
Assignment of a discrete value to a continuous one using the bins of the previous 
table.

Feature Value

f 1.4 0.6 0.9 3.1 2.8
f ′ 1 0 0 4 4

fragments of equal size (0.5) and the bins are created (see Table 2). 
Then, the continuous values are replaced by the identifier of the 
bin (Table 3).

4.2. Data and workload distribution

Parallel-FST uses MPI to exploit the computational capability of 
HPC clusters, by distributing data and work among the available 
cluster nodes and cores within each node. Algorithm 1 shows the 
structure of the FS methods included in Parallel-FST. They all start 
with the selection of the first feature as the one having the high-
est MI with the class (Lines 5 to 8). Then, the rest of the features 
are selected according to the metric used by the FS method (Line 
15), as seen in Section 3. As previously explained, most metrics 
depend not only on the class, but also on the already selected fea-
tures. Note that Line 13 avoids calculating the score of previously 
selected features, as they cannot be chosen again.

An analysis of the pseudocode shows that most of the work is 
performed in the nested loops of Lines 10 and 12. The outer loop 
(Line 10) cannot be parallelized, as an iteration cannot start un-
til the previous one has finished (the information of the previously 
selected feature is necessary to choose the next one). Nevertheless, 
the inner loop is a suitable target for parallelization as the com-
putation of the score for each feature is independent of the other 
computations. Therefore, the FS implementations in Parallel-FST di-
vide the input dataset into NP blocks with the same number of 
features per block, NP being the number of MPI processes (Lines 
6 and 12). Each process computes the score of all the features in 
the block. This distribution of features is performed once at the 
beginning of the execution and all processes work over the same 
features in all the iterations of the outer loop. This static data dis-
tribution with equal-sized blocks is suitable for the FS methods 
included in Parallel-FST as the workload (computation of the score) 
is similar for all features (the complexity depends on the number 
of samples, which is the same for all features). Consequently, the 
workload is balanced among the MPI processes. The only imbal-
ance can be generated by those features that have already been 
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Algorithm 1: General structure of the FS methods included 
in Parallel-FST for each process (MPI routines in red and 
loops shared among threads in blue).

1 Input: Discrete subdataset with M
NP features, N samples, and one class Y ; 

Number of features to select NS
2 Output: Vectors selIds and selScores, of length NS , with the ids of the 

selected features and the scores obtained by the metric, respectively
3 Initialize f eat Score as a vector of length M

NP
4 Initialize selData as a vector of length NS
5 // Compute scores of local features (multithread)

6 for every local feature Fi with 0 ≤ i < M
NP do

7 f eat Score[i] = MI(Fi; Y )

8 selIds[0], selScore[0] = FindAndShareBest(featScore, selData[0])
9 // Select the other features

10 for every k with 0 < k < NS do
11 // Compute scores for unselected local features
12 for every local feature Fi with 0 ≤ i < M

NP do
13 if i is not in selIds then
14 // Depends on the selected metric
15 f eat Score[i] = calcScore(Fi; Y ; selData)
16 selIds[k], selScore[k] = FindAndShareBest(featScore, selData[k])

Procedure FindAndShareBest(featScore, selData_k)
17 // Find id and score of best local feature
18 localId = argMax( f eat Score)
19 localScore =max( f eat Score)
20 // Find best global score and owner process
21 globalScore, oRank = AllreduceMAXLOC (localScore, pRank)
22 if oRank == pRank then
23 globalId = localId + pRank ∗ M

NP
24 selData_k = FlocalId
25 f eat Score[localId] = 0
26 globalId = BcastoRank→W ORLD (globalId)
27 selData_k = BcastoRank→W ORLD (selData_k)
28 return globalId, globalScore

selected and thus do not need to have their score calculated again 
(Line 13). The worst scenario would be that all selected features 
fall in the same block. However, we must take into account that 
in a real world analysis the percentage of selected features must 
be low in order to obtain useful information. Therefore, the im-
pact of this workload imbalance is almost negligible even in the 
worst-case scenario.

Each process has the data corresponding to its block of features 
stored into its memory prior to the nested loop, through the pro-
cedure that will be explained in Subsection 4.4. Therefore, the only 
point of synchronization among processes is the choice of the fea-
ture with the highest score (procedure FindAndShareBest in 
Algorithm 1). Due to distributing the loops of Lines 6 and 12, each 
process has found the most promising feature of its block, but the 
algorithm must select only the best one among them. This is per-
formed by an MPI_Allreduce collective with the MPI_MAXLOC
operator (Line 21). Once the feature is selected, the owner process 
sends its data to the other processes with MPI_Bcast routines, 
as this information is necessary in the next iterations of the outer 
loop to compute the new scores (Line 15).

4.3. Hybrid MPI/multithreaded implementation

The previous subsection has explained how the data and work-
load are distributed among different MPI processes. This approach 
would be sufficient to execute the FS methods on distributed-
memory systems by creating one MPI process per core. However, 
Parallel-FST includes a second level of parallelism, where each pro-
cess can launch several C++ threads that collaborate in the compu-
tation of the scores of the block.

Consequently, the work of the loops in Lines 6 and 12 is dis-
tributed in two levels: first, the features are divided into equal-
sized blocks, with one block per MPI process; and, second, the 
110
features of each single block are distributed among the threads 
launched by the owner process.

One typical use of this hybrid MPI/multithreaded approach on 
modern multicore clusters consists in creating one process per 
node, and the same number of threads as cores in the node, but in-
termediate configurations with different number of processes and 
threads can be applied. This approach has the following advan-
tages:

• Creation, synchronization and destruction of threads is lighter 
than for processes. Therefore, reducing the number of pro-
cesses per node in each execution should decrease runtime.

• It allows to exploit the HyperThreading technology currently 
available in most processors, where two logical threads can 
share the resources of a single physical core.

• As explained in the previous subsection, the data of the 
lastest selected feature must be sent from its owner pro-
cess to the others. The use of threads allows replacing costly 
explicit message-passing communications (broadcasts in this 
case) with implicit shared-memory communications at node 
level.

4.4. Semi-distributed data loading

As mentioned in Subsection 4.2, the input datasets are parti-
tioned and distributed among MPI processes so that they can work 
in parallel over their assigned blocks of features. A naive approach 
for this data distribution would consist in the root process read-
ing the whole dataset from disk and storing it into a buffer, which 
would later be scattered among all processes using the appropriate 
MPI routines. However, that approach is limited by the memory of 
the node where the root process runs, so it would not be possi-
ble to straightforwardly analyze datasets larger than this memory 
size.

Since the amount of information that is collected has signif-
icantly grown in the latest years, most extremely large datasets 
are nowadays stored using a sparse format, i.e., some values (usu-
ally zeros) are not explicitly stored in order to reduce disk storage. 
Parallel-FST needs a solution that allows an efficient processing 
of these huge sparse datasets. For instance, the sequential imple-
mentations in FEAST need the data as dense matrices so that a 
preprocessing step to convert them is required. Our solution con-
sists of three steps, following the diagram of Fig. 2:

1. The root process reads the dataset as a sparse matrix.
2. The MPI_Bcast collective is used to send the sparse matrix 

to all processes.
3. Each process “expands” as a dense matrix its assigned block of 

features exclusively.

In this way, the memory size limitation is overcome, and it is 
possible to analyze datasets that fulfill these two conditions:

• They fit in the memory of one node in sparse format.
• The block of features assigned to each MPI process fits in its 

available memory.

These conditions are significantly less restrictive than the origi-
nal one (the whole matrix in dense format should fit in the mem-
ory of only one node) and thus this semi-distributed data loading 
allows working over large datasets. Furthermore, as the broadcast 
is performed with the data in sparse format, its impact on the total 
runtime remains limited.

It should be noted that other approaches could be developed 
for this purpose. For instance, the root process could iteratively 
read blocks of data from disk, expand them into dense format, 
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Fig. 2. Diagram of the semi-distributed data loading procedure.

Feature Values

f1 0 2 2 0 1
f2 1 3 3 2 1

f1 \ f2 0 1 2 3
0 0 1 1 0
1 0 1 0 0
2 0 0 0 2

Fig. 3. Features and co-occurrence matrix (dimension 3x4) when the number of 
different values is close to the difference between the minimum and the maximum 
sample.

and send each block of features to the process that will use it. 
However, this approach would perform all the format translation 
sequentially, with high impact on performance, while our semi-
distributed data loading performs the expansion in parallel. More-
over, communication would be more expensive as blocks would be 
sent in dense format. A similar alternative that sends the data to 
the other processes in sparse format could also be implemented. 
However, many widely employed sparse formats store the datasets 
in a sample-major fashion (for instance, LIBSVM [5]), while the 
FS algorithms work with feature-major matrices. This would mean 
that each row (i.e. sample) would be split into blocks, and each 
block would be sent to a different process, so there would be a 
large number of small size communications, and therefore high 
overhead.

Finally, it is important to note that Parallel-FST is flexible 
enough to work with different types of files as input. In scenar-
ios where the dataset is stored in dense format, it is loaded with 
the naive approach explained at the beginning of this subsection. 
The semi-distributed data loading is only applied to sparse for-
mats, which is the common case for large datasets.

4.5. Range compression

The original sequential FS methods are based on the usage 
and combination of information metrics, which need to calculate 
co-occurrences between values instead of focusing on the values 
themselves. For instance, the values {100, 200, 100} are treated 
similarly to {1, 2, 1}. In order to compute the information metrics 
between two features, bidimensional histograms are created. How-
ever, when intermediate values are missing in the feature, these 
histograms may contain some rows or columns in which all values 
are zero. These rows and columns imply a waste of memory and 
computation time since they have no impact in the results of the 
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Feature Values

f3 0 1000 1000 0 1000
f4 1000 2000 2000 1000 1000

f3 \ f4 0 . . . 1000 . . . 2000
0 0 . . . 2 . . . 0
. . . . . . . . . . . . . . . . . .

1000 0 . . . 1 . . . 2

Fig. 4. Features and co-occurrence matrix (dimension 1001x2001) when the number 
of different values is much lower than the difference between the minimum and the 
maximum sample.

information metrics. Two examples are shown in Figs. 3 and 4. The 
former illustrates a common case, where only the first column is 
completely full of zeros, while the latter shows an extreme exam-
ple where memory requirements are huge.

Some datasets hold features that take values from a wide 
range of numbers, so this issue might slow the computation or 
even completely fill the memory of the system. For example, a 
dataset about CPUs in which there are features for minimum 
and maximum frequency (in kHz) with ranges [0, 700000] and 
[500000, 4000000] respectively, would need a co-occurrence ma-
trix of 10 TB.

Parallel-FST includes an efficient solution to this problem, 
which has been named as “range compression”. It basically per-
forms a translation of the values of the feature so that the inter-
mediate values are suppressed. This way, the creation and compu-
tation over rows and columns that do not affect the results of the 
metrics are avoided.

Algorithm 2 shows a pseudocode of the procedure. Each feature 
(i.e. row) is processed independently, and Parallel-FST attempts 
to find new values so that the range of the resulting feature is 
minimal. This is achieved through f eatMap and mapCounter: the 
former an array used to keep the relationship between new and 
old values, and the latter an accumulator that counts the number 
of distinct values found so far.

Algorithm 2: Range compression procedure.

1 Input: Matrix A with M rows (features) and N columns (samples)
2 Output: Updated matrix A
3 for every feature F j in A with 0 ≤ j < M do
4 maxState ←max(F j)

5 f eatMap ← zeros(maxState)
6 mapCounter ← 1
7 for every i with 0 ≤ i < N do
8 old_s ← F j [i]
9 if f eatMap[old_s] = 0 then

10 f eatMap[old_s] ←mapCounter
11 mapCounter ←mapCounter + 1
12 F j [i] ← f eatMap[old_s] − 1

This procedure presents linear complexity, thus its execution 
is very fast. Consequently, the overhead of performing the range 
compression is almost negligible, but the impact on the reduc-
tion of the FS execution time can be huge. Furthermore, as range 
compression is a per-feature procedure, it can be executed in 
parallel by the MPI processes, thus further reducing the over-
head.

The impact of the range compression can be observed in the ex-
amples of Figs. 5 and 6, which show the results of its application 
to the features of Figs. 3 and 4, respectively. Note that the columns 
and rows that were composed of zeros, which were useless to the 
information metrics, do not appear anymore. In the extreme sce-
nario (Figs. 4 and 6) the dimension of the co-occurrence matrix is 
reduced from two million elements to only four.
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Feature Values

f ′
1 0 1 1 0 2
f ′
2 0 1 1 2 0

f ′
1 \ f ′

2 0 1 2
0 1 0 1
1 0 2 0
2 1 0 0

Fig. 5. Features and co-occurrence matrix after range compression (dimension 3x3 
instead of 3x4) when the number of different values is close to the difference be-
tween the minimum and the maximum sample.

Feature Values

f ′
3 0 1 1 0 1
f ′
4 0 1 1 0 0

f ′
3 \ f ′

4 0 1
0 2 0
1 1 2

Fig. 6. Features and co-occurrence matrix after range compression (dimension 2x2 
instead of 1001x2001) when the number of different values is much lower than the 
difference between the minimum and the maximum sample.

As a final remark note that the range compression is a general 
optimization technique that can also be directly applied to the im-
plementations available in FEAST or other sequential libraries in 
order to improve their performance.

5. Experimental evaluation

Parallel-FST has been extensively compared to the sequential C 
version of FEAST,3 whose FS methods have been presented in [4]. 
First, it was proved that the output results of the methods available 
both in FEAST and Parallel-FST are identical. The rest of this section 
compares both libraries in terms of performance.

The comparison with the state of the art was focused on FEAST 
as it is the only library in the literature that includes all these 
methods, its C implementations are fast for sequential compu-
tation, it is widely employed by scientists, and provides exactly 
the same results as Parallel-FST. Although FEAST does not include 
any support for parallel computing the runtime and speedups 
presented in this section are sufficient to prove the quality of 
the hybrid MPI/multithreaded implementation used in Parallel-FST. 
Weka [10], another highly employed library with FS and multi-
threaded support, was also considered for comparison. However, it 
was discarded for two reasons. On the one hand, the FS methods 
included in Weka differ from those implemented in Parallel-FST. As 
will be seen in this section the runtime for FS significantly depends 
on the method, so it would be unfair to compare the speed of dif-
ferent algorithms. On the other hand, Weka is implemented with 
Java, employing its multithreaded support for shared-memory sys-
tems. As Java executions are based on a virtual machine, they are 
usually slower than those of C/C++ and thus not comparable with 
the FEAST/Parallel-FST implementations in order to obtain proper 
conclusions.

5.1. Experimental configuration

A multicore cluster with 16 nodes, each one with two octa-core 
Intel Xeon E5-2660 processors and 64 GB of memory, has been 
used. It means that our experiments could be executed on up to 

3 https://github .com /Craigacp /FEAST.
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Table 4
Characteristics of the datasets (the size is calculated using 8B per value).

#Features #Samples #Classes Size

Epsilon 2,000 400,000 2 6.96GB
RCV1 47,236 20,242 2 7.12GB
News20 62,061 15,935 20 7.37GB
SVHN 3,072 531,131 10 12.16GB
E2006 4,272,227 16,087 - 512.06GB

256 cores (16 cores per node). Moreover, as this architecture pro-
vides HyperThreading, up to 512 threads can be used (two logical 
threads per core). The 16 nodes are connected through an Infini-
Band FDR network with high bandwidth and low latency.

Regarding software, both FEAST and Parallel-FST used the GNU 
C/C++ compiler v8.3.0, while the latter was also linked to the 
OpenMPI library v3.1.4. Finally, all the experiments were run with 
the nodes in exclusive mode, i.e. the hardware was never shared 
by other jobs.

Five publicly available datasets with different characteristics 
(summarized in Table 4) have been used for the evaluation. They 
were all obtained from the LIBSVM collection [5], which stores 
them in sparse format in order to reduce disk and memory con-
sumption. Therefore, the semi-distributed data loading technique 
presented in Subsection 4.4 is very useful in this case. On the one 
hand, two of the datasets (Epsilon and SVHN) are used as ex-
amples for scenarios with more samples than features. The first 
one, with only two classes, is an artificial dataset created for the 
“Pascal large scale learning challenge”. The second dataset, which 
is multiclass, stores pictures of house plates with 32x32 resolu-
tion, with the features representing the RGB values for each pixel. 
On the other hand, the rest of datasets contain more features than 
samples. RCV1 is a dataset with two classes that includes news 
categorized by hand for research purposes. News20 also contains 
documents about news, divided into 20 classes. Finally, E2006 was 
used as an example of a huge dataset that does not fit into the 
memory of one node. It contains information of reports obtained 
from several US companies between the years 1996 and 2006. This 
dataset is usually employed for regression, thus not having a spe-
cific feature used as class.

All the experiments shown in this section have been obtained 
after applying a discretization with 128 bins and by fixing the 
number of selected features to 200. This number is high enough 
to show whether there is workload imbalance because the already 
selected features do not require work, but not too high to avoid 
selecting too many features, which will never be the case in a real 
scenario. Fig. 7 shows (in logarithmic scale) the runtime of the 
different FS methods when using the sequential version available 
in FEAST (and applying the range compression technique). E2006
could not be analyzed as loading it into memory requires more 
than the 512 GB available in a single node of the cluster. This fig-
ure shows that the runtime is extremely variable among the FS 
methods. For instance, as explained in Section 3, MIM is a very 
fast and simple method that takes into account the amount of in-
formation shared between the feature and the class, but not the 
redundancy among features. On the contrary, CondMI is the most 
expensive one, especially when working on datasets with a large 
number of samples (Epsilon and SVHN).

Table 5 shows the runtime of the FEAST version of the most 
computationally expensive method (CondMI) with and without 
range compression, in order to give insights about the benefits 
that this technique can provide to sequential FS methods. Range 
compression is beneficial in all scenarios but, as explained in Sec-
tion 4.5, its impact on performance largely depends on the variety 
of data in the input dataset.

https://github.com/Craigacp/FEAST
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Fig. 7. Runtime (in seconds) needed by the original methods in FEAST.

Table 5
Runtime (in seconds) of the sequential CondMI method in FEAST with and without 
range compression (RC), as well as the time required to complete this technique.

Without RC With RC Time for RC

Epsilon 46,214 44,430 1.91
RCV1 41,596 6,221 2.12
News20 27,611 3,799 2.21
SVHN 96,113 93,246 3.68

5.2. Performance analysis

The performance evaluation started by searching for the best 
combination of threads and MPI processes within each node. As 
each node contains two octa-core processors (16 physical cores) 
and allows for HyperThreading, all configurations launching a to-
tal of 32 threads per node were tested (i.e., one process with 
32 threads, two processes with 16 threads, four processes with 
8 threads and so on). The configuration with two processes per 
node and 16 threads per process obtained the best results in all 
cases, and thus it has been used for all the scalability experi-
ments. This is a reasonable result, as each node has two processors, 
each one with its own memory module. Thus, this configuration 
maps one MPI process per processor and it guarantees that threads 
only access the memory module of the processor where they are 
launched.

The graphs in Fig. 8 show the speedups obtained by the hybrid 
MPI/threads implementation of the different FS methods present 
in Parallel-FST from one node (16 physical cores) to 16 nodes (256 
physical cores), when compared to the original FEAST counterparts 
(using range compression in all the experiments). E2006 is not 
included as, due to memory constraints, it could only be analyzed 
when using the whole cluster, and thus there is no base sequential 
runtime to calculate the speedup. The following conclusions can be 
drawn:

• In general, the speedups are higher for those datasets with 
more features than samples (RCV1 and News20). The main 
reason is that the complexity of the methods depends on the 
number of features, and the higher the complexity the more 
opportunities of parallelism. Moreover, as explained in Subsec-
tion 4.2, the data of the feature selected in each iteration must 
be broadcast from its owner to the other MPI processes. When 
increasing the number of samples the weight of the commu-
nications, and thus the performance overhead, is higher.

• JMI, ICAP, DISR and the methods of the Beta-Gamma space 
achieve high scalability for the four datasets, reaching parallel 
efficiencies higher than 80% even for the whole cluster. They 
also present superlinear speedups for some experiments with 
two, four and eight nodes.

• mRMR obtains lower speedups than the four previous meth-
ods, due to its lower complexity, but it still achieves good 
scalability for the four datasets. It also presents superlinear 
speedups for some experiments with two nodes (32 cores).
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Table 6
Runtimes of the Parallel-FST methods 
using the whole cluster (16 nodes) to 
analyze the E2006 dataset.

Method Time (s)

MIM 17
JMI 788
mRMR 328
ICAP 1,463
DISR 1,123
BetaGamma 1,505
CondMI 1,783

• CondMI is the method with the highest variability depending 
on the analyzed dataset. It is able to obtain an acceleration 
of 229x over the sequential implementation available in FEAST 
when working with the News20 dataset, but the speedups are 
not higher than 55 for the two datasets with more samples 
than features (Epsilon and SVHN). In general, the perfor-
mance of this FS method is really dependent on the number 
of samples, as was already remarked when analyzing the run-
time of the original implementations (see Fig. 7).

• The only method that presents a limited scalability is MIM. 
The reason is not an inefficient parallel implementation but 
the high speed of this method in the sequential library FEAST, 
as it only has to compute one MI calculation per feature (see 
Subsection 3.1). In fact, the original implementation of MIM 
requires less than 15 seconds for the four datasets that it can 
analyze (see Fig. 7).

The results presented in Fig. 8 prove the large increase in speed 
that can be achieved thanks to Parallel-FST. For instance, the FS 
methods based on the Beta-Gamma space, as well as ICAP and 
DISR, require more than three hours to analyze the SVHN dataset 
with FEAST, and this time is reduced to around one minute with 
the implementations available in Parallel-FST. Another relevant ex-
ample is the News20 dataset, where FEAST can require up to one 
hour to select the 200 features, while all methods in Parallel-FST 
finish in less than 18 seconds. The only exception to these gains 
is the MIM method, where there is no room for improvement us-
ing parallel computing techniques, as its FEAST implementation is 
already very fast.

Finally, but not less important, we should remark that Parallel-
FST not only reduces the runtime compared to FEAST, but it also 
allows us to complete FS analyses on scenarios previously not fea-
sible for the sequential library. For instance, as mentioned earlier, 
every method in FEAST fails when trying to analyze the E2006
dataset, as it would need around 512 GB of memory to be loaded, 
which is too much for almost any shared-memory system. Never-
theless, our parallel implementation distributes the features among 
the MPI processes (see Section 4.2) and thus it can aggregate the 
memory of the whole cluster (64 GB per node, 1 TB in total) to 
complete the FS analysis using the seven methods. Runtimes for 
this dataset are shown in Table 6, ranging from 17 seconds with 
MIM to approximately 30 minutes with CondMI.

6. Conclusion

Feature selection has become a key step in ML due to the con-
tinuous increase of the average dataset sizes in different fields such 
as text mining, genetics or bioinformatics. This technique discards 
those features that are irrelevant or redundant, and whose inclu-
sion in the ML analyses would lead to very high runtimes or even 
inaccurate conclusions. Nevertheless, the high computational and 
memory requirements prevent the use of most FS methods for 
large datasets.
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Fig. 8. Speedups of the FS methods included in Parallel-FST for a varying number of nodes, using as basis the sequential implementations available in FEAST with range 
compression. Each node contains 16 cores and allows for HyperThreading (two MPI processes per node, each one with 16 threads).
114



B. Beceiro, J. González-Domínguez and J. Touriño Journal of Parallel and Distributed Computing 169 (2022) 106–116
In this work we have presented Parallel-FST, a novel library 
whose aim is to accelerate the FS procedure by providing hybrid 
MPI/multithreaded implementations of seven FS methods (each 
one with two versions, with and without weights). All the methods 
included in the library follow the same parallel approach. Data and 
workload are distributed among MPI processes and C++ threads to 
exploit multicore clusters, including the HyperThreading technol-
ogy. Furthermore, two optimization techniques (semi-distributed 
data loading and range compression) were implemented to im-
prove performance and reduce memory requirements. Parallel-
FST is publicly available to download under open source license 
at https://gitlab .com /bieito /parallel -fst.

The experimental evaluation proved that the features discarded 
by the methods of Parallel-FST are exactly the same as those of 
a widely employed sequential counterpart (FEAST), but the analy-
sis is completed in significantly less time. The scalability of most 
methods is high, reaching speedups of up to 229 on a multicore 
cluster with 16 nodes (256 cores, 89% of efficiency) and even ob-
taining superlinear speedups for experiments with two, four and 
eight nodes (32, 64 and 128 cores, respectively). For instance, all 
parallel methods are able to select the most appropriate 200 fea-
tures of a 7 GB dataset in less than 18 seconds when working on 
the whole cluster. The parallel implementations presented in this 
work distribute the features among MPI processes and thus they 
can exploit the memory of several nodes within a cluster. It means 
that Parallel-FST can complete FS analyses for datasets that do not 
fit in the memory of one single system or node and therefore can-
not be computed by sequential libraries such as FEAST.

Future work can continue in three directions. First, attempt to 
further improve the performance of Parallel-FST by adding SIMD 
support with AVX directives. Second, extend the library to include 
parallel versions of other FS methods not based on MI (e.g. CFS). 
And third, work on the development of a similar parallel library fo-
cused on GPUs, so that researchers could also exploit these widely 
spread architectures.
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