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Abstract 

Nowadays, gas, electricity, and water consumption in residential units can be tracked by smart 

meters using Internet of Things (IoT) technology. So, there is a need for a meter reading system 

that records information from the meters, which can be valuable for a variety of purposes. 

The thesis considers the challenge of connecting smart meters (for gas, water, and electricity, 

but with particular emphasis on gas) to a central system in a private data center, where the data 

are used for various purposes, including diagnostics, billings, etc. Smart meters need a globally 

accepted standard that ensures security, interoperability, and efficiency. A widely used standard 

for this purpose is DLMS/COSEM (Device Language Message Specification)/ (Companion 

Specification for Energy Metering), which is used and explained in detail throughout the thesis. 

An on-premises IoT platform for smart gas metering management has been developed based 

on DLMS/COSEM protocol. It demonstrates data exchange between a smart gas meter and a data 

acquisition system to manage and control the end customer's gas consumption. Smart meters are 

installed at the end customer's premises and send data to the IoT platform to which the gas 

suppliers and utilities have access. The developed IoT platform reports the data received from the 

meters, such as gas consumption, real-time alarms, and events elaborated by the gas meter. These 

collected data are COSEM objects that are stored in the local database. Moreover, the utilities can 

control (open/close) the valve of the gas meters using the IoT platform developed in this thesis. 

The critical components of smart meters are security features. Thus, the latest security 

technologies are utilized in this project to protect smart gas meters. 
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Chapter 1:  Introduction 

1.1 Motivation and aims 

Integrating smart meters in a city according to the Internet of Things (IoT) paradigm enables 

the recording of all necessary data for a smart city. Smart meters keep the city updated and ensure 

that each subsystem is functioning as intended. The goal is to achieve better gas, water, and 

electricity management that balances demand and consumption. As the population grows, so does 

the need for infrastructure for electricity, gas, water, etc. Due to this growing trend, utilities are 

forced to improve the quality of meter readings and, more importantly, the meter reading process. 

Smart meters can communicate bidirectionally once every three days with the utility's central 

system, which is an essential component of the advanced metering infrastructure (AMI). Thus, 

the utility can capture interval data, service interruptions, service restoration, time-based demand 

data, peak demand levels, and customer billing. In recent years, Advances in information and 

communication technology (ICT) have enabled the evolution from the most simple automatic 

meter reading system to AMI [1]. 

Utilities perform regular meter reading and billing as part of their regular operations. 

The target of the thesis is to develop an on-premises IoT platform for remote management of 

gas meters installed in consumers' fields. This IoT device management platform must be able to: 

• Acquire data (e.g., gas consumption), alarms (e.g., failed clock synchronization, 

software errors, flow errors, valve errors, tampering, memory errors), valve status, 

and battery charge status. 

• Edit the configuration of the gas meter and send commands (e.g., closing the valve) 

to the meter. 

By analyzing data and events collected from smart gas meters, utilities can identify consumers 

with unpaid bills or those who have recently relocated. In this case, the gas valve can be closed 

via the IoT platform. Additionally, utilities can utilize this platform in order to encourage 

consumers to reduce their consumption when gas quality, reliability, or prices are at risk. These 

companies can also offer consumers more targeted tariffs to reduce high-cost consumption. 

1.2 Contribution 

The IoT platform is an IoT solution for smart meter manufacturers. In this thesis, the IoT 

platform is developed, installed, and tested on a local server, and it can be accessed through a web 

browser. The IoT platform developed in this thesis is a web-based software or web application. 

The TCP/IP (Transmission Control Protocol/ Internet Protocol) is used to establish the connection 

between the smart gas meter and the software over IP-enabled networks such as GPRS (General 

Packet Radio Service), which is used by a GSM (Global System for Mobile communication) 

system as a low-cost 2G solution. Thus, data communication takes place via a cellular network 

that operates with the GSM system. The DLMS/COSEM (Device Language Message 

Specification)/ (Companion Specification for Energy Metering) communication protocol is used 
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for data exchange between the smart gas meter and the data acquisition system, which is the 

developed web-based software. The HTTPS (Hypertext Transfer Protocol Secure) is used to 

ensure secure communication over the network. Furthermore, the wrapper address is used in this 

work since the communication profile is TCP-UDP/IP, as described in Section 3.1.6.2. 

The IoT platform in this work has flexible user access management, and providers use the 

same platform for multiple user roles. There is a workspace where device managers can log in 

with their dashboards and device management access rights. Only the dashboards, charts, and 

alerts are visible on the platform for customers.  

To exchange data between the data acquisition system and the metering device, COSEM uses 

the client/server model. The client (web-based software) and the server (gas meter) establish a 

logical connection known as an application association (AA) to be aware of the exchange rules, 

such as: 

• The application context 

• The authentication context 

• The xDLMS context 

The application context specifies the short name (SN) or logical name (LN), which constitutes 

the referring style of COSEM attributes and methods. Additionally, it determines if ciphering is 

employed or not. Therefore, the application contexts [2], [3] are as follows: 

- Logical Name without ciphering 

- Short Name without ciphering 

- Logical Name with ciphering 

- Short Name with ciphering 

  An entity's authentication mechanism is determined by the authentication context. To 

identify the client or both the client and the server, an authentication mechanism can be used 

during the AA establishment. The available authentication levels are Lowest-Level-Security (No 

Security), in which neither the client nor the server is authenticated, Low-Level-Security, which 

authenticates only the client, and several variants of High-Level-Security, which authenticates 

both the client and the server [2]–[4].  In this thesis, Lowest-Level-Security is used to recognize 

the gas meter, and then “High-Level-Security” is used to read the gas meter information. 

Additionally, the “AES-128” algorithm and the “GMAC” ciphering are used to encrypt the 

DLMS packets during data exchange. Therefore, the authentication mechanism is “HLS GMAC” 

or “HighGMAC”. Moreover, the “AuthenticationEncryption” security level is used. The above 

authentication levels and security features are described in detail in Sections 3.1.7 and 5.3 and 

shown in Appendix B.3. 

xDLMS contexts are responsible for determining the COSEM object-related services and 

capabilities to be used [3].   
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The target of the first stage of the software development is to successfully read the logical 

device name (LDN) of a gas meter by the public client. The purpose of the public client is mainly 

to retrieve the LDN of the gas meter. This resource can be accessed by the public client within an 

explicit application association (AA) without encryption. In other words, the software sends an 

association request (AARQ) to the meter and waits for the response (AARE), then the software 

sends a (COSEM GetRequest) to the meter to retrieve LDN and waits for an answer (COSEM 

GetResponse), and finally, the software sends a release request (RLRQ) to the meter to disconnect 

and waits for an answer (RLRE) (Refer to Appendix C).  

Subsequently, data exchange must be performed by the management client to retrieve all 

required COSEM objects or data from the gas meter.  

Once the software has identified the gas meter through its LDN, authentication can be 

performed using the management client. Consequently, the COSEM objects can be accessed 

within a pre-established association (without sending AARQ and RLRQ APDUs), and the 

messages are protected with an encryption key [2], [4], [5] (Refer to Section 3.1.7, Section 5.3, 

and Appendix C).  

The software has the following features as shown in sections 6.2 and 6.3: 

- A page that provides a list of all gas meters installed in the fields of the consumers with 

the following information for each gas meter: 

• Logical Device Name or Serial Number, which is mandatory to identify the gas 

meter during the data exchange. 

• Description, which contains the type of the meter and its manufacturer. 

• The address of the gas meter installation. 

• Absolute Corrected Volume, which is the entered gas volume in the meter. 

• Last reading of the “Absolute Corrected Volume” data. 

• The alarm status of the gas meters. 

- A page for each installed gas meter, which contains the following sections:  

• The general information regarding each gas meter, such as the battery status, 

valve management, etc. 

• A list of the data or COSEM objects obtained from each gas meter. 

• A list of the daily corrected volume along with the chart. 

• The settings section, which is based on the meter and user information. 

- A page containing detailed information captured from each meter as items below: 

• LDN (Logical Device Name) or Serial Number of each meter. 

• Model, manufacturer, and type of each meter. 

• Date and time of the last connection of the meter to the software. 

• The number of packets RX /TX and bytes TX /RX. 

• Edit and delete meter actions. 
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- A page that allows adding a new gas meter and the related information (LDN, encryption 

keys). 

- A page that allows adding a new user and the related information. 

- A database in which the encryption keys associated with the gas meter are stored. Without 

the encryption key, the DLMS/COSEM client cannot access most of the gas meter data. 

A database that stores the data received from each gas meter. 

The software serves two kinds of agents: 

- User: Using the CRUD (Create, Read, Update, Delete) pages to manage IoT devices, and 

read data and statistics. 

- Gas meter (IoT device): Connects to the software, receives DLMS commands, and 

transmits DLMS objects. 

Finally, the developed on-premises IoT platform would be able to communicate with multiple 

gas meters. This capability of the platform can increase interpretability and save time in the 

implementation of smart metering systems.  

1.3 Background 

1.3.1 DLMS Standardization 

The Device Language Message Specification User Association (DLMS UA) is an 

international organization in the development and certification of interoperability in strategic 

energy management [6]. “DLMS UA” develops and maintains the DLMS specification, which 

has been adopted as part of the “IEC 62056 DLMS/COSEM” suite by “IEC TC13 WG14” [7], 

[8].  

“IEC 62056” [7] is a collection of standards for the exchange of data for meter readings, 

electricity metering, tariffing, and load management established by the IEC (International 

Electrotechnical Commission) [5].  

Following the adoption of the DLMS specification into the “IEC 62056”, the “IEC TC 13” 

[8] has also incorporated the DLMS color books into the “IEC 62056 series”. The “IEC 62056 

series” contains the following standards, in which the contents of the "DLMS Green Book" and 

the "DLMS Blue Book" are reflected [5], [9]: 

• IEC 62056-21 defines the direct exchange of local data. 

• IEC 62056-42 defines the services and methods for asynchronous connection-

oriented data exchange at the physical layer. 

• IEC 62056-46 defines the data link layer based on HDLC protocol. 

• IEC 62056-47 defines the COSEM transport layers of IPv4 networks. 

• IEC 62056-53 defines the COSEM application layer. 

• IEC 62056-61 defines the Object Identification System (OBIS). 

• IEC 62056-62 defines the Interface Classes (IC). 

DLMS (Device Language Message Specification) is the application layer protocol that turns 

the information contained in COSEM objects into messages. It provides services to connect 
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clients and servers and to access the data held by the COSEM objects. It also creates the messages 

(APDUs, Application Protocol Data Units), implements cryptographic protection if needed, 

checks and removes it, and manages the transmission of long messages in blocks [2]. 

Gas meters are modeled by COSEM (Companion Specification for Energy Metering) as a 

server application that is used by client applications that acquire data from the gas meter and 

invoke known actions within the gas meter using standard access methods to the COSEM objects. 

These objects are uniquely identified through a set of OBIS (Object Identification System) codes 

[2].  

The specifications of DLMS/COSEM are organized in the form of colored books. The OBIS 

codes, interface classes, and methods to be implemented in the meter are described in the Blue 

Book. The communication profiles for communication through different channels are defined in 

the Green Book. In addition, the Green Book defines the procedures for data transmission 

between the client and the meter [2], [10]. Additionally, the Yellow Book provides a conformance 

test plan for COSEM objects. Moreover, a glossary of terms is included in the White Book [9].   

Communication profiles define how the DLMS/COSEM application layer is supported by 

lower protocol layers [10] described in Section 3.1.6.  

A security architecture for exchanging data between a client and a server is defined in DLMS 

[10]. In the thesis, various security features in DLMS/COSEM are also discussed in detail, 

including how these features are optimized for the authentication of the client, the server, and the 

data exchange. 

1.4 Thesis structure 

This thesis contains seven chapters. Chapter 1 presents the introduction of the thesis.  

Chapter 2 describes the framework of the thesis, which contains the description of the smart 

meters and their advantages, the IoT platform for smart meters and its characteristics, and all 

types of communication technologies for smart meters with their instances. This chapter also 

compares on-premises and cloud-based software and identifies their advantages and 

disadvantages.  

Chapter 3 presents the state of the art, including a description of the DLMS/COSEM protocol 

and all its associated details such as models, services, interface classes, communication profiles, 

and security considerations. 

Chapter 4 describes all the requirements of the project that must be met. 

Chapter 5 describes in detail the project steps regarding the connection of the meter to the 

software and reading the meter.   

Chapter 6  provides a detailed description of the visible results, deployments, and tests of the 

project, such as a description of the translations of the DLMS messages, diagrams of the database, 

and pages of the developed IoT platform. 

Eventually, Chapter 7 presents the conclusion of the thesis. 
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Additionally, this work includes three appendices.  

Appendix A illustrates all the COSEM interface classes with their instances.  

In continuation of Chapter 5 , Appendix B outlines and describes in detail the steps required 

to establish the connection between the meter and the software. In addition, it represents the steps 

necessary to read the meter information by obtaining all of the COSEM objects. Furthermore, this 

Appendix contains the database tables, interface classes, and OBIS codes used to exchange data 

between the meter and the software. 

Appendix C completes Section 6.1 (Log File Translation) of Chapter 6 by demonstrating all 

translations of DLMS messages exchanged between the meter and the software, based on the 

steps described in Chapter 5 and Appendix B. These translations include all messages exchanged 

between the client and the server in order to establish the connection between the server (meter) 

and the client (software), as well as to read the meter information by reading and setting the 

attributes of the COSEM objects.  

Finally, Appendix D contains the table of abbreviations and acronyms used in this thesis. 
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Chapter 2:  Framework 

2.1 Smart meters  

In recent years, smart meters have spread all over the world. The smart meter is an intelligent 

digital device designed as an optimal alternative to the traditional meter [11], [12]. The smart 

meter is an IoT device that records and monitors a consumer's energy consumption. Normally, 

smart meters measure energy consumption in near real-time and report it regularly at short 

intervals. As utility companies seek more accurate and timely statistics to improve their business, 

the growth of smart meters is increasing every day. Implementing two-way data communication 

between meters and the central system requires advanced metering infrastructure (AMI), a system 

for measuring, collecting, and analyzing energy consumption that simultaneously communicates 

with metering devices such as gas meters on a schedule [1], [13]. The bidirectional meter 

communication provided by AMI enhances automatic meter reading (AMR), a technology for 

collecting consumption data from energy meters and transmitting this data to a central database 

for troubleshooting, billing, and other services [14].  

2.1.1 The benefits of smart meters 

Tracking energy with smart meters creates a better understanding of how energy is being 

consumed. This allows consumers to see if the changes they have made to improve energy 

consumption are effective. Utilities can encourage their customers to make smart energy 

consumption decisions based on accurate gas or water usage statistics generated by smart meter 

technology. The key benefits of smart meters are as follows: 

• Convenience 

In contrast to the traditional and manual process, smart meters automatically send readings of 

consumers' energy consumption to utilities for billing purposes [15]. 

• Accuracy 

Consumers can receive accurate bills because smart meters transmit numbers directly to 

utilities at fixed dates and times. So, there are no human errors in billing [15]. 

• Control over energy consumption 

Consumers can use energy-saving appliances to save money by comparing monthly costs 

based on statistics reported to utilities by smart meters [15]. 

• Safety from faulty appliances 

Consumers can detect faulty equipment through the built-in displays equipped with smart 

meters because by displaying the energy consumption at a certain time, a sudden increase in 

equipment can be detected, which not only maintains safety but also leads to optimal energy 

consumption [15]. 
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• Environment protection 

As the use of smart meters reduces customers' energy needs, it can also reduce the need to 

build power plants [15]. 

2.2 IoT platform for smart meters 

One of the biggest challenges in smart meter implementation is integrating smart meters into 

their infrastructures and organizing customized smart metering applications. Integrating smart 

meters into their infrastructure requires IoT platforms that can process data as a meaningful smart 

metering solution [16]. 

A suitable IoT platform can monitor smart meters in real-time to track energy consumption 

and send metering data to utilities for scheduling and accurate billing. IoT platforms as IoT 

solutions can conserve a lot of energy and provide enormous value to customers and the 

environment [16]. 

2.2.1 Characteristics of an IoT platform for smart meters 

• Security 

The entire security vulnerability should be detected by the IoT platform, and its influence 

must be prevented to keep the information safe. Both the communication channels and the data 

exchanged between smart meters and users should be secure [17], [18]. 

• Scalability 

Scaling the IoT platform should grow with the evolution of the business while maintaining 

the integrity, security, reliability, and performance of the solution [17], [18]. 

• Reliability 

The reliability of the platform in terms of service delivery is critical, such as the timely 

provision of solutions to address outages [17], [18]. 

• Interpretability 

The platform must be able to run, schedule, and communicate with any meter, and it must be 

designed to connect without hardware [17], [18]. 

• Modularity 

As the rapid deployment of an IoT platform is achieved through modularity in different ways 

to meet business-specific requirements, modularity is critical to the implementation of an IoT 

solution [17], [18]. 

2.3 Communication technologies for smart metering 

Communication technologies for smart meters are divided into wired and wireless 

technologies [19], [20].  

2.3.1 Wired technologies for smart metering 

There are three non-wireless technologies used in smart meters: 
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• Power Line Communication (PLC) 

PLC (Power Line Communication) uses existing power lines installations in communication. 

This offers the advantage of using the current widespread infrastructure without the need to lay 

special cables. The installation of PLC modules in meters is quite simple, making this technology 

the most popular. 

The main disadvantage of PLC is the attenuation due to random switching of electrical 

devices, which can result in changes in power parameters in the power distribution network [19], 

[20]. 

• Digital Subscriber Line (DSL) 

Data can be transmitted over conventional telephone lines with Digital Subscriber Line (DSL) 

as a communication technology. It is quite reliable and inexpensive, as the infrastructure is already 

in place in most cases. However, as the distance between the supplier and the consumer increases, 

the throughput decreases [19]. 

• Fiber Optic Communications 

Due to high implementation costs, this is not a very popular option for smart metering, but it 

is still worth mentioning for use cases where high data rates are required. In various regions of 

the United States, Europe, and other parts of the world, fully fiber-based networks are still being 

built that often driving up costs. 

In this work, fiber optic communication is used instead of the wrapper (refer to Section 

3.1.6.2) in the case of using the HDLC (High-Level Data Link Control) communication profile 

[19]. 

2.3.2 Wireless technologies for smart metering 

• Radio Frequency Mesh (RF Mesh) 

This technology provides the core function of automatic meter reading (AMR) by enabling 

wireless communication. It is used to measure energy consumption. It provides better accuracy 

and coverage when combined with PLC. The use of Radio Frequency Mesh results in low cost 

and energy-efficient operation due to low power connectivity. This technology is only suitable 

for limited areas where there is a high concentration of RF modules [19].  

• Zigbee 

Zigbee is an interesting solution for low-power smart meters due to its low implementation 

costs and simplicity. While Zigbee resembles RF Mesh, it operates slightly differently. Therefore, 

it can be used to create a mesh network that connects smart meters to data concentrators rather 

than connecting smart meters to control centers. The high interference of applications using the 

same bandwidth is known as a disadvantage of Zigbee [19], [21]. 
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• WiMax 

WiMAX (Worldwide Interoperability for Microwave Access) is a standard for wireless 

communications. This technology is less well known in the field of metering and is simply ignored 

by many utilities due to insufficient bandwidth when serving a large number of clients [19], [21].  

2.3.2.1 Cellular technologies for smart metering 

Cellular technologies, as a subset of wireless technologies, are becoming increasingly 

important in the deployment of smart metering since they can enhance existing smart grid efforts 

[19]. By leveraging cellular IoT, there is no need to build infrastructure, as utilities can rely on 

the networks of mobile operators. With the outsourcing of the communications network, the 

installation costs and times of smart metering systems are significantly reduced. Moreover, 

cellular networks can support machine-to-machine (M2M) communication directly or via 

gateways. As a result, the M2M subscriber market is improved, leading to higher adoption rates, 

lower costs, and increased competition among companies [19], [21], [22]. 

• GSM/GPRS 

Most of the cellular point-to-point infrastructures of smart metering systems are currently 

integrated with the Global System for Mobile Communications (GSM), which uses the General 

Packet Radio Service (GPRS) data service. A GPRS network is designed to transfer data packets 

specifically for Internet connections. Therefore, it can support TCP/IP communication.  

The following protocols are supported by the GPRS: 

- Internet protocol (IP) 

- Point-to-point protocol (PPP) 

- X.25 connection-removed 

The X.25 protocol used by wireless payment terminals is no longer supported by GPRS. 

However, it can be supported via PPP or IP.  

The IP protocol is the most significant component of GPRS. Every operator can support this 

protocol, and it provides internet connectivity to all devices through TCP. In GPRS networks, IP 

mobility is essentially handled like Mobile IP [19], [21].  

A GSM modem allows data collection systems to communicate with GSM networks via a 

SIM (Subscriber Identity Module). 2G cellular networks typically offer data services with net data 

rates of up to a few tens of kbps. These data services are optimally suited for remote metering 

applications. In this work, GSM cellular technology is used for TCP/IP connection [19], [21].  

• Narrowband IoT (NB-IoT) for Smart Metering 

NB-IoT provides widespread cellular connectivity as part of the LPWAN (Low-power wide-

area network) technology group, and it is a direct competitor of LoRaWAN [23]. The cost of this 

technology is lower than other M2M (Machine to Machine) technologies on the market. Its global 

network coverage is constantly evolves [19], [21]. 
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As a result of integrating NB-IoT with a PLC/RF mesh infrastructure, meters can be acquired. 

Hence, this proves to be highly beneficial for smart metering as it eliminates the need for manual 

meter readings in remote areas, eliminates the need for concentrators and gateway devices, and 

allows for easy visualization of data [19], [21]. 

• LTE for Machine Type Communication (LTE-M) 

Due to higher energy consumption, this technology is less popular than NB -IoT in terms of 

smart metering. Both data latency and data throughput are significantly improved with this 

technology [19], [21]. 

2.3.2.1.1 Requirements of cellular technologies for smart metering 

 The deployment of smart meters is an expensive, long-term project that requires a large 

capital investment. To be successful, they must meet several requirements as follow:   

• High reliability and long lifespan 

Ideally, smart meters and their supporting communication should be able to remain online for 

several years. As a result, they must be highly reliable. A variety of technologies are now available 

to meet smart metering requirements. For example, in GSM mobile phones, the plastic SIM 

(Subscriber Identity Module) is replaced by a ruggedized version integrated into the 

communication module [21]. 

• Low maintenance 

The firmware and communication module protocols of a smart meter are likely to be updated 

over a period of 10 to 20 years. By using secure wireless device management services, utilities 

can easily manage, configure, test, validate and update firmware and application software 

remotely [21]. 

• Cost effectiveness 

As smart metering solutions become more widespread, it is imperative that they are designed 

to minimize capital and operating costs. Technologies are available to embed protocol and 

application software into the communications module. Through this integration, the number of 

processors required, and the amount of memory utilized can be reduced. Thus, the overall cost is 

reduced [21].   

• Security 

Security threats must be considered when two-way command and control systems are 

integrated into energy management systems.  They include the privacy of consumers, data 

integrity, detection of network jamming attacks, and ensuring service continuity [21]. 

• Low installation costs 

Installing smart meters accounts for 30 percent of the cost of the system. As a result, providers 

require solutions that facilitate installation and reduce the time and expertise required. The 

development of cellular communication modules can be simplified with integrated network 

analysis tools, enabling faster and more efficient deployment and saving time and money [21]. 
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• Low power consumption 

The communication module in a modular design is powered by the electricity meter or, in the 

case of water and gas meters, by a battery. This means that certain design requirements must be 

met. The communication module must first be designed to operate at the low current that the 

meter is able to supply. The second issue is to ensure that the communication systems are highly 

energy-efficient, as even when smart meters and their communication systems consume relatively 

little power, this consumption amounts to quite a bit when millions of meters are connected point-

to-point [21]. 

2.4 Data protocols used by smart meters 

The communication protocols used by smart meters may differ by region. These protocols 

include: 

• DLMS/COSEM 

DLMS/COSEM (Device Language Message Specification)/ (Companion Specification for 

Energy Metering) are both parts contained in IEC 62056 (International Electrotechnical 

Commission), a set of international standards for smart meters described in Section 1.3.1. COSEM 

represents smart meter data and specifies its attributes through object modeling. DLMS is the 

application layer protocol that converts the information contained in the objects into messages. 

The DLMS/COSEM protocol is used in this project [20], [24].  

• ANSI C12.18 

ANSI C12.18(American National Standards Institute) is used primarily in North American 

countries. This standard was developed by the metering device for two-way communication with 

an ANSI Type 2 Optical Port, which is a connector for communication [20]. 

• OSGP 

OSGP (Open Smart Grid Protocol) is the dominant group of standards published by the 

European Telecommunications Standards (ETSI) for the efficient transmission of commands to 

smart meters. This protocol uses the OSI (Open Systems Interconnection) model to solve the 

problems that are developing in the smart grid [20]. 

• TCP/IP 

TCP/IP (Transmission Control Protocol/Internet Protocol) is a connection-oriented transport 

layer protocol that enables orderly and continuous data transmission between applications on 

Internet hosts. TCP is the dominant transport layer protocol on the Internet, and many important 

applications benefit from its service. TCP overcame significant challenges as the Internet evolved 

beyond its original features. The Internet of Things (IoT) is known as a new challenge for TCP. 

This is a network trend that envisions tens of billions of low-cost devices attached to everyday 

objects being connected to the Internet to enable smart scenarios. However, IoT devices typically 

have significant limitations, use low-rate connections, and are error-prone, and their networks 

often follow a multihop topology or multihop routing. Due to these harsh network conditions, 
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TCP has often been heavily criticized as a transport layer protocol for IoT [25]. In this project, 

the meter is connected to the IoT platform using the TCP/IP connection. 

• UDP/IP 

UDP/IP (User Datagram Protocol / Internet Protocol), unlike TCP / IP, prioritizes speed over 

accuracy and is an alternative to TCP / IP. This protocol reduces latency but is not able to correct 

transmission errors, such as packets that are out of sequence, or missing and repeating packets. 

UDP / IP may be increasingly used in smart meters in the future as the industry gets closer to real-

time transmission [20]. 

• MQTT 

MQTT (Message Queuing Telemetry Transport) is a protocol that requires very little 

bandwidth or network resources to transfer data between network entities. For this reason, it is 

often used in IoT applications. It is a lightweight publishing protocol (pub/sub) that is often paired 

with TCP/IP. In this publish/subscribe model used by MQTT, messages are "published" by smart 

meters, and these messages are distributed by the MQTT server to all network entities that have 

"subscribed" to the message type [20]. 

• HTTP 

HTTP (Hypertext Transfer Protocol) is the basis of data communication on the World Wide 

Web and thus the most used protocol for navigating the Internet. Since this protocol was 

developed for one-to-one communication, it is not suitable for a smart meter for gateway 

communication. This protocol is paired with TCP/IP for data transport [20]. In this project, the 

HTTPS (Hypertext Transfer Protocol Secure) is used on the internet. 

• WebSockets 

WebSocket is a communication protocol used for communication between a client and a 

server. Full-duplex communication channels or two-way communication is provided by 

Websockets over a single TCP connection. This protocol can stream messages in real-time, but 

with high power consumption for battery-powered devices [20]. 

• XMPP 

XMPP (Extensible Messaging and Presence Protocol) is an open XML (Extensible Markup 

Language) technology that enhances a wide range of real-time applications such as instant 

messaging. This application is defined in the application layer. Structured data between two or 

more network entities can also be exchanged in near real-time based on XML using XMPP [20]. 

2.5 On-premises software vs cloud-based software 

2.5.1 Which is better: On-premises or cloud? 

This is the question most established companies ask themselves whether it's worth moving to 

the cloud or investing in on-premises systems. So, they should know the differences between on-

premises and cloud-based services and infrastructure. They should also consider the needs of their 

business to choose between cloud and on-premises services. Storing data on external or internal 

https://www.emnify.com/en/resources/udp
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servers can be one of the most important decisions for companies. In this project, an on-premises 

IoT platform is developed [26]. 

2.5.2 On-premises software 

On-premises software is installed and run on computers within an organization. This software 

consists of a combined database and modules tailored to the specific needs of companies. On-

premises software is set up in the company's internal system with other infrastructure required for 

the software to function. The responsibility for the operation and maintenance of the system lies 

with the company using the on-premises software [27]. 

2.5.3 Cloud-based software 

A cloud-based environment is a type of software that is not deployed on-premises and is often 

known as "Software as a Service" ("SaaS") [27]. SaaS (Software as a Service) allows users to 

access software applications running on shared computing resources over the Internet. The 

computing resources are managed and maintained in remote data centers responsible for hosting 

different applications on different platforms [28]. 

2.5.4 Advantages of on-premises software 

• Better Customization 

As on-premises software is managed by enterprises, it can be customized to greater than a 

cloud-based service. Data is stored on the company's local server, which allows the owner to have 

complete control over the data [26]. 

• Greater security 

The primary reason why companies choose to stay with on-premises software is to ensure 

security. Due to the high level of security, it is much less likely that others will be able to access 

the information. One of the main advantages of an on-premises license is the fact that the data 

entered into the software by the user can remain on the device or local server and is not sent to a 

third party [26], [29]. 

• License purchase 

The on-premises license software is installed and used on the company's local server. The 

owner of the company can purchase this software once to have it forever, and it can be maintained 

manually by the owner [29]. 

2.5.5 Disadvantages of on-premises software 

• Scalability 

On-premises software does not scale as well as cloud-based software. For example, if the 

number of users of a program is increased, the software or hardware must be manually installed 

by IT staff to allow new users to utilize it [26]. 
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• Remote offices 

An organization with a large mobile workforce or several branch offices should provide its 

employees remote access through the on-site software, which would require an additional 

network, resulting in higher operating costs [26]. 

• Initial costs 

If a company wants to buy the software and integrate it into its local system, the initial cost 

of services is high. It is even possible that with the appearance of new and updated programs on 

the market and the insufficient use of a program, the entire initial cost will be lost [26]. 

2.5.6 Advantages of cloud-based software 

• Affordability 

Companies with cloud-based software, rather than paying a large upfront licensing fee, will 

have much lower monthly fees. Therefore, the total cost of cloud-based applications can be 

considered lower. A monthly fee is charged for applications, which is the same as subscription 

fees offered by some providers, which include maintenance and support [26]. 

• Ease of deployment 

One of the most important advantages of cloud computing is its rapid development capability, 

which allows customers to use the program within minutes and without long installation processes 

[26]. 

• Management services 

There is no need for customers to manage the software or hardware. Instead, they can engage 

a vendor to manage all of this externally. By doing so, they can free up their employees and reduce 

costs [26]. 

2.5.7 Disadvantages of cloud-based software 

• Technical issues 

The user's access to the cloud may be limited due to technical issues such as power outages, 

slow internet connections, or disconnection of the device the user uses to connect to the cloud. 

These problems may also prevent the recovery of files from the cloud [30]. 

• Less flexibility 

Since software vendors do not offer their customers a wide range of customizable options in 

the software via the cloud, they are offered the same schema for all consumers. So, one of the 

main problems for companies using cloud-based software is flexibility and customizability [26]. 

• Security concerns 

Security breaches can occur in the cloud, such as data loss and leakage, or account hijacking, 

because hackers can access the company's data stored on the Internet. For this reason, enterprise 

migration to cloud-based systems has become a concern for some companies [30]. 

 



 

16 
 

Chapter 3:  State of the art 

3.1 DLMS/COSEM protocol 

Concerning Section 1.3, to exchange data with metering equipment, the DLMS/COSEM 

(Device Language Message Specification)/(Companion Specification for Energy Metering) 

specification defines the communication protocols and an interface model by following three 

steps: 

• Modeling 

The modeling step focuses on the data model of the meter and the rules for identifying the 

data. A detailed explanation of the meter's functions is provided by the data model [2]. 

• Messaging 

Communication services and protocols are defined in the messaging step in order to map the 

data model elements to application protocol data units (APDUs) [2].   

• Transporting 

In this step, the services and protocols for transporting messages over the communication 

channel are covered [2]. 

3.1.1 Physical and logical devices 

Physical meters are modeled by COSEM as logical devices, and each device has a Logical 

Device Name (LDN), which is a globally unique identifier, an octet string of up to 16 octets 

starting with the three-octet manufacturer's identifier.  

A logical device operates as an application process (AP) and contains a set of “interface 

objects”, each containing a set of attributes and methods. For each logical device, the interface 

objects model a subset of the meter's functions, which is visible from the client side via the meter’s 

communication interfaces. The interface objects are specifically designed for the field of 

consumption measurement [2], [5].  

3.1.2 Client/Server model 

To exchange data between metering devices and data collection systems, COSEM models the 

metering devices as servers and the data acquisition systems as clients by using the client/server 

model. Thus, the data collection system can be referred to as a client AP (Application Process) 

and a metering device as a server AP [5], [10].  

“Service requests” are sent from the client AP to the server AP, and the server AP sends 

“service responses” to the client AP.  In addition, the server AP is able to make “unsolicited 

service requests” to notify the client AP of events or send data on pre-configured conditions. 

The Open Systems Interaction (OSI) model is also used by DLMS/COSEM for data exchange 

between metering devices and data collection systems [5], [10]. 
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Client AP and server AP are generally located on separate devices. Therefore, messages are 

exchanged through a protocol stack, as shown in Figure 1: 

 

Figure 1: Client/Server model [2]. 

3.1.3 The Object Identification System (OBIS) 

For identifying information in energy meters, each data element is assigned an identifier 

called “OBIS code”, which is divided into six value groups between A and F in a hierarchical 

structure [2]. The identification of the following items is done by OBIS codes [5]: 

• Logical names of the different COSEM objects, 

• Transmission of data over the communication lines, 

• Data displayed on the device meters. 

All OBIS codes are specified in the “DLMS Blue Book”[2] and the “IEC 62 056-61 

Book”[31]. 

Figure 2 shows the fields of OBIS codes: 

 
Figure 2: OBIS code fields. 

The following ranges are available in the value groups B to F for manufacturer-specific 

purposes: 

• Group B with the range from 128 to 199 

• Group C with the range from 128 to 199, 240 

• Group D with the range from 128 to 254 

• Group E with the range from 128 to 254 

• Group F with the range from 128 to 254 
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Group A: Value group A identifies the type of energy used in the metering. For example, gas, 

electricity, hot or cold water, heating, and cooling. Its range is 0-15 [2]. 

Group B: In value group B, the measurement channel number, the communications channel, 

and the multiple inputs in the meter are defined [2]. 

Group C: In value group C, the physical data elements are identified, such as voltage, 

temperature, current, volume, and power. These elements are determined by the value within the 

value group A [2].  

Group D: Identified quantities in value groups A to C can be classified further by allocating 

them to value group D [2]. 

Group E: In this value group, various algorithms are utilized to determine the subsequent 

processes specified in the value groups A to D. These algorithms can provide the physical 

quantities, the energy, and the demand quantities [2].  

Group F: The data values indicated by the value groups A to E are defined in this value group 

according to different billing periods [2]. 

3.1.4 The COSEM interface classes (ICs) 

As mentioned in Section 3.1.1, each interface object consists of a set of attributes and 

methods. The properties of the object are represented by the attributes, and the behavior of an 

object is affected by the value of an attribute. Interface classes can be defined by their name, 

class_id, and version methods (Refer to Table 1). COSEM interface classes are entities with a set 

of methods and attributes that represent a specific function independently or in conjunction with 

other COSEM interface classes [10]. By defining each interface class (IC), each attribute is 

assigned an index [2], [5], [32].  

3.1.4.1 Referencing methods 

It is possible to refer to COSEM objects' attributes and methods in two different ways: 

• Using logical names (LN Referencing) 

The attributes and methods, in this case, are referenced by the unique identifier of the COSEM 

object they belong to. For each attribute, there are references such as class_id, the value of the 

logical_name attribute, and attribute_index (Refer to Table 1). The identifier of the attribute is 

the attribute_index, which is specified in the definition of each interface class.  

For each method also there are references such as class_id, the value of logical_name 

attribute, and method_index (Refer to Table 1). Also, Method_index is used to identify the 

required method as the identifier, which is specified in the definition of each interface class [10]. 

• Using short name (SN Referencing) 

By using this referencing, the attributes and methods can be identified by a short 13-bit 

integer. To simplify access to metering devices, some short_names have been reserved to be used 
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as base_names for special COSEM objects. In simple devices, this type of referencing is intended 

for use [10]. 

3.1.4.2 The structure of the interface class 

Continuation of Section 3.1.4, Within a given interface class, the common attributes and 

methods are defined once for all objects. The proprietary attributes and methods of each object 

can be added by the manufacturers [2], [5]. 

Table 1 shows the structure of an interface class: 

 
Table 1: The structure of an interface class [5]. 

Each interface class includes “class name”, “cardinality”, “class_id”, “versions”, “attributes”, 

and “methods” [2], [32]. 

• Class name: It identifies the interface class. 

• Cardinality: The number of interface class instances in a logical device is specified 

with cardinality. 

• Class_id: It is the interface class identification code, and its range is (0 to 65,535).  

• Version: It means the identification code of the interface class version.  

Each attribute contains a name, a data type, a minimum, a maximum, the default value of the 

attribute, and the “short name” [2], [32].  

• Attribute’s name: it specifies the attributes belonging to an interface class. 

• Logical_name: It must be the first mandatory attribute of each object. Its value can 

be an OBIS code or a short name.  

• Data type: specifies the attribute’s data type. 

• Min.: It indicates whether the attribute contains a minimum value. If it shows “X”, it 

means the attribute contains the minimum value, and if it shows <empty>, it means 

that the attribute does not have a minimum value. 

• Max.: It indicates whether the attribute contains a maximum value. If it shows “X”, 

it means the attribute contains the maximum value, and if it shows <empty>, it means 

that the attribute does not have a maximum value. 

• Def.: It indicates whether the attribute contains a default value. 

• Short name: Using Short Name (SN) referencing, each attribute and method of each 

instance of an object is assigned a short name. 
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Each method contains a name indicating the specific methods that belong to the object, and 

m/o indicating whether the method is mandatory (m) or optional (o), method description. 

The interface classes are divided into different groups such as “Data storage”, “Access control 

and management”, “Time and event bound control”, “Payment metering”, and so on. They are 

specified in the “DLMS Blue Book” and the “IEC 62056-62 Book” [2], [32]. All interface classes 

with their class_id can be found in Figures A.1, A.2, and A.3 of Appendix A. 

3.1.5 Accessing COSEM Interface Objects 

3.1.5.1 The concept of Application Association (AA)  

The "Application Association" (AA) is defined by DLMS-UA to permit the client to access 

the "COSEM interface objects" within the server [9]. AA as an application-level connection is 

established between a client Application Process (AP) and a COSEM logical device as a server 

Application Process (AP) within the context of the COSEM client/server model [10] as described 

in Section 3.1.2.  

AAs can be established in advance or at the client's request. During the establishment of AA, 

the exchange of the context data is initiated, and authentication mechanisms are chosen. After 

establishing AA, application data can be exchanged between the client AP and the server AP. 

Thus, the client AP has access to the COSEM interface objects on the servers. Then the AA is 

released after the data exchange [9], [10]. Therefore, the communication session in the 

connection-oriented environment has three phases, namely, “AA establishment”, “Message 

exchange”, and “AA release” as shown in the figure below: 

 

Figure 3: Communication session in the connection-oriented environment [10]. 

3.1.5.2 Data Communication Services  

In DLMS/COSEM, client APs (Application Processes) always use logical names (LN 

Referencing) to refer to the data communication services.  On the other hand, the server AP refers 

to the data communication services using either a logical name or a short name  [5], [10]. 

Thus, in continuation of Section 3.1.2, the client/server services are defined by 

DLSM/COSEM for LN Referencing as follows: 
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• Get service: The attributes of COSEM interface objects are retrieved by this service 

[5], [10]. 

• Set service: The attributes of COSEM interface objects are modified by this service 

[5], [10]. 

• Action service: The attributes of COSEM interface objects are invocated by this 

service [5], [10]. 

• EventNotification service: Through this service, an unsolicited notification can be 

sent from the server to the client when an event occurs [5], [10]. 

In addition, the client/server services defined by the DLSM/COSEM application layer for SN 

Referencing are as follows: 

• Read: Through the Read service, the client AP sends a request to the server AP to 

invoke the methods or retrieve the value of the attributes. [5], [10]. 

• Write: Through the Write service, the client AP sends a request to the server AP to 

invoke the methods or substitution of content in attributes [5], [10]. 

• Unconfirmed write operations: These operations are identical to the “Write” 

service, but unconfirmed [5], [10]. 

3.1.6 DLMS/COSEM communication profiles 

A DLMS/COSEM communication profile consists of a specific set of protocol layers and the 

COSEM application layer (AL) [5].  

The COSEM application layer consists of three mandatory components on both the client and 

server sides as follows: 

• The Association Control Service Element (ACSE). 

ACSE provides the services for establishing, maintaining, and releasing application 

associations (AAs). The services provided by ACSE [10], [33] are as follows: 

- A-Associate Request or AARQ 

- A-Associate Response or AARE 

- A-Release Request or RLRQ 

- A-Release Response or RLRE 

• The extended DLMS Application Service Element (xDLMS ASE). 

xDLMS ASE provides the data communication services between client and server application 

processes (APs) [10], [33] described in Section 3.1.5. 

• The Control Function (CF). 

CF specifies how the invocation of the corresponding service primitives of ACSE is 

controlled [10], [33].  

Following Section 3.1.6, each DLMS/COSEM communication profile is distinguished by the 

protocol layers it contains, as well as the type of Application Control Service Element (ACSE) 
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within the application layer. To facilitate data exchange using various communication media, a 

single device may support multiple communication profiles [5].  

Two communication profiles are specified by DLMS as follows: 

3.1.6.1 HDLC-based communication profile 

There are three layers in the connection-oriented HDLC-based profile, including a physical 

layer or serial connection, an HDLC layer, and an application layer. The 3-layer HDLC-based 

communication profile supports local data exchange with meters either directly via the optical 

port or a physical current loop interface or remote data exchange via the PSTN (Public 

Switched Telephone Network) [2], [5], [10].  

In the HDLC-based communication profile, The Mac address of the client is a byte value, and 

the Mac address of the server is divided into two parts such as the logical device address, which 

is the upper part, and the physical device address, which is the lower part [2], [5], [10].  

3.1.6.2 TCP-UDP/IP based communication profile 

Data exchange can be supported by TCP-UDP/IP based communication profiles over the 

Internet through different physical media such as ISDN (Integrated Services Digital Network), 

GPRS (General Packet Radio Service), Ethernet1, PSTN, or GSM (General Packet Radio Service) 

with PPP (Point-to-Point Protocol), etc. [5].  

In TCP-UDP/IP based communication profiles, DLMS/COSEM AL (Application Layer) is 

supported by DLMS/COSEM TL (Transport Layer), which includes the internet TCP 

(Transmission Control Protocol) or UDP (User Datagram Protocol) protocol as well as a wrapper. 

The wrapper ensures that the service set of DLMS/COSEM TL in the style of OSI is adapted to 

both TCP and UDP function invocations. Furthermore, it helps address logical devices by binding 

all of them to an SAP (Service Access Point) called a wrapper port (WPort). Lastly, the wrapper 

provides information regarding the length of the transmitted APDUs [5], [10]. TCP-UDP/IP based 

communication profiles and wrapper are used in this work. 

The COSEM communication profiles based on TCP-UDP /IP contain five protocol layers 

such as [10]: 

- DLMS/COSEM application layer. 

- DLMS/COSEM transport layer. 

- Network layer containing the Internet Protocol (IPv4 or IPv6). 

- Data link layer (any data link protocol that supports the network layer). 

- Physical layer (any physical layer that is provided by the data link layer). 

 

1 Ethernet is a standardized technology for local networks. 
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DLMS/COSEM AL (Application Layer) utilizes TCP or UDP services through a wrapper 

protocol in which the IPv4 or IPv6 network layers are used for communication between the nodes 

connected to this abstract network. In this environment, DLMS/COSEM AL is considered as 

another standard Internet application protocol that can coexist with other Internet application 

protocols such as HTTP (Hypertext Transfer Protocol), FTP (File Transfer Protocol), etc. [10]. 

Figure 5 shows the COSEM over the IPv4 network layer:  

 

Figure 4: COSEM over IPv4 [10]. 

3.1.7 DLMS/COSEM security 

3.1.7.1 Authentication 

The authentication process involves establishing the identity of the communication partners 

before data communication services are requested or provided [5]. 

Three levels of authentication are available with different levels of authentication security as 

follows: 

• No security (Lowest Level Security) 

At the lowest security level, direct access to the data on the server is allowed. The goal of this 

level is to enable the client to obtain some basic information from the server. Therefore, no 

authentication mechanism is required, and the client can access the attributes and methods of the 

COSEM object [34], [35]. 

• Low-Level Security (LLS) 

At this level, the server requires the client to authenticate itself by providing a password that 

is recognized by the server. If the password checked by the server is correct, the association is 

considered established [34], [35]. 
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• High-Level Security (HLS) 

At this level, both the server and the client must be authenticated to establish AA (Application 

Association). Various authentication mechanisms are available in HLS itself, including MD52, 

SHA-13, GMAC4 used in this project, SHA-2565, and ECDSA6 [34], [35].  

Table 1 shows the authentication mechanisms of DLMS/COSEM: 

 

Table 2: Authentication mechanisms of DLMS/COSEM [34] . 

 During the application association (AA), the authentication mechanism ID is specified in 

Table 1. To achieve application association, the authentication mechanism is selected based on 

the ID of the mechanism, and the associated procedures are followed. The mechanisms ID 3 to 7 

are considered as the mechanisms for authenticating both the client and the server [34].  

In the server, the access rights to the objects of the classes are assigned according to the 

authentication mechanism [34]. 

In the HLS authentication process, four steps must be taken place as follows [36]: 

Step1: Depending on the authentication mechanism chosen, the client passes a challenge 

(CtoS)7to the server [36].  

Step2: The server passes a challenge (StoC)8 to the client [36].  

Step3: The challenge received from the server is processed by the client for the given 

application association, and the response is sent from the client to the server. The response is 

checked by the server and if it is correct, the authentication of the client is accepted by the server 

[36]. 

 

2 The MD5 message-digest algorithm. 
3 The Secure Hash Algorithm 1. 
4 The Galois Message Authentication Code. 
5 SHA-256 is used for the most popular authentication and encryption protocols. 
6 Elliptic Curve Digital Signature Algorithm is a cryptographic algorithm. 
7 “C” stands for the client, and “S” stand for the server, which means client to server. 
8 Server to client. 
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Step4: The challenge received from the client is processed by the server for the given 

application association and the response is sent from the server to the client. The response is 

checked by the client and if it is correct, the authentication of the server is accepted by the client 

[36]. 

After the successful establishment of the application association (AA) between the client and 

the server, depending on the access right of the objects, the server processes the service request 

of the client, and the response is sent from the server to the client. Depending on the security 

context chosen during the data exchange, the data of the challenge-response mechanism is 

protected [10], [36]. 

3.1.7.2 Cryptography 

To generate the response to the challenge issued by the client and server, the HLS 

authentication level requires the processing of cryptographic algorithms. Cryptography is a form 

of mathematics that deals with the transformation of information. Cryptography consists of two 

fundamental elements: an algorithm (cryptography method) and a key. Algorithms are 

mathematical functions and keys are used as parameters in transformations [10], [37]. 

DLMS/COSEM has a security suite with a collection of cryptographic algorithms as shown 

in Table 2. This security suite typically relies on symmetric key cryptographic communication, 

however, high-level security requires digital signatures and public key cryptographic 

communication [37]. 

 

Table 3: DLMS/COSEM security suite [37]. 

According to Table 2, COSEM/DLMS symmetric key security system utilizes Gallois 

Counter Mode (GCM) in conjunction with the “AES-128”9 algorithm [37]. 

3.1.7.2.1 AES-GCM-128 algorithm 

To secure the connection between the client and the meter, the most popular solution is the 

“AES-GCM-128” Security Suite 0 [38] that is used in this work.  

Symmetric cryptography is used in Security Suite 0. In symmetric cryptography, the data sent 

is encrypted using GMAC ciphering, which is a variant of the GCM [3], [37].  

 

9 AES(Advanced Encryption System) key length is 128 bits. 
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To encrypt the data, the following information must also be provided. Additionally, the 

following information can be used for decrypting the data as well. 

• Security level  

During the establishment of the connection, the client determines how the data is encrypted. 

There are three levels of security for data transfer [10], [38]: 

- Authentication only 

- Encryption only 

- Authentication and Encryption level, which is used in this work. 

• System title 

This is an eight-octet value identifying the meter. System titles begin with the three-letter 

manufacturer ID (Flag ID). A serial number is then inserted at the end of the system title [38]. As 

shown in Figures C. 11, and C. 12 of Appendix C, the system title of the meter (server-side), is 

used to encrypt the data sent from the meter, and the system title of the software (client-side), is 

used to encrypt the data sent from the software. 

• Block cipher key (Encryption Key) 

Block cipher keys are 16 octets long values that specify the secret encryption key. To obtain 

this information, the meter manufacturer must provide a key that is different for each 

manufacturer [38]. 

• Authentication key 

  Authentication keys consist of 16 octets and are used in Additional Authentication Data 

(AAD). It is the responsibility of the meter manufacturer to provide this information, and each 

manufacturer has a unique key [38]. 

• Invocation counter 

Each packet sent is distinguished by the Invocation Counter. When a new packet is sent, the 

Invocation Counter increases. Whenever the same packet is sent twice, the encrypted data differs 

due to the invocation counter [38].  
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Chapter 4:  Project requirements  

Project requirements can be summarized as follows:   

4.1 On-premises data center  

Considering that the main goal of this project is developing an on-premises IoT platform to 

read and manage smart gas meters, it is expected to have an on-premises data center where the 

software is installed along with a gas meter, which has the ability to show the APDUs (Application 

Protocol Data Units) exchanged with the software as debug strings on a PC. These debug strings 

(packets) are part of the DLMS messages exchanged between the meter and the software. They 

are translated and shown in Appendix C. 

Moreover, it is also necessary to configure the network infrastructure on the PC and the 

metering device to test the developed web-based software (web application) on the local server. 

It is also necessary to implement a class diagram for the underlying database (SQL server) as 

well as a corresponding object model. 

4.2 Physical meter device 

The metering device is needed to test the developed software. As mentioned in Section 4.1, 

the network infrastructure is also required to be configured in the meter. COSEM physical devices 

must be uniquely identified by their network-IP addresses in the TCP-UDP/IP-based profiles. 

Also, an additional identifier is required for the identification of COSEM client AP and server 

AP. To distinguish between applications, TCP provides an additional addressing capability at the 

transport level, called port. 

  For each smart gas meter, three major internal components are needed: an energy source, a 

microcontroller, and a communications interface.  

Gas meters require batteries as an energy source. Two types of batteries are needed, such as 

metrological and communication batteries, shown in order as "Battery Estimated Remaining 

Use_0" and "Battery Estimated Remaining Use_1" COSEM objects in Appendix B.4. Each 

"Battery estimated remaining use time" object displays how long it is expected to remain before 

the battery is exhausted. The initial capacity of the battery energy (Battery Initial Capacity_N), 

which is expressed in mAh (milliampere-hours), and the total autonomy time specified by the 

manufacturer are used to calculate the remaining time [39].   

A Digital-to-Analog Converter (DAC) and an Analog-to-Digital Converter (ADC) are 

typically included in a Microcontroller Unit (MCU) as one of the main components in the gas 

meter.  Also, a GSM/GPRS module is required as a wireless communication interface to enable 

the meter to communicate with the rest of the grid [40]. As the result, the microcontroller in the 

smart gas meter must be able to communicate with the GSM module and LCD of the metering 

device [41].  
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The metering device requires an LCD that is used to display the current gas consumption and 

other necessary information such as the batteries’ situation of the meter. 

An optical port is also required in the case of meter reading with HDLC-based communication 

profiles (refers to Section 3.1.6.1), to permit local access during the installation or maintenance 

of the meter. 

As the main source of energy in the gas meter, the "Metrological" battery powers the 

"Microcontroller", "LCD", and "Optical Port". Furthermore, the GSM module is charged by the 

"Communication" battery [39], [40]. 

4.2.1 Meter device parameters 

The following manufacturer-specific parameters are required for each smart meter and must 

be set before the connection is started [38], as described in detail in Chapter 5 and Appendix B.2.  

• Logical name or short name used. 

• Server address. 

• Client address. 

• Interface type. 

• Authentication type 

4.3 GSM/GPRS based communication network 

As mentioned in Section 4.2, a GSM/GPRS communication module is required for the 

transmission of direct read information. As the main feature of the smart meter, a SIM card is also 

required to integrate with the GSM modem.  

4.4 Symmetric cryptography information 

     Since "AES-GCM -128" is used in this project along with "Security Suite 0", "Symmetric 

Cryptography" is also employed as described in detail in Section 3.1.7.2.1. Thus, when symmetric 

cryptography is used to encrypt and decrypt data, the following requirements need to be met [38].  

• Used security level (AuthenticationEncryption security level is used in this work) 

• System titles (for the software and the meter) 

• Block cipher key (Encryption Key) 

• Authentication key 

• Invocation Counter 

4.5 Development environment 

Since DLMS/COSEM specifies an object-oriented data model, the C# programming language 

is suitable for use as an object-oriented programming language. As a result, Microsoft Visual 

Studio should be used as an integrated development environment (IDE) to develop the web 

application and access it through a web browser. Moreover, the ASP.NET Core framework is 
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well suited for developing the web application in a simplified programming model. The IIS 

(Internet Information Services) web server is also required to serve the HTML (HyperText 

Markup Language) pages or files requested by the client. 

4.6 Documentation 

The documents such as UNI/TS, blue and green books are required. UNI/TS book [39] 

contains the Italian regulation that defines a list of clients (public clients, management clients, 

etc., defined in Section 1.2), which are allowed to authenticate during communications between 

the software and the gas meter. Moreover, blue and green books specify the COSEM objects and 

their specifications, OBIS codes, interface classes, and other details [2], [10]. 

4.7 Gurux libraries 

The Gurux libraries such as “Gurux.Common”, “Gurux.Net”, and “Gurux.DLMS” are 

required to use. For example, the “Gurux.DLMS” library is used as a high-performance 

component for reading the DLMS/COSEM gas meter.  

4.8 Gurux GXDLMSDirector 

  It is necessary to use the “Gurux DLMS Translator” part of “Gurux GXDLMSDirector” in 

order to gain a better understanding of the DLMS protocol refer to Appendix C. It is possible to 

convert DLMS PDU or ASN.1 files to XML using Gurux DLMS Translator. Also, XML can be 

converted to PDUs or ASN.1 bytes using the mentioned translator.   

4.9 Clear Terminal (CT) 

A clear terminal (CT) is required for the AT commands to be set. AT commands are used to 

control the GSM modem on the meter. The figure below shows the AT commands on the clear 

terminal. 

 

Figure 5: AT Commands included in the clear terminal. 
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Chapter 5:  Project implementation 

5.1  Connect the meter to the software by opening the TCP/IP port 

If the meter acts as a server and the developed software connects to it, the meter must have a 

static IP address to be read via GPRS. Otherwise, the developed software acts as a server and it 

must have a static IP address, as is the case with this work. 

The meter is set to connect to the server via a TCP/IP connection at a specified time interval. 

To accomplish this, a TCP/IP server must first be configured to listen on the specified port. Thus, 

from the "GXNet" class, an object named "server" is defined, which contains the "TCP Network 

Type" and the "Listening Port". After connecting the meter to the server, the events illustrated in 

Appendix B.1 are executed. Then, the IP and port of the connected meter are assigned to a new 

“GXNet” object, which can be used to read the meter information (IP and port), as described in 

detail in Appendix B.1. 

5.2 Connect to the meter with “No Security” or Lowest-Level Security  

Once a TCP/IP connection has been established between the meter and the software, a DLMS 

connection must also be established to exchange data. In DLMS/COSEM connection, the meter 

acts as a DLMS server and the software acts as a DLMS client. The DLMS connection is started 

with a “No Security” set up to read the “Logical Device Name”. But, before starting the 

connection, by defining a new client object from the GXDLMSSecureClient class, the following 

manufacturer-specific device parameters need to be set as shown in Appendix B.2: 

• Logical name or short name 

• Server address 

• Client address 

• Interface type 

• Authentication mechanism 

 

When authentication (access security) is used, the server (meter) can grant different rights to 

the client. Without authentication, only reading is permitted. The serial number of the meter, 

which is the “Logical Device Name”, is read as shown also in Appendix B.2. Moreover, two 

objects such as “Invocation Counter” and “Metering Point ID” are read after “Logical Device 

Name” in the “No Security” level. The “Invocation Counter” is specific for each device, and it is 

used when the software connects to the meter with “High-Level-Security”. 

The meter has been read in the "No Security" level to be recognized in the database by its 

"Logical Device Name", which has been obtained. After this step, the target is to read the meter 

with the "High-Level-Security". For this type of reading, the "Authentication Key" and "Block 

Cipher Key" (Encryption Key) are required. As a result, the database must first be read to 

determine the keys of the meter that have been identified by its "Logical Device Name". 
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The process of reading the database and finding the necessary keys (Authentication key and 

Block cipher key) is also illustrated in Appendix B.2 and its Figure B.2. 1, Table B.2. 1, and Table 

B.2. 2. 

Then, it is necessary to close the connection and wait about 2 seconds. Afterward, a secure 

connection can be established. 

5.3 Connect to the meter with High-Level Security + AES 128 encryption 

algorithm, and read the “Logical Device Name” of the meter and invocation 

counter  

At this level, the authentication mechanism is “HLS GMAC” or “HighGMAC”, which has id 

5 (Refer to Table 1). This means that high-level authentication and the “AES 128” encryption 

algorithm are enabled, referred to as "GMAC" ciphering [38], as described in Section 3.1.7.2.1.  

A new client object from the GXDLMSSecureClient class is defined again, and the following 

device parameters need to be set as shown in Appendix B.3. 

• Logical name or short name 

• Server address 

• Client address 

• Interface type 

• Authentication mechanism (HighGMAC is used in this work) 

 

Data transfer security is used, in which each packet is encrypted with GMAC. So, the 

following properties must first be defined as shown in Appendix B.3. 

• AuthenticationKey 

• BlockCipherKey (Encryption Key) 

• SystemTitle 

• Security level (AuthenticationEncryption is used in this work) 

• Invocation counter 

The third level of data transfer security (AuthenticationEncryption security) is used, which 

involves both authentication and encryption of all messages (Refer to Appendix B.3 and Section 

3.1.7.2.1). Also, the “Ciphering.InvocationCounter” is set to zero. 

Afterward, the "InitializeConnection" method is executed and the AARQRequest is sent to the 

meter and the AAREResponse is received from the meter (refer to Appendix C in which all DLMS 

messages are described). Thus, the client requests the establishment of the LN_With_Ciphering 

application context (Refer to the application contexts described in Section 1.2), which uses the 

“High-Level-Security GMAC” authentication mechanism as shown in Appendix C. 

The "Logical Device Name" is read again, and a session is defined in the database to store 

data after each connection. Appendix B.3 illustrates the "DLMS_Connection_Session" table of 

the database, as well as the OBIS code and interface class of the "Logical Device Name" as the 

first object. 
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5.4 Read other remaining objects (converted volume, metering point id, …) from 

the meter 

The meter information is derived from the meter as objects below, which are obtained based 

on their OBIS codes defined in the program code of the software, as well as the interface classes 

defined in the Blue Book. Appendix B.4 describes in detail how to obtain these objects.  

• Logical device name as shown in the previous section and Appendix B. 

COSEM logical devices are identified by a globally unique Logical Device Name [2]. 

• Metering Point ID 

   Measuring results from the metering points must be conveyed to the commercial operations by 

the gas meter [2]. 

• Absolute Converter Volume 

It contains information about the values logged by a volume converter, which includes the 

volume of the undisturbed converter, the index deviation, and the value at base conditions. The 

data is collected at the end of each measurement [2].  

• Daily Load Profile 

Additionally, the value of the daily corrected gas volume of the consumer’s meter is measured 

by the “Daily Load Profile” COSEM object [39]. The value is presented in a chart as shown in 

Section 6.3.2. 

• Current Diagnostic 

It contains diagnostic and alarm data that are collected from the meter [2]. All the data of the 

“Current Diagnostic” COSEM object are defined in the “UNI/TS 11291-12-2” [39]. The table 

below shows the “Current Diagnostic” list or (Alarms list): 

 

Table 4: CurrentDiagnostic (Alarms) list [39]. 
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• BatteryEstimatedRemainingUse_0 and BatteryEstimatedRemainingUse_1 

These two COSEM objects contain information regarding the batteries (metrological and 

communication batteries) in the device meter [2] (Refer to Section 4.2). 

• MetrologicalEventLogbook and NonMetrologicalEventLogbook 

Metrology tamper events involve instances in which an anomaly in the metrology system has 

been discovered as a result of tampering [2]. All the data of the “MetrologicalEventLogbook” and 

“NonMetrologicalEventLogbook” COSEM objects are defined in the “UNI/TS 11291-11-2” [42]. 

Finally, in order to control the valve of the gas meter (open/close the valve), the following 

COSEM objects must be obtained [2], [39] (Refer to Appendices B.4 and C). 

• Clock  

After obtaining the “Clock” COSEM object, the date and time of the meter are read. 

• Single Action Schedule 

After obtaining this COSEM object, the “executed_script” and “execution_time” attributes 

are written (set). In the “executed_script” attribute, the “Logical Name” and the “Selector” values 

specify the script to be executed. The "Selector" has three states. In this work, state 1 (close the 

valve) and state 2 (open the valve) are used. Also, in the “execution_time” attribute, the “time” 

and “date” values specify when the script is to be executed.  

• Disconnect Control 

After obtaining this COSEM object, the “output_state” attribute is set. This attribute describes 

the condition of the valve connection on the meter. The "true" state indicates that the valve is 

closed, while the "false" state indicates that the valve is open. 

5.5 Save the meter information in the database 

The obtained objects from the meter must be recorded in the database (refer to Figure B.5.1 

of Appendix B.5) based on the “DLMS_Connection_Sessions” table defined in Appendix B.3. 

So, the “DLMS_Connection_Sessions” table is edited and updated after reading all the 

COSEM objects. 

Then, a path is defined for saving the log file after the measurements are complete as shown 

in Appendix B.5. 

5.6 Close the connection between the software and the meter 

Finally, the DLMS connection, as well as the TCP connection between the software and the 

meter are closed as shown in Appendix B.6.  
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Chapter 6:  Tests and deployments of the project 

6.1 Log File Translation  

According to Section 5.5 and Appendix B.5, After reading the meter, a log file containing all 

the commands representing the data exchange between the meter and the software is saved in the 

specified path. These commands are DLMS messages, which are translated by the message 

translator part of the “Gurux GXDLMSDirector” to observe and evaluate the communication 

between the meter and the software. The translations of the DLMS messages are shown and 

explained in detail in Appendix C. In fact, these translations are demonstrations of all the DLMS 

messages used in the thesis. The DLMS messages in “Hex String” format are translated into 

messages in “XML” format. 

6.2 Database Diagrams 

The figure below shows the database diagrams containing thirteen tables such as: 

- Usertbl- Usersessions- Usersessions 

- DLMS_IoT_Devices  

- DLMS_IoT_Device_Types  

- DLMS_IoT_Device_Models  

- DLMS_Keys  

- DLMS_Customers 

- DLMS_Object_Changes 

- DLMS_Connection_Sessions- DLMS_Debug_Logs- DLMS_Data_Records- 

DLMS_Daily_Profiles 

 

Figure 6: Database datagrams. 
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To show the datagrams in detail and separately, the following figure shows the diagrams 

associated with the users. 

 

Figure 7: User's datagrams in database. 

The following figure illustrates the diagrams associated with IoT devices. 

 

Figure 8: Diagrams related to the IoT_Devices diagram in the database. 
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6.3 Developed IoT Platform displays  

According to Chapter 4 , Chapter 5 as well as Appendices A, B, and C, the IoT platform has 

been developed and tested using three different smart gas meters as figures below. 

  

 

Figure 9: Three different smart gas meters were tested during the project. 

The meter's display is active in the figure below, and the alarm status, battery status, and 

GSM status can be seen. 

 

Figure 10: The meter's display. 

The meter is set to "MU state" to establish the connection with the DLMS client (software). 

 

Figure 11: Set the meter. 
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The following software pages have been developed: 

6.3.1 Login Page 

The figure below shows the “Login” page.  

 

Figure 12: Login page. 

6.3.2 Smart Meters Page 

The figure below shows the “Smart Meters” page, which contains the list of the gas meters 

connected to the software, along with their “Serial Number”, “PDR” or customer code, which can 

be changed by the customer, “Description”, “Address” of the gas meter installation, “Corrected 

Volume” indicating the amount of gas that has entered the gas meter (Refer to Appendix B.4), 

“Status” displaying the status of alarms on a gas meter with a clickable notification, which 

displays the alarms on a separate page as Figure 14, and the “Last Reading” date and time 

associated with the “corrected volume” object. 

 

Figure 13: Smart Maters page of the IoT platform. 
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• Alarms Page 

The figure below illustrates the "Alarms" page, which can be accessed by clicking on the 

blinker notification on the "Smart Meters" page. 

 

Figure 14: Alarms page of the IoT platform. 

After clicking on each "PDR" or customer code on the "Smart Meters" page, the following 

page appears, which contains four sections: "General", "Read Data", "Daily Volume", 

"Graphics", and "Settings". 

• General Section 

The figure below illustrates the "General" section, which contains a summary of the 

installation information, gas volume information, battery status, and valve management, which 

includes the "open", "close" and "do not change" states. Moreover, the “General” part consists of 

a summary of the meter alarms in order of preference on the right side of the page. 

 

Figure 15: General section of the IoT platform. 
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• Read Data Section 

The figure below shows the “Read Data” section. Users can access the necessary information 

about the meter by clicking on the "Read Data" section. These data are COSEM objects obtained 

from the meter, such as: 

- LDN (Logical Device Name) or Serial Number of the meter, 

- Metering Point ID, 

- Absolute Converter Volume, 

- Battery Estimated Remaining Use 0 and 1. 

 

Figure 16: Read Data section of the IoT platform. 

• Daily Volume Section 

The figure below depicts the "Daily Volume" section, which contains the daily information 

about the gas volume of the gas meter for each day. 

 

Figure 17: Daily Volume section of the IoT platform. 
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• Graphic Section 

As shown in the figure below, the "Graphics" section presents a chart of the daily gas volume 

of the gas meter regarding the previous section. 

 

Figure 18: Graphics section of the IoT platform. 

• Settings Section 

The figure below depicts the "Setting" section, which contains general information about the 

customers. 

 

Figure 19: Settings section of the IoT platform. 

6.3.3 Information Page 

In the following figure, all gas meters connected to the software are listed with detailed 

information, such as their serial numbers, identifiers, models, manufacturers, types, packet TX, 

packet RX, bytes RX, bytes TX, and last update.  
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Figure 20: Information page of the IoT platform. 

There are three buttons on this page for each meter: "Edit Meter", "Export Data", and "Delete 

Meter". By clicking on the “Delete Meter” button, the information of the meter is deleted. Also, 

the meter information can be changed by clicking on the "Edit Meter", as shown in Figure 21. 

Besides, the users can export the meters information as a “csv” file.  

• Edit Meter Section 

In the "Edit Meter" section, the user is allowed to modify the necessary specification of the 

meter, such as the “Authentication key”, “Encryption key”, and “System title”. 

 

Figure 21: Edit Meter section of the IoT platform. 

6.3.4 Add New Meter Page 

There is a menu item in the software's menu bar called "Add Meters", where a user can enter 

the information for new meters, such as: 

- Logical Device Name 

- Authentication Key 
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- Encryption Key  

- System title 

- Authentication (Security Level that contains two levels of “Low-Level-Security” and 

“High-Level-Security”). 

The “Add New Meter” page is shown as follows: 

 

Figure 22: Add Meter page of the IoT platform. 

Moreover, after entering a meter's information, the meter is added to a list of meters on the 

other side of the page along with its identifier, logical device name, type, model, and description. 

Additionally, the required information must be added in the correct format. Otherwise, an 

error will be displayed. For instance, the authentication key must be 16 bytes long and in 

hexadecimal format. The cipher key must also be 16 bytes and in hexadecimal format. A system 

title must contain eight bytes and be in hexadecimal format. 

6.3.5 Add New User Page 

In the software's menu bar, there is an item titled "Users”. On this page, new users can be 

added by providing the following information: 

- Name 

- Username 

- Password 

- Email 

- User Level (It can be either user or admin) 

- Avatar (A logo can be uploaded as user a photo) 

This information is added to the list of users on the other side of the page, along with the 

user's ID, logo, username, email address, and level. Whenever the user's level is set to "User" the 

“Level” part of the users list will be false, but when the user's level is set to "Admin" the “Level” 

part of the users list will be true. This page is shown in the figure below: 
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Figure 23: Users page of the IoT platform. 

 

 Users' passwords are encrypted using “AES-128” cryptography and stored in the database in 

“Hex string”10 format, as shown in the figure below: 

 

Table 5: Usertbl-Users table of database. 

For logging into the page mentioned in Section 6.3.1, the password is also decrypted using 

“AES-128”. 

 

 

 

 

 

 

 

10 This is the binary value of the string in hexadecimal format.  
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Chapter 7:  Conclusion 

  This thesis presents the development of an IoT platform, which has been installed and tested 

on the client's premises for the purpose of managing the smart gas meter located in the end 

consumer’s field. Clients who have the software installed on their premises may include utilities 

and gas providers, while the end-users who have meters installed in their fields are the gas 

consumers. Since the developed web-based software (web application) is equipped with a data 

notification system, utilities will be notified of any alarms and events associated with consumers' 

gas meters. Moreover, the utilities are able to control (open/close) the valve of the gas meter 

installed in the consumers' fields using the developed software. Additionally, since the software 

has the capability to read multiple meters simultaneously, it will enhance interoperability between 

meters. 

Based on the client/server model used in this work, the client (software) has received all the 

required COSEM objects from the server (meter). The collected data can be used to achieve the 

goal, which is to evaluate the gas consumption of consumers, leading to optimal gas consumption. 

Based on the worldwide DLMS/COSEM standard for automatic meter reading, the data was 

transmitted wirelessly to the client using a GSM module. In reviewing the DLMS/COSEM 

protocol specification, it has been concluded that it would be beneficial to demonstrate 

communication with the meters using a standard programming language. 

As a result of implementing the IoT platform, it is possible to communicate with any DLMS-

compatible meter and retrieve basic readings such as "Logical Device Name", "Metering point 

ID", "Corrected volume", "Daily Corrected volume", "Current diagnostics", "Battery estimated 

remaining", "Valve Status", and "Last Connections" information. Thus, it is advisable to 

encourage the local development of software packages. 

Considering that smart meters contain sensitive data, it is essential to implement security 

mechanisms, which have been supported in this work by the COSEM/DLMS security system for 

identifying both the client and the server. Therefore, a major reason for recommending the use of 

the DLMS/COSEM communication protocol for smart metering is the security services of this 

protocol.
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Appendix A: Interface classes with their class_id 

As illustrated in the following figures, the interface classes in each group are presented by 

increasing their class_id. The new interface classes are inserted at the end of the clauses defining 

the various groups of interface classes [2]. 

 

Figure A. 1: Overview of the Interface classes-Part1 [2]. 

For example, the "Register" Interface Class (IC) with class_id=3 represents the behaviour of 

a generic register, which contains measured or static information. Based on the structure of an 

interface class as shown in Table 1 in Section 3.1.4, the first attribute of the “Register” interface 

class is “Logical_Name” containing the OBIS identifier that identifies the contents of the 

"Register" class. The second attribute of the "Register" class is "Value", which contains the actual 

content of the "Register". Moreover, the third attribute of the “Register” class is “Scaler_unit”, in 

which the scaler and the unit of the value are provided. 

So, the attributes of the class “Register” with Class_id=3 are specified completely in the 

following three points [2], [5]: 

• The first attribute is logical_name with a data type of octet-string and an x short name. 

• The second attribute consists of a value with a dynamic data type of Choice and the 

short name of  x + 0 x 08. 

• The third attribute is Scaler_unit with a data type of scal_unit_type and the short 

name of x + 0 x 10.  



Appendices  

 

46 
 

 

Figure A. 2: Overview of the Interface classes-Part2 [2]. 

 

 

Figure A. 3: Overview of the Interface classes-Part3 [2]. 
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Appendix B: Codes related to the project implementation  

B.1 Connect the meter to the software 

The codes below show the TCP/IP server, which is created from the GXNet class, as well as 

the process of connecting the meter to the software. A “Host Name” and a “Port Number” are 

configured, and then the port is opened to listen to the incoming connections from the meter. 

Moreover, the events below are defined in the program: 

• OnClientConnected, which is executed when a client (meter) is connected to the platform. 

• OnClientDisconnected, which is executed when a client (meter) is disconnected from the 

platform. 

• OnReceived, which is executed when data is received from the client (meter). 

public void OnGet() 

{ 

    DbRefresh(); // this is for read database. 

    try 

    { 

       GXNet server = new GXNet(NetworkType.Tcp, 777); 

       server.HostName = "213.187.17.172"; 

       server.Port = 39000; 

       server.Open(); 

       server.OnClientConnected += OnClientConnected; 

       server.OnClientDisconnected += OnClientDisconnected; 

       server.OnReceived += OnReceived; 

    } 

    catch 

    { 

    } 

   } 

 

According to the codes below, the meter is connected to the TCP/IP server, so the 

“OnClientConnected” event is executed, in which the “sender” object is the first input parameter, 

and the “e” event argument is the second input parameter. Here, the IP and the port of the 

connected meter are set as “e.Info” event argument, which is attached into the “sender” object. 

Then the “sender” object containing the meter information (IP and Port) is converted into a GXNet 

object and it is set equal to a new GXNet object named “server”. This “server” object containing 

attached meter information is also set equal to a new GXNet object named “cl”, which means 

“client”. The “cl” object can be used to read the IP and port of the connected meters during the 

project. 

public void OnClientConnected(object sender, Gurux.Common.ConnectionEventArgs e) 

{ 

   packetrx = 0; 

   packettx = 0; 

   for (int i = 0; i < 50; i++) 

    { 

         if (Lists.msgs[i] != null) 

         { 
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             Lists.msgs[i] = null; 

         } 

     } 

     GXDLMSReader.msgprint("client : { " + e.Info.ToString() + " } Is connected"); 

     GXNet server = (GXNet)sender; 

      try 

      { 

         using (GXNet cl = server.Attach(e.Info)) 

         { 

             server.Server = false; 

             ReadMeter(cl, e.Info); 

         } 

      } 

      catch (Exception ex) 

      { 

      } 

  } 

B.2 DLMS connection with a “No Security” or Lowest-Level Security 

According to Section 5.2, the meter is read first without security to be recognized.  

As shown in the following codes, a new object named client is defined from the 

GXDLMSSecureClient class and "true" is set for useLogicalNameReferencing, "0x10" is set for 

clientAddress, "1" is set for serverAddress, "none" is set for the authentication mechanism without 

string password and "Wrapper" is set for InterfaceType. All the authentication mechanisms of 

DLMS/COSEM were described in Section 3.1.7.1. 

//No security – just for recognizing the meter 

client = new GXDLMSSecureClient(true, 0x10, 1, Gurux.DLMS.Enums.Authentication. 

None, null, Gurux.DLMS.Enums.InterfaceType.WRAPPER); 

 

The parameters of the client object were defined based on the parameters of the 

GXDLMSSecureClient class as follows: 

public GXDLMSSecureClient(bool useLogicalNameReferencing, int clientAddress, 

int serverAddress, Authentication authentication, string password, 

InterfaceType interfaceType); 

 

After that, the connection is initialized and according to the following codes, the “DLMSObj” 

object from the GXDLMSData class is defined and the "Logical Device Name" COSEM object 

(serial number of the meter) is invoked from the DLMSParameters class that has been defined in 

the Lists class of the developed program. By using the OBIS code of the "Logical Device Name" 

COSEM object defined in the Blue Book, the class_id of this COSEM object can be identified, 

and by using the "Interface Classes" tables as shown in Appendix A, the "Interface Class" of this 

COSEM object, can be also determined, which is Data. Then the second attribute of the LDN 

COSEM object is read, which is Value (the value of the meter serial number). After that, the result 

is converted to a string. 

reader = new GXDLMSReader(client, media, TraceLevel.Verbose); 
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reader.InitializeConnection(); 

GXDLMSData DLMSObj = new GXDLMSData(Lists.DLMSParameters.LogicalDeviceName);  

// IC (Interface Class) : Data -> blue book by name : Class ID 1  

 

object result = reader.Read(DLMSObj, 2);  //The second attribute of this object 

is “value” = The value of the Meter Serial Number(LDN -> Logical Device Name) 

 

According to the following codes, figures, and tables, the next step is to read the database 

with the “DB_read” method to obtain the "Authentication Key" and "Block Cipher Key" 

(Encryption Key) by using the LDN (Logical Device Name) COSEM object that has been 

acquired.  

The input for the "DB_read" method is "strresult", which contains the LDN or serial number 

of the device, which has been captured and has been converted to a string. However, if the meter 

or DLMS keys are not recognized, the connection is terminated. 

DB_read(strresult); // read database for authentication key and block cipher 

key – strresult is logical device name 

if (iotdev.Count == 0) 

{ 

    // Errors - not recognize meter(no meters) 

    reader.Close(); // disconnect meter 

    media.Close();  //close the tcp connection 

    return; 

} 

else if (dlmskeys.Count == 0) 

{ 

    // Errors - not recognize meter(no encryption keys) 

    reader.Close(); // disconnect meter 

    media.Close();  //close the tcp connection 

    return; 

} 

 

In the "DB_read" method, the following is defined: 

public void DB_read(string LDN) 

{ 

    // var context = (dlmsContext)_services.GetService(typeof(dlmsContext)); 

    using (var _context = new dlmsContext()) 

    { 

       iotdev = _context.dlms_Iot_Devices 

           .Where(x => x.Serial_Number == LDN) 

           .Select(x => new Views.dlms_iot_devices_view 

           { 

               id = x.id, 

               identifier = x.identifier, 

               Serial_Number = x.Serial_Number, 

               model_id = x.model_id, 

               type_id = x.type_id, 

               Description = x.Description, 

            }).OrderBy(x => x.id).ToList(); 

         if (iotdev.Count >= 1) 
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         { 

             dlmskeys = _context.dlms_Keys 

                 .Where(x => x.Iot_Device_ID == iotdev[0].id) 

                 .Select(x => new Views.dlms_keys 

                 { 

                     id = x.id, 

                     Iot_Device_ID = x.Iot_Device_ID, 

                     cipher_key = x.cipher_key, 

                     authentication_key = x.authentication_key, 

                     system_title = x.system_title 

                  }).OrderBy(x => x.id).ToList(); 

           } 

      } 

  } 

 

The "DLMS_IoT_Devices" table is initially read from the database, then the "DLMS_keys" 

table is read to identify the specific meters' keys. As shown in Table B.2. 1, the "Cipher keys," 

the "Authentication keys," and the "System titles" of each device are stored in the 

"DLMS_keys_table" in "Varbinary" format. If "IshighGMAC" is set to 1, it means that the user's 

security level is high, while if it is set to zero, it signifies that the user's security level is low. 

 

Figure B.2. 1: “DLMS_IoT Devices” and “DLMS_Keys” diagrams. 
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Table B.2. 1: DLMS_IoT_Device table. 

 

 

Table B.2. 2: DLMS_Keys table. 

At this level (No Security), two additional COSEM objects are obtained, namely "Metering 

Point ID" and "Invocation Counter" if the meters and their keys are recognized correctly. Then 

the connection is closed, and two seconds should be waited. 

DLMSObj = new GXDLMSData(Lists.DLMSParameters.MeteringPointID); 

DLMSObj = new GXDLMSData(Lists.DLMSParameters.InvocationCounter);  

reader.Close();  // disconnect meter 

 

Thread.Sleep(2000);  // 2s delay         

 

B.3 High Level Security & encryption 

As shown in the following code, a new object named “client” is defined from the 

GXDLMSSecureClient class and "true" is set for useLogicalNameReferencing, "1" is set for 

clientAddress, "1" is set for serverAddress, "HighGMAC" is set for the authentication mechanism, 

“null” is set for string password, and "Wrapper" is set for InterfaceType. 

//HLS HighGMAC -> High Level Security & encryption 

client = new GXDLMSSecureClient(true, 1, 1, Gurux.DLMS.Enums.Authentication. 

HighGMAC, null, Gurux.DLMS.Enums.InterfaceType.WRAPPER); 

 

The following codes are the properties that must be set to use “GMAC” to encrypt each 

packet: 

client.Ciphering.AuthenticationKey = dlmskeys[0].authentication_key; 

client.Ciphering.BlockCipherKey = dlmskeys[0].cipher_key; 

client.Ciphering.SystemTitle = dlmskeys[0].system_title; 

 

client.Ciphering.Security = Gurux.DLMS.Enums.Security.AuthenticationEncryption; 

// Application context name : LN_With_Ciphering 
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client.Ciphering.InvocationCounter = 0; 

 

The two lines above show the use of both authentication and encryption (LN with Ciphering 

application context name) and the “Invocation Counter”, which is set to 0 as its value was zero 

during the "No security" meter reading step. 

According to the following codes and figure, the connection is initialized, and the "Logical 

Device Name" COSEM object is invoked again using the GXDLMSData class, the OBIS codes 

defined in the "Lists" class of the Visual Studio program, as well as the other specifications 

defined in the Blue Book for this object. Then the second attribute of the LDN COSEM object is 

read, which is Value (the value of the meter serial number). After that, the result is converted to 

a string.  

reader = new GXDLMSReader(client, media, TraceLevel.Verbose); 

reader.InitializeConnection(); 

DLMSObj = new GXDLMSData(Lists.DLMSParameters.LogicalDeviceName); // IC : Data 

-> blue book by name : Class ID 1 

result = reader.Read(DLMSObj, 2); //Its second attribute is value = Meter 

Serial Number(LDN -> Logical Device Name) 

strresult = objtostr(result); 

 

“Logical Device Name” OBIS Code in “Lists” class and “Blue Book”: 

public const string LogicalDeviceName = "0.0.42.0.0.255"; 

 

Table B.3. 1: COSEM logical device name object table [2]. 

First, a “session” is required to store each connection information as the following codes and 

figure. First, a session is written with false successful and when the reading is complete, the 

session successful becomes true (refer to Appendix B.5). 

DB_write_session(strresult, false, ip, 0, 0, 0, 0); 

 

The following codes are defined in the “DB_write_session” method: 

public void DB_write_session(String LDN, bool succesful, string ip, int 

packet_rx, int packet_tx, int byte_rx, int byte_tx) 

{ 

    // var context = (dlmsContext)_services.GetService(typeof(dlmsContext)); 

    using (var _context = new dlmsContext()) 

    { 
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       var iot_d = _context.dlms_Iot_Devices.Where(a => a.Serial_Number == 

LDN).OrderBy(x => x.id).LastOrDefault(); 

       if (iot_d != null) 

       { 

          var connection_session = new dlms_connection_session(DateTime.Now, 

iot_d.id, succesful, ip, packet_rx, packet_tx, byte_rx, byte_tx); 

                       

_context.dlms_Connection_Sessions.AddRange(connection_session); 

         _context.SaveChanges(); 

        } 

        else { return; } 

    } 

} 

 

 

Figure B.3. 1: DLMS_Connection_Sessions diagram in database. 

B.4 Capturing the other required objects from the meter     

As shown in the previous section, once the "Logical Device Name" COSEM object has been 

obtained, the remaining COSEM objects must be obtained using the same approach as the codes 

and figures below. 

The "Metering Point ID" COSEM object is obtained using the GXDLMSData class, the 

OBIS codes defined in the "Lists" class of the Visual Studio program and the other specifications 

of this object defined in the Blue Book. Then the second attribute of the “Metering Point ID” 

COSEM object is read, which is Value (the value of the Metering Point ID). After that, the result 

must be converted into a “byte array” and then stored in the “DLMS_Data_Record” table as 

following codes. 

DLMSObj = new GXDLMSData(Lists.DLMSParameters.MeteringPointID); 

result = reader.Read(DLMSObj, 2); 

 

string metering_string = objtostr(result);   

DB_write_records(strresult, 1, strLNtoarray(DLMSObj.LogicalName), Encoding. 

ASCII.GetBytes(metering_string), 0x0); 

 

“MeteringPointID” OBIS Code in “List” class and “Blue Book”: 



Appendices  

 

54 
 

public const string MeteringPointID = "0.0.96.1.10.255"; 

 

Table B.4. 1: Metering point ID object table [2]. 

The "Absolute Converter Volume" COSEM object is obtained using the GXDLMSData 

class, the OBIS codes defined in the "Lists" class of the Visual Studio program and the other 

specifications of this object defined in the Blue Book. Then the second attribute of the 

“AbsoluteConverterVolume” COSEM object is read, which is Value (the value of the Absolute 

Converter Volume). Then its third attribute is read, which is the Scalar and Unit of the object, as 

shown in Appendix C. After that, the result must be converted into a “byte array” and then stored 

in the “DLMS_Data_Record” table as following codes. 

 

GXDLMSRegister regobj = new GXDLMSRegister(Lists.DLMSParameters. 

AbsoluteConverterVolume); 

result = reader.Read(regobj, 2); 

Object result2 = reader.Read(regobj, 3); 

 

DB_write_records(strresult, 3, strLNtoarray(regobj.LogicalName), 

Encoding.ASCII.GetBytes(c), Lists.unitTObyte(regobj.Unit.ToString())); 

 

“AbsoluteConverterVolume” OBIS Code in “List” class and “Blue Book”: 

public const string AbsoluteConverterVolume = "7.0.13.2.0.255"; 

 

Table B.4. 2: Absolute converter volume object table [2]. 

The obtained “Absolute Converter Volume” COSEM object is considered at base conditions. 

The volume at base conditions can be calculated [2] using the following equation: 

Vb = C x V 

Where: 

• Vb = Volume at base conditions, 
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• V = It can be either Vm or Vc that are volume at metering conditions or corrected 

volume. 

• C = The conversion factor provided by the relationship as follows: 

C = (P / Pb) x (Tb / T) x (Zb / Z) 

Where Z represents the compressibility factor that considers the difference between the 

measured and ideal gas in terms of compression. This is a function of pressure and temperature 

as equation below: 

Z = f (P, T) 

In addition to this, the daily corrected gas volume of the meter is also captured and recorded in 

the database by reading the second and the third attributes of the “Daily Load Profile” COSEM 

object as described in Section 5.4 and on the Graphics page in Section 6.3.2. 

The "Current Diagnostic" COSEM object is defined using the GXDLMSData class, the 

OBIS codes defined in the "Lists" class of the Visual Studio program and the other specifications 

of this object defined in the Blue Book. Then the second attribute of the “Current Diagnostic” 

COSEM object is read, which is Value (the value of the CurrentDiagnostic). After that, the result 

must be converted into a “byte array” and then stored in the “DLMS_Data_Record” table as 

following codes. 

regobj = new GXDLMSRegister(Lists.DLMSParameters.CurrentDiagnostic); 
result = reader.Read(regobj, 2); 

 

DB_write_records(strresult, 3, strLNtoarray(regobj.LogicalName), BitConverter. 

GetBytes (Convert.ToInt32(regobj.Value)), 0x0); 

 

“CurrentDiagnostic” OBIS Code in “List” class and “Blue Book”: 

public const string CurrentDiagnostic = "7.0.96.5.1.255"; 

 

 

Table B.4. 3: Current Diagnostic object table [2]. 
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The "Battery Estimated Remaining Use_0" and "Battery Estimated Remaining Use_1" 

COSEM objects are obtained using the GXDLMSData class, the OBIS codes defined in the "Lists" 

class of the Visual Studio program and the other specifications of these objects defined in the 

Blue Book. Then their second attribute is read, which is Value (the value of the objects) and then 

their third attribute is read, which is the Scalar and Unit. After that, the results must be converted 

into a “byte array” and then stored in the “DLMS_Data_Record” table as the following codes. 

 

regobj = new GXDLMSRegister(Lists.DLMSParameters.BatteryEstimatedRemainingUse_0); 
result = reader.Read(regobj, 2);  //value 
result2 = reader.Read(regobj, 3); //scalar, unit 

 

DB_write_records(strresult, 3, strLNtoarray(regobj.LogicalName), Encoding.ASCII.GetBytes(c), 

Lists.unitTObyte(regobj.Unit.ToString())); 
 

 

regobj = new GXDLMSRegister(Lists.DLMSParameters.BatteryEstimatedRemainingUse_1); 
result = reader.Read(regobj, 2);  //value 
result2 = reader.Read(regobj, 3); // scalar, unit 

 

DB_write_records(strresult, 3, strLNtoarray(regobj.LogicalName), Encoding.ASCII.GetBytes(c), 

Lists.unitTObyte(regobj.Unit.ToString())); 
 

 

“BatteryEstimatedRemainingUse_0” and “BatteryEstimatedRemainingUse_1” OBIS Codes 

in “List” class and “Blue Book”: 

public const string BatteryEstimatedRemainingUse_0 = "0.0.96.6.6.255"; 

public const string BatteryEstimatedRemainingUse_1 = "0.1.96.6.6.255"; 

 

 

Table B.4. 4: Battery estimated remaining object table [2]. 

The "Metrological Event Logbook" and "Non-Metrological Event Logbook" COSEM 

objects are obtained using the GXDLMSData class, the OBIS codes defined in the "Lists" class 

of the Visual Studio program and the other specifications of these objects defined in the Blue 

Book. Then their second attribute is read, which is Buffer and then their third attribute is read, 

which is the Capture_objects.  

GXDLMSProfileGeneric prof_obj = new GXDLMSProfileGeneric(Lists.DLMSParameters. 
MetrologicalEventLogbook); 
result = reader.Read(prof_obj, 2); 
result2 = reader.Read(prof_obj, 3); 
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prof_obj = new GXDLMSProfileGeneric(Lists.DLMSParameters.NonMetrologicalEventLogbook); 
result2 = reader.Read(prof_obj, 3); 

 

 

“MetrologicalEventLogbook” and “NonMetrologicalEventLogbook” OBIS Codes in “List” 

class and “Blue Book”: 

public const string MetrologicalEventLogbook = "7.0.99.98.1.255"; 

public const string NonMetrologicalEventLogbook = "7.0.99.98.0.255"; 

 

Table B.4. 5: Event log object table [2]. 

The process of reading the mentioned attributes of all captured COSEM objects are shown in 

detail in Appendix C. 

Additionally, in order to control the valve of the meter, the following steps must be taken 

(Refers to Section 5.4 and Appendix C). First, the "Clock" COSEM object is obtained using the 

GXDLMSClock class, the OBIS codes and the other specifications of this object defined in the 

Blue Book and UNI/TS [2], [39]. Then the second attribute of the “Clock” COSEM object is read, 

which is Time. 

GXDLMSClock IC_clock = new GXDLMSClock(); 
result = reader.Read(IC_clock, 2); 

 

The OBIS Codes of the “Clock” COSEM object in “UNI/TS”: 

 

Table B.4. 6: Clock object table [39]. 
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The "Single Action Schedule" COSEM object is obtained using the 

GXDLMSActionSchedule class, the OBIS codes defined in the "Lists" class of the Visual Studio 

program and the other specifications of this object defined in the Blue Book and UNI/TS [2], [39]. 

Then the second attribute of the “Single Action Schedule” COSEM object is written (set), which 

is Executed_Script. This attribute has two data, “ExecutedScriptLogicalName” and 

“ExecutedScriptSelector”.  

The “ExecutedScriptSelector” can be set to “01” to open the valve and to “02” to close the 

valve.  

GXDLMSActionSchedule IC_actionschedule = new GXDLMSActionSchedule(Lists. 
DLMSParameters.Single_Action_Schedule); 
 
IC_actionschedule.ExecutedScriptLogicalName = " 0.0.10.0.106.255"; 
if (change.value[0] == 0x01) { IC_actionschedule.ExecutedScriptSelector = 01; } 
if (change.value[0] == 0x02) { IC_actionschedule.ExecutedScriptSelector = 02; } 

reader.Write(IC_actionschedule, 2); 

 

Then the fourth attribute of the “Single Action Schedule” COSEM object is also written (set), 

namely Execution_Time, which contains two data, namely “time” and “date” as codes below and 

Appendix C. The Execution_Time attribute indicates the time and date at which the script is 

executed. 

//DateTime dt = new DateTime(IC_clock.Time.Value.DateTime.Year, 
IC_clock.Time.Value.DateTime.Month, (IC_clock.Time.Value.DateTime.Day-1));  
DateTime dt = IC_clock.Time.Value.DateTime; 
dt = dt.AddDays(-1); 
dt = dt.AddMinutes(-5); 
GXDateTime[] dt_ = new GXDateTime[1]; 
dt_[0] = dt; 
IC_actionschedule.ExecutionTime = dt_; 
reader.Write(IC_actionschedule, 4); 
change.IsAction = true; 
_context.SaveChanges(); 

 

“Single Action Schedule” OBIS Codes in “List” class, “Blue Book”, and “UNI/TS”: 

public const string Single_Action_Schedule = "0.0.15.0.1.255"; 

 

 

Table B.4. 7: Single Action Schedule object table [2]. 
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Table B.4. 8: Single Action Schedule object table [39]. 

Finally, the "Disconnect Control" COSEM object is obtained using the 

GXDLMSDisconnectControl class, the OBIS codes defined in the "Lists" class of the Visual 

Studio program and the other specifications of this object defined in the Blue Book and UNI/TS 

[2], [39]. Then the second attribute of the “Disconnect Control” COSEM object is read, which is 

Output_State. This attribute has two states, False (Disconnected valve) and True (Connected 

valve). After that, the results must be converted into a “byte array” and then stored in the 

“DLMS_Data_Record” table as the following codes. 

 

GXDLMSDisconnectControl IC_disc = new GXDLMSDisconnectControl(Lists. 
DLMSParameters.disc_control); 
result = reader.Read(IC_disc, 2); 
byte[] data = new byte[1]; 
data[0] = 0x10; 
 
if ((bool)result == true) { data[0] = 0x01; } 
if ((bool)result == false) { data[0] = 0x00; } 
DB_write_records(strresult, 70, strLNtoarray(IC_disc.LogicalName), data, 0x00); 

 

“Disconnect Control” OBIS Codes in “List” class and “Blue Book”: 

public const string disc_control = "0.0.96.3.10.255"; 

 

 

Table B.4. 9: Disconnect Control object table [2]. 
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B.5 Storing the data in database 

Regarding Appendix B.4, each object is stored in the database by using the 

“DB_write_records” method. The figure below depicts the storing data in the 

“DLMS_Data_Records” table based on the “DLMS_Connection_Sessions” table in the database, 

which was described in Appendix B.3. 

The following codes are defined in the “DB_write_records” method: 

public void DB_write_records(string LDN, int interface_class, byte[] 

logical_name, byte[] data, byte unit) 

 

 

Figure B.5.1: DLMS_Connection_Sessions and DLMS_Data_Records diagrams in the 

database. 

After recording all the objects in the database, the “DLMS_Connection_Sessions” table is 

edited and updated, and the session is written with true successful as codes below:  

 

DB_edit_session(ip, true, (int)packetrx, (int)packettx, (int)media. 

BytesReceived,(int)media.BytesSent); 

 

The following are defined in the “DB_edit_session” method: 



Appendices  

 

61 
 

public void DB_edit_session(string ip, bool succesful, int packet_rx, int 

packet_tx, int byte_rx, int byte_tx) 

 

A path is defined to save the log file after finishing the measurements and readings as 

follows: 

int rand_name = rnd.Next(); // Create random number 

 

string path = System.Environment.GetFolderPath 

(Environment.SpecialFolder.Desktop); // location of the txt file(log) 

string fileName = @path + "\\" + rand_name + ".txt"; 

 

StreamWriter sw = System.IO.File.CreateText(fileName); 

 

B.6 Close connection and disconnect DLMS  

reader.Close(); // disconnect meter 

media.Close(); // close tcp connection 
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Appendix C: DLMS messages translations  

To continue with Section 6.1 (Log file translation), DLMS messages exchanged between the 

meter (server) and the software (client) in Hex String format are translated into XML format by 

using the "Gurux DLMS translator" as follows:  

Initially, the client sends an AssociationRequest (AARQ) to the server. This request message 

is also illustrated in the third line of its translation in Figure C.1 as a DLMS message with Hex 

String format. All DLMS messages with Hex String format are shown in the third lines of their 

translation figures as the following figures and they are also saved with the exact time and date 

in the log file as two lines below. 

3/21/2022 10:10:06 AM : TX: 10:10:06 AM 00 01 00 10 00 01 00 1F 60 1D A1 09 06 07 60 

85 74 05 08 01 01 BE 10 04 0E 01 00 00 00 06 5F 1F 04 00 20 1E 5D FF FF 

 

 

Figure C. 1: AssociationRequest (AARQ). 

 

Then the server sends an AssociationResponse (AARE) to the client. 

3/21/2022 10:10:08 AM : RX: 10:10:08 AM  00 01 00 01 00 10 00 2B 61 29 A1 09 06 07 60 85 

74 05 08 01 01 A2 03 02 01 00 A3 05 A1 03 02 01 00 BE 10 04 0E 08 00 06 5F 1F 04 00 00 02 14 04 

32 00 07 
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Figure C. 2: AssociationResponse (AARE). 

Regarding the Section 5.2, the DLMS connection is established here without security (No 

Security level) for reading the "Logical Device Name". Thus, the client sends a GetRequest with 

the Class_id=0001 (Data), the Attribute_id=02 (Value), and the Instance_id (OBIS code) to the 

server in order to obtain the "Logical Device Name" as the first COSEM object and read its 

second attribute (Value). 

 

Figure C. 3: GetRequest for LDN. 

 

Then GetResponse, which contains the value of the "Logical Device Name" with the string 

data type, is sent from the server to the client. As the following figure, the "Logical Device Name" 

is "SMQU034A00000004". 
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Figure C. 4: GetResponse for LDN. 

 

The client then sends GetRequest with the Class_id=0001 (Data), the Attribute_id=02 

(Value), and the Instance_id (OBIS code) to the server in order to obtain the "Metering Point 

ID" COSEM object and read its second attribute (Value). 

 

Figure C. 5: GetRequest for "Metering Point ID". 

 

The server responds to the client by sending GetResponse, which contains the value of the 

"Metering Point ID" with the string data type. As shown in the figure below, the "Metering Point 

ID" is "00000000". 

 



Appendices  

 

65 
 

 

Figure C. 6: GetResponse for "Metering Point ID". 

 

Regarding the Appendix B.2, The client then sends GetRequest with the Class_id=0001 

(Data), the Attribute_id=02 (Value), and the Instance_id (OBIS code) to the server in order to 

obtain the "Invocation Counter" COSEM object in “No Security” level and read its second 

attribute (Value).  

 

Figure C. 7: GetRequest for "Invocation Counter". 

 

The server responds to the client by sending GetResponse, which contains the value of the 

"Invocation Counter" with the Uint32 data type. As shown in the figure below, the "Invocation 

Counter" is "00000000". 
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Figure C. 8: GetResponse for "Invocation Counter". 

Then the client sends a ReleaseRequest to the server to disconnect. 

 

Figure C. 9: ReleaseRequest for disconnect. 

The server replies with a ReleaseResponse. As a result, according to Section 5.2 and 

Appendix B.2, the connection is closed and a wait time of approximately two seconds takes place. 

 

Figure C. 10: ReleaseResponse for disconnect. 
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In accordance with Section 5.3 and Appendix B.3, the client sends the AssociationRequest  

(AARQ) to the server to establish a connection with the LN_With_Ciphering application context 

(High-Level-Security GMAC authentication mechanism or HighGMAC), and the client’s 

“System title”. 

 

Figure C. 11: AssociationRequest (AARQ) for HighGMAC. 

Therefore, from here on, all data packets are encrypted and decrypted by the HighGMAC 

mechanism based on the information such as the “Block Cipher Key”, the “Authentication Key”, 

the specified “AuthenticationEncryption security level”, the “Invocation Counter”, and the system 

titles of both the meter (server-side) and the software (client-side) (Refer to Sections 3.1.7.2.1, 

4.4, and 5.3).  
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Then the server sends the AssociationResponse (AARE) to the client with the mentioned 

authentication mechanism and application context, and the server’s “System title”. 

 

Figure C. 12: AssociationResponse (AARE)  for HighGMAC. 
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Then the client sends an ActionRequest to the server with the class_id value = 000F 

(Association LN), Instance_id (OBIS code), and Method_id = 01 (reply_to_HLS_authentication) 

in order to obtain the “Association Logical Name (LN)” COSEM object and read its first method 

which is the “Reply to the HLS authentication”. 

 

Figure C. 13: ActionRequest for “Association LN” and replying the “HLS authentication”. 

 

The server responds to the client by sending the ActionResponse, which contains the value of 

the “Association Logical Name” with the octet string data type and the “Success” result of the 

connection establishment with “HLS authentication” as follows: 

 

Figure C. 14: ActionResponse for “Association LN” and replying the “HLS authentication”. 
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Then the client sends a GetRequest with the Class_id=0001 (Data), the Attribute_id=02 

(Value), and the Instance_id (OBIS code) to the server in order to obtain the “Logical Device 

Name” COSEM object again and read its second attribute (Value), however this time the client 

requests this COSEM object with High-Level-Security authentication. 

 

Figure C. 15: GetRequest for LDN with HighGMAC. 

 

The server responds to the client by sending the GetResponse, which contains the value of 

the "Logical Device name" with the string data type. 

 

Figure C. 16: GetResponse for LDN with HighGMAC. 
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Then the other COSEM objects with “HighGMAC” authentication mechanism are obtained 

according to Section 5.4 and Appendix B.4.  

The client sends a GetRequest with the Class_id=0001 (Data), the Attribute_id=02 (Value), 

and the Instance_id (OBIS code) to the server in order to obtain the “Metering Point ID” 

COSEM object again and read its second attribute (Value), however this time the client requests 

this COSEM object with High-Level-Security authentication. 

 

Figure C. 17: GetRequest for "Metering Point ID" with HighGMAC. 

 

The server responds to the client by sending the GetResponse, which contains the value of 

the "Metering Point ID" with the string data type. 

 

Figure C. 18: GetResponse for "Metering Point ID" with HighGMAC. 
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The client sends a GetRequest with the Class_id=0003 (Register), the Attribute_id=02 

(Value), and the Instance_id (OBIS code) to the server in order to obtain the “Absolute 

Converter Volume” COSEM object and read its second attribute (Value). 

 

Figure C. 19: GetRequest for "AbsoluteConverterVolume" with HighGMAC. 

 

The server responds to the client by sending the GetResponse, which contains the value of 

the "Absolute Converter Volume" COSEM object with the UInt32 data type. 

 

Figure C. 20: GetResponse for "AbsoluteConverterVolume" with HighGMAC. 

 



Appendices  

 

73 
 

The client sends a GetRequest to the server in order to read also the third attribute of the 

“Absolute Converter Volume” COSEM object, which is the “Scaler and Unit” as mentioned in   

Appendix A and B.4.  

 

Figure C. 21: GetRequest for the third attribute of "AbsoluteConverterVolume" with 

HighGMAC. 

The server responds to the client by sending the GetResponse containing one Structure 

Quantity=02, which has two data with Int8 and Enum data types. Int8 is the data type of the 

“scaler” attribute and its value is “FF…D”, and Enum is the data type of the “unit” attribute and 

its value is  “0E”, which shows the corrected volume (m3) [2]. 

 

Figure C. 22: GetResponse for the third attribute of "AbsoluteConverterVolume" with 

HighGMAC. 
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Then the client sends a GetRequest with the Class_id=0003 (Register), the Attribute_id=02 

(Value), and the Instance_id (OBIS code) to the server in order to obtain the “Current 

Diagnostic” COSEM object and read its second attribute (Value). 

 

Figure C. 23: GetRequest for "CurrentDiagnostic" with HighGMAC. 

 

The server responds to the client by sending the GetResponse containing the value of the 

“Current Diagnostic” with the UInt16 data type. 

 

Figure C. 24: GetResponse for " CurrentDiagnostic " with HighGMAC. 
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The client sends a GetRequest with the Class_id=0003 (Register), the Attribute_id=02 

(Value), and the Instance_id (OBIS code) to the server to obtain the “Battery Estimated 

Remaining Use_0” COSEM objects and read their second attribute (Value). 

 

Figure C. 25: GetRequest for "BatteryEstimatedRemainingUse_0" with HighGMAC. 

 

The server responds to the client by sending the GetResponse, which contains the value of 

the “Battery Estimated Remaining Use_0” with the UInt32 data type. 

 

Figure C. 26: GetResponse for "BatteryEstimatedRemainingUse_0" with HighGMAC. 
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The client sends a GetRequest to the server in order to read also the third attribute of the 

“Battery Estimated Remaining Use_0” COSEM object, which is the “Scaler and Unit”. 

 

Figure C. 27: GetRequest for the third attribute of "BatteryEstimatedRemainingUse_0" with 

HighGMAC. 

The server responds to the client by sending the GetResponse containing one Structure 

Quantity=02, which has two data with Int8 and Enum data types. Int8 is the data type of the 

“scaler” attribute and its value is “00”, and Enum is the data type of the “unit” attribute and its 

value is “07”, which shows the corrected volume (m3) [2]. 

 

Figure C. 28: GetResponse for the third attribute of "BatteryEstimatedRemainingUse_0" with 

HighGMAC. 
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Similarly, for the second and third attributes of the "Battery Estimated Remaining Use_1" 

COSEM object, the same process is repeated.  

The client sends a GetRequest with the Class_id=0007 (Profile generic), the Attribute_id=02 

(Buffer), and the Instance_id (OBIS code) to the server to obtain the “Metrological Event 

Logbook” COSEM object and read its second attribute (Buffer) [2]. 

 

Figure C. 29: GetRequest for " MetrologicalEventLogbook " with HighGMAC. 

The server sends a GetResponse to the client with the “Array Qty = 00”, which is the data 

type of the “Buffer” attribute.   

 

Figure C. 30: GetResponse for " MetrologicalEventLogbook " with HighGMAC. 
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The client sends a GetRequest to the server in order to read also the third attribute of the 

“Metrological Event Logbook” COSEM object, which is the “Capture_Objects” [2]. 

 

Figure C. 31: GetRequest for the third attribute of " MetrologicalEventLogbook " with 

HighGMAC. 

The server sends a GetResponse to the client with the “Array Qty = 05”, which is the data 

type of the “Capture_Objects” attribute and contains five data with structure data type, and each 

structure contains four data with Octet String, Int8, and two Int16 data types as the figure below.  

 

Figure C. 32: GetResponse for the third attribute of " MetrologicalEventLogbook " with 

HighGMAC. 



Appendices  

 

79 
 

After that, the “Non-Metrological Event Logbook” COSEM object is obtained, and all of 

its data are captured by reading its second attribute (Buffer). Then the client sends a GetRequest 

with the Class_id=0007 (Profile generic), the Attribute_id=03 (capture_objects), and the 

Instance_id (OBIS code) to the server in order to read the third attribute of the “Non Metrological 

Event Logbook” COSEM object, which is the “Capture_Objects” [2]. 

 

Figure C. 33: GetRequest for the third attribute of " NonMetrologicalEventLogbook " with 

HighGMAC. 

The server sends a GetResponse to the client with the “Array Qty = 04”, which is the data 

type of the “Capture_Objects” attribute and contains four data with structure data type, and each 

structure contains four data with Octet String, Int8, and two Int16 data types as the figure below.  

 

Figure C. 34: GetResponse for the third attribute of " NonMetrologicalEventLogbook " with 

HighGMAC. 
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For valve control processes, first, the client sends a GetRequest with the Class_id=0008 

(Clock), the Attribute_id=02 (Time), and the Instance_id (OBIS code) to the server in order to 

obtain the “Clock” COSEM object and read its second attribute, which is the “Time” [2]. 

 

Figure C. 35: GetRequest for the second attribute of " Clock" with HighGMAC. 

Then the server responds to the client by sending the GetResponse, which contains the value 

of the “Time” attribute with the Octet String data type. This value shows the current date and time 

of the meter. 

 

Figure C. 36: GetResponse for the second attribute of "Clock" with HighGMAC. 

Then the client sends a SetRequest with the Class_id=0016 (Single Action Schedule), the 

Attribute_id=02 (Executed_Script), and the Instance_id (OBIS code) to the server in order to 

obtain the “Single Action Schedule” COSEM object and write (set) its second attribute, which 
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is the “Executed_Script” with script data type [2], [39]. This attribute Also contains a structure, 

which has two data. The first data of the structure is “script_logical_name” with Octet String data 

type and the second data of the structure is “script_selector” with UInt16 data type. Since the 

value of UInt16 is “02”, this means that the second state of the valve control is selected, namely 

the "open" state. Therefore, the meter valve is opened. 

 

Figure C. 37: SetRequest for the second attribute of " Single Action Schedule" with HighGMAC. 

The server sends a SetResponse to the client with the Success result value. 

 

Figure C. 38: SetResponse for the second attribute of "Single Action Schedule" with 

HighGMAC. 

Then the client sends a SetRequest with the Class_id=0016 (Single Action Schedule), the 

Attribute_id=04 (Executed_Time), and the Instance_id (OBIS code) to the server in order to write 
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(set) the fourth attribute of the “Single Action Schedule” COSEM object, which is the 

“Executed_Time” [2], [39]. This attribute contains the Array Qty=01, which has one data, namely 

the Structure Quantity=02, which has two data, namely “time” and “date” with Octet String data 

types. Therefore, the “time” and the “date” are set as the following values. 

 

Figure C. 39: SetRequest for the fourth attribute of "Single Action Schedule" with HighGMAC. 

The server sends a SetResponse to the client with the Success result value 

 

Figure C. 40: SetResponse for the fourth attribute of "Single Action Schedule" with HighGMAC. 
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Then the client sends a GetRequest with the Class_id=0046 (Disconnect control), the 

Attribute_id=02 (Output_State), and the Instance_id (OBIS code) to the server in order to obtain 

the “Disconnect Control” COSEM object and read its second attribute, which is the 

“Output_State” [2], [39].  

 

Figure C. 41: GetRequest for the second attribute of "Disconnect Control" with HighGMAC. 

Then the server responds to the client by sending the GetResponse, which contains the value 

of the “Output State” attribute with the Boolean data type. This value is “false” and shows the 

“close” or “disconnect” state of the meter valve. 

 

Figure C. 42: GetResponse for the second attribute of "Disconnect Control" with HighGMAC. 
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Appendix D: Abbreviations and acronyms 

2G Second Generation 

AA Application Association 

AAD Additional Authentication Data 

AARE A-Associate Response  

AARQ A-Associate Request  

ACSE Application Control Service Element 

ADC Analog-to-Digital Converter 

AES Advanced Encryption Standard 

AES-GCM Advanced Encryption Standard-Galois/Counter Mode 

AL Application Layer 

AMI Advanced Metering Infrastructure 

AMR Automatic Meter Reading 

ANSI American National Standards Institute 

AP Application Process 

APDU Application Protocol Data Units 

ASN.1 Abstract Syntax Notation One 

ASP.NET Active Server Pages Network Enabled Technologies 

AT ATtention 

CF Control Function 

COSEM Companion Specification for Energy Metering 

CSV Comma-Separated Values 

CT Clear Terminal 

Class_id Interface Class Identification Code 

CtoS The challenge of the Client to the Server during the HLS authentication 

DLMS Device Language Message Specification 

DLMS UA Device Language Message Specification User Association 

DSL Digital Subscriber Line 

ECDSA Elliptic Curve Digital Signature Algorithm is a cryptographic algorithm 

ETSI European Telecommunications Standard 

FTP File Transfer Protocol 

GCM Gallois Counter Mode 

GMAC Galois Message Authentication Code 

GPRS General Packet Radio Service 

GSM Global System for Mobile communication 

GXNet class Gurux.Net package from Gurux library 



Appendices  

 

85 
 

HDLC High-Level Data Link Control 

HLS High-Level-Security 

HTML HyperText Markup Language 

HTTP Hypertext Transfer Protocol 

HTTPS Hypertext Transfer Protocol Secure 

IC Interface Class 

IDE Integrated Development Environment 

IEC International Electrotechnical Commission 

IIS Internet Information Services 

IP Internet Protocol 

IPv4 Internet Protocol version 4 

IPv6 Internet Protocol version 6 

Int Integer 

IoT Internet of Things 

LCD Liquid Crystal Display 

LDN Logical Device Name 

LLS Low-Level-Security 

LN Logical Name 

LTE-M LTE for Machine Type Communication 

M2M Machine to Machine 

MCU Microcontroller Unit 

MD5 Message Digest Algorithm 

MQTT Message Queuing Telemetry Transport 

NB-IoT Narrowband IoT 

OBIS Object Identification System 

OSGP Open Smart Grid Protocol 

OSI Open Systems Interconnection 

PLC Power Line Communication 

PPP Point-to-point protocol 

PSTN Public Switched Telephone Network 

Pub-Sub Publish–subscribe pattern 

RF Mesh Radio Frequency Mesh 

RLRE A-Release Response 

RLRQ A-Release Request 

RX Receiver 

SAP Service Access Point 
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SHA-1 Secure Hash Algorithm 1 

SIM Subscriber Identity Module 

SM Smart Meter 

SN Short Name 

SQL Structured Query Language 

SaaS Software as a Service 

StoC The challenge of the Server to the Client during the HLS authentication 

TCP/IP Transmission Control Protocol/ Internet Protocol 

TX Transmitter 

UDP User Datagram Protocol 

UInt Unsigned Integer 

UNI/TS Italian National Unification /Technical Specification 

WiMAX Worldwide Interoperability for Microwave Access 

WPort Wrapper Port 

XML Extensible Markup Language 

XMPP Extensible Messaging and Presence Protocol 

xDLMS ASE Extended DLMS Application Service Element 
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