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ABSTRACT
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June 2023

This research investigates Open Services for Lifecycle Collaboration (OSLC) standard. The
data was gathered by analysing OSLC specification documents. OSLC, an open standard based
on Linked Data, RDF, HTTP, and REST provides solutions for tool integration and data interoper-
ability. This study also explores the root technologies of OSLC. OSLC is motivated by the domain-
driven scenario that covers different disciplines involved in the software development lifecycle such
as requirement management, designing, issue management, version management, and testing.
Moreover, the investigated data is presented based on the problem statement to describe possible
solutions OSLC can offer.

This thesis studies the Visual Diagnosis for DevOps Software Development (VISDOM) project,
a visualization platform. In software development, various teams are working with different dis-
ciplines and collaborate for quality deliverables. VISDOM aims to gather data from tools used in
software development and allow data visualization. These tools are diverse in terms of architec-
ture, data formats and are not meant to be interoperable. VISDOM provides stakeholders-specific
dashboards, for example, managers, developers, and business analysts. Therefore the data from
various data sources have to be served with multiple use cases. This complicates the data pro-
cessing component of the VISDOM data management system named as data adaptor. Therefore,
the data adaptor is encountering certain challenges such as the reusability of modules, linking of
data on the semantic level, and addition of more data sources.

The findings indicate that OSLC can offer solutions for standardizing the data adaptor of VIS-
DOM. This finding is further explained with the benefits and limitations to adopt OSLC. The findings
are based on theoretical analysis and lack implementation.

Keywords: Data adaptor, OSLC, VISDOM-project, data linking
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1. INTRODUCTION

Today software development process is more organized and measurable with the help

of frameworks named Software Development Lifecycle (SDLC). SDLC is a process that

considers various stages of software development such as planning, designing, building,

documenting, testing, deploying and maintaining, and provides guidelines for tasks to

be performed at each stage [46]. Several SDLC methods and models have been used

today in software development, for example, Agile, Waterfall, DevOps, Lean, Iterative, and

Spiral. SDLC allows organizations to measure each stage and provide the opportunity to

enhance the software development process.

Hence, the work in the software development lifecycle has been divided into special-

ized teams at each stage to ensure product quality and timely delivery. Therefore, data

gathered from various teams can be presented for better decision-making and more in-

novation using data visualization technique to make the software development process

more refined and less prone to failure. One such technique has been utilized by VISDOM

(Visual diagnosis for DevOps software development). VISDOM gathers data from vari-

ous sources involved in a software development process for analytical purposes. Thus,

allows the managers or stakeholders to have a better overview of the data so that the

actual cause can be addressed without any time wastage. In addition, through the use of

VISDOM, the development process can be improved, and this will help with cost reduction

and will save time, which provides the ability to spend time on innovation rather than find-

ing the defects within the process. However, the tools used in the development process

produce huge amounts of heterogeneous data that are not meant to be inter-operable,

and as a result, problems such as relating data, data reusability, scalability, data effi-

ciency, fast retrieval of data, and querying of data arise. Therefore, the data model of

VISDOM is not standardized and is facing certain issues and limitations in executing its

objective. Additionally, there are certainly other challenges, such as the tools used within

the development lifecycle have been updating rapidly, and the data is not consistent in

terms of architecture and format.

To overcome the above challenges, standardization is considered to be the finest solution

for complex systems such as VISDOM. Standards are rules or ways agreed upon by a

community in a particular area of expertise. Standards make the system addressable

to all possible barriers and challenges within a particular field. Furthermore, standards
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can also act as a benchmark for a product like VISDOM. Standardization can play a key

role in VISDOM adopting its objectives. Therefore, the data model of VISDOM needs to

be standardised, for example, the accumulated data from various sources should have a

common language to make data relatable using the same syntax, format, and vocabulary.

One such promising standard is Open Services for Life-cycle Collaboration (OSLC). OSLC

is an open-source collaboration framework, utilized for tool integration and data collabo-

ration [34]. Therefore, various companies have adopted this standard for the exchange

of information to interconnect the teams involved in the software development process

to ensure the speedy delivery of high-quality products. OSLC is a domain-driven stan-

dard based on the Semantic Web [7] concept and provides numerous solutions for col-

laboration goals. In SDLC, domains are grouped as various disciplines engaged in a

software development process such as development, testing, operations, and adminis-

tration. OSLC adopted different W3C (World Wide Web Consortium) standards such as

REST (Representational State Transfer) [14], HTTP (Hyper Text Transfer Protocol) [15],

and RDF (Resource Description Framework) [27] and collectively provide solutions to the

requirements in a minimalistic way.

This thesis has three main aims regarding the VISDOM project. Firstly, to investigate the

OSLC standard thoroughly, then consider the needs of the VISDOM project, and finally,

summarize the possible solutions for implementation and applicability to the previously

developed data model. The study also includes the advantages provided by the OSLC.

Therefore, for this thesis, the following research questions have to be answered:

1. Why is OSLC a possible standard for VISDOM?

2. What are the applicability options for VISDOM to adopt OSLC?

3. What are the benefits and solutions VISDOM can avail by standardization?

VISDOM architecture has a separate data processing layer that fetches, processes and

provides visualisation-ready data to the frontend side. The data processing is based on

several components such as data fetchers responsible for fetching and saving raw data

to a database. The other component named the data adaptor is getting data from the

database and processing and linking data to be able to visualise. This makes the data

adaptor the complex part of the VISDOM data management system and will be the focus

of this study.

In recent years, some research and implementation have been done for data interoper-

ability and tool integration in the software development lifecycle. This study investigates

how previous studies have implemented the OSLC standard to perceive their success

factors and challenges, and then summarizes the options for VISDOM to adopt the OSLC

standard.

Chapter 2 is a theoretical overview of OSLC background concepts. This chapter gives a
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brief introduction to the technologies and standards upon which OSLC is based. These

technologies are linked data, RDF, SPARQL, HTTP and REST. A piece of concise infor-

mation about these technologies has been explained in this section.

Chapter 3 provides details on OSLC and its core capabilities and architecture. This chap-

ter focuses on OSLC itself, its specifications, and its domains. In addition, all the concepts

related to OSLC adaptors are described.

Chapter 4 explains the VISDOM data management system as the context of research

and presents the research methods for this thesis. This chapter will describe the VIS-

DOM project and its objectives, research questions, and research problems in detail.

Furthermore, the research approach and data-gathering technique will be explained in

this chapter.

Chapter 5 derives the findings from gathered data. Further, this section includes analysis

based on the research problem and explain how OSLC can provide solution to each prob-

lem. Whereas, an example of OSLC-compliant VISDOM architecture is also proposed in

this chapter.

Chapter 6 will conclude this study by presenting the concise view of this study.
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2. OSLC BACKGROUND

2.1 Linked Data

Linked data is the main pillar of the semantic web also known as web 3.0, an idea pro-

posed by Tim Berners-Lee, the founder of the Web. In 2001, Tim Berners-Lee defines the

concept as "The Semantic Web is an extension of the current web, in which information

is given well-defined meaning, better-enabling computers and people to work in cooper-

ation"[7]. The semantic web building blocks were revealed in the Semantic Web Stack

illustrated in figure 2.1, which gives an overview of the whole semantic web concept and

its dependencies.

Figure 2.1. Semantic Web Stack [49]

Unlike Web 2.0 where data is in hypertext and is linked with a relationship anchor, linked

data is about linking data using a Uniform Resource Identifier (URI) as labels and a Re-

source Description Framework (RDF) model as a representation of data. URI is a se-

quence of characters utilized to label or name a resource for interacting with other re-

sources. A resource can be defined as a single entity or object, that needs a label to be

accessible or to connect. Uniform Resource Locator (URL) that is used as a label to some

web address is a common form of URI, but unlike URL, URI can or cannot be connected

to a network [6]. Later in 2006, Tim Berners-Lee presented four rules by following them

will make data linked data which are as follows [5]:
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1. Use URIs as name of things

2. Use HTTP URIs so that people can look up those names

3. When someone looks up a URI, provide useful information, using the standards

(RDF*, SPARQL)

4. Include links to other URIs so that they can discover more things

These points explain that any entity, object or resource within a data should be labelled

with a URI. The second rule describes, that the data should have HTTP URIs and is avail-

able on the web. The labelling of resources with HTTP URIs allows data to be discovered

or accessed uniquely without any duplication. The third rule says that data should be in

triplet format following the RDF model and be connected to other data using classes and

properties from ontologies such as RDFS or OWL. Therefore the relationship of triples

can give proper semantics by following the used ontology. The fourth rule defines the

URIs of data connected elsewhere to create a web of data, whether the data is not rele-

vant to each other. Therefore, linked data properties applied on complex data sets make

them more reachable and manageable in terms of relating data as it follows a particular

RDF data model. Utilization of common data representation also increases the reusability

of data, independent of its data format.

2.2 Resource Description Framework

One of the key elements of Semantic Web Stack is RDF (Resource Description Frame-

work) as illustrated in Figure 2.1. This framework allows data to have relationships by the

means of semantics. A resource could be anything of the user’s interest for example it

can be any object, individual, topic of interest, or some other entity [24]. RDF data model

has a graph-like representation called RDF graph and is presented in triplets a subject,

predicate and object. In RDF each resource has a set of triples, a subject, predicate and

object, represented in figure 2.2 and an RDF graph consists of a collection of triplets.

Figure 2.2. RDF Triple [27]

Whereas, in an RDF triple, a subject is any resource of interest and the predicate rep-

resents a relationship and an object could be another resource or literal (value of the

particular resource). RDF is an open-source framework, therefore anyone can create

properties of their own depending on the nature of their resource by following the rules
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of creating vocabularies [27]. In RDF triple, a subject has a URI reference, a predicate

is labelled with a URI and the object is also a URI reference of some other resource or

a literal (value of the subject). For example, in figure 2.3, for the birth date relation, as

a person bob was born on some date which is the value of this relation and these are

called literals, however for other relations such as Alice, it refers to another entity and is

named as another object. As a result of this data merging and linking become easier

[9]. RDF data model has an XML-based syntax and utilizes serialization of XML form in

which a series of nodes have a sequence of elements inside them [20]. The language for

writing RDF triples is called turtle language [3] which holds the textual representation of

triples. The self-reliant property of RDF makes it easy to manipulate and process data for

applications [27].

Figure 2.3. RDF Graph example [45]

The above Fig2.3 illustrates an RDF graph having a collection of RDF triples. In this exam-

ple, bob is interested in The Mona Lisa resource which further extends to the resources

related to The Mona Lisa and thus creates a collection of data through semantics. The

below figure provides a URI representation of figure 2.3 where each entity has a URI and

the relations between them are also represented with a URI. Thus having URI for each

entity in an RDF triple allows data to be machine-readable and allows machines to inter-

pret data by the means of semantics. Additionally, the URIs used for relations are defined

in ontologies that define each entity of a property with proper definition and description.
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Figure 2.4. URI representation of Figure 2.3

One such vocabulary is RDF schema language called RDFs which describes the enti-

ties in classes, sub-classes and properties to make a relationship between resources.

Many other vocabularies such as Web Ontology Language (OWL) [23], FOA[18], SKOS

[47], Dublin Core[12], and schema.org[44]. Furthermore, RDF itself is a data model and

can have various data format representations such as Turtle[3], JSON-LD[25], RDFa[45],

RDF/XML[20]. Although the writing syntax would be different, however, these represen-

tation form triplets and make them logically equivalent [45].

2.3 SPARQL

SPARQL, the acronym for SPARQL Protocol and RDF Query Language, is a set of speci-

fications designed by the W3C for RDF data models. The protocol part of SPARQL is a set

of rules that describe how a client program and a SPARQL processing server exchange

queries and how the result will be generated, which is a concern of SPARQL proces-

sor developers. The query language part of SPARQL gives a solution for querying data,

whether the data is stored natively in RDF or just with RDF representation using some

middle-ware [22]. SPARQL operates similarly to Structured Query Language (SQL) in a

way, as it also deals with data having relations and allows relational algebra expressions

to be executed [2]. RDF data has a complex structure as it is in the form of a graph linked

with various resources such as information about things, personal information, social in-

formation, and the metadata of some resources. For that, SPARQL provides a solution

for these disparate resources. SPARQL queries have three stages, the pattern matching

stage is where the user can query data with several interesting features such as union,



8

aggregation, nesting, filtering, execution of mathematical operations, and pattern match-

ing. The second stage is the solution modifier, where the result of the first stage can be

further optimized using operations such as ordering, limiting, distinction, and projecting

to further advance the desired output. The last one is the output stage, in which the re-

sult from both the above executions is presented with a new RDF graph of values and

descriptions that matches the query [43].

SPARQL searches for queries from data associated with human-readable information

and presents the result in human-readable form. Although the query input takes a URI to

execute, the processors are designed to look for human-readable information. SPARQL

is very powerful due to a variety of options for a user to query data, such as using the

OPTIONAL clause, putting filters for the desired condition, searching further in the data,

eliminating duplication in the output using the DISTINCT keyword, combining conditions

with Union, limiting the result, ordering the result, nested queries, and more [13].

2.4 Hypertext Transfer Protocol

The Hypertext transfer protocol (HTTP) is an application protocol that allows users to

communicate with data on the web. HTTP is a request-response protocol that follows a

client/server pattern. In addition to this HTTP generally uses Transmission Control Pro-

tocol (TCP)/ Internet Protocol (IP) for connection between a client and a server [15]. In

HTTP architecture, an HTTP client sends a request through some web browser, search

engine, command line, or any other application. Whereas, an HTTP server is an applica-

tion that accepts the request and sends back the response to the client. HTTP request

comprises of request-line, host URI, request header and request body [15]. The request

line includes a method token that indicates the method to be performed on the resource

such as (GET, POST, PUT and DELETE), a request-URI upon which the is to be sent

along with the protocol version used for the connection. The host URI is the URI of

the host by which the request has been initiated. Whereas the request header holds

additional information about the request such as which media types are acceptable in

response, for example, authorization credentials and further conditions for getting a re-

sponse. An HTTP response is composed of a status line and response header [15], the

status line includes a three-digit status code such as (100, 201, 404) and a reason phrase

that is a short textual description of the status code. The response header field holds ad-

ditional information about the response, it can have response content, media type details,

authentication token, and necessary information about the server. In addition to these, a

response could have a response body.

The HTTP protocol has been used widely for communication on the web due to its pow-

erful features such as connection-less, media-independent, stateless, and extensible.

HTTP/1.0 was connection-less, however, HTTP/1.1 the current version allows to have
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a persistent connection between the client and the server [15]. HTTP/1.1 provide an op-

tion to pipeline the connection, if the client wants to send multiple requests, as a result of

this the computing time is reduced for both the client and the server due to having fewer

connections. HTTP is media-independent, therefore any appropriate Multipurpose Inter-

net Mail Extensions ( MIME ) type can be used for data communication between client

and server, which makes HTTP extensible also, as the client and the server can agree on

any data type to be exchanged.

MIME types are media types that indicate the nature and format of a file, document or

stream of data. MIME types were now used widely to define the format of information

exchange on the internet [19]. MIME-type mainly consists of two parts: a type and a sub-

type separated by a slash ("/"). The first part type, represents the general category of the

data upon which it falls such as text, video, and application. Whereas the sub-type further

specifies the exact kind of data such as plain, XML, or HTML. For example, a type of text

might have a sub-type plain, HTML, or calendar file. Similar to this example, there are

various MIME types used to represent content on the internet such as text/plain, text/css,

application/javascript, application/json etc.

HTTP allows caching which as a result eliminates the need to send a request again in

some use cases and acts similarly in response situations [15]. Caching feature makes

HTTP more efficient and helps to increase the application performance as well as improve

user experience. Thus HTTP has been a widely used communication protocol due to its

flexible, extensible, optimistic features.

2.5 REST

Representational State Transfer (REST) is an architectural pattern for network-based dis-

tributed systems and provides a set of constraints [14]. REST is a hybrid architectural

style comprised of some previously used architectural styles such as Hierarchical Styles

(Client-Server, Layered System) and adds some additional constraints to fulfil the require-

ments of modern Web architecture [17]. REST is not limited to web architecture, and can

be applied to any other architecture by following the REST constraints. REST is not ar-

chitecture itself, however, an architectural style that upon execution can provide certain

benefits such as scalability, visibility, and flexibility [16]. The stateless behaviour of REST

increases the scalability of the application, as the server does not have to save the state of

the client requests and can handle several requests. The cache property of REST allows

the requests to be cacheable on the client side and thus helps to increase the efficiency

of the application by not sending the request again. This, as a result, decreases the la-

tency of interaction in the application. REST uniform interface is the main constraint and

permits the client from autonomous development. For example, to retrieve information

about a user an endpoint GET API/user/id is called, to create a new user POST method
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is used in request and to update a resource PUT method is used. Although POST can

also be used to update, the POST method creates a new entity while the PUT method

act on an existing resource and is idempotent [15]. This indicates that upon each request

proper representation should be used while communicating resources. Similar to the re-

quest, the response to a request should have a proper status code and representation of

the requested resource. Furthermore, REST does not apply constraints on the resource

itself. However, it describes a set of rules to access the resource.



11

3. OSLC CORE AND DOMAINS

3.1 Introduction to OSLC

Open Services for Life-cycle collaboration is an open standard which was initiated by IBM

internally for its organization in 2008 with some other collaborators and the first mini-

mal specifications were published in 2009. Later in 2013, the OSLC steering committee

decided to make it open source and hand over its governance to OASIS [1].

OSLC is based on the world wide web consortium (W3C) standards and creates spec-

ifications allowing inter-operating data within the software development lifecycle. OSLC

provides a solution for the needs of tool interoperability such as tools from software and

hardware to link with a standardised approach. OSLC is motivated by domain-driven sce-

narios, and it allows the integration of heterogeneous data. It provides an architecture for

interoperability that is standardized, minimalistic and loosely coupled. Figure 3.1 describe

the architecture of OSLC.

Figure 3.1. OSLC Architecture

By utilizing the standards of the Semantic Web, OSLC defines its capabilities which are

known as core capabilities. OSLC capabilities are developed on Semantic web principles

[34] and allow integration of data with simple and best approach providing scalability, re-

usability, and traceability of resources. OSLC uses LDP to create, access, update and

delete resources. LDP is a set of specifications to build RESTful services to expose
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Linked Data resources. In LDP resources are exposed using standardized data formats

such as RDF and these resources are identified and linked using URIs. OSLC provides

a standard and consistent data model based on Resource Description Framework (RDF)

to connect resources. OSLC interface consists of a set of RESTful services and can be

implemented as an adaptor called an OSLC server. A tool vendor or a third-party plugin

can provide the interface natively also.

3.2 OSLC Core Capabilities

3.2.1 Discovery

OSLC Discovery addresses one typical issue that happened in cross-domain interoper-

able systems, which is the availability of resources the client can avail. OSLC discovery

provides a mechanism for the server to expose detailed information. This allows the

client to determine the access and resources the server is exposing. In order to achieve

this, OSLC defines a set of RESTful services and clauses to be fulfilled by an OSLC

server[35]. Discovery allows clients to dynamically access resources based on the URLs

provided in the response. This way the client can access all services by utilizing the links

and information for seamless integration of tools or data interoperability.

Figure 3.2. OSLC Core Specification concept and relationships [35]

Figure 3.2 present the OSLC core capabilities concept and relationships. According to

this, discovery starts from the URL of the Service Provider Catalog.
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A OSLC Service Provider Catalog refers to a collection of tools or services provided

by an OSLC server. This is a very crucial component of the OSLC core as this act as

starting point of the discovery mechanism. A Service Provider Catalog lists the details of

all Service Providers attached to an OSLC server. The Service Provider Catalog respond

with RESTful behaviour and allows clients to discover services provided by a server along

with the links to access those providers.

A OSLC Service Provider is a provider that offers some services. A Service Provider in

a service provider catalog could be referred to as a single tool or multiple tools based on

the use-case scenario. For example, an OSLC service specific to a domain like change

management will have more than one software development tool that exposes resources

related to change requests e.g. JIRA, GitLab, and Bugzilla. Each Service Provider further

provides information on the services they offer along with the links to the services.

An OSLC Service defines resources in a standard way by exposing resources through

REST API. The operations link with the resources is also exposed. For example, a Service

Provider such as JIRA could have services related to change management like bugs,

features, epics, and user stories. Each service will expose resources along with the links

to access those resources. This will allow the client to explore resources within a service

to create, update, and query resources.

These are the main concepts in OSLC core that further extend OSLC capabilities to op-

erate in resources. OSLC defines a set of RESTful patterns for these above-defined

concepts.

Discovery allows the client to further check on the access availability of a service using

HTTP and resource shape. Figure 3.3 illustrates a simple example of OSLC Discovery. In

this example, the client makes a request for a service provider catalog, acting as starting

point for discovery. The client in response gets the detail of the service provider along with

a list of service providers within the catalog. Furthermore, the response also gives detail

of each service provider along with the services offered by that service provider. Each

service provider or service will have URLs from which the client can access their desired

service and get more details about a specific resource. Along with this OSLC discovery

defines a set of vocabulary to be utilized by each component of the OSLC Core.

This makes OSLC Discovery the main mechanism of the OSLC Core concept. As demon-

strated in 3.2, the Discovery follows the flow of the figure and exposes resources. Thus

provides a set of specifications and clauses upon which an OSLC server can be created.

So that an OSLC Client is able to see the available resources exposed by the server along

with the URL of resources to access those further. the provided access to a service or

resource and utilize it for integration purposes. Whereas, OSLC Discovery is not meant

to discover something but provides a mechanism for the OSLC server to provide enough

information about resources using REST architecture.
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Figure 3.3. OSLC Discovery example

More, OSLC Discovery defines resource shape for each concept such as Service Provider

Catalog or Service Provider. One example of these properties is shown in Figure 3.4,

where general properties that can be applied to any service provider are described. As

figure 3.3 demonstrates, a few properties are used to describe the resource such as dc-

terms:title, oslc:service and others can also be used oslc:details. Each property has a

description and constraints on the occurrence of resources. And an OSLC server should

utilize them based on the needs while exposing resources upon a request from the client.

Similar to Figure 3.4, OSLC core defines vocabularies for other concepts mentioned in

Figure 3.2. Moreover, any OSLC server from any domain should follow the OSLC Core

concept for exposing resources to the client [35]. This standardized approach allows an

OSLC server to manage data from various domains in an efficient way.

3.2.2 Resource Preview

OSLC Resource Preview capability describes an approach to render the HTML represen-

tation of a resource. This capability defines a set of vocabulary which an OSLC server

must implement for an OSLC client to preview resource [36]. This capability is useful for

the client applications to render a preview of some resource URLs. Figure 3.5 illustrates
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Figure 3.4. ServiceProvider Properties [35]

an example of this capability. It allows the client to preview additional information about a

resource URL without opening another view. Therefore when resources of other tools are

integrated with different tools the user will be able to have a preview of resources without

leaving the current view. The client can hover over the resource URL and preview the

resource. However, it might be the case that some resources don’t allow previews due

to security restrictions. OSLC defines a set of vocabulary [36] and specifications, such

as server must return support certain media types such as application/json, text/turtle,

application/x-oslc-compact+xml. In addition, the client must display the compact resource

using an HTML iframe tag. Furthermore, this capability allows for adjustment of the size

of the preview based on the user’s choice. Only the URI of the resource is needed to

preview the resource, which makes collaboration worthwhile and purposeful.

However, this capability is useful and more related to the case of tool integration where the

user is able to see a preview of links to other resources with additional information without

leaving their tool. Similar to Resource Preview there are some other OSLC capabilities

that are more suitable for tool integration rather than developing data adapters. Although

the capability provides a set of rules for adapters also, however, these rules are meant

for OSLC clients. Hence the adapter is designed in a way that the OSLC client is able

to integrate tools in a toolchain. Capabilities such as Delegated Dialogs, and Creation

Factory belong to this category.
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Figure 3.5. Preview of a link [36]

Delegated Dialogs

This OSLC capability serves the client with an embedded UI for the creation or selection

of resources for other applications. This allows users to create or select resources with a

UI interface rather than an HTTP interface. Further details of this capability can be found

here [37].

3.2.3 Attachments

OSLC specify an approach to attach documents in reference to other resources. These

attachments can be associated with an RDF resource or a non-RDF resource [38]. This

capability can be useful in a situation such as creating a task and then attaching a log

file to summarize the problem or attachment of designs or screenshots to a specific user

story. OSLC attachment capability describes a way to manage attachments linked with

resources. This capability utilizes the LDP[48] model and allows creating, updating, dele-

tion and relation access of attachments. The client can also check that either the resource

supports attaching attachments.

Figure 3.6 illustrates a request and response example. In this example, a GET request is

made for fetching attachments of a bug where Prefer Header is used as described in the

OSLC Attachments specification. The OSLC server responded with a list of attachments

containerized in ldp:contains part related to the requested bug. The response container

is an oslc:AttachmentContainer using LDP [48] Basic Container type. Both requests and

responses are made according to the set of specifications defined in OSLC Attachments.

An OSLC-compliant server desiring to utilize this capability must implement the set of the
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Figure 3.6. Example of attachment capability [38]

vocabulary defined in the document of OSLC Attachments [38].

3.2.4 Resource Shapes

In OSLC Resource shapes are integrity constraints that each resource should satisfy [39].

In RDF resources are described as triplets and each triplet has a set of representations

called shape. These shapes act as a validation of data means the data will be only correct

if it satisfies the described shape for a certain resource, instance or property. Each entity

of a triplet has some shape that describes constraints on that entity. SHACL[28] is one

example of RDF data validation. These constraints are required if the data is exposed to

some API and the API documentation will allow the API consumer to know the shape of

the resource. This resource shape allows the user to know the data set so that the user

can write query data easily. Hence resource shape is a set of constraints to any entity that

exists in an RDF triplet. An OSLC-compliant server must satisfy the shape constraints

described in OSLC vocabulary. For example, in Figure 3.4, if we consider dcterm:title

property, the constraints on this property are: Occurs (Zero or one), Readonly (true),

Value-type (XMLLiteral). These entities for this property present content that dcterm:title

property must follow. For example, if dcterm:title has two values then the process will be

interpreted as an error because the constraint represents a zero-one value.

Figure 3.7 explains this concept: a resource has some property, and then the property

can have constraints about the content of that property. These constraints are called

shape, which means what a resource should have and how it will look alike.
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Figure 3.7. Main concept of resource shape [39]

3.2.5 Tracked Resource Set

OSLC Tracked Resource Set (TRS) capability is a set of specifications that allows a server

to expose resources in a way that an OSLC client is able to keep track of a resource or a

set of resources [42]. A server providing TRS capability is referred to as a TRS server in

OSLC. In the software lifecycle, some resources go under continuous change. Therefore,

the OSLC client wants to track these kinds of resources. OSLC TRS allows an OSLC

server to expose resources and the data linked data related to that resource in a way. So

that the OSLC client is able to maintain, live searchable information along with the change

history. In OSLC TRS specification, a TRS resource is categorized into two blocks: the

base and the change log. The base is presented as an LDP container having the latest

information about the tracked resource. However, the change log holds the history of

changes occurring such as additions, and deletions to that resource. Therefore for the

applicability of OSLC TRS, a server must be conformant to vocabularies and clauses

defined in TRS specifications [42]. TRS can be beneficial for a set of big resources

that undergoes continuous change so that the client is permitted to aggregate, build and

maintain information.

3.2.6 Authentication

Authentication is crucial in a collaboration environment, where providers are given ac-

cess to resources based on user privilege. Authentication will allow the discovery of the

accessibility of resources. OSLC doesn’t provide its own authentication mechanism but

endorses standard web protocol for authentication purposes. According to the OSLC

Authentication clause, the OSLC server must protect resources with some authentica-

tion method. OSLC server may use HTTP basic authentication with SSL (Secure Socket
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Layer) only. For secure association with resource providers, OSLC recommends OAuth

2.0 [11] along with OpenID Connect [30] that runs on top of OAuth 2.0 Framework [34].

This means while creating an OSLC server, some authentication method must be utilized

to expose resources for the consumer.

3.2.7 Query

OSLC defines its own query capability to query data. OSLC query allows to search for

RDF resources and return response body in RDF representation. OSLC query capa-

bility is analogous to SPARQL, however, it has minimal support for querying data such

as matching, filtering or ordering [41]. OSLC servers are mostly adaptors constructed of

existing data sets that don’t follow the RDF pattern, therefore do not provide SPARQL end-

points to query data. Thus, OSLC query capability is simple enough to support a broad

scope of server architectures and endurance technologies to query. Hence, this makes

OSLC query to be applicable to a wide range of information from various vendors. To pro-

vide query features an OSLC service must implement endpoints using OSLC query spec-

ifications with RESTful pattern [41]. The OSLC query capability provides these param-

eters: oslc.where, oslc.select, oslc.orderBy, oslc.prefix, oslc.searchTerms, oslc.paging,

oslc.pageSize. These parameters are general enough to meet basic query needs in data

interoperability. An OSLC server must be conformant to clauses and a set of rules defined

in OSLC query capability specification.

3.2.8 Resource Operation

OSLC determines that the servers must adhere to HTTP [15] specifications while per-

forming create, read, update and delete (C.R.U.D) operations on the resources. This

means that the server should respond with the resources along with the operations that

a client can perform on the resource. For example, other than HTTP’s popular methods

such as GET, POST, PUT, and DELETE, the server should support GET requests with

query parameters to search a specific set of resources, the server should support GET

requests with version-specific URLs of resources. OSLC Core describe a set of HTTP

REST services concerning loosely coupled and flexible tool integration.

3.3 Domain Specifications

OSLC has defined several domain specifications that extend core capabilities and can

be utilized for collaboration as per the tool use case. All the domains specify their own

vocabularies that support their use case for common integration support. OSLC domains

are actively maintained on OSLC Open Project Specification [40]. Some OSLC domains

are described in figure 3.8.
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Figure 3.8. OSLC Domains [1]

3.3.1 Change Management

OSLC Change Management domain specifications declare a set of RESTful interfaces

for HTTP methods such as POST, GET, PUT, and DELETE and content type handling,

response codes and resource formats. These interfaces can be utilized for the manage-

ment of product change requests, activities, tasks and relationships between those and

related resources such as project, category, release and plan. A server built on a Change

management domain can be called a CM server. CM domain declares some extended

vocabularies [32] that support resources of its type for collaboration. The RESTful in-

terfaces are not specific to any domain but follow the OSLC Core specifications. For

example, OSLC CM should provide authentication, error responses and representation

of resources such as turtle, XML, HTML, and JSON, which are defined on OSLC Core.

However, the vocabularies are specific to each domain and allow a domain to handle
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data from various tools of a similar kind. The vocabularies defined for the OSLC CM do-

main are general enough to be applied to data related to a change request regardless of

the tool such as JIRA, GitLab, Trello, or Bugzilla. An OSLC CM server must adhere to

clauses and constraints defined in OSLC CM specifications [31]. An overview of OSLC

CM vocabularies and this relationship can be seen in figure 3.9.

Figure 3.9. OSLC Change Management Vocabulary [32]

Explaining OSLC CM regarding general requirements and RESTful interface, table 3.1

explain some requirements that an OSLC-compliant CM server must fulfil. Most of the

requirements are from OSLC Core specifications and some are domain-specific require-

ments such as query capabilities, turtle representations, RDF/XML representations, and

JSON representations.

3.3.2 Other Domains

Configuration Management This OSLC domain specifies a set of REST APIs and RDF

vocabulary for managing versions and configurations of linked data resources for multiple

domains. It defines a set of methods for creating, deletion and updating configured re-

sources and also provides a way of differentiating a versioned resource for configuration

purposes. Further information on OSLC Configuration Management, its vocabularies and

other constraints can be obtained from here [33].
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Table 3.1. OSLC CM requirements [31]

Requirements Explanation

Unknown proper-
ties and content

OSLC servers MAY ignore unknown content.

Resource Opera-
tions

OSLC service MUST support resource operations via standard
HTTP operations.

Resource Paging OSLC servers MAY provide paging for resources but only
when specifically requested by a client.

Requirements Management OSLC Requirement Management domain defines vocabu-

lary and RESTful methods for resources concerning Requirement management like re-

quirements, requirements collections and supporting resources defined in OSLC core

specification. This domain can be called OSLC RM.

Quality Management OSLC Quality Management domain provides a set of RESTful

HTTP methods like GET, POST, UPDATE, DELETE and vocabularies for resources like

test cases, test plans, and test results of a software delivery lifecycle.

Similar to these, OSLC defines several other domains related to Application Lifecycle

Management (ALM), and DevOps. As per OSLC community discussions, one can add a

new domain if it doesn’t exist in OSLC Domains documentation by following OSLC core

specifications.
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4. RESEARCH METHODOLOGY

This chapter briefly explains the context of the research upon which the investigation was

based and the approach used to conduct the research. This research was taken in an

iterative way where having a weekly feedback session. Qualitative research was per-

formed mainly by analysing OSLC specification documents, literature review, and joining

the OSLC community group.

4.1 Context of Research

In DevOps, the development and operations team collaborates to speed up the delivery

process while ensuring a quality product. This process involves several tools at various

stages of development and delivery. These tools are having different vendors and are

thus not meant to interoperate, due to which the toolchain is not connected. In addition,

the managers lack traceability of the whole situation and developers only have information

about the technical side, not the whole picture of the project. Similarly to this other stake-

holders involved cannot get the overall status and are unaware of the actual happening in

the project. This leads the stakeholders to make decisions based on their experience but

not against the situation. Therefore these misconceptions lead to project delay or failure

[10].

VISDOM’s objective is to follow the above-mentioned issues and provide a data visualisa-

tion of the project. The major components of VISDOM’s data management systems are

data fetchers and data adaptors.

Data fetchers are responsible for fetching data from data sources which could be devel-

opment tools, databases, or repositories utilized in a software project. In addition, fetchers

are saving the accumulated data to a storage system. The data is in raw shape and along

with the raw data saving metadata. The second and most crucial component of the data

management system is a data adapter.

The data adapter is responsible for further filtering the data and making it visualization

ready. However, the reason is that data sources with different vendors may end with

different data formats. Therefore data interoperability becomes very complex and it’s

difficult to filter data for one view.
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Figure 4.1. VISDOM data management system [50]

Figure 4.1 illustrates the data management system of the VISDOM. Data adapters are

accepting raw data and provide unified data for visualization after required processing.

In addition to this, data adapters are also responsible for providing additional information

and linking to the data if it is not available in the raw data. So that the user can further

dive into the data and get more information on the matter. However, the visualization

dashboard varies on stakeholders so the data adapter will process data based on the

stakeholder request. As a result of this, every request will require different data. Thus,

this requirement makes adapters the most complex components of the VISDOM data

management system and is the main topic of this thesis. This study will provide the

possible solutions that OSLC can provide, to standardize the VISDOM data adapter also

refers as a data model.

4.2 Research Problem

The main focus of this thesis is the data adapter component of the VISDOM data manage-

ment system illustrated in Figure 4.1. VISDOM has been tested earlier in different sce-

narios where data management system architecture was customized for each scenario.

Each pilot implementation scenario was different based on the data sources, implemen-

tation tools, storage system and situation. Below mentioned factors were highlighted:

• Re-usability of modules in data adapter component

• Creation of APIs that provide support for some query language

• Ability to add new data sources dynamically

• Security of data is crucial
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The current data adapter component has modules for each data source which are not

reusable in the sense that one module can be utilized for another data source of a similar

kind. For example, data sources from Version management tools such as GitHub, GitLab,

or BitBucket have similar kinds of data such as repositories, commits, and branches. This

means that a module created for GitHub can be reused for other data sources of a similar

kind like GitLab, BitBucket, and CodeCommit.

Moreover, when the number of requests from the visualization dashboard increases, the

data processing becomes slow. Therefore, the API endpoint should provide some query

language so that only the required data is processed.

The data adapters should have the ability to provide data dynamically. This means that

data adaptors may be able to provide different data based on the types of visualization. As

the VISDOM provide stakeholders-based visualisation such as a different dashboard for

admins, managers, and developers. Therefore same data adaptor will be serving different

data to different visualisation dashboards. This means that the data adaptor should be

able to provide dynamic data upon various requests.

The last factor is the data should be secured using some authentication. As data privacy

is important, some strong way of authentication is required to make sure that the data is

only fetched by a user having access rights. For example, the data adaptor should have

some authentication acting as a middleware on each request to verify the user type such

as admin or simple user. And the adaptor will visualize the only data based on the user’s

access category.

These factors are considered while doing the research.

4.3 Iterative Research

The research was carried out in an iterative way where a meeting was held with the

VISDOM team each week. The process goes such a way that each week current findings

of OSLC were represented to get feedback. The investigation was mainly based on the

OSLC documentation analysis, upon which feedback sessions were carried out.

The descriptive investigation technique was adopted to complete the study to search

for answers to the research questions. A thorough research was done on the gathered

data to understand the situation and then focus on problems described initially in the

introduction.

This approach was a good fit for this research as the scope of a broad view was to

investigate the OSLC standard and analyze the VISDOM project based on its needs.

Therefore in this context, descriptive investigation fits nicely along with the document

analysis of both sides, OSLC and the VISDOM.
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4.4 Data Collection

The data collection was done through the analysis of OSLC documentation. These doc-

uments include OSLC specification documents, OSLC implementation guidelines and

requirements and case studies implementing OSLC. Some data was gathered by ques-

tioning OSLC experts and the maintainer’s community. This community comprise experts

from different areas of software engineering and is currently contributing to the standard.

In addition to this, data related to the VISDOM project was gathered by reviewing VISDOM

documentation and questioning the VISDOM team during feedback sessions.
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5. FINDINGS AND DISCUSSION

This chapter will present the findings of this study research. A summary of OSLC offer-

ings will be explained along with the benefits achieved by implementing OSLC for data

interoperability in a cross-domain scenario. One part of this chapter will derive collected

data from the study and the other part describe and analyze the data with interpretation

based on the research problem outlined in the previous chapter.

5.1 Description

The analysis of OSLC data has revealed the below findings based on the research prob-

lem.

1. OSLC, an open standard based on semantic web stack and W3C standards provide

standardized solutions for tool integration and data interoperability in the software devel-

opment life-cycle

2. OSLC utilizes a linked data approach for linking data of any kind. The linked data is

represented in the RDF graph, the formation of a standard triple linked with a subject,

a predicate and an object. OSLC adopt LDP specifications to expose linked data with

RESTful web services.

3. As described before, LDP is a set of specifications allowing linked data to be exposed

on the web using HTTP protocol and RESTful services.

4. On top of LDP specifications, OSLC defines its own rules and clauses to provide a

RESTful pattern for the interoperability of heterogeneous data.

5. By the means of utilizing semantics and forming linked data allows the OSLC complaint

data model to connect and manage complex data.

6. In addition, OSLC defines its own query capability to have query endpoints, this capa-

bility is based on SPARQL a query language designed for RDF data models.

8. OSLC implementation be done with Lyo Designer[26], an Eclipse plugin that allows

the creation of overall system architecture graphically. Lyo Designer utilizes the OSLC4J

library and upon creation of the information model for resources and each server opera-

tions and service, it generates an initial skeleton of classes in Java.
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5.2 Analysis

This section will demonstrate the findings in more detail.

OSLC adopts W3C standards and provides a concept of making resources available.

Using LDP specifications, OSLC allows a server to group resources in containers. This

approach eases the procedure of discovering resources by calling the container and link-

ing resources from one container to another. The RESTful architecture helps the OSLC

server to handle request and response processes in a standard manner. The concepts of

having stages in OSLC such as Service Provider Catalog, where all the service providers

are listed. A single OSLC service provider and Services that expose methods allowed to

be performed on a selected resource. This OSLC Core concept provides a mechanism

to expose resources on the web and allows data interoperability in a standardized way.

Therefore, OSLC servers can manage complex data sources and provide ease of adding

new data sources.

Furthermore, OSLC domains utilise the Core concept and define a set of specifications

and vocabularies to allow the creation of domain-specific servers with a standardised

approach. Whereas, this helps to create and manage systems that involve a variety

of domains within the software development lifecycle. OSLC domains approach allows

complex systems to be more scalable due to independent domains. This further makes it

easier to integrate more data sources with different domains within the system. As per the

OSLC community group, OSLC allows one to create a new domain that is not provided

yet in the OSLC domains system. This can be done by following OSLC Core concepts

and defining resource shape constraints to that specific domain resources.

Lyo Designer is a plugin that provides ease for OSLC implementation. It allows the cre-

ation of system architecture graphically, where various artefacts can be defined in the

model. Based on the model created, it creates classes and objects as base code for

further implementation [26]. This eases the development process for the developers, so

they can implement the functionality in the classes.

In summary, the OSLC-based data adaptor approach will have the following benefits:

• Having a well-established REST architecture following HTTP protocol.

• Eases interoperability of data collected from heterogeneous data sources.

• Server has a standard data representation with RDF, that eases the linking process.

• Increases reusability of modules as all the domains are based on OSLC Core.

• If modules are reused, the development cost is relatively low.

• OSLC domains allow loosely coupled one-to-many linking rather than one-to-one.

Some possible limitations drawn from the study are as follows:
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• OSLC-based architecture is sensitive to URIs, so it must be stable to avoid broken

links: As OSLC uses URI to represent every entity in a triplet, the server must use

stable URIs to avoid any interruption or error.

• The development cost for VISDOM to have an OSLC-based architecture might be

higher: Although OSLC allows you to build a server with any programming language

of your choice [1], however, the mature version of OSLC has complete support in

JAVA. This is one factor that will increase the cost for VISDOM as currently VIS-

DOM is developed on Javascript. OSLC server will be completely different from the

current VISDOM implementation which requires more time to build a new server.

• Some of the technologies in OSLC are new such as RDF which might end up with

limited technology support.

OSLC can provide a standard way for VISDOM to expose resources of various data

sources. A couple of scenarios are described based on the analysis. OSLC will allow

VISDOM to create tool-specific or domain-specific servers. The first example will present

a tool-specific scenario, where GitLab is taken as an example.

GitLab [21] is a software development tool that offers several services for the software

development process such as version management (repositories), change management

(tickets, boards, milestones), automation (pipelines) and maybe more services. An OSLC

server can ease the process of defining all the services such as in the Service Provider

Catalog GitLab will be expressed as Service Provider. The services offered by this tool will

fall into the services category. As the services belong to a different domain, each service

will implement its respective OSLC domain. The server should support OSLC query

capability for each service. As described in OSLC domains specification, oslc:domain

property can either be applied to an oslc:service or oslc:ServiceProviderCatalog [31].

Furthermore, each domain can have resources that fall into different categories for ex-

ample, in change management service there could be resources related to tickets, mile-

stones, and epics. Utilizing LDP containers, OSLC allows containerizing resources of

a similar kind for easing the process of discovery for the client. This means that upon

request to a container, in response the client will get the list of all the resources belong-

ing to that container. This is one approach that provides flexibility and eases exposing

information for better interoperability for VISDOM.

The second scenario is to create a domain-specific server where a single domain can

have multiple oslc:ServiceProvider of a similar kind. Let’s look at an example scenario

where Change Management an oslc:domain act as a oslc:ServiceProviderCatalog and

contains various oslc:ServiceProviders as software development tools such as JIRA,

Bugzilla, GitLab. Each service provider is exposing resources related to the change

management domain. Whereas, LDP container allows the creation of containers hav-

ing similar resources from all the services. OSLC eases the process of unifying data from
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different tools of the same nature. This decreases the development process for creating

separate servers for each tool.

In both examples, OSLC provides a standard way to expose resources and ease the

interoperability process for VISDOM. As OSLC is sensitive to URI, so the information

should be clean of broken links.

OSLC-based adaptors can have the ability to respond in dynamic behaviour, for example,

based on the research problem each visualisation can request different data. OSLC

specification eases the linking of data on semantic basis and provides query language

to further filter the data. This ability allows the OSLC adaptor to respond with dynamic

behaviour.

Furthermore, OSLC requires an OSLC-compliant server to implement some authentica-

tion method. The various authentication methods that OSLC support are described in

Section 3.2.6. For OSLC servers, authentication is an essential aspect to build secure

OSLC services. To ensure data privacy, OSLC recommends using OAuth, as it is widely

used and provides a secure way to authenticate.

5.3 Architecture Proposal

In this section, a high-level architectural for VISDOM is proposed regarding OSLC im-

plementation by following these works of literature [51] [8] [29] and own thoughts about

OSLC are presented.

Figure 5.1. VISDOM architecture with OSLC implementation

The example scenario explanation compliments this architecture. In this architecture,

there will be layered components starting from the bottom of figure 5.1:
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Data Source: Data sources layer could be various tools, or databases that hold data from

various domains. These will be the origin of the data.

Data Access Layer: This layer will fetch data from sources by calling their provided APIs

and provide the data to the data adaptor in the RDF representation. This layer could have

similar responsibilities to the Data Fetcher component of the VISDOMs Data Management

system, as described in Figure 4.1. Whereas, this layer will be responsible for providing

data to the data adaptor in RDF form. This will act as an extraction layer between the

data source and the data adaptor layer.

OSLC Data adaptor: This will be the main component of this architecture where OSLC

Core specifications are applied. Based on OSLC resource shape specification, the adap-

tor will implement the resource constraints and structure by utilizing the RDF schema. The

adaptor will provide OSLC-compliant data to the Service Provider. This layer will be re-

sponsible for the implementation of the Service Provider Catalog and executing the OSLC

Discovery concept. Furthermore, domain-specific resource constraints and clauses will

also be implemented in this layer.

OSLC Service Provider: This layer will implement RESTful architecture for OSLC-based

resources and expose resources based on any domain of its kind. It will make resources

available for the client to be accessed by HTTP protocol methods. The linking of data can

be done at this point. This layer can also provide query endpoints by utilizing OSLC query

capability.

In figure 5.1, the data process block contains multiple OSLC adaptors providing visualization-

ready data to the dashboard view. In terms of performance, the data converted by the

data access layer can be saved in a database that supports RDF data and the data adap-

tor can retrieve the data from the database.
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6. CONCLUSION

This research studied the VISDOM project, a visualization platform for DevOps software

development. The VISDOM project has separate functionality. One of the VISDOM main

blocks is its data management system, as VISDOM deals with various data sources that

are heterogeneous in nature. The purpose of the data management system is to process

and deliver visualization-ready data to the front-end side. The data adaptor is the most

crucial and complex part of the VISDOM data management system as this component

is responsible for providing visualization-ready data and linking data. Currently, the data

adaptor has several challenges in processing data such as the reusability of modules

for a data source of a similar domain, linking of data, and query endpoints for specific

searches.

This study performed a thorough investigation of the OSLC standard that provides a stan-

dardised approach for tool integration and data interoperability for the development lifecy-

cle. OSLC allows servers to expose resources and link data without any dependencies,

as the domains are independent and can link with each other.

As OSLC describe independent domains, this avoid the system to be complex and allows

for adding more data sources. OSLC capabilities are based on integration and interop-

erability purpose, so all the specifications are defined to be general for any data source.

OSLC defines a set of instructions along with vocabularies and constraints on resources

for each capability and domain. OSLC has no technology restriction for implementing,

OSLC-compliant servers, however, it provides more support with JAVA. OSLC standard

is the only standard providing solutions for tool integration and data interoperability at

lifecycle level [4].

OSLC can benefit the VISDOM data adaptor, however, the reference architecture of VIS-

DOM might be affected. OSLC will allow VISDOM to add and manage various data

sources in an efficient way. The domain-driven behaviour of OSLC will allow VISDOM to

have servers that can be reused for other data sources of the same domain. Whereas,

few literature on OSLC might create blockers for OSLC implementation on VISDOM and

can be costly in the end.
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