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Abstract  
Organizations leverage several approaches for creating software applications that meet the 
requirements of specific contexts. Besides well-researched approaches like software development, 
outsourcing, or customizing commercial software packages, low-code platforms today offer a new 
approach for creating software. The low-code approach allows to develop software without or with 
limited actual coding by combining executable software components into workflows. While the low-code 
approach simplifies software development and reduces effort and time, we lack explanations on why 
organizations adopt it, and which challenges are associated with its adoption. We, therefore, investigate 
the adoption of the low-code approach based on the technology-organization-environment framework. 
We identified ten aspects supporting and six aspects hindering the adoption of the low-code approach. 
For practice, we propose a model that can assist organizations in determining the adequacy for adopting 
the low-code approach. 

Keywords: Low-code approach, Low-code platforms, Technology adoption, Technology–
Organization–Environment framework, Software development strategies. 

1 Introduction  
Digital transformation (DT) is vital to organizations’ value creation, competitiveness and success (Vial 
2019). The DT of organizations’ leverages several approaches for creating software applications that 
meet the requirements of specific contexts (Sebastian et al. 2017). Besides well-researched and 
sophisticated approaches such as, outsourcing software development, or customizing commercial 
software packages, software development projects still have high failure rates (Engelbrecht et al. 2017; 
Zaman et al. 2019). The low-code approach offers a new approach for creating software by enabling 
software development based on Graphical User Interface (GUI) instead of traditional computer 
programming. According to Richardson and Rymer (2014), low-code is an enabler for accelerating 
customer-centric software development. Low-code offers software development via drag-and-drop of 
executable software components to form workflows. While low-code involves interfaces for performing 
programming activities such as code modifications, the often interchangeably used term no-code refers 
to software development without writing any code (Bhattacharyya and Kumar 2021). Low-code can 
therefore support a broader range of enterprise application development than no-code (Sahay et al. 
2020). Since the use of the low-code approach in software development is still emerging, many 
organizations are indecisive about it’s adoption to simplify their software development processes (Sahay 
et al. 2020).  

Adoption refers to the diffusion and use of technology to gain productivity or economic benefits 
(Karahanna et al. 1999). We define low-code adoption as a technology and method of software 
development where both elements are intertwined. With the low-code approach, we study how the 
intertwining of the two elements, technology and method, can influence the adoption. Due to the 
widespread popularity of the low-code approach, many software providers today identify their products 
as low-code including sales automation, enterprise application development, business intelligence, 
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machine learning, E-commerce, cybersecurity, and customer relationship management (Sahay et al. 
2020; Richardson and Rymer 2014). In this study, we focus on low-code for enterprise application 
development. Low-code software development is enabled by low-code platforms (LCPs). Hence, the 
adoption of the low-code approach requires organizations to adopt an LCP. Thereby, onwards, we use 
the term low-code approach as the key concept and when referring to specific platforms, we use the term 
LCPs. 

Krejci et al. (2021) investigated how the low-code approach facilitates the idea management process by 
empowering non-IT professionals. Indeed, low-code development enables non-IT professionals to take 
part in the software development process. Non-IT professionals without formal software development 
training who use low-code approaches for enterprise applications are called citizen developers (Gartner 
n.d.). Subsequently, citizen development is the phenomenon of engaging and empowering non-IT 
professionals in software development using the low-code approach. Citizen development has been 
traditionally argued to overcome challenges in software development, such as a shortage of developers 
(Duncan et al. 2021). For example, Krejci et al. (2021) showed that low-code helped organizations 
promote innovative behavior and autonomy, among their ordinary employees. In contrast, Hoogsteen 
and Borgman (2022) identify some risks associated with citizen development, including robust 
foundations, application security, and maintenance. 

As there is no standard definition of low-code, we consider low-code adoption neither a standard 
packaged software solution (such as CRM) nor a new software development methodology (such as 
Scrum). Instead, low-code adoption is about adopting technology and, at the same time, adopting a new 
way of software development. Thus, the adoption of low code differs from existing software 
development approaches discussed in the literature. Despite the low-code approach’s increasing 
popularity among practitioners, we lack empirical explanations why organizations opt for low-code as 
a software development strategy and which aspects hinder the adoption (Sahay et al. 2020). In addition, 
researchers have investigated low-code adoption only in technological contexts (Di Ruscio et al. 2022; 
Bock and Frank 2021). So far, research lacks an understanding of how a combination of technological, 
organizational, and environmental aspects impact organizations’ decision for adopting the low-code as 
a software development approach (Iho et al. 2021). A better understanding could help to explain the 
aspects for the rapid growth of adoption as well as aspects hindering the adoption. Due to the high 
relevance for practice and a lack of research from a socio-technical perspective, we investigated the 
following research question: Which aspects influence the organizations to adopt the low-code 
approach for software development?  

To address this research question, we take an explorative approach to identify aspects that support or 
hinder the adoption of the low-code approach. Since the low-code approach brings together existing 
technologies, rather than offering new technologies in silos, such as new programming language, the 
low-code adoption is not purely technology adoption. Moreover, it enables new forms of organizing 
software development and can support organizations in tackling environmental shifts. Therefore, we 
selected TOE as the theoretical framework to have a broad perspective on how software development 
practices change due to low-code adoption. We decided against a deductive approach based on existing 
adoption models in this study to account for the newness of the technology and to preserve the openness 
in identifying relevant factors. In our study, we draw on 18 semi-structured expert interviews, as well 
as on archival data including the platform documentation and 654 user reviews of the three LCPs namely 
Pega, Appian and Outsystems. We identified ten aspects supporting and six hindering low-code 
adoption. The findings of this study enhance the understanding of the organizations’ decision to adopt 
the low-code approach. Our contributions are two-fold. First, we contribute the field of software 
development approaches employed for DT. Second, by investigating the aspects that support or hinder 
the low-code approach adoption, we contribute to the nascent research stream of the low-code approach 
by developing a model that explains why organizations adopt low-code. This model can also be used to 
decide whether or not to adopt low-code as a strategy for software development. 

This study continues with the following sections: Section 2 analyzes the current body of knowledge 
related to the challenges in software development, with a brief overview of the literature. We discuss 
the TOE framework as the theoretical lens employed in this study. Data collection and analysis methods 
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are explained in Section 3. Section 4 presents a summary of key findings and a model for organizations 
to evaluate the low-code approach to software development. In section 5, we discuss the results and 
limitations of this study. Section 6 concludes the paper and suggests future research. 

2 Existing work on software development and adoption 
A large and growing body of literature has investigated software development approaches adopted by 
organizations including global software development (GSD), customization of packaged software, and 
model-driven engineering (MDE) (Herbsleb and James D. 2007; Jacobson and Bylund 2000; Brambilla 
et al. 2017). With the increasing demands of DT, many organizations have adopted packaged software, 
which consists of pre-built applications (CRM, ERP) that are customized to fit business needs. These 
applications require specialized skills and high maintenance with high upfront and maintenance costs 
(Light 2003; Holland and Light 1999). By exploiting offshore resources, Carmel (1999) found several 
organizations used GSD to overcome the domestic shortage of software developers, gain cost benefits, 
and reduce development time. However, many studies have identified the challenges that organizations 
face when using GSD (Mockus and Herbsleb; Prenner et al. 2021). Cultural differences, distance, and 
lack of trust have been identified as major factors affecting communication and collaboration between 
offshore and onshore teams, leading to poor software quality (Herbsleb and Moitra 2001; Smith and 
Ruiz 2020). Therefore, several organizations report that such strategies are inadequate to meet their 
software development needs (Herbsleb et al. 2001; Prenner et al. 2021). 

MDE is a software development approach that divides the application into components that can be 
developed and tested independently, and later the modules can be merged (Brambilla et al. 2017). MDE 
facilitates flexibility and collaboration in distributed software development teams (Cusumano 2008). 
However, MDE is still considered a niche technology with several inadequacies, including lack of 
standardization in modeling libraries (Mussbacher et al. 2014; Di Ruscio et al. 2022). Furthermore, 
generic software development cannot capture the value of MDE, as opposed to domain-specific software 
development (Whittle et al. 2014). Di Ruscio et al. (2022) compared the similarities and differences 
between MDE and the low-code approach. They identified five categories that can characterize MDE 
and the low code approach. 1. MDE: Category one is exclusive to MDE. Such approaches do not aim to 
reduce coding efforts rather used for task automation. 2 & 3. MDE + Low-code application platforms: 
Categories two and three share similarities between MDE and low-code. Both categories use MDE and 
aim to reduce coding efforts for software development. However, category two lacks deployment or 
lifecycle management capabilities support, while category three offers it. 4 & 5. Low-code application 
platforms + Low-code software development: Categories four and five are exclusive to low-code and 
do not use model-driven approaches. Category four supports deployment or lifecycle management 
capabilities, while category five does not offer such support. Our study examines low-code approaches 
that use MDE for enterprise application development and offer end-to-end deployment or life cycle 
management capabilities, stemming from category three of Di Ruscio et al. (2022) analysis.  

In contrast to existing software development strategies, the low-code approach enables software 
development using drag and drop via a GUI instead of writing software code. There are certain 
technological characteristics of the low-code approach discussed in the literature. Sahay et al. (2020) 
compared eight LCPs and identified nine technical features of the low-code approach that simplify 
software development. There are six features identified as mandatory, including GUI, interoperability, 
security, business logic specifications, and application build mechanisms. Additional optional features 
include collaborative development support, reusability support, and scalability (Sahay et al. 2020). In 
contrast, Bock and Frank (2021) described common features like data structures and GUI designer, API 
connectivity  to external data sources, and occasional features like traditional coding components. 
According to Iho et al. (2021), five characteristics of the low-code approach support knowledge 
integration between IT and business users. Centralized control, reusable development components, ease 
of mastery, a visual user interface, and real-time editing are among these. By leveraging such 
characteristics, low-code approaches facilitate digital innovation, leverage business knowledge, and 
allow organizations to develop a common view between business and IT during software development. 
The adoption of the low-code approach is not just about using the technological features, rather, 
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organizations also need to consider the changes in their software development practices (Richardson 
and Rymer 2014). This suggests that the adoption of low-code involves technological, organizational, 
and environmental contexts.  

2.1 The technology–organization–environment framework 

The TOE framework explains how innovations and IT services are adopted (Baker 2012). Its key 
premise: a combination of factors situated in the TOE contexts can explain IT adoption (Tornatzky et 
al. 1990). During the past decades, researchers have used the TOE framework to study the adoption of 
various technologies in organizations including Electronic Data Interchange (Kuan and Chau 2001), E-
Commerce (Liu and Arnett 2000), Enterprise systems including ERP, SCM, CRM and e- procurement 
(Ramdani et al. 2009; Cruz-Jesus et al. 2019; Pan and Jang 2008), E-business systems (Oliveira and 
Martins 2010; Zhu and Kraemer 2005), social media (Abed 2020; Abeysinghe and Alsobhi 2013) , and 
cloud computing (Low et al. 2011; Borgman et al. 2013). This model has been widely used in many 
studies to explain why organizations adopt novel technologies (Bosch-Rekveldt et al. 2011; Awa et al. 
2017; Oliveira and Martins 2011; Erind 2015). We use the TOE framework as a theoretical lens to 
understand and explain low-code adoption in this study. 

The technological context: According to Thong (1999), technological innovations have four 
characteristics: nature, complexity, motivation, and timing of innovation. Nature refers to whether the 
innovation is product or process related. Complexity defines whether the innovation is radical or 
incremental. Motivation captures the innovation driver, i.e., market pull or technology push. Timing 
means if innovation is planned or incidental (Thong 1999). Chian (2010) added a fifth feature to the 
source of innovation, i.e., internal vs. external. Analyzing the existing literature on the technology 
context, Awa et al. (2017) identified three critical technology factors. These include perceived 
simplicity, which is related to ease of use; perceived compatibility, which refers to the extent to which 
the technological innovations support existing infrastructure; and perceived value, which refers the 
benefits of the existing technology. 

The organizational context: The organizational context describes a variety of characteristics such as 
organization size, management structure, and support, culture, financial cost, organizational readiness, 
technical competence, employees’ interest in technology adoption, and the supplementary resources 
available internally (Baker 2012). Studies suggest organizational factors are crucial in assessing 
technology readiness and adoption (Abed 2020; Awa et al. 2017). Organizations with organic and 
decentralized structures are more likely to adopt new technologies since employees in such 
organizations have dynamic roles and practice lateral communication (Baker 2012). Innovation adoption 
may be difficult for small organizations, reports Erind (2015). Since such organizations are frequently 
constrained by financial constraints and resource scarcity. 

The environmental context: According to Baker (2012), government regulations and external events 
can support or hinder technology adoption. According to Farndale et al. (2021), due to recent changes 
in macro-environments, organizations have difficulty sourcing high-skilled STEM talent. Further, a 
recent trend of deglobalization and regulations favoring in-house capabilities over outsourcing and 
offshore are negatively impacting high-tech companies’ software development strategy (Farndale et al. 
2021). These factors make hiring and retaining software developers challenging.   

3 Methodology 
Since the low-code approach adoption is an emergent phenomenon, we decided to take an exploratory 
approach (Yin 2009). We created a rich dataset by conducting semi-structured expert interviews and 
using archival data including analyst reports and user reviews of LCPs.  

3.1 Data collection  

For collecting data, we conducted eighteen semi-structured expert interviews between August 2021 and 
June 2022. Each interviewee has worked on enterprise application development projects with experience 
in both low-code and traditional software development. Due to stringent legal requirements, we focused 
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on financial institutions adopting the low-code approach. Edwards et al. (2018) stated that, several 
European financial institutions have alleged to be non-compliant, due to, shortcomings in due diligence, 
violations, and inadequate control of money laundering practices. As a result, they have been fined by 
authorities for millions and even billions of dollars (Edwards et al. 2018). Due to the legal requirements, 
financial institutions seek to digitalize their processes by leveraging the low-code approach (among 
others). Our unit of analysis is the project, in which the low-code approach is used for developing 
enterprise applications. We started with a preliminary list of interviewees using our professional 
network. Initially, we interviewed senior management contacts (n=13) who have influenced the 
organizations’ decision to adopt low-code or have supervised low-code projects. We used snowball 
sampling, asking interviewees to recommend other interview candidates with a proven track record in 
low-code projects (Biernacki and Waldorf 1981). We aimed to develop an understanding of low-code 
adoption throughout the organization. We also expected that only looking from senior management 
perspectives could incur bias in our results. To mitigate this bias, we included junior and mid-level roles 
(n=5) who have experience working with LCPs. This produced 18 interviewees (IP1-IP18). Our 
interviewees are from the financial services (n=8), IT consulting (n=6), Big four firms (n=4). Thus, they 
bring rich experience of working on different low-code projects. We conducted the interviews, which 
lasted on average 55 minutes, online. All participants were assured of their anonymity and consented to 
the recording and transcription of interviews. Our interview questions were adjusted to reflect the 
interviewee’s experience and competence, i.e., by focusing on the technological or organizational 
aspects of low-code software development. While interviewing, we considered the threats to validity 
including researcher bias and reactivity, as described by Maxwell (2012). We ensured that the 
interviewees could speak openly and are allowed to explain their answers in detail without any conflicts. 

We anticipated interviewee bias, meaning that they might only highlight the positive aspects of adopting 
a low-code approach. To mitigate this bias, we collected user reviews from Trustradius1 on LCPs. 
Trustradius is a widely used platform for business technology reviews. When collecting reviews, we 
chose three platforms, namely, Appian, Pegasystems, and Outsystems since these are the most common 
LCPs for enterprise application development and categorized as leaders and visionaries in Gartner’s and 
Forrester’s analyst reports (Vincent et al. 2020; Bratincevic and Koplowitz 2021). Platforms not widely 
used, or not known for enterprise application development, or not the core product of platform providers 
were deliberately excluded. As recommended by Myers and Newman's (2007), this archival data 
enabled us to triangulate evidence and investigate the phenomena of the adoption of the low-code 
approach from diverse perspectives. We collected 654 user reviews for the three LCPs.   

3.2 Data Analysis 

We first transcribed the interviews and conducted an uncommitted review. After that, we added archival 
data and user reviews. We followed grounded theory process, as proposed by Charmaz (2008). We 
started with open coding. During analysis, we let the codes emerge inductively (Fernández 2004). We 
assigned the statements to codes. For example, “involve more people into software development”, 
“making IT-Business alignment easier”, “a way to engage more business users” were coded as citizen 
development. We generated 424 codes. “Fast application development”, “easy customization”, 
“framework applications”, “citizen development”, “low risk”, “in-house capabilities”, “legal 
requirements” and “small development teams” were key themes supporting low-code adoption, whereas 
“barrier to creativity”, “programmer’s nostalgia”, “technical jargon”, “lack of ownership”, and “vendor 
lock-in” were the themes hindering low-code adoption. We followed the integrated delayed literature 
review approach in the grounded theory proposed by Urquhart (2022).  We checked our data against the 
existing literature on low-code. We conducted three iterations followed between data and literature until 
no additional themes emerged. Our emergent theory was then linked to theoretical frameworks based 
on the data. We found the TOE framework by Tornatzky et al. (1990) informs our theory since it 
examines innovation adoption from a technological, organizational, and environmental perspectives. 

 
1 www.trustradius.com 
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The low-code approach accounted for 240 of the 424 initial codes. Some codes were not directly 
referring to the low-code approach, rather were related to the challenges in traditional software 
development, including “deglobalization”, “software quality” “customization of packaged solutions” 
and “organization culture and openness to new technologies”. These codes were yet relevant to explain 
the low-code adoption in a broader context. Combining constant comparisons, we produced 52 themes 
by merging the codes. These themes were then abstracted into 16 first-order and 5 second-order 
concepts. Throughout the analysis, we employed coder’s corroboration (Saldaña 2021), to ensure 
reliability. After discussing the discrepancies related to the coding, we refined the codes. The iterative 
coding procedure came to an end in the third round, when no significant discrepancies were observed.  

4 Findings 
We identified ten aspects driving the low-code adoption and six that hinder it. We present these aspects 
within the TOE framework. To identify the aspects supporting or hindering the low-code approach, we 
use labels consisting of the three dimensions of the TOE framework (T – technology, O – organization, 
E – environment) and the letters S (supporting) and H (hindering), i.e. TS illustrates technological 
aspects supporting the low-code approach adoption, while TH shows technological aspects hindering 
the low-code approach adoption. 

4.1 The technology context in adopting the low-code approach 
Within the technology context, we identified five aspects stemming from the interview coding that 
explain why organizations adopt the low-code approach for software developments and two perceived 
challenges associated with the low-code approach. These include (TS1) customization of packaged 
applications, (TS2) low enterprise system integrity risk, (TS3) framework application, (TS4) frequent 
application deployment, (TS5) scalability, (TH1) barrier to creativity, and (TH2) vendor lock-in. 

TS1 Customization of packaged applications: The participants highlighted concerns when using 
packaged solutions such as ERP and CRM as an alternative to traditional software development. “If 
packaged software can meet the complete end-to-end organizational needs, then most organizations 
would prefer to use that instead of developing applications from scratch. But what happens, is that 
organizations realize quickly that packaged software has many limitations and are difficult to 
customize” (IP 3). Many organizations have existing applications, that are difficult to customize and 
maintain. However, discontinuing these applications may incur setbacks for the business. The low-code 
approach can be used to develop the standalone application as well as integrate it into existing 
applications. “The low-code approach is flexible to act as an intermediate solution, which can be built 
very fast and can interact with the existing ERP and CRM solutions and other technologies” (IP 1). It 
offers capabilities including code reusability (‘code’ is referred to as application functionality) and 
integration to ensure that the software development is faster, and the applications are easily scalable. 
“Organizations can take advantage of a lot of technology by integrating with existing applications using 
low-code” (IP 4).  

TS2 Low enterprise system integrity risk: Enterprise system integrity risk is referred to as the risk 
that can cause an enterprise application to malfunction, due to a minor technical error in the code on a 
sublevel. Since in the low-code approach, enterprise code and experiment code are kept separate, 
software developers perceive a low enterprise system integrity risk. “Although citizen developers can 
work independently and fix any errors in the actual application themselves, using the low-code approach 
the application is segregated in layers/modules, and thus, the changes do not negatively affect the 
overall system instantly” (IP 9). 

TS3 Framework application: With the emergence of framework applications developed following the 
low-code approach, many organizations can use such applications as ‘pay-per-use’ solutions that can 
help to meet their increasing DT needs without high up-front costs for set-up, infrastructure and large 
number of software developers. For instance, processes such as the onboarding of clients follow standard 
steps across the financial industry. In the context of the finance industry, Know-Your-Customer (KYC) 
is a standard term and is defined by Hodgson (2002) as “It should be the responsibility of the institution 
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to become familiar with the financial affairs of their client to prevent them from mis-selling them 
inappropriate policies or investments”. Many financial institutions today use such framework 
applications that are built using the low-code approach and can be easily customized to fit their 
organizational identity. “With pre-built solutions such as KYC, we have a ready-to-use application 
within a very short time” (IP 7).  

TS4 Frequent application deployment: In traditional software development, a strong emphasis is on 
frequent deployment to ensure software quality. Since it is easier to identify and resolve bugs after each 
deployment. However, frequent deployments cause significant downtime and high testing and 
maintenance costs, limiting scalability. As MDE is embedded in the low-code approach, the 
functionality of each module can be tested separately. Therefore, the deployments are less frequent. 
Moreover, the module can be reused and customized. “The low-code approach follows MDE. As a 
result, scaling and maintaining these applications is much easier” (IP 12). 

TS5 Scalability: The participants reported skepticism in the early stages of the low-code approach 
adoption to support enterprise-level software development. “At the beginning, we were skeptical about 
using the low-code approach. Our main reservations were whether it can support application 
development that is used at a large scale (across the organization). After looking at the use cases and 
market reports, we decided to give it a chance. We realized that it is easier to develop, scale, and 
maintain applications because of its standardized modules” (IP 7).  

TH1 Barrier to creativity: While the advantages of the low-code approach are recognized, during the 
interviews, we also noted some drawbacks. One challenge in the adoption of the low-code approach 
from technical perspectives is that software developers may associate the low-code approach as a barrier 
to creativity and effective use of their technical potential. At the project level, this could mean that the 
low-code approach isn’t the best solution when there is a creative solution required because it is difficult 
to accomplish with drag and drop. Therefore, there can be resistance from developers and some 
developers may prefer not to work completely on low-code projects and show more interest in software 
development using computer programming. “The low-code approach restricts our ability to customize 
and enforce several technical restrictions. It is like, even if you are fully capable of walking, would you 
prefer to use handicap equipment?” (IP 11). The participant supported that the low-code approach 
follows a standardized software development approach, which in the beginning may seem inflexible. 
“Low-code approach uses standardized modules, that take away a bit of flexibility but the return of it is 
that once you know a bit how it works then software development is much easier” (IP 4). Another 
shortcoming of the low-code approach is whereas, the standard requirements can be fulfilled easily, 
customized requirements can be difficult to implement and often involve programming as the participant 
reported.“If we need to do some customization then we need to write custom java scripts to achieve the 
functionality. Unfortunately, when upgrading such customization are not supported by the LCP” (IP 
17).  “LCP providers do not support faults that occur in customized solutions” (IP 15).  

TH2 Vendor lock-in: Vendor Lock-in is a term used in the IT sector to describe the dependency on a 
single platform provider. Similar to any commercial technology, the participants recognize the risks of 
vendor lock-in, when using the low-code approach. The participant also suggested being aware of the 
drawbacks of vendor lock-in, however, since the value proposition and technical features of most LCP 
providers are similar, they perceive vendor lock-in as a low-risk in the adoption of the low-code 
approach. “Of course, switching between LCP providers is not easy. However, if you look at the most 
widely used low-code platforms, they are not much different in terms of technical features. Even if an 
LCP provider introduces a unique feature, because of the competition between the LCP providers, you 
can get it with the next release” (IP 16). “If you are using a platform, that offers you cutting-edge 
features for application development and is providing value and competitive advantage to your 
organization, then I consider that being locked-in with a vendor isn’t that bad” (IP 18).  

4.2 The organizational context in adopting the low-code approach 

In the organizational context, we found three aspects supporting the adoption and four aspects hindering 
the adoption of low-code approaches. The supporting aspects are (OS1) increased demand for digital 
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applications, (OS2) enabling agility in software development, (OS3) enabling citizen development, 
(OH1) organization’s culture and decision making, (OH2) programmer’s nostalgia, and (OH3) shortage 
of platform experts, (OH4) technical jargon in the low-code learning. 

OS1 Increased demands for digital applications: A clear benefit driving the low-code adoption in 
organizations is the increased demand for digital applications. The participant reported that 
organizations need to commit excessive resources for maintenance or customization of existing systems 
through programming.“Every organization has a backlog that is growing because the demand for 
digital solutions is growing. Adding to that organizations need to commit large resources to the 
maintenance of existing systems. So, organizations faced with such challenges identify that something 
needs to be changed if they want to make software development faster” (IP 16). 

OS2 Enabling agility in software development: Organizations find it challenging to enable agility in 
software development. Since the list of requirements is usually incomplete and not fixed for enterprise 
applications, rather the requirements are developed and changed iteratively based on business needs and 
end-user feedback. The low-code approach supports agile software development by allowing 
experimentation at a low cost and enabling quick feedback. “I think in situations where organizations 
are not 100% sure and need to explore, using the low-code approach for software development would 
be a better decision. Moreover, the team size is reduced drastically when using the low-code approach. 
Even one developer team exists on low-code projects” (IP 4).  “Using the low-code approach, we have 
high development speed, and without any large development teams. We have software development 
projects that use the low-code approach and are just one developer team, and it works perfectly well. It 
can also be two or three people, however, I haven’t seen a team of 10 developers working on a single 
low-code application” (IP 3). 

OS3 Enabling citizen development: Organizations can engage more workforce in software 
development and promote shared ownership between business users and software developers. Moreover, 
organizations can use the low-code approach as a strategy to overcome the shortage of software 
developers. “Using low-code capabilities, citizen developers are empowered to make the changes in the 
application themselves. As we operate under competitive environments, I (technical lead) want to focus 
on business-critical topics and am happy if citizen developer experiment and does moderate changes to 
the application themselves” (IP 12). Organizations perceive the low-code approach as a means to enable 
experimentation in software development at minimum costs. “LCP enable us to prototype and test at 
minimal costs, thus making our businesses customer-centric and our operations agile” (IP 5). We 
further investigated how the concept of citizen development can be implemented through the low-code 
approach and how organizations can ensure governance within citizen development. The participant 
emphasized establishing separate development environments for citizen developers. “I would define a 
certain space where citizen developer would work, for example, in user interface. I think that’s perfect 
because these smaller steps are easy to find in the low-code environment” (IP 3). The changes to the 
application, complied by citizen developers are reviewed by the software developers and can be either 
rolled back or deployed to the enterprise level. This implies that citizen developers can do iterations and 
changes themselves, however, this experimentation does not break the enterprise application. 
Organizations can also improve task delegation using the low-code approach, as highlighted by the 
citizen developer “The low-code approach also provide Rule-Delegation capabilities, where software 
developers can deliberately assign specific rules to citizen developers to manage seasonal fluctuations” 
(IP 8).  

OH1 Organization’s culture and decision-making: The participant reported that among the 
organizational aspects that hinder the low-code approach adoption organizational culture and decision-
making are key aspects. Organizations that do not promote empowerment within their employees and 
lack ownership may find it difficult to use the low-code approach. “The low-code approach is not 
suitable for organizations that do not support fast decision-making or have top-down hierarchical 
decision-making processes” (IP 9). Since the adoption of the low-code approach is more than 
introducing new technology, but also a new way of working, we also attempted to uncover how the 
organization’s culture can support or hinder it. “Organizations that are not agile may not like the fast 
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application development process driven by the low-code approach” (IP 6). “I think the organizations 
where the low-code approach may fail, have a strong division between business and IT or if the vision 
for the end-user application is fixed” (IP 1). Another participant reported that organizations may not 
find the low-code approach suitable, if they prefer to maintain long approval for change processes, 
application functionality or have a fixed vision for the end-user application, as “If the approval 
processes take weeks or months then, in such cases, the organization would be better off with traditional 
programming” (IP 2). This aspect of culture bears a risk that participants suggest that organizations can 
overcome by considering the initial two years as learning time. “If organizations are trying the low-
code approach for the first time, they should encourage experimentation and should expect some failures 
in the first two years. Based on the learnings, they should then adapt their software development 
strategy” (IP 12). “In the early phases of the low-code adoption, organizations should allocate 
resources to regular training for technical enablement. This will help to engage IT professionals and 
citizen developers and promote a culture of frequent feedback” (IP 5). However, the participant also 
reported that due to this steady adoption of the low-code approach, it may not be best suited for small 
businesses. “To execute the low-code approach, you need large upfront investments for license costs, 
training, and consulting. While the low-code technology is robust, I doubt that it is yet suitable to meet 
the small business needs” (IP13) 

OH2 Programmer’s nostalgia: Programmer’s nostalgia is another challenge that organizations may 
face, as some software developers may dislike the low-code approach because they prefer to code. We 
noted some reservations about the low-code approach. “Contrary to our expectations, the first response 
of some software developers was instead of coding, I need to work on this? Or everyone (citizen 
developers) can do it now, so where is the value of my work? So, you need to convince them, that is quite 
difficult” (IP 12). “The low-code approach doesn’t excite most of the developers as they normally love 
to code and find programming exciting. I think the LCP provider should help facilitating the transition 
for developers from programming to the low-code approach. It’s a culture change not always easy to 
accomplish” (IP 13). 

OH3 Shortage of platform experts: The participants reported that there is a shortage of low-code 
experts and the low-code approach is often considered a niche skill because of the platform-specific 
expertise. Moreover, due to a shortage of low-code experts, organizations face a war of talent. 
Consequently, the low-code experts are paid higher than the traditional software developers with the 
same experience. “Although we pay for low-code development roles significantly higher than the 
traditional programming roles, we still find it difficult to hire and retain LCP experts” (IP 7).  

OH4 Technical jargon in the low-code learning: Technical jargon is another challenge that hinders 
the adoption of the low-code approach, as each LCP provider uses different terminology for describing 
similar features. “There is an urge between the LCP providers to market their features exclusively by 
using different terminologies. At its core, however, most LCP work the same and have similar features” 
(IP 15). “LCP requires a lot more setup and training. The certifications are also unique to each 
platform” (IP 18).   

4.3 The environmental context in adopting the low-code approach 

The participants mentioned two aspects in the environmental context that support the low-code adoption 
(ES1) deglobalization and (ES2) stringent legal requirements in the finance industry.  

ES1 Deglobalization: The interviewee reported that due to recent external events, organizations are 
seeking to move away from outsourcing software development, instead of focusing on building such 
capabilities in-house to gain better control over the application and deliverables. “Due to the ongoing 
conflict in Ukraine, we are unable to operate from our offshore delivery centers. Furthermore, setting 
up an offshore delivery center elsewhere takes lots of time and resource investment. Thus, we are using 
the low-code approach to build and extend in-house software development capabilities” (IP 14). 

ES2 Stringent legal requirements: Due to stringent legal requirements in the financial sector, the 
participants reported banking and insurance organizations are the early adopters of the low-code. “The 
finance industry has strict regulations and high costs for non-compliance. You would be a dissatisfied 
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customer, if your banking application displays an incorrect balance or if your insurance provider is 
unable to locate your information” (IP 10). Thus, due to the high cost of errors and regulatory and 
business consequences, many financial services organizations are using the low-code approach for 
software development instead of traditional programming. Moreover, since the processes, business 
requirements, and regulations are consistent across the financial industry, many LCP providers offer 
framework applications. The framework application is an off-the-shelf solution for standard processes 
such as client onboarding. Such applications require minimum customization, and thus, financial 
institutions can adhere to industry regulations within a very short time by using framework applications. 
“I think that the benefit for using framework applications is to have the processes ready and just adapt 
the branding to their own company, through features such as user interface” (IP 8). 

 
Figure 1 Aspects supporting and hindering the adoption of the low-code approach 

5 Discussion  
Organizations face several challenges in software development, including scarcity of software 
developers, high development and maintenance costs, and longer development cycles. To overcome 
these challenges, organizations have attempted various software development strategies including GSD, 
packaged solutions, and outsourcing software development. However, such strategies often fail to 
produce adequate software quality. Previous studies have discussed the shortcomings of such strategies, 
including lack of productivity and cultural differences resulting in poor software quality and high 
maintenance (Mockus and Herbsleb; Light 2003; Grundy et al. 2020). This study set out with the aim to 
assess the socio-technical aspects supporting  or hindering the low-code adoption. To investigate the 
emerging phenomenon of the low-code adoption, we created a rich dataset by conducting 18 interviews 
and leveraging archival data including analyst report and user reviews. We used the TOE framework 
(Tornatzky et al. 1990) as the theoretical lens since it evaluates adoption from multiple contexts i.e., 
technological, organizational, and environmental contexts. By analyzing the results, we developed a 
model (see Figure 1) that illustrates the aspects supporting or hindering the low-code approach adoption. 
Since the success of the low-code adoption depends on the reasons the organization selects to use them 
in the first place, we identified three concepts supporting and two hindering the adoption. The concepts 
supporting include growing product backlog, tapping into new software development resources, and low 
availability of software developers, and the concepts hindering the low-code approach adoption are the 
identity of software developers, and lack of standardization in LCPs. In the following section, we discuss 
the implications of these findings. 

The low-code approach promises to help organizations in meeting the increased demand for digital 
applications by tapping into new software development resources. Software applications built in-house 
instead of outsourcing are expected to be widely used within organizations, as the source of digital 
innovation influence its adoption (Chian 2010). Moreover, tapping into new resources for software 
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development has become vital for organizations, as they face a severe scarcity of software developers 
locally, especially in developed countries, and find it challenging to hire and retain software developers 
(Farndale et al. 2021). In this study, we found that the low code approach helps organizations overcome 
the shortage of software developers in three ways. First, by using the low-code approach organizations 
can promote collaboration between software developers and non-IT professionals through citizen 
development. This makes it possible to include a wide range of employees in the software development 
process. This finding corroborates with Krejci et al. (2021), who investigated how organizations can 
leverage business-oriented LCPs to facilitate the radical innovation process. However, with our dataset, 
we focused on IT-oriented low-code approaches that can facilitate both radical and incremental 
innovations in organizations (Thong 1999),  due to their technological characteristics for developing 
enterprise applications. Second, using the low-code capabilities including drag and drop interfaces, easy 
integration to external applications, and code reusability in software development, the team size is 
drastically reduced. This can help organizations overcome the shortage of software developers. These 
findings echo other studies on low-code adoption (Iho et al. 2021; Sahay et al. 2020; Bock and Frank 
2021). Third, framework applications that are industry-specific ready-to-use applications are designed 
and updated using the low-code approach. Framework applications can be easily customized as per the 
organizational identity and can be used on a pay-per-use model. We discussed how framework 
applications are used by financial institutions to remain compliant against stringent regulations while 
reducing software development efforts. This finding is unique as such framework applications are 
offered by IT-oriented low-code approaches. We found that framework applications are currently very 
popular in financial services organizations.  

We argue that the low-code approach can act as a middle way between software development from 
scratch and packaged solutions. In reviewing the literature, we identified that packaged solutions are 
unable to meet organizational demands for digital applications since such solutions are difficult to 
customize and have high implementation and maintenance costs (Light 2003). Thus, packaged solutions 
are difficult to scale and require high maintenance efforts. Whereas the strategy for developing digital 
applications from scratch through computer programming provides better control to the organization 
compared to packaged solutions. A major shortcoming of this approach is that the speed of development 
is slow and the risk of having an error in the application is high (Prenner et al. 2021; Mockus and 
Herbsleb). To minimize risks, when following this software development approach, the participants in 
this study reported using frequent deployment, testing, and shorter development cycles. However, the 
productivity of software development is severely affected when using such remedies. In this study, we 
found that the low-code approach can mitigate such risks in software development projects in two ways. 
First, organizations can bring flexibility to their software development projects, as the low-code 
approach supports faster feedback loops and can accommodate frequent change requests during software 
development. Thus, by using the low-code approach organizations can support iterative software 
development. Moreover, by enabling quick feedback and fast decision-making, the low-code approach 
bring agility to software development projects. Second, by adopting the low-code approach 
organizations can overcome the causality dilemma by involving both business and IT professionals 
simultaneously in the software development processes through citizen development. Prior studies have 
emphasized the IT-Business alignment for successful technology adoption (Venkatraman et al. 1993; 
Engelbrecht et al. 2017). Using the low-code approach capabilities such as task delegation, software 
developers enable business users to configure the options themselves, such as seasonal fluctuations in 
demand, supporting the changing business requirements. Due to such capabilities, the low-code 
approach promotes the active involvement of the business users and it seems to enable new forms of IT-
business alignment in software development  (Venkatraman et al. 1993; Gellweiler 2022; Engelbrecht 
et al. 2017). An implication of this finding changes completely how the backlog is organized and 
prioritized within organizations. 

While some interviewees argued that the low-code approach is easier to use and can simplify software 
development by allowing for new ways to enable MDE  (Di Ruscio et al. 2022), we also identified a 
number of issues related to the low-code approach. As reported in previous studies (Hoogsteen and 
Borgman 2022), customized software development requirements cannot be managed by default 
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configurations of low-code but require programming. We extend the current research by uncovering the 
implications of this phenomenon. One unanticipated finding was that many LCP providers offer 
programming interfaces for customization. However, such customizations are not supported. This 
implies that while upgrading the application version, the customized features may need to be re-
programmed, rendering the application maintenance laborious. This can hinder the adoption of the low-
code approach, particularly for smaller organizations that have a scarcity of software developers and 
resources (Thong 1999; Erind 2015). Moreover, we identified that the setup and learning of the low-
code approach can be challenging, due to the lack of standardization within LCPs. As each LCP provider 
intends to distinguish and present their offerings uniquely, despite similar technical capabilities, the low-
code features are often described with technical jargon hindering the learning process. We compared the 
unique findings of our study to existing literature in table 1.  
 

 

Table 1  Comparison of our study’s findings on low-code adoption to existing research 

We noted that the community systems are established by each platform provider and thus, such forums 
are controlled by LCP provider. In this study, we observed that such forums have a small community 
size, in comparison to open-source forums. Moreover, some participants have difficulties finding the 
right information on LCP forums because of the lack of standardized terminologies. This also 
contributes to the shortage of LCP experts as the knowledge exchange is currently limited across various 
LCPs. Thus, the low-code approach is yet considered a niche skill, with a small circle of users specific 
to LCP providers. An implication of this finding is that organizations find it difficult to hire and retain 
platform experts. In addition, depending on the certifications and expertise, such platform experts can 
be even more expensive than traditional programmers, a viable reason hindering the adoption of the 
low-code approach, particularly for small organizations. We also learned that organizations may find it 

Existing research Our study’s findings 

Growing product backlog 

Existing literature discusses low-code capabilities help 
in overcoming growing product backlog through a 
technical lens, comparing the existing low-code 
platform features (Sahay et al. 2020). 

Low-code can help organizations tackle the 
challenge of growing product backlog through a 
combination of socio-technical aspects. 

Tapping into new software development resources 

Prior literature acknowledges that IT-business 
alignment has several benefits. However, we lack 
explanation how such alignment can be achieved within 
the software development context (Krejci et al. 2021). 

The low-code approach can lower the risks in 
software development by enabling citizen 
development, leveraging  MDE principles and 
frequent application deployment. 

Low availability of software developers 

Low-code is about enabling productivity in software 
development (Bock and Frank 2021). Using low-code, 
organizations can unlock the innovative potential of 
their employees (Krejci et al. 2021). 

Low-code can help organizations overcome the 
developer shortage in severals ways, including 
framework applications that are pre-built for specific 
business processes. Moreover, low-code reduces the 
costs of experimentation and prototyping. 

Identity of software developers 

Software developers find it easier to implement the 
requirements through programming in certain situations 
instead of leveraging the low-code features (Hoogsteen 
and Borgman 2022). 

Due to software developers’ nostalgia, they may 
prefer to code and perceive low-code as a barrier to 
creativity.  Moreover, by comparing their roles to 
citizen developers, developers may feel their unique 
identity is endangered. 

Lack of standardization 

For MDE, Eclipse provided a large and dynamic 
Ecosystem. Low-code also requires an ecosystem to 
support the continuing expansion of a sustainable user 
base (Di Ruscio et al. 2022). 

We identified that lack of standardization and 
inconsistent use of terminology across the low-code 
platforms could be a severe challenge, hindering 
low-code adoption. 
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challenging to promote the low-code approach among their existing software developers, who may 
perceive it as a barrier to creativity. Thus, some software developers may prefer to stay with traditional 
software development methods. A novel contribution of this study is that the low-code adoption may 
question the identity of software developers. The evidence from this study suggests that LCP providers 
should promote standardization and change management to overcome such barriers. 

The findings of this study have certain limitations, most of which are grounded in the interviewees’ 
sampling and can impact the theory’s generalizability. First, we focused on the financial services sector 
to understand the low-code adoption. Though some of our interviewees have worked on other 
organization types, our primary focus remained on the finance sector, since we considered it as an early 
adopter of the low-code approach. Detailed focus on the organization types, e.g, retail, utility, or public 
sectors, and its effect on the adoption of the low-code approach can produce further interesting findings. 
Second, the interviewees’ occupation is closely related to the use of LCPs, thus, they may exhibit bias 
towards the positive aspects of the low-code approach. We tackled this issue by explicitly asking them 
to compare the low-code approach to other software development approaches, they have used. 
Moreover, we used archival data, including user reviews to overcome this limitation. Third, the 
interviewees’ are employed by global organizations in developed countries. The findings can be biased 
in favor of how the low-code adoption phenomena has developed there. A further study with focus on 
organizations’ adoption of low-code from developing and emerging countries is therefore suggested. 

6 Conclusion and outlook 
Whereas, the low-code is increasingly recognized as a practical approach to accelerate DT, we lacked 
empirical explanations of the social-technical aspects that impact its adoption. This inspired us to 
investigate and uncover the aspects why organizations adopt the low-code approach for software 
development and the challenges associated with it. To analyze this emerging phenomenon, we created 
a rich dataset by conducting interviews and archival data. Using the TOE Framework as the theoretical 
lens, we investigated the relevance of the low-code approach and how it can help organizations 
overcome the challenges in software development. Based on the interview results, we developed a model 
that organizations can be used for evaluating the relevance of the low-code approach for software 
development. This research extends our knowledge of the low-code approach beyond technology factors 
and posits that despite the shortcomings of the low-code approach, it would become widely accepted as 
a viable foundation for accelerating software development. In this study, we found that by adopting the 
low-code approach, organizations can effectively gain control over their product backlog, reduce their 
reliance on software developers to create and maintain digital applications by tapping into new software 
development resources and overcome the shortage of software developers by leveraging the low-code 
capabilities including framework applications. We compared the low-code approach to existing software 
development strategies, and found that the low-code approach offer new forms to IT-business alignment, 
enables agility, and reduces risk in software development. On the other hand, the low-code approach 
may question the identity of software developers, since some programmers may have nostalgia to coding 
and perceive the low-code as barrier to their creativity. Moreover, technical jargon, and lack of support 
for customized solutions from LCP providers are the main obstacles in the adoption.  

The low-code approach can contribute to creating sustainable digital futures. By transforming software 
development from a complex task that required high expertise to a team sport with a low barrier to 
technical expertise to participate, the low-code approach enables innovative ways of collaboration. 
Moreover, as the low-code approach reduces the resources required for developing digital applications, 
it makes software development, as a whole, more sustainable. The aspects driving the adoption of the 
low-code approach, identified in this study, illustrate that it is a promising approach to rapidly building 
enterprise applications. This study stimulates further research for the nascent stream of the low-code 
approach. We invite future studies to extend this model and identify the pathways that drive low-code 
adoption in organizations. It would also be interesting to contrast the results from this study with existing 
adoption models. Moreover, future research is needed to investigate how organizations can help 
developers manage the identity issues created by the low-code approach and incentivize both developers 
and non-IT professionals to adopt the low-code approach for software development. 
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