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Abstract  

Prior studies have claimed that, with evolving technologies, continuity processes in Development and 

Operations (DevOps) needs to be re-evaluated consistently. In this context, this study examines a 

relatively new continuity process -- continuous software security. With regulatory compliance and 

ubiquitous cyberattacks, it becomes increasingly important to integrate security into DevOps. 

Presently, DevOps developers assume the role of systems operators and software developers to 

facilitate Continuous Integration/Continuous Deployment (CI/CD). Assuming multiple roles involves 

role transitioning that requires developers to psychologically disengage from their current role and 

engage in another. Gradually, this may cause mental exhaustion. Therefore, implementing continuous 

security may add more complexity to DevOps, instigating more stress to software developers. Given 

this concern, we draw on Role Transition Theory and Cognitive Load Theory to examine whether 

integrating security into DevOps would aggravate developers’ job burnout, which would eventually 

undermine continuous security practices. 

 

Keywords: DevOps, information security, software developers, role theory  

1 Introduction 

The 2022 Verizon Data Breach Investigations Report (DBIR) revealed that exploitation of software 

application vulnerabilities was responsible for more than 40% of data breaches (Verizon, 2022). To 

mitigate software vulnerabilities, organizations begin to integrate systems operations and information 

security (InfoSec) controls into software development (GitLab, 2022). As a result, software developers 

have to “wear many hats” (GitLab, 2022). In a survey entitled “GitLab 2022 Global DevSecOps 

Survey”, 38% of the surveyed developers reported that, aside from computer programming, they had 

to monitor their software’s operations in a given information technology (IT) platform (GitLab, 2022). 

Based on this survey, Silverthorne (2022) stated:  

Today’s developers are literally DIYing all the [operations] things. This year, 38% reported 

instrumenting code they’ve written for production monitoring, up 12% from 2021 and more than 

double the percentage in 2020. The same percentage of [developers] monitor and respond to the 

infrastructure, up 13% from last year…And, in any time left over, [developers] are digging into 

security, so much so that 53% said they are fully responsible for security in their organizations. 

Asides from developer role, software developers are playing the role of systems operators (GitLab, 

2022) that incorporate systems engineering tasks. We argue that systems engineering embodies 

systems operations, primarily because “systems engineering is focused on the system as a whole; it 

emphasizes its total operation. It looks at the system from the outside, that is, at its interactions with 

other systems and the environment, as well as from the inside” (Kossiakoff et al., 2020, p. 4). This 

suggests that software developers need to play the role of systems operators built on systems 

engineering. Accordingly, we refer systems operations (i.e., a part of DevOps) to systems engineering 

tasks that software developers are expected to carry out when playing the systems operator’s role. 

mailto:hkam@ut.edu
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A role signifies a position with prescribed responsibilities (Ashforth et al., 2000). Role transition 

involves disengaging from a current role and engaging in another (Richter, 1984). When software 

developers switch from computer programming to monitoring their software’s operations, they have to 

disengage from programming that embodies software design, syntactic knowledge processing 

(Bishop-Clark, 1995), and creative problem-solving (Graziotin et al., 2014), in order to adopt systems 

engineering tasks that require systems configurations through systematic processing (McCumber & 

Sloan, 2002) and through conceptualization of interrelatedness between various systems components 

(Kam & Shang, 2019). Such a transition could be mentally exhaustive. 

Furthermore, systems operations tasks are often beyond software developers’ craft. Software 

developers were mainly trained to build software rather than to undertake systems complexities in IT 

systems. Developers may have built distributed, cross-platform software, but such development vastly 

differs from managing diverse IT systems spanned across different network architectures and 

boundaries. Overall, developers gain job satisfaction from creative problem-solving (Gallivan, 2003), 

rather than from managing complexities required in systems operations. This suggests that systems 

operations tasks might be a poor cognitive fit (i.e., individuals’ preference of cognitive style) ascribed 

to mental distress (Chilton et al., 2005). 

We argue that software developers’ well-being is critical not only to code productivity and quality 

(Graziotin et al., 2018), but also to developers’ involvement of continuous security practices when 

security is integrated into DevOps. In general, continuous security practices, which include activities 

such security testing and planning, promote continuous software security assurance (Kumar & Goyal, 

2020). Developers suffering from burnout would not be able to run software security practices 

properly due to their deteriorated cognitive functions (e.g., decline in cognitive processing) resulted 

from burnout (Iskander, 2019). When burnout prevents developers to assure software security, 

software security is undermined. Despite the criticality of this issue, Information Systems (IS) research 

in this area is scarce. Presently, prior IS studies outline three main themes of information systems 

development (ISD), namely ISD stakeholders (i.e., human involvement such as users’ and managers’ 

participations in ISD), ISD processes (i.e., planned and ad-hoc activities such as pair programming and 

Kanban), and ISD outputs (i.e., outcomes such as systems reliability and systems maintenance) 

(Matook et al., 2021). Nevertheless, the criticality of software security has never been mentioned. To 

fill in the research gap, we investigate the effects of role transitioning on software developers’ 

involvement in continuous software security practices. Our research question is:   

In the context of information security integration into DevOps, how would role transitions affect 

software developers’ involvement in continuous software security practices? 

Several prior studies examined developers’ behaviors using role ambiguity (Rasch & Tosi, 1992; 

Rezvani & Khosravi, 2019) and role conflict (Venkatesh et al., 2020; Windeler et al., 2017). Role 

ambiguity refers to the extent of unclear expectations thrust upon software developers, whereas role 

conflict refers to the extent of inconsistent expectations on how software developers should behave 

(Rasch & Tosi, 1992; Rizzo et al., 1970). Nevertheless, this study employs Role Transitioning Theory 

(Ashforth et al., 2000). Role Transitioning Theory presents psychological movements between roles, 

and posits that micro role transitions entail recurring role transitions that occur with very little spatial 

and temporal constraints (Ashforth et al., 2000). Particularly, micro role transitions incorporate role 

segmentation (i.e., distinguished identities between roles) and role integration (i.e., role blurring that 

allows cross-role interruptions), in which the former infers lesser degree of role ambiguity and role 

conflict, but the latter suggests otherwise. In DevOps, software developers are often “wearing many 

hats” (GitLab, 2022) so role transitions occur frequently. With the integration of security, developers 

need to frequently switch to systems operators and software security tester roles (IBM Cloud 

Education, 2020). Software developers could possibly experience blurring of role boundaries during 

micro role transitions (i.e., role integration) because IT working environments usually facilitate 

software development, software testing, and systems operations. Therefore, we contend that Role 

Transitioning Theory offers a more viable theoretical framework to examine security behaviors of 

software developers who are actively participating in DevOps.  
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Overall, this study contributes to IS research in the following ways. First, we incorporate information 

security into DevOps in a behavioural study to shed lights on ISD in a DevOps context. Second, this 

study addresses an up-to-date topic related to software security based on Role Transitioning Theory 

(Ashforth et al., 2000). The criticality of software security is well recognized in the industry 

(Edmundson & Hartman, 2022; Verizon, 2022) and academic community (August & Tunca, 2011; 

Siavvas et al., 2022; Yasin et al., 2019), but the actors (i.e., software developers) who have profound 

influence on software security have not received as much attention. In this context, our research 

findings provide insights into one of the factors (i.e., developers’ continuous software security 

practices built on role transitions) that would influence software security.  

2 Related Work and Theoretical Background 

2.1 Development and Operations 

Development and Operations (DevOps) is defined as “a set of continuously improved principles for 

collaborative work implemented between the IS development function and the IS operations function, 

along with potentially other stakeholders, which is founded on the sharing of culture, goals, measures, 

automation tools and automated processes towards continuous delivery of valuable outcome.” 

(Hüttermann, 2021, p. 3). This suggests that DevOps is a process that integrates development and 

operations based upon the pillars of culture (i.e., addressing cultural barriers), automation (i.e., 

automated tools for continuous delivery), lean (i.e., eliminating waste and bottleneck), measurement 

(i.e., shared metrics across functions), and sharing (i.e., shared goals and understanding) (CALMS) 

(Fitzgerald & Stol, 2017; Hüttermann, 2021).  

On the other hand, Maruping & Matook (2020) encouraged DevOps studies to address a tighter 

integration of orchestration with software, hardware, and community actors (i.e., stakeholders), citing 

that software development ecosystems have evolved with new technologies such as cloud computing. 

Built on this notion, Wiedemann et al. (2020) proposed that an integration of development and 

operations could be achieved through individual componentization (i.e. a flexible IT infrastructure), 

integrated responsibility (i.e., accountabilities of software deliveries based on collective ownership of 

software development), and multidisciplinary knowledge (i.e., shared knowledge of software 

development). Additionally, Hemon-Hildgen et al. (2020) revealed that DevOps developers attained 

higher job satisfaction in comparison to Agile developers due to better team orchestration.  

2.2 Continuous Software Security 

To highlight the essence of DevOps, Hemon-Hildgen & Rowe (2022) contended that DevOps was 

based on continuity, but it was not a methodology defined by a set of rules and procedures. As 

technologies are perpetually evolving (Maruping & Matook, 2020), it is necessary to re-examine 

continuity processes in DevOps (Hemon-Hildgen & Rowe, 2022). Therefore, this study addresses a 

continuity process involving continuous software security when security is integrated into DevOps. 

Specifically, continuous software security practices encompass continuous testing (i.e., security test 

that examine software codes and environment), continuous planning, continuous design and 

development (i.e., security by design and threat modelling), continuous integration (CI)/ continuous 

deployment (CD) (i.e., automation and configuration management), continuous deployment (i.e. 

delivery automation), continuous operation (i.e., continuous monitoring and log analysis) and 

continuous feedback (i.e., team communications) in a security context (Kumar & Goyal, 2020).  

2.3 Role Transitioning Theory 

With DevOps, developers need to regularly switch between developer role and system operator role. A 

role represents a position with a set of prescribed responsibilities, and a role boundary defines the 

scope of a given role (Ashforth et al., 2000). Role transitions represent psychological movements that 
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involve disengaging from one role and engaging in another (Richter, 1984). In a DevOps context, 

software developers regularly switch between developers and systems operators (GitLab, 2022). 

Therefore, role transitions are frequent and do not have to overcome immense physical boundaries 

such as geographical constraints. As a result, micro role transitions occur (Ashforth et al., 2000).  

Micro role transitions are affected by flexibility and permeability of a role boundary (Ashforth et al., 

2000). Flexibility refers to the degree of pliability in terms of spatial and temporal boundaries (Hall & 

Richter, 1988), whereas permeability refers to the degree of role multitasking in which one could 

physically located at a role’s domain and psychologically engaged in another role (Pleck, 1977). In 

terms of DevOps, we argue that role transitions involve high flexibility and permeability, primarily 

because, in an IT working environment, software developers can easily perform multi-tasking (e.g., 

writing and testing codes) and switch to systems operators or even software security tester roles 

without huge spatial and temporal constraints. This then suggests role integration (Ashforth et al., 

2000) rather than role segmentation (i.e., clear role identities between roles due to low flexibility and 

permeability of role boundaries). The downside is that role integration creates blurring of role 

boundaries that instigate cross-role interruptions (i.e., permeable role boundaries), which could create 

confusion and anxiety (Ashforth et al., 2000) among software developers. 

On the other hand, micro role transitions are affected by role identity –  a social construct shaped by 

core and peripheral features (Ashforth et al., 2000). Core features exemplify the main characteristics 

of a role, while peripheral features signify “secondary” attributes of a role. For example, the core 

features that shape a software developer role could be logical thinking, creative problem-solving, and 

team player, whereas the peripheral features could be managerial skills. Difficulty in role transitions is 

stemmed from the contrast of core and peripheral features between a pair of roles (Ashforth et al., 

2000). That is, role transition is affected by the magnitude of changes involved to acquire the skills in 

the prescribed features of a new role (Ibarra & Barbulescu, 2010). In a DevOps context, software 

developers may find it hard to transition from developer to systems operator roles, because developers 

are required to learn a new set of skills related to systems operations. 

2.4 Cognitive Load Theory  

Practitioners claimed that software developers would prefer software development to systems 

operations (Shackleford & Kedrosky, 2022), thus suggesting that systems operation is often beyond 

developers’ craft. This then suggests that DevOps poses cognitive challenges (i.e., difficulty in using 

one’s cognitive to address a problem) to software developers. According to Cognitive Load Theory 

(CLT), human cognition operates through a complex interaction between sensory inputs, short-term 

memory (i.e., working memory), and long-term memory that serves as a knowledge repository 

(Sweller, 2010). In comparison to long-term memory and sensory with larger capacity, working 

memory has relatively limited capacity. Knowledge is retrieved from long-term memory and is then 

applied to perform tasks using working memory. Cognitive overload occurs when working memory 

could not process a large volume of information (Sweller, 2010). Alternatively, individuals experience 

cognitive overload when their cognitive capacities could not meet cognitive demands (Moreno & 

Mayer, 2007). The following Section 3 addresses cognitive overload among software developers. 

2.5 Job Burnout 

According to a survey led by Cobalt (i.e., Penetration-as-a-Service vendor), 53% of surveyed 

developers considered quitting their jobs due to job burnout (Cobalt, 2022). Additionally, Singh et al. 

(2012) empirically established that software developers’ job burnout adversely affected organizational 

commitment. Benlian (2022) also demonstrated that Agile software development provoked 

developers’ burnout, jeopardizing developers’ mental well-being. This suggests that burnout is quite 

common among software developers. We then argue that software developers who are participating in 

DevOps would probably experience burnout, as well.  
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Job burnout affects workers physically (e.g., exhaustion and fatigue) and mentally (e.g., quick to 

anger, frustration, and sudden irritation) (Freudenberger, 1974). In general, burnout causes exhaustion, 

cynicism, and deteriorated professional efficacy. Particularly, exhaustion, which exemplifies stress 

dimension of burnout, causes emotional and cognitive distancing from work. (Maslach et al., 2001). 

On the other hand, cynicism embodies depersonalization ascribed to indifference attitudes toward 

work quality; and professional inefficacy entails decline in personal accomplishment and work 

effectiveness (Maslach et al., 2001). The following Section 3 addresses job burnout among developers. 

2.6 Summary of Literature Review 

The following table summarizes our literature review. 
Key Elements Descriptions 

DevOps The core value of DevOps lies within the principle of continuity built on CALMS 

(Hemon-Hildgen & Rowe, 2022). Because technology constantly evolves (Maruping & 

Matook, 2020), it is necessary to re-examine continuity process (Hemon-Hildgen & 

Rowe, 2022) from time to time. Therefore, we focus on software security continuity 

when security is integrated into DevOps.    

Role Transitioning 

Theory 

This theory suggests that micro role transition (i.e., role transitions occur with little 

temporal and spatial constraints) is affected by (1) flexibility and permeability of a role 

boundary, and (2) role identity (Ashforth et al., 2000). We argue that, for DevOps 

developers, role transitions involve high flexibility and permeability, primarily because, 

in an IT working environment, they can easily perform multi-tasking. On the other 

hand, developers may find it hard to transition from developer to systems operator 

roles, because they are required to learn a new set of skills related to systems 

operations. This dichotomy adds an interesting dimension to our research. 

Cognitive Load 

Theory (CLT) 

There is a possible cognitive misfit for some DevOps developers who are transitioning 

into systems operator’s role, engendering cognitive challenges. CTL suggests that 

cognitive challenges would eventually instigate cognitive overload (Sweller, 2010). 

This study addresses cognitive overload that is possibly caused by role transition. 

Job Burnout Cognitive overload triggers mental exhaustion ascribed to burnout (Schaufeli et al., 

1996). We want to address developers’ deteriorated mental well-being resulted from 

burn out, because studies have showed that their well-being affected software quality 

(Graziotin et al., 2018). 

Table 1. Summary of Literature Review 

3 Theory Development 

3.1 Integrating Security into DevOps 

When integrating security into DevOps, it is necessary to collaborate among security, development, 

and operation teams (Myrbakken & Colomo-Palacios, 2017). Such collaboration occurs at the start of 

software development, enabling organizations to shift left or shift security to the beginning of software 

development lifecycle (SDLC) (GitLab, 2022). Additionally, speed and agility are critical for DevOps 

(Rajapakse et al., 2022). This suggests that, not only developers have to be effective in continuous 

processes including CI (e.g., run error checking and integrate codes built by multiple developers in 

each development phase) and CD (e.g., deploying new software to a production environment) 

(Humble & Molesky, 2011), but also they have to effectively run continuous testing (i.e., run 

automated security test to detect anomaly in each development phase) and monitoring (i.e., 

consistently produce evidence to show that an application is working properly in each development 

phase) (Gall & Pigni, 2022; Myrbakken & Colomo-Palacios, 2017). These continuous processes show 

that software developers transition from one role (e.g., developer’s role for code integration in CI) to 

another (e.g., systems operator’s role in continuous monitoring). Embracing a different role would 
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require developers to apply a different skillset. That is, integrating security into DevOps would require 

developers play the role of developers, software security testers, and systems operators (GitLab, 

2022), in which each role requires a different skillset for tasks completion. Therefore, we argue that, 

the degree of skill variety, that is, the degree of varied skillsets required to complete a job (Hackman 

& Oldham, 1976), increases with role transitions in DevOps, especially with security integration. In a 

similar vein, Tripp et al. (2016) have empirically established that extensive use of Agile practices 

augmented the degree of skill variety. Based on this rationale, we hypothesize:  

H1: In DevOps, role transitioning is positively associated with skill variety  

Because developers are taking on systems operator roles defined by systems engineering tasks, 

developers need to operate in more than one cognitive mode. Specifically, software development 

embodies divergent thinking, in which a flexible approach of thinking that diverges from the problem 

on hand (i.e., thinking outside the box) generates a solution (Bishop-Clark, 1995; Gallivan, 2003). In 

contrast, systems operation generally embraces convergent thinking through which an integrative 

approach links various systems components to facilitate systems functionalities (Kam & Shang, 2019; 

McCumber & Sloan, 2002). Rhodes et al. (2008) suggested that a larger scale of systems (e.g., 

enterprise systems) requires both convergent and divergent thinking to facilitate effective systems 

engineering and design. Nevertheless, we argue that, in a DevOps context, software developers are 

mostly responsible for monitoring their software’s operations in each IT platform, rather than 

responsible for designing and administrating the entire enterprise systems. Therefore, software 

developers’ jobs are primarily pertaining to software’s operations in a smaller scale, which mainly 

involve the systems operation’s norms of convergent thinking (Lamb & Rhodes, 2008; McCumber & 

Sloan, 2002). For example, when transitioning from software developer to systems engineer role, it 

would be challenging for developers to quickly adapt to a different cognitive mode (e.g., convergent 

thinking) and immediately process a large volume of complex information (e.g., systems configuration 

and log files) on hand; and as a result, cognitive overload occurs.  

Quite often, developers switch frequently between both types of cognitive modes during role 

transitions (i.e., switching roles between developer and systems operator). This suggests high 

cognitive demand that would eventually instigate cognitive overload (Kirsh, 2000). Based on this 

rationale, we propose:   

H2: In DevOps, role transitioning is positively associated with cognitive overload 

Furthermore, we argue that skill variety has a positive association with cognitive load. As noted, 

software developers need to switch cognitive gears between divergent thinking and convergent 

thinking modes during role transitions. Each type of cognitive mode facilitates a unique skillset 

required for tasks completion in DevOps. Because software developers often manage complexities 

during software development (Fægri et al., 2010), additional cognitive demands of exercising diverse 

skillsets (i.e., skill variety) would probably overtax developers’ cognitions and trigger cognitive 

overload (Ju et al., 2021; Vasilescu et al., 2016). Therefore, we theorize: 

H3: In DevOps, skill variety is positively associated with cognitive overload 

3.2 Job Burnout 

With security integration, DevOps requires software developers to obtain different skills in addition to 

programing skills, because developers wear the hats of systems operators and software security testers 

(GitLab, 2022). Job Characteristics Theory (JCT) posited that skill variety motivated workers through 

perceived meaningfulness of their jobs (Hackman & Oldham, 1976). Almost three decades later, 

Oldham & Hackman (2010) questioned whether the modern  social attributes of jobs would replace 

skill variety. In this context, we argue that DevOps offers a new job dimension, in which the 

complexity of software development (Fægri et al., 2010; Klemola & Rilling, 2002) and the criticality 

of time pressure (Maruping et al., 2015) make practicing diverse skills (i.e., skill variety) onerous for 
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software developers. Along the same line, Tripp et al. (2016) have empirically demonstrated that skill 

variety in Agile software development did not promote software developers’ job satisfaction. 

Prior studies proposed that developers gained job satisfaction from creative problem-solving 

(Gallivan, 2003), rather than from managing complexities required in systems engineering. This 

suggests that skillsets related to systems engineering (e.g., systems monitoring) defined in a system 

operator’s role may turn out to be a poor cognitive fit or may represent unfamiliar cognitive styles for 

software developers (Chilton et al., 2005). This would make exercising systems operations difficult 

(Nelson et al., 2000), thus provoking mental stress attributed to burnout. In addition, software 

development is complex and non-routine (Fægri et al., 2010), so developers have to exert greater 

efforts in programming. With high cognitive demands in computer programming (Van Merriënboer & 

Paas, 1990), using a variety of skills to perform additional tasks would probably provoke work stress 

that lead to job burnout. We then theorize:  

H4: In DevOps, increased skill variety is positively associated with job burnout  

As noted earlier, cognitive load pertains to mental efforts put forth by software developers (Gonçales 

et al., 2021). DevOps requires software developers to play multiple roles and apply different skillsets 

in each role. This may increase tasks difficulty and demand extra mental efforts, thereby leading to 

cognitive overload. Prior studies have suggested that cognitive overload is an antecedent to job 

burnout (Gregory et al., 2017; Hakanen & Bakker, 2017; Iskander, 2019; Vanneste et al., 2021). Built 

on these prior studies, we hypothesize:  

H5: In DevOps, cognitive overload is positively associated with job burnout. 

3.3 Software Developers’ Continuous Security 

As noted, job burnout imposes negative effects on software developers’ mental well-being. Prior 

studies have suggested that burnout would impair cognitive functions such as depletion in cognitive 

capacity (Van Der Linden et al., 2005). With security integration, DevOps developers are required to 

actively participate in continuous software security practices encompassing continuous testing, 

continuous planning, continuous design and development, CI/CD, continuous deployment, and 

continuous feedback (Kumar & Goyal, 2020). We argue that these activities require high mental 

attentions and fitness, which are hard to maintain due to job burnout that instigates cognitive 

impairment. In addition to cognitive deterioration, job burnout provokes indifference attitudes toward 

job quality and causes decline in professional efficiency (Maslach et al., 2001; Schaufeli et al., 1996). 

As a result, software developers suffering from job burnout would not be able to focus on continuous 

software security practices required in DevOps. Based upon this rationale, we propose: 

H6: In DevOps, job burnout is negatively associated with software developers’ continuous software 

security practices.  

3.4 Automation 

Automation encompasses knowledge compilation in that knowledge are organized in a manner that is 

ready to be applied in a form of task-specific procedures (Van Merriënboer & Paas, 1990). With 

knowledge compilation, working memory does not have to store and process a large volume of 

acquired knowledge, because knowledge can be retrieved from and processed by automated processes 

(Anderson, 1987; Van Merriënboer & Paas, 1990). Accordingly, automation would reduce developers’ 

cognitive demands and attenuates developers’ burdens of skill building based upon knowledge 

acquisition. We then argue that although automation could not completely replace human’s decision-

making and cognitions, automation helps alleviating the severe impacts of skill variety and cognitive 

overload on software developers’ job burnout. In a similar vein, Hemon-Hildgen et al. (2020) 

proposed that, in a right working condition, automation could increase developers’ job satisfaction 

when transitioning from Agile software development to DevOps. Additionally, Mueller & Benlian 
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(2022) empirically demonstrated that automation provided software developers a sense of certainty 

that alleviated developers’ stress. Built on this rationale, we hypothesize: 

H7a: In DevOps, automation has a negative moderating effect in the relationship between skill variety 

and job burnout. 

H7b: In DevOps, automation has a negative moderating effect in the relationship between cognitive 

overloads and job burnout. 

Finally, the following diagram depicts our proposed research model. 

 

 

Figure 1. Proposed Research model. 

4 Conclusion and Future Research 

In the context of Development and Operations (DevOps), this study draws on Role Transitioning 

Theory (Ashforth et al., 2000) and Cognitive Overload Theory (Sweller, 2010) to investigate software 

developers’ involvement in continuous software security practices. We contend that this study 

contributes to information systems (IS) security research in several ways. First, to the best of our 

knowledge, this is one of the few studies that integrates information security into software 

development. We argue that this would add a new dimension to information systems development 

(ISD) and enrich IS security research. Second, focusing on software developers’ well-being, this study 

addresses a very important and relevant issue related to software security. Software developers’ 

impacts on software security have often been overlooked, but developers are one of the key actors who 

are responsible of software security assurance. Therefore, our research findings will provide insights 

into software security, helping organizations in mitigating software security risks. In the future, this 

study will design a measurement instrument and later test that instrument using a pilot study. We will 

also use Qualtrics to recruit software developers who are participating in DevOps. Most likely, we will 

use Structural Equation Modeling (SEM) for hypotheses testing.  
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