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Abstract  

Technical debt as a concept is vast and somewhat abstract area. The most basic definition 

of it is that it is analogous to a bank loan, which must be paid back so you don’t get stated 

bankrupt. Number of activities required to manage the debt are numerous, as 15 different 

sources of possible debt are identified.  

Technical debt management activities, possible sources, and outcomes that unpaid debt 

might bring are documented in this paper’s background section. Results section contains 

challenges that technical debt management processes are encountering in understanding, 

measuring, and managing the debt. 

Even with existing empirical research on technical debt management, research and 

industry are having hard time in trying to find the right tools and areas to measure to gain 

meaningful information on numerous types of technical debt. Without the right metrics, 

the monitoring tools are not able to provide useful information to aid in communication 

and decision-making. Currently, the tools focus mainly on code smells (code debt) and 

are not able to measure the most important aspects of the debt, design, and architectural 

debt. This research suggests future research topics to improve existing knowledge on 

certain areas such as the previously mentioned ability to meaningfully measure different 

kinds of debts.   
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Foreword 

The vastness of technical debt landscape took me by a surprise. Somewhat infant 

processes indicate that this is still a worthy research area. This literature review is barely 

scraping the surface.  

Special thanks to the supervisor Leevi Rantala. Feedback has been numerous and helpful.  

 

 



4 

Contents 

Abstract ............................................................................................................................. 2 

Foreword ........................................................................................................................... 3 
Contents ............................................................................................................................ 4 
1. Introduction .................................................................................................................. 5 
2. Background .................................................................................................................. 6 

2.1 Impact unpaid technical debt might bring   ......................................................... 7 

2.2  Activities involved trying to manage the debt. ...................................................... 7 
3. Research methodology ............................................................................................... 10 

3.1 Planning the research ......................................................................................... 10 
3.2 Conducting the research ..................................................................................... 10 

4. Results ........................................................................................................................ 12 

4.1 Understanding technical debt ............................................................................. 12 
4.2 Measuring technical debt ................................................................................... 12 
4.3 Managing technical debt .................................................................................... 13 

5. Discussion .................................................................................................................. 15 
6. Conclusion .................................................................................................................. 16 
References ....................................................................................................................... 17 

 



5 

1. Introduction 

The research towards trying to understand and manage the debt has increased during this 

last decade to help software stakeholders to manage their technical debt. Mostly 

theoretical groundwork has been laid out and using that groundwork to manage technical 

debt in real life has proved to be quite a challenge. Notably because the tools are not 

sophisticated enough but also because managing the debt is a complex process which 

requires a lot of resources and competence. With sophisticated enough tools and practices, 

which are required to be used across whole organization, you could build intelligent tools 

that automatically calculate the amount of debt and its impact and would make decisions 

on how to manage the debt, for example decisions about which modules to refactor or 

reengineer or which processes should be made to work better. (Yli-Huumo et. al., 2016) 

This research aims to present up-to-date information on what are the challenges in trying 

to understand, measure, and manage the debt. It also explains the nature of the debt, how 

there will always be some amount of technical debt, and why it should be managed 

(Suryanarayana et. al., 2015).  
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2. Background  

Technical debt is a metaphor first used by Cunningham (1992). He states that it is 

analogous to financial debt. Meaning that when for example a person takes on a loan and 

pays it back, he is indeed paying the loan back thus not letting the debt gather and create 

payment problems. But if the person does not pay the loan back, he or she will be getting 

a punishment such as a growing loan interest. If the person is not able to pay back the 

whole loan he or she will be getting stated as bankrupt, which in turn is analogous to 

gathering too much technical debt to make things right anymore. (Cunningham, 1992) 

Kruchten et. al (2012) mention that the term itself has been refined multiple times. Now 

not only being about the source code smells itself but to include other areas of software 

development lifecycle as well (Kruchten et. al., 2012). One more refinement from 2016 

(Avgeriou et. al., 2016) describes the term as sub-optimal design or implementation 

solutions that might yield benefit in the short term but make changes more costly or even 

impossible in the medium to long term. Suryanarayana et. al. (2015) says that technical 

debt is said to start accumulating when quick fix or a shortcut is used and not fixed in-

time or at all. Like a bank loan, longer the time it takes to fix the introduced technical 

debt, the harder it gets to fix it at all as more changes have been introduced. In cases 

where too much technical debt has gathered and it is no more possible to fix it, this state 

is said to be technical bankruptcy. (Suryanarayana et. al., 2015 p. 2) 

Suryanarayana et. al. (2015) argue that this still does not describe the nature behind the 

term technical debt fully as there are multiple ways to accumulate technical debt. Some 

examples of the possible sources of technical debt are code debt, design debt, test debt 

and documentation debt. Code debt refers to static analysis tools violations and using 

inconsistent coding style or format. Design debt refers to lack of well-thought design or 

violation of the design rules. Test debt refers to lack of proper testing. Documentation 

debt refers to lack of documentation, documentation written in a hurry or documentation 

that does not reflect current state of the system. (Suryanarayana et. al., 2015 pp. 2-4) 

Zengyang et. al. (2015) identifies more main types of debt: requirements debt, 

architectural debt, build debt, infrastructure debt, versioning debt, and defect debt. Rios 

et. al. (2018) continues the list by identifying 5 more types of debt: people debt, process 

debt, automation debt, usability debt, and service debt. Overall, 15 types of technical debt 

sources are identified. Architectural choices were seen to contribute most to technical 

debt in a survey (Ernst et. al., 2015). 

Suovuo et. al. (2015) gives one more example of technical debt source, connection to 

external APIs. By utilizing external APIs in your software, you become prone to external 

changes which might have negative impact on your software (Suovuo et. al., 2015). This 

means that decisions whether to use external APIs should be weighted according to the 

impact their possible breaking might bring.     

Technical debt seems to refer to already made decisions regarding software. For example, 

feature backlog of unimplemented features does not constitute as technical debt. But if 

these features have design TD or some other type of the debt planned, the debt is just 

waiting to accrue.    
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2.1 Impact unpaid technical debt might bring   

Major refactoring or reengineering can become very costly and if not properly included 

in business calculations, a surprise might be crushing. AlOmar et. al. (2020) conducted 

research on who is most likely going to do the refactoring. They analysed 800 open-source 

projects and came to the same conclusion as others earlier, the ones most likely going to 

do the refactoring are highly experienced people in high positions with good 

understanding of the system architecture. (AlOmar et. al., 2020) This supports the idea 

that quick fixes or other sources of technical debt should be avoided when possible, so 

there is no need to perform lots of costly refactoring afterwards. 

Even acquiring technical debt can have some short-term benefits, the long-term impacts 

are more negative. Four main outcomes identified (Tom et. al., 2013) are shown in table 

1.  

Impact Explanation 

Morale Negative effect in long term on morale if the 

codebase is of not best possible quality. 

Productivity Implementing new features might require major 

refactoring or reengineering. 

Quality Underlying defects that affect product quality. 

Risk Uncertainty regarding future changes. 

Table 1. Four outcomes of unpaid technical debt. 

Buschmann (2011) states that the business comes first when handling technical debt. He 

reasons that there is a natural lifecycle for a product, which means that unpaid technical 

debt will disappear. He continues that even it might be beneficial to pay the debt, it does 

not always bring the most value.   

2.2  Activities involved trying to manage the debt. 

So far, we know about some of the possible sources, outcomes, different forms of 

technical debt, and it seems that there will always be some amount of debt. A balancing 

act is needed. In this chapter we go through some activities that needs to be performed to 

handle the debt.  

Yli-Huumo et. al. (2016) observed and interviewed 8 different software teams and 25 

people, asking about their technical debt management and use of technical debt 

management tools. They were able to identify three major stakeholders, developers, 

software architects, and project managers. Business stakeholder was identified as an 

additional stakeholder. They found out that development teams usually were involved in 

repayment, prevention, documentation, and identification during actual development 

time. Whereas architect was involved in all the TDM activities and was the one keeping 

it all together. Team manager was observed to be mostly involved in prioritization, 

communication, monitoring, and measurement. The additional stakeholder, business 

stakeholder, was involved in communicating with the project manager. It was also quite 

a welcome surprise that the activity most performed was communication and technical 

debt was important topic for the teams. Communication gap between the business 

stakeholder and project manager had tightened. Good communication is the most 
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important thing to get well working TDM activities up and running smoothly. (Yli-

Huumo et. al., 2016) 

Still, Yli-Huumo et. al. (2016) continues about occasionally used activities, that while the 

teams could refactor thus pay the debt to some degree, the most important viewed activity 

to ease the overall technical debt, prevention, was lacking. There were protocols such as 

code reviews and predefined coding standards in place, but they were seldomly used as 

they were not mandatory. Prevention alleviates all other aspects of TDM, so it is 

important to pay close attention to it. Reasons for the lack of prevention activities were 

proposed by the researchers. One, it might feel too strict to work around tight guidelines 

and not let your own creativity shine. Two, it simply requires resources and competence 

to work this way. Other aspects lacking were TD documentation, simply because it was 

not thought to be necessary by the teams. The researchers argue that this is not the case 

and TD documentation is important to improve overall TDM strategy. Same thing with 

identification, the teams did not feel like they were able to realize what constitutes as 

technical debt. Then again with prioritization, the teams felt lost trying to prioritize 

technical debt and just used their hunch and previous knowledge. (Yli-Huumo et. al., 

2016)   

Zengyang et. al. (2015) in their systematic mapping study examines managing technical 

debt, especially by using tools specifically created for this purpose called technical debt 

management tools (TDM). The tools include a set of activities aimed to prevent technical 

debt from incurring or to at least keep it low enough, so it does not result in technical 

bankruptcy or big and costly refactoring or reengineering (Zengyang et. al., 2015). 

The following Table 2 lists activities of technical debt management tools (TDM) can 

provide (Zengyang et. al., 2015). 
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Activity Understanding Measurement Managing 

TD identification Detect technical debt 

using specific 

techniques such as 

static code analysis 

  

TD measurement  Quantify the benefit 

and cost of overall 

technical debt in a 

system by using 

estimation techniques 

 

TD prioritization   Predefined rules to 

rank current 

technical debt.  Helps 

in decision-making, 

which technical debt 

to fix first and which 

can be corrected later 

or completely 

ignored 

TD prevention Prevent future TD 

from incurring 

  

TD monitoring  Measure the cost and 

benefit of TD over 

time 

 

TD repayment   Pay the debt by 

refactoring or 

reengineering 

TD 

representation/documentation 

Present TD in a 

unified manner  

  

TD communication Use documented TD 

to communicate with 

the stakeholders 

 Use documented TD 

to help in managing it 

Table 2. List of activities TDM tools can provide (Zengyan et. al., 2015).  

Zengyang et. al. (2015) continues that of these activities, the most researched activity in 

selected studies is repayment. Repayment meaning, refactoring, and reengineering. The 

activity concerned the least is representation and technical debt prevention and 

communication are third and second last in the presented studies list (Zengyang et al., 

2015). These activities seem to relate mainly to understanding and partly to managing the 

debt. What makes this alarming is the fact that business staff with their lacking technical 

understanding of the debt are the ones who make important business decisions concerning 

the organization and its current and future directions.  
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3. Research methodology 

A literature review was chosen as the research method. Some of the guidelines – such as 

inclusion/exclusion process, from Kitchenham’s (2004) systematic literature review 

guide were used to help formulating a research protocol.  

The main points to perform literature review are planning the research, conducting the 

research, and reporting the results. This process, performed in a somewhat iterative 

manner, is explained next.  

3.1  Planning the research 

At first, during the planning stage, it was time to identify a worthy research topic. This 

was an easy task, and the topic choice was not picked at random as the subject had been 

found months ago when technical debt as a term first came up. First round of reading 

documents was performed back then, and it immediately became evident that this topic 

is worthy of additional research as understanding, managing, and measuring technical 

debt is a complex subject that has big impact on software domain.  

First part for this research was performed last year, few months after the initial reading 

round. The research question back then was trying to find about problems faced in 

managing the debt. The used search criteria were same as presented in this section, except 

the search string was “managing AND software AND technical AND debt”. The 

information acquired answers the same research question presented as re-formatted in the 

next paragraph. For this reason, this research builds on top of the previous research. 

Research question was reformatted to include “understanding”, and “measuring” to gain 

more broader information around the subject and to provide more value. The research 

question aims to gain deeper understanding of different parts and challenges in play that 

make understanding, managing, and measuring software technical debt difficult. The 

updated research question is “What are the challenges in understanding, managing, and 

measuring software technical debt?" 

Database to perform the searches on was initially chosen to be Scopus, an abstract and 

indexing database consisting of peer reviewed research documents. 

3.2 Conducting the research 

The first step was to reformulate search keywords to match the updated research question 

better. Visible keywords were readily available from the research question. By combining 

Boolean operators, a search string was formed. “Understand* OR manag* OR measur* 

AND software AND technical AND debt”.  

From the first round of reading about the topic, I was able to remember that research 

around this topic was said to had accelerated during the last decade. The search results 

were filtered to include results from 2010-2023 to find up-to-date information, presumed 

to be more applicable to modern software engineering practices.  

From Scopus, by using these criteria, 683 documents were found. This was more than 

sufficient for the scope of this research, so using only Scopus to search for documents 
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was decided to be sufficient. By focusing on peer reviewed studies, the data was most 

likely to be valid and of good quality. The results were sorted by most cited. 10 most cited 

documents were taken under analysis per round by reading their titles and abstracts to see 

if they would be fit for this research and provide enough information for the scope of this 

research. The inclusion process was iterated later until enough relevant information for 

the scope of this research was found. The aim was to keep the research as bias-free as 

possible by using most-cited research available as primary search results, thus compiling, 

and deducing information from most agreed and acknowledged documents. The inclusion 

criteria were simply “does provide usable information based on title/abstract”, and the 

exclusion criteria “does not provide usable information based on title/abstract”.  

At some point during the study selection iteration process, it became evident that to gain 

up-to-date information, some more limiting was necessary. The search results were 

updated to include results only from 2018–2023 (February). Other documents referenced 

in found documents were also used if they provided valuable information. As well as one 

document suggested by the supervisor of this research, who has expertise of the domain.  

Finally, the findings were thoroughly analysed, with an aim to find and compile up-to-

date information answering the multi-faceted research question and for further research. 

These were documented to results section and further discussed in discussion section.  
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4. Results 

Here the research results are presented regarding the multi-faceted research question: 

what are the challenges in understanding, managing, and measuring software technical 

debt, grouped under their respective headings.  

4.1 Understanding technical debt 

Technical debt is said to be observed mainly during maintenance and can catch you by 

surprise (Avgeriou et. al., 2016 p. 111). Different set of activities are needed to 

methodically track and understand the various types of the debt (Zengyan et. al., 2015).  

In one study by Kaiser and Royse (2011) the researchers conducted an experiment to help 

a company better understand their technical debt. They fed to CSV format transformed 

source code data into Microsoft Tree Mapper and printed four-foot-tall diagrams of the 

codebase and placed them in the hallway between two teams working on the same source 

code. The visuals represented source code’s cyclomatic complexity, meaning the number 

of linearly independent paths through a source code. Red and green, the colours often 

used to symbolise good and evil, were used to colour the tree representation by potential 

areas of trouble. It turned out that this sparked interest between the stakeholders and 

helped them to understand technical debt they were taking on. IT-directors of said 

company kept the tree representations visible even afterwards as they thought it brought 

significant value. (Kaiser & Royse, 2011) 

The tools for managing technical debt aim to help more business-minded people to also 

understand the impact that too much unpaid technical debt can bring (Zengyang et. al., 

2015, pp. 204-205). Problems faced in trying to understand the debt are that TD 

monitoring was seen to be very minimal as there were not much to monitor because TD 

measurements did not bring any true value (Yli-Huumo et. al., 2016, p. 212).  

4.2 Measuring technical debt 

There are different levels of technical debt to measure, and measuring the code debt is 

only one part of the equation. There is a need to be able to measure other previously 

identified types of technical debt and their impact as well. Fitting tools and measures are 

said to be somewhat missing, and developing such tooling is a challenge for research and 

industry (Avgeriou et. al., 2016; Ernst et. al., 2015). Developers feel they don’t have 

enough resources to measure and to communicate about the debt and its impact to 

managers who are clueless about the amount of debt and the value that managing it could 

bring (Ernst et. al., 2015). 

Yli-Huumo et. al. (2016) were able to identify rarely used TD management activities. TD 

measurement was simplistic and did not offer much insight. The reason mentioned for 

this is that there are simply no good enough tools to measure right areas, such as major 

architectural flaws. Simply monitoring code quality is not enough to spot these design 

trade-offs that are said to be contributing most to technical debt (Avgeriou et. al., 2016).  

Fontana et. al. (2016, as cited in Besker et. al., 2018) researched TD indexing tools to find 

out which tools took architectural debt into account and found out that no tools provided 

good results and did not help to better understand the amount of architectural debt in a 

project.    
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One novel approach to measuring technical debt is suggested by Liu et. al. (2018), a text-

mining tool that scans source code comments for self-admitted technical debt (SATD) 

written by developers.  

In a more up-to-date study, a group of researchers (Avgeriou et. al., 2021) analysed 9 

different technical debt management tools and their performance. Things to analyse were 

type, principal, interest, and index. These tools are all aimed to analyse source code, so 

they are not fit for measuring every aspect of technical debt. The research suggests that 

certain tools might be better in terms of extra features such as displaying interest 

(consequence) and architectural debt in addition to just debt from code smells. Static 

analysis is only used in most of the tools to calculate technical debt index, but it is 

suggested that more information sources such as version history, issue tracker, emails, 

could be included for more precise calculations. The rules and metrics on how the debt is 

measured also differ widely, and it could be useful to provide more uniform metrics. The 

research also acknowledges that the tools are still missing vital means to calculate 

architectural debt. (Avgeriou et. al., 2021) 

4.3 Managing technical debt 

It should be noted that there will always be some amount of technical debt and that the 

outcome of accrued debt is not always negative (Tom et. al., 2013). Decisions whether to 

refactor can be hard to make as the benefits can be vague and seen in long term whereas 

the costs are visible immediately (Kazman et. al., 2015). 

Martini et. al. (2018) realized that even quite a lot of theoretical work has been conducted 

regarding technical debt, empirical research is still lacking. They conducted 

comprehensive research on how 15 large organizations manage their technical debt. The 

results were quite alarming. They found out that of the overall development time, 25% is 

used to manage the debt. This percent might seem promising at first, but they also found 

out that it was mostly not systematic in nature. 26% of the participants used a technical 

debt management tool, and only 7.2% of the participants tracked the technical debt 

methodically. Tools that were mostly used were simply backlogs and static code analysis 

tools. Participants also reported that it was hard to get acceptance from the IT managers 

for refactoring. When risk/impact value is not kept track of, it is hard to make decisions. 

They also reported that by simply making the technical debt visible in the technical debt 

backlog, was not convincing reason for business staff to accept refactoring as the metrics 

were not tracked. (Martini et. al., 2018)  

Martini et. al. (2018) suggests companies to adopt tools and practices often mentioned in 

theoretical research. They identified three steps which would lead to automated data-

driven technical debt management. First step, called measured, is to start using the tools 

to gather metrics that would help in decision making. Next step, called institutionalized, 

is to make these tools and practises available and used by whole organization. The last 

step, called fully automated, is to fully automate the decision-making process by utilizing 

the data these tools and practices provide. (Martini et. al., 2018) 

A team of researchers (Yli-Huumo et. al., 2016) were able to compile the biggest 

challenges in technical debt management (TDM). One, lack of proper tools. Two, 

knowledge of priorities as it requires insight from other areas of TDM to work. Three, 

wrong mindset. Four, managing TDM requires resources and is time-consuming. (Yli-

Huumo et. al., 2016)  
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Initial architectural choices such as opting for micro services, opposed to monolithic 

architecture, can limit the reach that technical debt has over maintainability (Avgeriou et. 

al., 2016).   
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5. Discussion 

Understanding the consequences that taking on debt might bring is an important topic. 

Consequences that can manifest in maintainability should be well understood to support 

decision-making among stakeholders, so that it does not take you by surprise during 

maintenance. Without right areas to measure, the debt monitoring does not bring any true 

value to better understanding the debt and consequences it can bring in the long run.  

It is not entirely clear besides visual representation how the debt should be represented so 

that business-minded people could understand the consequences that unmanaged debt can 

bring. It was said that even if the debt was made visible in the backlog, the decisions 

whether to pay the debt were hard to make and were not often justified by the decision-

makers without the actual metrics for long-term maintainability consequences and lacking 

full-spectrum view of the debt. 

 

Measuring different areas besides code smells should be taken care of, as there are 

multiple possible sources of TD. Measurements should target the right metrics and 

provide prioritization over these metrics, so that the monitoring can be seen useful. 

Visual representation of code smells seems to be a good driver to understand code-based 

technical debt and that much is offered by the usual tools. Lacking is the ability to 

efficiently monitor the most important aspects of the debt, architectural and design debt. 

Self-admitted technical debt reporting in the form of developer comments is suggested as 

one possible way to provide measurements of architectural debt, but this requires that the 

developers are willing to admit the use of suboptimal solutions. It is also quite problematic 

that there are no definite guidelines on how the different debt indexes should be 

calculated, and this creates problem in deciding which tool to use and how it compares to 

some other tools.  

 

Managing the debt in an automated data-driven way is the aim but such tools are still a 

long way to go. Systematic management is hard due to missing guidelines of best 

practices and ways to measure the right areas in meaningful standards. It is not clear how 

the debt should be methodically managed, and the lack of general measures makes 

decision-making processes problematic.  

As some guidelines to present, the process of managing the debt should be started early-

on in the development-cycle and it should be kept in mind while opting for architecture, 

as some architectures support managing the debt better than others. Development 

processes with differing activities play a role in here as well as refactoring and 

reengineering is strongly considered paying the debt. 

Empirical research is there but it is lacking in certain important aspects such as 

prioritization of the sources of debt. Validation of these aspects is a problem faced in 

trying to develop the right metrics. Naturally, the lack of studies on a certain domain 

mirror to real life, this meaning that these are some of the negated parts of managing the 

technical debt. It was mentioned in multiple studies how the consequences that certain 

architectural design trade-offs will bring should be studied to further the understanding 

of architectural debt.  
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6. Conclusion 

Understanding the debt is the first part in the process of being able to weight the pros and 

cons of debt methodically. Problems faced with proper understanding of the debt relate 

to missing tools that provide meaningful metrics that can help in decision-making 

processes. The tools should be able to measure all identified 15 types of TD sources and 

provide prioritization over these types and their repayment so they could be seen useful 

in communication and as decision-making tools. The term technical debt is an important 

one in communication about the consequences the types of debt can bring among 

stakeholders. Adding more debt can make the business-minded people happy, and 

developers grumpy because of the introduced design trade-offs. The definition implies 

that the debt is often incurred strategically but it does not mean that the consequences are 

fully understood at the time. 

It is hard to develop the right metrics so that all 15 identified types of TD could be 

measured in a meaningful way that provides value to communication and decision-

making. Currently the measurements relate mainly to code smells (code debt) and neglect 

the rest of the types. Even these measurements vary between the tools and there are no 

clear guidelines how the metrics should be calculated and represented. The lack of proper 

metrics is a challenge in creating future management tools. Rios et. al. (2018) in their 

tertiary study on current state of TD research describes what kind of research topics have 

been investigated regarding TD as well as future directions. The results described reflect 

this document’s purpose, as the most researched topics are TD concepts, identification, 

and management. Future research directions identified consists of better understanding 

other types of TD than code debt, how to use indicators of other types of debt effectively 

in identifying TD, and scenario-based decision-criteria usable in planning to manage the 

debt payment. (Rios et. al., 2018)    

The debt should be managed throughout a whole product lifecycle so that optimal 

solutions can be opted for in time, if felt necessary, before they can affect maintainability. 

Fitting holistic tools for managing the debt are missing and current tools do not provide 

meaningful measures. Different set of activities required to manage the debt organization-

wide are presented in this document. For future research, Rios et. al. (2018) presents an 

exhaustive TD management landscape, consisting of activities, strategies, and tools used 

to manage these activities. As imaginable, by now knowing the dimensions of technical 

debt as a concept, the landscape consists of tens of different tools and strategies suited for 

different activities. The identified activities include roughly the same activities discussed 

earlier in chapter 2.2 (Zengyang et. al., 2015). At this point, a single solution to manage 

the whole technical debt spectrum of identified 15 different sources of technical debt 

seems like scientific fiction.  
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