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REP (Requirements Engineering Process) is one of the most essential processes within the software project 
life cycle because it allows describing software product requirements. This specification should be as 
consistent as possible to enable estimating in a suitable manner the effort required to obtain the final product. 
REP is complex in itself, but this complexity is greatly increased in big, distributed and heterogeneous 
projects with multiple analyst teams and high integration among functional modules. This paper presents an 
approach for the systematic conciliation of functional requirements in big projects dealing with a model-
based approach. It also explains how this approach may be implemented in the context of NDT (Navigational 
Development Techniques) methodology and finally, it describes a preliminary evaluation of our proposal in 
CALIPSOneo project by analyzing the improvements obtained with our approach. 
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1. Introduction

Requirements Engineering Process (REP) is the process of eliciting, understanding, specifying and 
validating customers’ and users’ requirements. Eliciting and defining these requirements are some of the 
most critical tasks in requirements engineering [1] since they are part of a complex, iterative and co-
operative process that demands to analyze and identify the degree of functionality that the system has to 
fulfil in order to satisfy users’ and customers’ needs. 

It is possible that ambiguities or inconsistencies appear in projects where teams of analysts carry out 
the application’s requirements elicitation, due to different points of view of the same business concept 
[2]. There are some classical studies [3] showing the high impact of defining incomplete or ambiguous 
requirements. For example, Boehm suggested that «requirements, specification and design errors are 
the most numerous in a system, averaging 64% compared to 36% for coding errors». 

Ambiguities and/or inconsistencies do not only cause errors in systems, but also variations in the 
project scheduling due to requirement conciliation tasks. These problems may be exacerbated in projects 
where: (i) high integration between its modules is required; and (ii) big teams of analysts are 
simultaneously working, but in different modules. Consequently, it is necessary to carry out a validation 
and conciliation process consisting in analysis and consistency-checking tasks among requirements in 



 

order to eliminate requirements ambiguity and contradictions as soon as possible, especially in early 
stages of software life cycle.  

Traditionally, conciliation tasks have been performed through meeting-based techniques and tools 
[5]. However, a large number of requirement inconsistencies are not usually discovered on time (this is 
one of the most severe reasons of projects’ overruns [6]).  

In this context, the effort to correct the faults is a bit strong than correcting requirements at early 
stages [7]. This labor may not be too relevant in small projects, but it may be critical in big projects with 
complex modules where interaction and integration among modules is essential and different and 
multidisciplinary teams work together. In this situation, several viewpoints of the same requirement can 
raise. Some of the most visible problems regarding large teams working collaboratively on a project are 
listed below. 

 In most cases, software analysts are not experts in the application domain, thus it can lead to
misunderstandings when different analysts are defining parts or views of the same requirement.
This situation can occur in a project with high degree of integration among the modules.

 There is often inadequate communication among analysts (and/or potential end users),
consequently analysts and users may not have a common understanding of the utilized terms.

 Natural languages are often used to describe requirements, what entails inherent ambiguities and
can lead to misinterpretations.

All these problems have been corroborated in a large and real R&D project called CALIPSOneo 
(advanCed Aeronautical soLutIons using Plm proceSses & tOols), which has been carried out by Airbus 
Military in liaison with our team IWT2 (Ingeniería Web y Testing Temprano) both to investigate how 
to improve the current industrialization design processes [41] and to facilitate a collaborative working 
environment for the multidisciplinary design teams. Considering the collaborative nature of 
CALIPSOneo, we uncover the necessity of proposing a formal and methodological approach that makes 
possible early recognition of ambiguities and inconsistencies (as well as conciliation of different 
viewpoints of the same requirement) when models of functional requirements are defined.  

It must be explained that a functional requirement defines a function of a system or its component. 
This function is described as a set of inputs, behavior and outputs. At present, there are many techniques 
to define the behavior of functional requirements, but the two most commonly used are: scenarios (a 
textual and no-formal representation) and UML (Unified Modeling Language) activity diagrams.  

In this context, this paper presents a theoretical and methodological proposal to identify 
inconsistencies and ambiguities in functional requirements when different teams of analysts work 
collaboratively. Our proposal also provides guidelines to cope with these inconsistencies in the early 
stages of the software life cycle. For this purpose, well-known techniques of text analysis and graph 
theory are combined to distinguish inconsistencies on functional requirements that are defined by means 
of scenarios or UML activity diagrams.  

Once our theoretical proposal has been presented, the second objective of this paper is to integrate 
it into the practical environment of NDT (Navigational Development Techniques) [11] in order to have 
a real context where it can be practiced, validated and measured to improve costs. This paper also 
presents a real scenario (based on experiences of CALIPSOneo project) where the proposal has been 
validated and measured.  

NDT is a Web methodology based on MDE (Model-driven Engineering) paradigm [38] and mainly 
focused on requirements. One of the main advantages of NDT is its prior and current usage in business 



and academia environments1  [8, 42, 43]. The great number of previous experiences has offered us a very 
relevant database for experimentation. For this purpose, we have selected NDT for our paper, although 
it is important to note that our proposal is general and it can be used on other approaches that use text 
for requirement’s definition and activity diagrams such as UWE does.  

The rest of this paper is structured as follows. Section 2 presents some related works in requirements 
validation and our background. Section 3 presents the problem that has been our catalyst to carry out 
this research (indeed, we have relied on a real project, i.e., CALIPSOneo project).  Section 4 describes 
our model-based approach for identifying inconsistencies in functional requirements and how to deal 
with them. Section 5 presents the results of evaluating the approach on CALIPSOneo project but first a 
brief global vision of NDT offered. Next, Section 6 introduces the economic impact of the proposal on 
the cost of the project. And, finally, Section 7 states some conclusions and future lines of work. 

2. Related Work & Background

Before developing our proposal to discover functional requirements inconsistencies in multi-teams 
projects, a Systematic Literature Review (SLR) has been carried out in order to understand the state-of-
the-art of this issue as well as to take into account the existing proposals before facing the indicated 
problem up. This SLR is based on the protocol defined in [44]. This section will list several works related 
to requirements validation. 

Requirements Engineering (RE) represents a coordinated effort to allow clients, users and software 
engineers to jointly formulate assumptions, constraints and goals to find out a software solution. 
However, one of the most challenging aspects of RE deals with identifying inconsistencies among 
requirements in the requirements phase. Thus, this phase is considered the most critical tasks in RE [1]. 
A global view presented in [10] divides this phase in three main tasks: requirements capture, 
requirements definition and requirements validation, being the last the task where conflicts are normally 
distinguished.  

There are many works related to requirements validation, such as: [13], which analyzes how relevant 
a natural language in a systematic way is so as to improve the communication with the user; [14], which 
introduces the concept of Viewpoint as a standing or mental position used by an individual when 
examining a universe of discourse; or [15], where the authors propose the use of Petri Nets as a specific 
technique to validate requirements consistency defined as use cases. Nonetheless, these works do not 
specifically focus on techniques to ensure requirements consistency.   

There have been several proposals in the last decade that have basically focused on identifying 
conflicts. The next paragraphs will describe some of them. 

In [16], the authors recommend identifying the concerned divergences by means of a Multiple-
Criteria Decision-Making method that can support aspectual conflicts management in aspect-oriented 
requirements. The results are limited since they point out the treatment regarding aspect-oriented 
requirements and they only deal with concerned conflicts.  

From a UML-based perspective, the conflict-detection process in other phases of software life cycle 
has been deeply studied. In [17], the author proposes to find out conflicts in a twofold process: analyzing 
syntactic differences by raising candidate conflicts and understanding these differences from a semantic 
view. In [18], the authors suggest an approach based on logic descriptor, i.e., UML models are 

1/ References to papers related to NDT experiences can be found at www.iwt2.org. Last accessed March 2017. 



 

transformed into logic descriptor documents that are later processed by a first-order logic engine in 
charge of reasoning.   

In [19], the authors present a tool for identifying conflicts in aspect-oriented requirements called EA-
Analized, that processes Requirement Definition Language (RDL) specifications. It is possible to 
uncover conflict dependencies with high accuracy by classifying texts following Naive Bayes learning 
method.  

Other authors recommend that inconsistencies among requirements can be identified using 
knowledge-based techniques. [20] presents a knowledge-based requirements engineering tool, named 
REInDetector. This tool supports automatic identification of inconsistencies studying the semantic of 
requirements after capturing each requirement by means of its descriptive logic language. 

Moreover, UML has been widely studied for providing extensions and tools that allow modeling and 
developing high-quality applications. [30] analyzes empirically the relation between the level of detail 
of UML models and the resultant application’s defect density. The outcome shows that the more models 
are detailed the less defects they report. The same authors do a throughout empirical research on 
consequences of imperfect models. They point out, that although there are defects that are easily 
uncovered by developers, they hardly identify most of them, such as Classes duplication, and therefore 
they rarely propagate the solution. Duplicated element definitions in models, such as Classes or Business 
Processes, are named Clones. Different techniques have been addressed for identifying clones in UML 
models [32; 33] or models repositories [31]. 

[33] offers a characterization of model clones causes and techniques for detecting duplication. 
Additionally, it proposes a tool for automatic detection of model clones, named MQlone, consisting in a 
plug-in for MagicDraw UML CASE tool.  

In [31], the authors provide two approximate clone detection methods and evaluate their effectiveness 
in Business Processes repositories finding out clones that are refactored in shared processes. 

Finally, regarding our background, we have conducted different research projects to look for 
inconsistencies and reconcile different kinds of requirements. In [23], we extend NDT-Suite with a new 
tool (NDT-Merge) that aims to help analysts in this task to save time. The process, using NDT 
methodology for the systematic identification of requirements inconsistencies, extends it to the conflicts 
resolution that already exists in some methodologies like WebSpec. The supporting tool is capable of 
solving conflicts for any types of requirements of NDT and their models. In that work, we mainly focus 
on the model of interaction requirements that organizes functional requirements through the construction 
of the future interface prototype, because these mechanisms bring into play many specific aspects of 
NDT and include generic processes used for the whole merging step. In [12], we present the application 
of a general model-driven approach for the systematic recognition of requirements inconsistencies. The 
approach is assessed by analyzing requirements for a project called Mosaico and the results show a 
reduction in effort-managing conflicts resolution, whenever we use our approach against an ad-hoc one. 

3. Motivating Scenario: CALIPSOneo
In last ten years, NDT has been used in a large number of real projects developed by different companies,
either public or private, which have provided us with an important feedback. One of them is
CALIPSOneo project [8, 36, 37], which has been developed by Airbus Military together with other
diverse and heterogeneous teams that have worked collaboratively in its different development phases.
From the experience with this project, we have realized that requirements are difficult to conciliate in



projects involving multiple teams (in this case, it was carried out by Airbus Military together with the 
University of Seville in Spain, the Polytechnic University of Madrid in Spain, research foundations, such 
as FIDETIA, and other private software companies). After developing this project, an important 
feedback has been obtained concerning problems of conciliation when defining functional requirements. 
These problems are the source of this paper, which proposes an approach to solve these problems along 
requirements’ analysis phase. 

CALIPSOneo is an ambitious project based on PLM (Product Life cycle Management) [29] that 
aims to design a new PLM methodology to conform to a PLM collaborative design and the required 
development of the software that satisfies that concept. This methodology allows defining, simulating, 
optimizing and validating aeronautical assembly processes in a 3D virtual environment before these 
processes are implemented in a real shop floor.  
Consequently, CALIPSOneo addresses three main areas: creation of the assembly process, creation of 
work instructions (WIs) and deployment of WIs. In this sense, it is organized into three subprojects: 
PROTEUS, MARS and ELARA. Figure 1 shows the interaction among those subprojects. 

Figure 1. General scheme of the CALIPSOneo project. 

PROTEUS focuses on the creation and maintenance of the assembly process that conforms iDMU 
(industrialization Digital Mock-Up) [27]. It includes the definition of process structures and resources, 
the allocation of product components and resources corresponding to each process node, the validation 
of process nodes and the definition of needed 3D simulations. The main issue addressed in PROTEUS 
is to define the data structure and the functions needed to create iDMU.   

MARS is based on the creation and maintenance of WIs needed for the execution of the process 
defined in PROTEUS subproject. The definition of WIs must be as much automatic as possible, must 



 

support multi-language and must comply with the requirements for the WIs deployment in the shop 
floor. WIs document the lowest level of process nodes. Since the execution of the assembly, processes 
can be carried out in different industrial plants located in several countries and the language of the WIs 
must be adapted to the language used in each location, without having to define the WIs again.  

Finally, ELARA focuses on providing the information contained in WIs to the shop floor personnel. 
It includes the creation of augmented reality (AR) solution to show the right information to the worker 
when executing an assembly operation. This subproject uses the information generated in the subprojects 
PROTEUS and MARS, but adapted to its exploitation by means of AR. In prior projects, iDMU 
information was extracted in the form of 3DXML files and such files were used to create other files 
following the format used by AR solution. The positioning and tracking system was based on fiducial 
markers. ELARA provides two main contributions: (i) the use of information from an iDMU database 
previously prepared ad-hoc by MARS; and (ii) the solution to use aircraft components as natural markers 
for positioning and tracking. 

These subprojects are independent and teams involved in each of them also differ. However, 
subprojects must be coordinated and they must be correctly integrated because they have common actors 
who demand regular functionality.  

NDT and NDT-Suite were adapted to work in this project where a collaborative and distributed 
environment was necessary taking into account quality assurance along the definition and development 
of the project. Specifically, NDT-Profile was adapted to provide a collaborative environment according 
to NDT; NDT-Quality was used to measure and ensure quality and traceability among project results; 
and NDT-Driver was used both to automate the systematic generation of analysis and to test models 
from the requirements phase. This methodological working environment is described in detail in [45]. 

4. Approach for Identifying Conflicts in Functional Requirements
As mentioned above, this paper focuses on highlighting and resolving conflicts and inconsistencies of
functional requirements when having distributed analysts teams whereas our previous proposals were
focused on defining foundations [12, 23] that were composed in this approach. This section will describe
our new approach in detail.

Due to large project complexity, our approach proposes a four-step process based on dividing and 
conquering by promoting different analyst teams who look at a specific subset of requirements. Figure 
2 shows an overall schema of this process. As mentioned before, the proposal presented in this paper 
consists in an integral and comprehensive approach to uncover inconsistencies of different kinds of 
requirements. Figure 2 refers to this point together with the analysis of storage requirements, functional 
requirements and interaction requirements (user interfaces).  

Basically, this paper focuses on the analysis of functional requirements taking into account their 
particular and specific features; storage and interaction requirements are studied in [23] and [12], 
respectively. 

The process shown in this figure is iteratively utilized, which generates a new set of requirements 
each time it is used. The new incoming set of requirements is checked with each of the already 
consolidated requirements of the system space. Below, each step of this process will be further explained. 



Figure 2. Distributed requirement-gathering process. 

Step 1. Requirement Phase: Requirement Capture and Requirement Definition 

This proposal combines classical capture requirements techniques, such as interviews or brainstormings 
(see [11]) for gathering functional requirements. Each team of analysts, normally isolated from others, 
performs this task. 

There are different techniques to document functional requirements, for instance, use cases 
technique, which is a powerful and flexible method offered by UML for requirement elicitation. 
However, it is possible to define use cases in different and complementary ways as well as with several 
levels of detail. In this sense, the UML use case metaclass only defines the name of the use case and its 
relations with actors and other use cases, but it does not define its behavior.  

To worsen this handicap, this paper proposes two ways to define the behavior of functional 
requirements (based on use cases of UML) depending on the desired level of detail. The first one is based 
on templates to express the behavior using textual scenarios, which are complete sentences with subject 
and predicate written in a non-formal language (commonly natural language). This mechanism is very 
suitable for simple functional requirements, but it can become too tricky for complex requirements with 
several routes or alternative ways. For this reason, this paper proposes a second way that is based on 
UML activity diagrams.    

Step 2. Merging Requirements among different teams 

It is necessary to merge the works of analyst teams when they specify different functional modules with 
a high degree of interaction and integration among them. This commitment is audited by a cross-domain 
analyst who watches over consistency of software requirement specification.  

Step 3. Analysis Phase: Identifying Inconsistency in Functional Requirements 

When dealing with model-driven methodologies, requirements are formalized using specific and formal 
languages (based on metamodels and their models) that help to describe the behavior of a system. These 
models face the same ambiguity issues as traditional techniques of requirement gathering, but the former 



has an advantage: business concepts (such as entities, processes or tasks, among others) have already 
been pre-processed by the analyst obtaining a simplified and clear problem to solve.  

Thus, once the previous step (merging) has been completed, a conciliation task starts (within the 
analysis phase of the project) in order to distinguish semantic, syntactic and structural inconsistencies in 
the specification of functional requirements. After that, if an issue is identified, it is reported to those 
analysts’ owners of these functional requirements in order to solve the inconsistency. The detection of 
inconsistencies can entail holding meetings among team leaders of each subproject of a collaborative 
project.  

As mentioned above, the two most commonly used techniques to define the behavior of functional 
requirements are: scenarios (a textual and no-formal representation) and UML activity diagrams. 
Therefore, we propose to combine different techniques to uncover inconsistencies in these types of 
behavior and improve the quality of its specification, which also affects the quality of the developed 
product. 

1. The textual information of a functional requirement (description, scenarios and constraints,
among others) is analyzed to search and find out syntactic conflicts. In light of this, we carry out
the text analysis by means of varying the technique described in [28] known as “vector space
model technique”.

2. The diagrammatic representation (based on UML activity diagrams) of a functional requirement
is analyzed to discover structural inconsistencies. For this purpose, we use techniques of well-
known graph theory, such as graph similarity or graph isomorphism. This analysis allows finding
out structural conflicts. Nevertheless, we also propose to combine this technique with the
aforementioned to identify inconsistencies in the textual information of elements included in an
activity diagram (for example, description and name of activities, conditions in decision nodes or
name of stakeholders.)

Regarding the identification of inconsistencies in the textual information of functional requirements, 
we use the “vector space model technique”, which has been successfully applied to another different 
context concerning this paper [23] and will be described briefly in the next paragraphs. 

Identifying objects’ duplication depends on the analysis of objects’ description. Our study uses a 
variation of “vector space model technique” based on “term frequency-inverse document frequency 
technique”. This technique associates a mathematical equivalence to any text, i.e., n-dimensional vector, 
where n is the numbers of terms of the text. Each component stores the weight of each term, which is 
calculated by the scalar multiplication of two parameters: tf and idf. The former refers to the frequency 
of the word in the text, i.e., the number of occurrences of the term in the text divided by the total number 
of terms in the text. The latter, idf, refers to the inverse document frequency, and it evaluates the 
importance of the considered term in the whole set of descriptions. This definition allows giving a greater 
weight to the less frequent terms, which are considered as the most characteristic words. It is calculated 
by taking the logarithm of the quotient obtained by dividing the number of descriptions by the number 
of descriptions that contains the term. Equation 1 shows the mathematical expression of idf, where D is 
the corpus or set of descriptions analyzed, |D| is the number of descriptions in the corpus and the 
denominator of the division represents the number of descriptions where the term t appears (this 
expression avoids a division-by-zero in cases where the term would be absent). 

( , ) =
| |

1 + |{ ∈ ∶ ∈ }|

Equation 1. Importance of a term in the whole set of descriptions 

Finally, Equation 2 shows the mathematical expression of the scalar multiplication of tf and idf. The 
similarity of the descriptions is evaluated taking into account that descriptions are vectors of words. 



Since we consider them as vectors, we have to apply a single order of words. All the words in the whole 
set of descriptions have to be assessed and each new world implies a new dimension in the vector. The 
description's original order is not relevant, as having all the words is only necessary. 

 ∗ ( , , ) =  ( , ) ∗ ( , ) 

Equation 2. Calculation of each component of the vector that represents textual definitions 

Above, we have described techniques for building word vectors, but now we need a method to 
compare them in order to determine similarity of words meaning. After formulating two vectors (one for 
each description or text of two functional requirements), we can find out the similar measure between 
the two descriptions. For this purpose, we apply the cosine to calculate the angle between two vectors 
(Equation 3 where V1 and V2 are vectors for texts of words). The cosine with value 1 implies that the 
angle between vectors is 0, which implies that the texts are similar. 

( ) =  
1. 2

|| 1||. || 2||
, (0 ≤ ≤ 1) 

Equation 3. Calculation of similarity between two textual definitions 

Note that the dot product in the numerator is calculating numerical overlap between two vectors of 
words. Dividing by the respective lengths provides a length normalization that leads to the cosine of the 
angle between vectors.  
Normalization is key since we would discard two word vectors to score highly for similarity simply 
because those words were frequent in the corpus (leading to high-term frequency counts as vector 
coefficients, and hence, as high numerical overlap). In this sense, first of all, words are stemmed to their 
roots to apply the technique described, i.e., plurals, verbal forms or other forms are not considered. We 
neither consider pronouns, articles nor other connexion terms. Then, the cosine similarity is applied, thus 
the algorithm calculates cosines between two vectors. Therefore, we understand that all the relevant 
words of the corpus have to be represented in the vectors. We have implemented the stemming algorithm 
using the string processing language called Snowball2. It has allowed us to use specific stemmers for 
languages such as English, Spanish and French.  

The algorithm returns a number for similarity ratio between 0 and 1 when comparing two texts. Zero 
stands for completely different texts and numbers near to one mean similar texts. When comparing texts 
in Spanish, by means of the Spanish stemmer, the algorithm returns lower values for unrelated texts and 
higher numbers for similar texts.   

Regarding the identification of structural inconsistencies in functional requirements, this proposal 
manages each functional requirement (defined as UML activity diagram) as a graph or state machine. 
Taking into account this issue, the methodology applies techniques of well-known graph theory (graph 
similarity or graph isomorphism) to find out inconsistencies. We profit from developments performed 
in UML field by [32; 33], in order to avoid model duplications and inconsistencies. Thus, our proposal 
takes each functional requirement (modeled using an activity diagram of UML) and builds an equivalent 
and optimized graph.  

2 Snowball is available at http://snowball.tartarus.org 



Figure 3 shows two simple activity diagrams, their corresponding graph and how their differences 
are identified. On the one hand, the lower activity diagram has a start state, a simple state and a final 
state. Its graph representation shows five nodes. On the other hand, the upper activity diagram is a bit 
more complex and has a start state, two linked states and a final state. Its graph representation has seven 
nodes, among which two additional nodes are highlighted in grey. These last two nodes represent the 
difference between two activity diagrams. 

Figure 3. Graph representation of activity diagrams 

Once activity diagrams have been derived to a navigable graph, our proposal takes two graphs and 
compares them looking for equality and inclusion in graph definition (same vertexes and edges). By 
means of identifying equality, we can improve budget estimation, since a given requirement does not 
compute twice. By detecting inclusion, it allows defining reusable concepts that simplify development 
and maintenance tasks. 

We use well-known graph algorithms for isomorphism and equivalence analysis, in order to discover 
differences among models. Our tool is built on top of JGraphT  [34] library, which provides a framework 
for graph computation. At this stage of this research, we identify a couple of common problems when 
modeling that can be identified using graph manipulation. For sake of space, next we will list two 
supported inconsistencies identification with a simplified graph operation: similarity and duplication 
among elements. 

The first one is structural similarity on the definition of functional requirements. A similarity ratio is 
defined based on the amount of different element over total graph elements. This similarity is defined 
by means of comparing elements in model specification. graphad1 is the graph representation of the first 
activity diagram (ad1) and graphad2 is a graph representation of the second activity diagram (ad2). 
Equation 4 shows the mathematical formula to calculate the similarity between two requirements. Ratio 
values range from 0 to 1, where 0 stands for totally different models and values closer to 1 mean similar 
models. 



( , ) =

 (  ∪ )
−(∆( , ))
#(  ∪ )

 

0  ratio (ad1,ad2)  1

Equation 4. Calculation of structural similarity between two functional requirements 

Moreover, the second activity diagram refers to duplication of elements in the definition of functional 
requirements, i.e., occurrences of model duplications within other elements. This analysis is quite 
straightforward because, after removing redundant elements such as initial and final state, it can be 
checked whether a model is included or not within others. Equation 5 shows the mathematical expression 
to calculate duplications. If the intersection result is not empty, both diagrams share a few elements 
definition. It is noteworthy that the comparison among elements uses the technique for text analysis 
described before. 

 ( , ) = < ∩ ( − {  ,  })

Equation 5. Calculation of duplications between two functional requirements 

Step 4. Conciliation Process 

So far, we have shown how to identify conflicts that must be resolved in order to keep the requirements 
document sound and complete. Next, we will introduce a set of heuristics that helps to resolve structural 
conflicts of activity diagrams that have been implemented as suggested refactoring.  

When facing structural conflicts up, there are functional requirements that may differ in their type or 
configuration. For example, the scenario of a functional requirement contains a step that is essential for 
the team of analysts of a system, whereas it is not taken into account by a different team of analysts. 

In cases where a given element is absent in an activity diagram, but present in the other, we can be 
optimistic understanding that the best solution is to include the construction as an improvement when it 
is not present. This idea comes from the fact that new requirements may improve other requirement´s 
functionality; therefore, the new functional requirement may enrich an existing interaction. 

Moreover, there may be ambiguity when two different teams analyze the same functional 
requirement from different points of view, i.e., when two stakeholders select different activity diagrams 
for the same requirement. This situation is naturally resolved by enriching the scenario in such a way, 
that the conflict can be solved by increasing the scenario detail.  

As we have previously mentioned, different stakeholders may provide slightly different specification 
for the same application goal. Nonetheless, there are scenarios that are prone to address inconsistencies 
such as the presence of business objects hierarchies. At the requirement elicitation stage, business objects 
hierarchies may not be clearly uncovered and defined, and as a consequence, several structurally 
different business objects are referenced with the same name. 

Conciliation cycles are strictly related to the introduction of a new requirement in the system. As 
Figure 2 shows, every time a new requirement is identified, it is modeled, and later syntactically and 
semantically analyzed. When an inconsistency is found, it must be solved, if possible, either by following 
the previously proposed conciliation rules or by means of meetings with stakeholders for disambiguating 
the situation. Once conflicts disappear, the requirement analysis process can start over the analysis cycle 



for new requirements. Model checking process only finishes when there are no conflicts, with the aim 
of avoiding any inconsistencies. In addition, when our proposal does not provide clear solutions against 
conflicts in a specific case, our approach suggests solving them by means of meetings with stakeholders. 

4.1. Extending existing MDWE approaches 

Our approach relies on the use of textual definition and activity diagrams as the basic foundations but 
other tools has been developed as extensions for less standard approaches such us WebSpec and WebRE 
for OOHDM. In order to describe how to adopt this approach, we will present a set of suggestions that 
enables the approach in widely adopted Model-Driven Web Engineering approaches: WebML, 
OOHDM, and UWE. We do not consider NDT in the analysis as it is described in this work. These 
approaches have been studied deeply in [10] for understanding how they manage requirement gathering 
phases. Next, we present the Table 1 indicating whether an approach is compliant or not, and some 
guidelines to adapt the approach when it does not. In the analysis, following aspects are considered: 

 Natural Language. It is an ambiguous technique to define requirements. Requirements are
described in natural language without any kind of rules. Although this procedure is often criticized,
it is quite often used in practice.

 Glossary and Ontology are used to define the terminology that should be used in every software
project where stakeholders with different background work together.

 Templates. They are used to describe the objectives and requirements using natural language, but
in a structured way. A template is a table whose fields have a predefined structure and are filled in
by the development team using the user’s terminology. Templates – also known as patterns – are
less ambiguous than descriptions in natural language due to their structure. However, if templates
are too structured they could be difficult to fill and maintain.

 Scenarios consist of the description of the characteristic of the application by means of a sequence
of steps [46]. Scenarios can be represented in different ways: as texts or in a graphical form, e.g.
by use cases [47].

 Use Case Modeling has been widely accepted as a technique to define requirements although it is
also used in requirements eliciting as described in the previous section.

 Formal description is another important group of techniques that proposes in contrast to natural
descriptions the use of formal languages to specify requirements. Algebraic specifications for
example, have been applied in software engineering for some years. However, they are difficult to
be used and understood by customers. Its main disadvantage is that they do not facilitate the
communication between customer and analyst. Conversely, it is the least ambiguous requirements
representation allowing for automatic verification techniques.

 Prototypes are a valuable tool for providing a context within which users are able to better
understand the system they want to be built. There is a wide variety of prototypes that range from
mock-ups of screen designs to test versions of software products. There is a strong overlap with the
use of prototypes for validation.

OOHDM UWE WebML 



Natural Language  

Glossaries   

Templates/Patterns   

Scenarios   (based onWebSpec)  

Use Cases Analysis     

Formal Language  

Prototyping MockDD 

Other techniques UIDs 

Compliant    

Required adaptations OOHDM uses WebSpec for 

specifying navigation 

requirements that has been 

enhanced with conflict 

detection features in [1]. For 

non-formal requirement 

definition either Software 

Requirement Specification 

(SRS) or User Stories (US) 

can be used. The vector space 

model technique is used for 

identifying conflicts. 

UWE is fully compliant with 

the approach because it is 

rooted in UML standard. 

Activity diagrams are 

documented as part of any 

requirement. For non-formal 

requirements,  SRS or US can 

be used which are suitable for 

the vector space model 

technique analysis. 

WebML uses natural 

language for non-formal 

requirement analysis which 

can be processed with our 

approach for detecting 

inconsistences. Activity 

diagrams must be derived 

from  Use Cases in order to 

check its validity. 

Table 1. MDWE approaches summary and required adaptations 

In this section we presented how the approach can be combined with MDWE approaches. The analysis 
only considers few of existing approaches but the analysis’ rationale can be applied to other approaches 
as well. 

5. Applying the approach on CALIPSOneo

5.1. Introduction to NDT 

NDT (Navigational Development Techniques) [11] is a model-driven methodology that was initially 
defined to deal with requirements in Web development. Nowadays, NDT offers a complete MDE-based 
support for each phase of the software development life cycle (feasibility study, requirements, analysis, 
design, construction, as well as maintenance and testing phases) and it provides support to classical 
iterative and agile life cycles. 

NDT defines formally a set of metamodels for each phase of its life cycle and uses OCL [4] in order 
to define semantic constraints, which ensure the definition of well-defined models. In addition, NDT 



defines transformation rules (using QVT [39]) which make possible generate models from others 
systematically. This implies lower cost and quality improvement for software development.  

Regarding the requirements phase, NDT offers a set of techniques to capture, define and validate 
different kinds of requirements: storage requirements, which define the information that is stored in the 
system; actor, which defines the user roles that interact with the system; functional requirements, which 
describe the functionality offered by the system; interaction requirements, which define user interfaces, 
the interaction of user role with these interfaces and how she/he can navigate through them; and non-
functional requirements, which are used to catalog any other needs of the system which cannot be 
classified according to the above requirements. These kinds of requirement are formally defined by a 
metamodel and they can be traced to the remaining artifacts of the life cycle by managing them in a 
suitable manner.  

Figure 4. Functional requirements metamodel of NDT. 
Regarding functional requirements, Figure 4 shows a simplified view of the functional requirements 

metamodel of NDT. In this metamodel, the FunctionalRequirement metaclass is the central concept that 
is composed of a set of ordered steps (represented by the Step metaclass). Such steps are executed by an 
actor (represented by the SystemActor metaclass) in a particular order of execution. 

 class Functional Requirement Metamodel

SystemActor

name:  String
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FunctionalRequirement
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As stated above, NDT also defines transformation rules to generate models of a specific phase from 
other models of previous phases. These transformations use a set of heuristics to ensure consistency 
among models [11]. For example, NDT uses information previously captured, defined and validated in 
the requirements phase as the basis for the analysis phase (among others) [21]. 

The application of MDE-based methodologies (such as NDT) and, particularly, the application of 
transformations among models, may become monotonous and very expensive if there are no supporting 
tools. These tools automate the process in order to get all the potential of MDE, what provides a practical 
and useful environment to the enterprise environment. This aspect constitutes one of the virtues of NDT 
by which this methodology has been successfully applied to many real projects. In this sense, NDT 
defines a set of supporting tools grouped into NDT-Suite [22]. The main tools in NDT-Suite are: (i) 
NDT-Profile, which defines UML profiles in Enterprise Architect (EA) [9] for each NDT metamodel; 
(ii) NDT-Quality [24], which allows both, measuring automatically the quality of use of NDT at each of 
the software life cycle phases and checking the correct track of the transformation rules defined in NDT; 
and (iii) NDT-Driver [21], which allows running each QVT transformation among models in an 
automatic manner. Another interesting tool is NDT-Merge [23], which uses the comparison among 
models to identify syntactic and semantic inconsistencies among storage requirements in NDT.

With this toolkit, NDT has been and is being successfully applied to a large number of real projects. 
This experience has been important to choose this methodology for CALIPSOneo project [8].In addition, 
NDT has been an effective methodology in CALIPSOneo because it offers a formal process-based 
definition (named NDTQ-Framework [40]) that helps to develop software under quality framework, 
security and management processes. This environment is based on different reference models like CMMi 
(Capability Maturity Model Integration) [25] and ITIL (Information Technology Infrastructure Library) 
[26], and it is certified to be applied to real projects according to different standards like ISO 27001, ISO 
9001:2008, UNE EN 16602 and ISO 14000. This paper does not aim to present NDTQ-Framework in 
detail, therefore further information can be downloaded from IWT2 website. 

5.2. Identifying inconsistencies among functional requirements with NDT 
The approach described in this paper has been integrated into NDT methodology as a real environment 
where the approach can be tested.  For this purpose, each step shown in Figure 3 has been adapted to 
NDT features. 

Step 1. Requirement phase: Requirement Capture and Requirement Definition 
As mentioned in Section 5.1, NDT defines a theoretical metamodel to model functional requirements. 
This metamodel supports two ways to define the behavior of functional requirements, depending on the 
desired degree of detail: textual scenarios (for simple requirements) and UML activity diagrams (for 
complex requirements). 

NDT also provides a supporting tool to instance this metamodel friendly. This tool is NDT-Profile 
and each analyst team should use it in order to specify structurally the catalog of requirements that each 
module of the end system contains. It is important to remember that this proposal is geared towards 
multi-team projects with a high degree of interaction and integration among modules; each partial 
functional view is a perspective of the application meanwhile requirement specification is a stable view 
of the whole solution.  



When analysts have completed each requirement catalog represented in NDT-Profile, they should 
execute the next steps in order to identify requirements inconsistencies. Each analyst team carries out 
this task usually isolated from other teams. 

Step 2. Merging Requirements among different teams 
Once analyst teams define each requirement catalog, a cross-domain analyst, who watches over the 
consistency of requirements, needs to merge the work. According to NDT, this role is responsible for 
keeping consistency in requirement specification as well as for checking the correct use of NDT 
guidelines.  

Step 3. Analysis Phase: Inconsistency identification in Functional Requirements  
The process for uncover inconsistencies in functional requirements described in Section 4 has been 
implemented within changes in NDT. As previously commented, NDT allows defining functional 
requirements using scenarios (a textual and no-formal representation) or UML activity diagrams (a 
diagrammatic representation). In this context, Equation 1, Equation 2 and Equation 3 (“vector space 
model technique”) are used to define functional requirements using scenarios, whereas Equation 4 and 
Equation 5 (techniques based on graph similarity or graph isomorphism) are used to define functional 
requirements through activity diagrams. Both groups use NDT-Profile and EA as data sources because 
NDT-Profile contains the structured definition of each requirement catalog.  

In order to avoid model mistakes, it has been necessary to extend the method by which the equivalent 
and optimized graph is built when a functional requirement is defined using an activity diagram. The 
reason is that EA includes extra information that is not present directly in the functional requirement. 
For instance, activities of an activity diagram (modeled in EA) are not directly related to the stakeholder 
(i.e., swimlanes in the terminology of EA). Elements are placed over swimlanes as overlaps, although a 
relationship among them is not defined but perceivable by a designer. The translation is straightforward: 
objects are Vertexs and relationships are Edges. An example is described below. 

Figure 5 shows a simple activity diagram associated with a functional requirement of CALIPSOneo 
(this image has been blurred for confidentiality reasons). This requirement specifies functionality for 
reading a 3DXML file to be processed in ELARA in order to deploy augmented reality from industrial 
design.  

Moreover, Figure 6 shows the activity diagram of another functional requirement. Now, this 
requirement describes how a reference of a 3DXML file is used to deploy augmented reality (this image 
has also been blurred for confidentiality reasons). This diagram is similar to the diagram shown in Figure 
5, but expecting a reference instead of a XML file.  These functional requirements are modeled by two 
different analyst teams and neither of them has noticed that the same requirement has been already 
defined.  



Figure 5. Functional requirement to process a 3DXML file 

Figure 6. Functional requirement to process a 3DXML file by reference. 

Firstly, a pair-based syntactic study is carried out for each activity of each activity diagram. Thus, 
each pair of functional requirements is compared among themselves to determine if there are similar 
activities in both requirements. Next, we use the aforementioned Equation 4 for detecting similarity. 
Equation 6 shows this result. 

=
− #(∅)

({ ,   ,
… ,

… , … ,
 , })

 

=
−

=  

Equation 6. Example of calculation of the similarity between two functional requirements 



After evaluating the phrases in the equation, we can observe that they represent the same requirement 
because the ratio is 1. Consequently, a conflict between requirements of Figure 5 and 6 is identified. 

Figure 7. Tool report showing duplication requirements 

Although such techniques can execute tasks for finding inconsistencies easier, it is important to 
provide supporting tools to automate all these systematic calculations. For this purpose, an initial 
software prototype has been developed and included in NDT-Suite. Once this software prototype is 
running in Calipso models (defined on NDT-Profile), our tool identifies both similar objects and 
duplicated definitions in different functional requirements.  After comparing every requirement against 
all the other requirements, the report lists the similarity degree for each pair of aforementioned 
computed-based heuristics. Figure 7 shows a report dealing with the identified inconsistencies. 

Step 4. Conciliation Process  
This step of the process for detecting inconsistencies in functional requirements described in Section 4 
has been implemented within changes on NDT. 

6. Validation on a Real Application Case
This section presents the validation of our approach and evaluates its suitability in the real environment
of CALIPSOneo. At present, CALIPSOneo is an implanted system that is being used by technicians in
some parts of the aircraft manufacturing process. Although CALIPSOneo is already finished, we use
time spent in the requirements gathering phase during the project execution to compare such values
against our approach performance. This information was used for evaluating time and effort that our
approach saves.

The aim of this section is not to conduct a full experiment because it is out of this article’s scope; 
indeed, it aim at introducing insights, issues and ideas for an empirical evaluation with statistical 
significance.  Our purpose is to present an application case to validate our proposal and have initial data 
to validate our proposal. This evaluation does not pretend to be exhaustive; in fact, it aim at providing 
an initial proof for approach’s benefits. Nonetheless, we consider future work to perform a formal 
empirical experiment to validate our proposal. 

6.1 Context of the validation: teams and scenario 

Our approach tries to reduce the effort required by analysis tasks, that is 367 hours of dedication per 
each team of analysts (three teams in total: MARS, PROTEUS and ELARA). The approach presented 
in Section 5 systematizes the identification of conflicts in functional requirements. For that purpose, we 



will analyze how this approach could improve the execution of a project such as CALIPSOneo as well 
as its quality and cost.    

We evaluated our proposal with a small team of analysts and extrapolated the result to the context of 
the whole project. This approach aims at providing evidence of an improvement that will be deeply 
empirically studied in an experiment as part of a further work. Reproducing the whole requirement 
gathering and analysis phases was not feasible as it would require several and hardly available 
stakeholders, analysts and project managers’ time. In this sense, our evaluation proposed three teams 
(for MARS, PROTEUS and ELARA, respectively). Each team was composed of a junior analyst plus a 
senior analyst, who were experts in their own project. For this experiment, we followed the next steps 
presented in Table 2. 

1. We provided each team with the simplified catalog of functional requirements of MARS,
PROTEUS and ELARA. The first step was not the key point of our validation process
since assessing the rest of steps of our proposal was more important. Thus, each team
started with the requirements modeled in NDT-Profile by each team of analysts. Each
subproject had three functional requirements of different complexity (low, medium and
high).

2. Starting with these requirements, junior analysts had to analyze inconsistencies in their
functional requirements and, later, they checked each found difference together with
senior analysts. That step of the experiment was performed using the guidelines we had
followed along the project, i.e. each comparison task and reconciliation through meetings
were handmade. This application will be explained in Section 6.2.

3. We presented in detail the approach this paper proposes to each team.

4. The step 2 of this experiment was performed again, but that time, each team used our
proposal and our software prototype in order to apply them in an automatic way.

Table 2. Validation scenario 

We measured the time spent in steps 2 and 4 of this scenario to obtain comparable results with the 
original conciliation of CALIPSOneo, this way we could compare the effectiveness of our proposal. The 
next section will further describe the second step of the validation scenario.  

6.2 Execution of the validation scenario 

The first phase of the validation was to measure how much time the analysts spent to find out 
inconsistencies in their functional requirements in a manual way according to CALIPSOneo’s 
guidelines. In each CALIPSOneo’s subproject (MARS, PROTEUS and ELARA), meetings were held 
every week. Along the meetings, work teams discussed the possible integration problems when they 
were analyzing the catalog of functional requirements in each subproject.  



 

Inconsistencies in low-complexity requirements were easily detected by junior analysts. However, 
the intervention of senior analysts was necessary to assess inconsistencies of requirements. That situation 
posed a greater expenditure of time during analysis sessions. In these reviewing sessions, two main 
problems were pointed out: 

1. Inconsistences were “discovered”, without any special mechanism or technique and their
detection depended on the team’s experience, especially when the requirement was more
complex.

2. A found inconsistency was solved by means of discussions among teams and depending on
the nature of such inconsistency, for instance, some discussions were held in local teams
(MARS, PROTEUS or ELARA) or even, if the inconsistency affected several subprojects, it
entailed global meetings involving several teams.

Besides the human factors that can compromise the detection of inconsistences such as skills, 
experience and focus, among others, the execution of the second point affects directly the project’s 
budget.  To make it even worse, if they affected the three teams, the conciliation process would become 
too expensive as members of three teams together with project leaders of the affected subprojects and 
functional users would have to participate and discuss about different solutions.  

Basically, our approach was used when each team analyzed its three functional requirements 
manually. At that moment, inconsistencies were detected and the time spent in meetings was reduced. 

6.2 Measure the quality: impact in budget 

The evaluation was focused on measuring efficiency and affectivity of our approach against an ad-hoc 
way to identify requirement conflicts. 

Regarding efficiency, Table 3 presents the hours used by each Senior Analyst (SA; the cost is around 
35€/hour) and each Junior Analyst (JA; the cost is around 20€/hour) for step 2 (first detection and 
resolution of inconsistencies in a manual way) and step 4 (second detection and resolution of 
inconsistencies using our proposal and our software tool) of the validation scenario described in Table 
2.  

Validation  Scenario MARS PROTEUS ELARA Averages 
JA SA JA SA JA SA JA SA 

First detection (step 2) 32.5 19 31 17 32 17 31.8 17.6 
Second detection (step 4) 16 8 14 7 15.5 8.5 15.2 7.8 

Table 3. Detailed cost (hours) by each step of the validation scenario 

After carrying out the experiment, the time the approach took was reduced 52.20% for JA and 
55.60% for SA (taking into account average values). The amount invested in the first and the second 
phase of the experiment were 1,252 € and 577 € (average cost of SA and JA), respectively. The difference 
was 675 € (reduction of 53% of the budget). Obviously, these measures are only a simulation, but they 
offer very attractive results to continue incorporating this approach in NDT.   

 Regarding efficiency, the detection of inconsistencies was around 75%, that is, our approach did 
not find the same inconsistencies as the analysis did. However, with regard to semantic inconsistencies, 
the approach only detected differences but not inconsistencies. 



The performance difference can be argued by the fact of having a method that ruled the experience. 
Originally, inconsistencies were analyzed informally, what led analysts to perform such task together 
with stakeholders. With this approach, most of the work was organized and, although it was tedious to 
evaluate, as it will be later discussed, the whole process was controlled and effective.  

Additionally, each team performed manually the process using a spread sheet that was derived from 
NDT-Profile. This method was chosen to evaluate the proposal without conditioning it by using a 
specific tool. This document stored different data structures obtained from requirement analysis. Using 
the embedded spread sheet query engine, the most important set of operations (described in Section 5) 
needed to automate analysis tasks were implemented. This simple resource ease, together with the 
method already described, made effort and time spent originally decrease.  

7. Conclusions and Future Work

One of the most relevant phases in the life cycle of a software project is the requirements phase, which 
conditions the development of all the aspects of a project, mainly those regarding costs. Either the 
diversity of data that the system has to manage or the diversity of users shows the complexity that 
analysts must face up. With the increase of complexity in applications within big, distributed and 
heterogeneous projects, this phase acquires a more relevant role because these systems are often 
specified by multiple analyst teams and in this context, it is necessary to perform an effective conciliation 
of requirements.  

In cases where there are different sets of requirements, they have been merged to obtain conciliated 
requirements with the aim to initiate the system development. However, this task frequently depends on 
the analyst’s experience or it is done manually, without a particular normalized support to develop it. 
Thus, it is necessary to establish formal mechanisms to combine different requirement specifications and 
detect conflicts among these requirements. 

This paper is an extension of a previous paper that presented the use of a general model-driven 
approach for the systematic identification of requirements inconsistencies and how that approach was 
adapted and extended to improve NDT methodology.  

With this new study, we have the intention to define a proposal focused on identifying 
inconsistencies among functional requirements in NDT. For this purpose, we have looked at how NDT 
defines functional requirements, that is, using textual templates (with non-formal language) to express 
the behavior, using steps or by means of UML activity diagrams. 

Consequently, our proposal is based on techniques for detecting similarities between graphs and 
techniques for the detection of syntactic conflicts in a textual manner. In addition, this paper illustrates 
the use of our proposal in a project, through a real example that measures the improvement that a project 
can offer, with an empirical example named CALIPSOneo that originally was conciliated by hand 
without the use of any mechanism to supervise it.   

We plan to extend the current characterization of common problems present in use case artifacts and 
provide a suitable solution.  

Identified problems in functional requirements, use cases and user interfaces are analyzed in 
isolation without taking into account other models. Thus, we propose to study the relation of 
inconsistency with other models in order to provide trace tools. We will apply new developments over 
the catalog of applications that our group have modeled with NDT, to measure the benefits that our 
approach can offer. 



Obviously, the advantages regarding cost reduction described in Table 4 are quite encouraging. 
Nevertheless, when applying our approach, the analysts discovered some relevant problems using the 
current guidelines of CALIPSOneo (i.e., guidelines based on manual tasks and meetings) to detect 
inconsistencies among functional requirements.  

On the one hand, the manual application of these guidelines is completely unrealistic. In fact, the 
analyst team has to check manually every description and activity diagram for each functional 
requirement. This is a laborious task that involves an investment that must be considered. Furthermore, 
as it is a manual task performed by technicians, it may pose some errors. The teams of every subproject 
hold meetings weekly to review the evolution of the requirements and they arrange global meetings 
every month. Besides, the team responsible for quality in the project participates in every meeting. The 
cost of these meetings is too high and it could be reduced through approaches like the one we propose 
in this paper. 

On the other hand, although this paper presents a preliminary evaluation in order to assess the 
approach feasibility. During the simple evaluation, analysts have obtained very valuable results to detect 
inconsistencies. This advantage allows reducing the number of errors and failures in the communication 
among systems (MARS, PROTEUS or ELARA) as well as improves the quality of the developed 
product. The outcome of this preliminary evaluation is going to be used to design and run an experiment 
that aim at reporting empirical evidence of this approach. 

Finally, we plan to introduce this approach in most projects currently running in the research 
laboratory in order to gather relevant statistical evidence of its contributions and improvements in the 
development process. 
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