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Abstract—Shared knowledge allows virtual teams to 
collaborate more effectively. Shared knowledge in teams, 
hereafter called team knowledge, must be established and 
maintained. This is a key enabler for agile development in a 
distributed context. Hence, organizations may benefit from 
efforts to ensure sufficient levels of team knowledge. Such 
efforts may include different measures, such as project kick-
offs, frequent visits across locations, knowledge sharing tools 
and practices. However, team knowledge includes many 
types of knowledge, with different impacts on the team's 
work. This paper outlines a framework for conceptualizing 
the breadth of team knowledge relevant for virtual software 
teams. With the help of this framework, organizations can 
think more strategically about how to improve team 
knowledge – for example the planning of kick-offs, what to 
focus on in face-to-face meetings and how the team members 
work together on a day-to-day basis. The framework may 
also be used to assist in planning team composition, for 
example based on individuals' knowledge and the overlap 
with other team members' knowledge. The framework uses 
four broad categories of team knowledge: task-related, team-
related, process-related and goal-related. Beneath these four 
categories the framework details and describes more 
concrete knowledge types. We also provide examples from 
software practice for each knowledge type.  
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I.  INTRODUCTION 
Virtual teams are teams that collaborate on a task while 

being dispersed geographically or organizationally. Both 
dispersion factors make communication more difficult. In 
such contexts effective work coordination becomes more 
dependent upon the shared knowledge already held by the 
individuals. We use the term team knowledge to describe 
knowledge that is shared among the team members. With 
team knowledge, team members can make valid 
assumptions about the activities done by other team 
members and thereby reduce the negative impact of 
distribution. Team knowledge is especially important in 
virtual teams because members in virtual teams often have 
little knowledge of what people at other sites are doing day 
to day which may lead to misunderstandings [13]. 

Many companies face challenging decisions regarding 
the application of agile methods in virtual teams [24]. One 
topic of concern is to enable effective collaboration and 
self-organization. Self-organization is a key agile principle 
[4, 12, 22]. Shared knowledge within the team is 

particularly important for collaboration and self-
organization. Only by a sufficient level of shared 
knowledge can teams reap the benefits of agile methods. 
Shared knowledge allows the team to utilize holographic 
organization principles – creating teams that can take on 
difficult tasks, and adapt to emerging situations. Hence, 
establishing and maintaining team knowledge is an 
effective vehicle for achieving high-performance virtual 
software teams. 

Software teams share knowledge about many issues to 
get their work done. The main contribution of this paper is 
to outline a framework of team knowledge that classify and 
describe classes of knowledge with particular importance 
for virtual agile teams. The main classifications of the 
framework is adopted from Wildman et al. [29] and 
amended with more detailed attributes from relevant 
research streams. We also include examples from the 
software development context. 

The main value of the framework is that it constitutes a 
tool for structured thinking in software process 
improvement work in virtual teams context. For example, 
having some idea about the classes of knowledge to share 
within a team can be useful because establishing and 
maintaining team knowledge comes with a cost, 
particularly in situations where existing knowledge must 
be challenged and changed. Being able to prioritize 
different knowledge types of importance to virtual teams 
can be a benefit here. It could thus serve as a foundation 
for knowledge management initiatives as well. 
Furthermore, the framework may also be used as 
foundation for quantitative investigations of team 
knowledge in virtual teams. 

II. APPROACH

Numerous strands of research have investigated team 
knowledge. Team mental models [12, 20], transactive 
memory systems [28], strategic consensus, collective 
mindfulness and situation awareness [6], group learning, 
group sociology of knowledge [2] are examples of research 
that have contributed to our understanding of shared 
knowledge in teams.  

To improve our capacity to understand and respond to 
the needs of virtual software teams, it makes sense to seek 
support in the range of research strands addressing team 
knowledge. Therefore, we decided to build on an 
organizing framework that summarizes the current team 
knowledge research [29]. This framework is both holistic 
and inclusive – hence it befitted our purpose well. 
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Wildman et al. [29] divided team knowledge into four 
categories: task-related, team-related, process-related and 
goal-related (see Fig. 1). By means of these categories, the 
framework includes and systematizes key streams of 
shared team knowledge conceptualizations – an important 
benefit for software research which is, by being research of 
a highly applied nature, encouraged to relate to current 
streams in a number of adjacent research topics. For 
example, team mental model research has predominantly 
assumed a strictly causal I-P-O (Input-Process-Output) 
model of understanding team knowledge that seems 
inadequate to describe and explain the complex reality of 
software teams. Rather, learning and the emergent nature 
of behavior, motivation, and cognitive structures seems a 
more appropriate point of origin – as is now also 
recommended by contemporary team research [6, 17]. 
Agile software development, both in non-virtual and 
virtual teams, is motivated by the capacity to embrace 
uncertainty and learning opportunities. Therefore it seems 
reasonable to base our understanding of team knowledge 
on a framework that accepts these assumptions. 

A second benefit of the classifications by Wildman et 
al. is that the authors made no assumptions about causal 
relationships among the shared team knowledge types. 
Practitioners may therefore use this framework irrespective 
of cause-effect hypothesis. E.g. it could be used to 
determine weak areas in team knowledge. Being very 
broad, this framework may be too extensive for some 
virtual software team improvement efforts, but adopters of 
the framework are free to select those categories of 
knowledge they want to work with – e.g. based on a 
consideration of which categories are most important in the 
actual context. The absence of assumed causal 
relationships among the categories makes this 
straightforward. This does not mean that investigations of 
causal relationships are incompatible with the framework. 
Such relationships can be introduced in specific 
applications of the framework. 

A third benefit is that the framework may open the field 
for new research opportunities within virtual software 
teams. One example is the behavioral research approach 
that has predominantly been addressing the team-related 
knowledge category – using the transactive memory 
systems ideas – but could in fact be just as interesting from 
a holistic, broad perspective addressing both tasks and 
processes. Team behavior, i.e. the application of team 
knowledge in practice, may give new insights into those 

other knowledge categories. Software process research 
should be equally interested in actual behavior as in the 
formal doctrine. 

Motivated by our understanding of software 
development, we have decided to deviate from Wildman et 
al. in an important consideration. Wildman et al. noted that 
it has been tradition to distinguish between static and 
dynamic team knowledge. They argued that it might be 
useful to treat team knowledge differently with respect to 
its expected longevity. Hence, each of the four categories – 
task-related, team-related, process-related and goal-related 
– have a static and a dynamic sub-category in the
framework of Wildman et al. We have chosen not to carry 
this distinction forward in our proposal. Although we think 
the distinction may have merit in certain practical cases, it 
is difficult to make this distinction on a generic level for all 
virtual software teams. The main reason for this is that 
virtual agile software development teams work in a highly 
dynamic environment where it is difficult, up-front, to 
identify any types of knowledge that should be considered 
static. For example, the decision of Wildman et al. to 
classify task mental models as static knowledge might be 
appropriate for a manufacturing team, but would not befit a 
virtual software development team. In software practice, 
task knowledge is an emergent property – widely 
recognized by the agile movement in the appreciation of 
customer collaboration and working software before 
contracts and specifications. Furthermore, once a software 
team has completed a task, they move on to a new task 
with a new task mental model. Other knowledge types may 
lend themselves better to such classification though – for 
example those pertaining to overarching goals and visions, 
in addition to team norms and team membership. However, 
even here, we see good reasons to treat such knowledge as 
potentially emergent. Challenging team values and norms 
are key activities in team coaching practice thus suggesting 
that even values and norms can be altered [9]. 

Within the four categories task-related, team-related, 
process-related and goal-related team knowledge, we have 
populated the framework with more specific team 
knowledge elements relevant and representative for the 
corresponding category (called “relevant knowledge types” 
in the tables). In this way, we extend the framework of 
Wildman et al. We have also, due to our ambition to 
support the agile, virtual software teams, paid special 
attention to self-organization. Self-organization is key to 
distributed agile development. Because self-organization 
puts particular demands on shared knowledge, we have 
identified particular knowledge elements from research on 
self-organizing teams. We have also included a brief 
description for each. 

Subsequently, we have added examples from the 
software development context. These examples aim to 
assist in the application of the framework in a software 
development situation by making it easier to translate. We 
have made comments where we were unable to find 
examples from software development research. This can 
indicate a gap in the knowledge front. 

Figure 1. Team knowledge framework (from Wildman et. al. 2012) 



It is important to note that the tables are neither 
exhaustive nor definitive. Our main ambition has been to 
create a preliminary framework that is analytically sound – 
i.e. provides a categorization that is useful for deeper 
analysis. Furthermore, our process for identifying 
examples in software literature is best described as ad-hoc 
and exploratory. Nevertheless, some of the example 
sections are thin and reflects the low availability of 
software research on the particular types. We found fewer 
still in the virtual software team domain. 

III. A FRAMEWORK OF TEAM KNOWLEDGE FOR GLOBAL
SOFTWARE DEVELOPMENT

Knowledge from all the categories of the framework 
allow team members to make assumptions about the work 
of other team members, and thereby contribute to make the 
team more effective in a distributed setting. What separates 
the knowledge categories is what type the knowledge 
belongs to, and how it may help team members make 
assumptions about the others. 

We will now give examples from the framework from 
each of the knowledge categories. 

A. Task-related knowledge 
This category of knowledge concerns team members' 

shared understanding about the tasks, e.g. items in a 
product backlog or other divisions of the whole work to be 
done. Table I introduces key knowledge types for this 
category. 

In this category we find two primary types of 
knowledge. 1) Knowledge regarding how a task should be 

accomplished, e.g., the problem-solving strategy. 2) 
Knowledge about what the task entails, e.g. a profound 
understanding of the criteria used to determine if the task 
was successfully completed or not. 

Note that task-related knowledge is distinct from 
process-related knowledge in that the former will be 
particular for each task, while the latter will be generic for 
a range of tasks (e.g. how the team resolves coordination or 
leadership issues for work in general). 

B. Team-related knowledge 
Team-related knowledge (see Table II) refers to the 

characteristics and qualities of each of the team members 
or of the team as a whole [29]. These include 
characteristics such as team members´ knowledge, skills, 
attitudes, strengths, weaknesses, preferences and 
tendencies [18]. This category also concerns knowledge 
about who is on the team and share responsibility for team 
outcomes [11] who of the team members need assistance, 
and who is losing focus [29]. Expertise location, the extent 
to which team members know who knows what on the 
team, has an important role in virtual teams [14]. Expertise 
location is one dimension of a larger construct known as 
team cognition [12]. 

Team related knowledge bears strong resemblance to 
the transactive memory concept that seeks to describe and 
explain how a group functions as a knowledge creating 
entity (or collective) larger than the individual group 
member. Research on transactive memory systems has 
shown how team-related knowledge allows the team to 
function effectively with three dimensions of behavioral 

TABLE I. TASK RELATED KNOWLEDGE 

Relevant knowledge types Description Software examples 

Task strategies [11] task 
performance strategies 
[18], task plans [25]. 

Shared understanding about how a task is supposed 
to be accomplished by the team so that a sufficient 
level of performance can be achieved. How task 
work is allocated to members. Use of team 
subgroups working on parts of a task. 

Collaborative programming or independent 
programming [23]. 

Task knowledge [17, 18, 
28]. Likely contingencies, 
scenarios, environmental 
constraints [18]. Task 
component relationships 
[18]. 

Shared understanding about the content of the task. 
Shared understanding about how the parts of the 
tasks interact. Shared understanding about how a 
task is connected to its environment. 

Shared knowledge about that state of the code 
for a particular feature [7].  

TABLE II.  TEAM-RELATED KNOWLEDGE 

Relevant knowledge types Description Software examples 
Team membership [11]. Defined boundaries of the team allow 

determination of who shares 
responsibility for the team's work. 

Internalizing team membership is associated with higher 
levels of team performance in software teams [21]. 

Team member model [10, 
18]. 

Team members´ knowledge, skills, 
attitudes, preferences and tendencies. 

Shared mental models in software development [16, 30]. 

Expertise location [14, 28]. The common awareness of each team 
member’s specialized knowledge and 
unique expertise. 

Software development teams must be able to know where 
expertise is located and where it is needed because this 
positively affects team performance [8, 12]. Expertise 
location can be improved by techniques such as Planning 
Poker [9]. 



abilities – recognizing, trusting, and coordinating 
specialized knowledge among team members – and such 
dimensions have a positive impact on team performance 
[14]. It is also suggested that transactive memory systems 
can be formed in virtual teams, although with more effort 
[14]. 

C. Process-related knowledge 
Process-related team knowledge refers to team member 

interaction and interpersonal processes in a team such as 
communication, coordination and leadership [29]. 
Knowledge about team interactions creates expectations 
and drives team member behavior [18].  Having this type 
of knowledge enables virtual teams to be adaptable. Norms 
are codes of conduct that are accepted by the team 
members and these may enhance or reduce team 
effectiveness [27]. 

Table III introduces key knowledge types from the 
process-related knowledge category. 

D. Goal-related knowledge 
Goal-related knowledge concerns the goals, visions and 

overall agreements pertaining to the team's work. Table IV 
introduces key knowledge types in this category. Goal-
related knowledge is distinct from task-related knowledge 
in the sense that goals pertain to higher-level ambitions for 
the team – both superordinate or subordinate [29]. 
Furthermore, goal-related knowledge is distinct from team-
related knowledge in that goals pertain to external 
objectives rather than the socio-collective properties of the 
team. 

Goal-related knowledge is very important for virtual 
agile teams. Goals and visions are typically established 
early on in the team's lifespan. For self-organization to 
work, team members must have a profound interest and 

commitment to the overall objectives of the team [22]. In 
virtual teams, the social bonds that enact social contracts 
amongst the members are more fragile. In consequence, 
establishing and maintaining shared goals becomes more 
challenging – but no less important. 

In our search, we found no agile software studies that 
have looked into more strategic-level knowledge. We 
believe that the ability to involve software teams in 
planning at different levels will be increasingly important 
in the time to come as turbulence seems to be on the rise. 

IV. DISCUSSION AND CONCLUSION

We have highlighted team knowledge as an important 
topic in virtual teams, and described a framework for 
understanding shared knowledge in such teams. We 
believe that the concepts presented in this overview of 
team knowledge need to be further operationalized and 
studied. We briefly present some of the highlights of a 
research agenda that we envisage. Research activities focus 
on the three types of stakeholders that are important for 
success of virtual software teams: executive management, 
team leaders and team members. 

Only a few of the studies of team knowledge in 
software development has addressed virtual teams. We 
know that achieving high performance in virtual teams is 
more demanding than for collocated teams. These gaps 
constitute potentially interesting research topics for further 
study. One example is how can management support the 
development for team knowledge in virtual teams? 

Team situation awareness is studied almost entirely in 
laboratory settings [29]. There is a clear lack of studies in 
real-life settings. We have limited understanding about 
how team situation awareness develops and functions over 
time. 

TABLE III.  PROCESS-RELATED KNOWLEDGE 

Relevant knowledge types Description Software examples 
Team interaction mental 
models [3, 29]. 

Team processes such as 
communication, leadership and 
coordination. 

Effective global virtual teams need a rhythmic temporal 
pattern of interaction [1]. 
Use of video in distributed agile team meetings positively 
affect team communication [26]. 

Team norms [11]. Shared expectations of how to 
behave. Norms are formed and 
adopted as patterns of action are 
found useful or effective. 

Manipulation of norms can help teams perform software 
engineering tasks better [27]. 

TABLE IV.  GOAL-RELATED KNOWLEDGE 

Relevant knowledge types Description Software examples 

Expectations, goal, 
mission, objectives [10, 
29]. 

Team goals are mental representation of overall 
goal or mission for the team, team expectations or 
(challenging) performance objectives. Here is also 
included the mental representations concerning 
the achievement of these goal. 

Software team outcomes [4, 5]. 

Overarching team goals and mission [30, 31]. 

Strategic consensus – 
strategic vision [14, 15, 
19]. 

Agreement about strategic goals for the 
organization. 

None found. 

Viktoria Gulliksen Stray




We are aware that for many virtual software teams, the 
interaction with people outside the team (external network) 
can bring tremendous and vital capacities to the teams' 
work. Closer investigation of this aspect is an interesting 
and valuable amendment to the framework. 
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