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#### Abstract

The room-circling motion of the cleaning robot must be meticulously calibrated to adopt the most efficient and effective path achievable. During room tracking, the robot's movement should reach all locations without obstruction and return to its starting point. It is essential to take into consideration the shortest path when conducting an exploration of the entire room to achieve maximum efficiency. The shortest path for room exploration might not always be considered by robots. This research simulated the movement of a room explorer robot using the imperfect maze method and searched a room that had not been explored using the A* algorithm. Since the robot must return to its initial location after finishing the cleaning process, an imperfect maze is chosen. Loops are possible in imperfect mazes because dead ends can be "removed" by connecting them to a nearby path. The A* algorithm was also utilized to discover the shortest route for the robot to return to its original position after the room exploration. The performance of the robot's mobility is determined by the parameters of optimal room exploration distance and response time. This research simulates the development of a robot prototype and its mobile control application using Android. The simulation results revealed that the imperfect maze could be applied to explore the room effectively, and A* algorithm is relatively optimal for exploring both the undiscovered room and the path to return to its original location.
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## I. Introduction

As seen by the rising number of persons exposed to the virus, the transmission of today's hazardous diseases is incredibly quick. There are many measures to prevent the transmission of these viruses, including maintaining a clean environment. Room sterilization, which can be accomplished by spraying disinfectant or emitting Ultraviolet (UV) rays, is one method for maintaining cleanliness. The infection might still be transmitted to the cleaners if the sterilizing process is not performed correctly. To decrease the risk of the virus spreading to people, an automated sterilizing procedure with robots may be an alternate method.

Room cleaning robots are practical and costefficient. They are considerably less expensive than costly housekeepers. The machine can be programmed to clean precisely to specifications while requiring minimal maintenance. The robot employed to do the sterilization must be able to comb all rooms for optimal
results. In doing the task, the robot can move automatically, controlled by the system control through the remote control or self-manage [1]-[4]. This process aims to make human tasks easier and to be highly useful in the cleaning process in the house [5]-[8]. To make the robot able to move and walk automatically, it needs a method to control the speed and direction of the cleaning. In this case, the imperfect maze method is used to determine the speed and direction determined as needed [9]-[11]. The imperfect maze method is one of the maze methods in which the path traversed is not unique but something highly possible for an intersection. In its journey, the robot prototype must go through all the paths and calculate the shortest distance to return to its initial place using the $\mathrm{A}^{*}$ algorithm.

A study by Ullah et al. [10] proposed the Nearest-to-Final Goal and Unvisited Gap (FNUG), a novel gap-based strategy for traversal imperfect-unknown mazes. The technique is computationally efficient and can handle loops and dead ends thanks to the revisit
check. This technique primarily focuses on finding gaps around the robot by analyzing the depth scans and building a topological map in the shape of a tree using the coordinate system. The robot's unexplored neighbor gap is then chosen for route planning, relying on its Euclidean distance from the final destination. Lastly, Dijkstra's method determines a path from the robot's location to the sub-goal.

Numerous studies examine the usage of mazes, but few employ imperfect mazes. Some researchers [17][21] have utilized mazes for robot mobility. The research utilizing the maze will be described below.

In research conducted by Ecsedi et at. [12] entitled "The Development of an Autonomous Maze Robot" in 2019, a robot that could pass through a simple labyrinth by keeping on the path, turning, and finding the way out from the labyrinth was made. The results showed that the robot could pass through each classical labyrinth without touching the wall.

A study by Hermanto et al. [13] depicted that the prototype showed that the $\mathrm{A}^{*}$ algorithm could be used in a hexapod robot to get the fastest path to the destination. The average speed of the hexapod robot to walk from the initial point at 10,27 to the last point $(20,5)$. The results of the first average were taken from the data without any interruption $(30,92 \mathrm{~s})$; using the interruption, the average speed obtained was $34,59 \mathrm{~s}$.

In [14], the $A^{*}$ algorithm was used for the NonPlayable Character (NPC) Ghost, a gaming character who relentlessly pursues Pacman around the maze until Pacman loses his life and the game ends. The A* algorithm is implemented so that the ghost can locate the quickest route to Pac-Man, increasing the game's intensity. From the research findings, it can be stated that the implementation of the A* algorithm was effective $91.5 \%$ of the time but still requires refinement to achieve greater accuracy. This conclusion showed the ability of the $\mathrm{A}^{*}$ algorithm to find the solution in minimum time compared to any existing graphicseeking algorithm [15].

In this research, the $\mathrm{A}^{*}$ algorithm is selected and combined with the imperfect maze mapping method for the room mapping consisting of rows and columns. The shortest route selection by the robot detected four directions (front, back, left, and right), and comparison and selection of the shortest values were prioritized in the horizontal axis (node x ). In selecting the shortest path of the A* Algorithm, it applied the heuristic function in which this algorithm removed any unnecessary steps by considering that the removed steps were the ones that would never reach the expected solution. In other words, a heuristic is the optimization function that makes the $\mathrm{A}^{*}$ algorithm better than any other. Moreover, heuristics may be enhanced to produce better outcomes [16].

This study aimed to make a simulation of the robot prototype for the floor cleaning process that can infiltrate human drudgery. The imperfect maze was used to help the robot prototype seek the path of room exploration, while the $\mathrm{A}^{*}$ algorithm was used to find the path to return to the initial place.

The presentation of this paper starts with the related studies and the design of the system built, evaluation, and the last part consists of a conclusion and recommendation related to the research results.

## II. Research Method

The research method section of our study includes several subsections, including the imperfect maze, $A^{*}$ algorithm, system design, and hardware block diagram.

## A. Imperfect Maze

Maze is a route through which one has to find a way. The robot could use the maze to find the route it needs to go. The path passed from the initial point to the last point in the perfect maze is always unique or cannot be similar.

An imperfect maze uses paths that are not always unique; it can intersect by itself, making it possible for the occurrence of the loop, as seen in Fig. 1.


Fig. 1. Perfect and imperfect maze.

## B. $A^{*}$ Algorithm

A* algorithm is one of the algorithms of path finding as the combination of Uniform Cost Search and Greedy Best First Search. Uniform Cost Search selects the smallest distance from the initial knot to the next until reaching the destination; meanwhile, Greedy Best First Search uses the heuristic function, where this function plays an essential role in controlling the search of the path in A* algorithm [13]. Several research utilize the $A^{*}$ algorithm extensively to discover the shortest pat [22]-[25]. Mathematically, the function used in A* algorithm can be written as the following equation:

$$
\begin{align*}
& f(n)=g(n)+f(n)  \tag{1}\\
& g(n)=\sqrt{X n^{+} Y n^{2}} \tag{2}
\end{align*}
$$

$h(n)=\mid X($ target $)-X(n)|+| Y($ target $)-Y(n) \mid$
where, $f(n)$ is the lowest estimated value, $g(n)$ is the value from starting node to $n^{\text {th }}$ node, and $h(n)$


Fig. 2. Robot prototype.
is the heuristic function used to estimate the distance from node $n$ to the destination location.

## C. System Design

The design of the system mechanism consists of hardware, software, dan brain ware.

## 1) Hardware

As the microcontroller in this system, Arduino is in NodeMCU to connect to the software on the user's smartphone. When the robot obtains the input value, it can walk according to the column and lines. For the robot's movement and its hindrance, they are detected by IR Sensor.
2) Software

The design of this software is to manage the values of the room size on the software determined. In addition, the software can also be used to control the robot's speed manually.

## 3) Brain ware

Users can control the robot's movement and insert the room size available in the robot application. The system of the robot prototype built has the design as seen in Fig. 2.

In Fig. 3, there are three infrared sensors (front, left, and right) to detect any interruptions during the search. NodeMCU is the connector of the software to the user's smartphone. Relay as the dc motor and the vacuum cleaner fan. The encoder controls the robot's speed distance sensor, while the battery controls the robot's power.

## D. Hardware Block Diagram

The diagram block in Fig. 4 explains the relation of each hardware to control the robot. Microcontroller, such as the Arduino Mega 2560, is used to process input and produce output values. The system input comes from the infrared sensor to detect the interruption in the form of high and low digital values, sensor gyroscope mpu6050 as the determiner of the direction of the robot speed, and nodeMCU esp8266 as the Speed signaller when the robot is manually controlled. The process output results on the microcontroller in the form of
pwm values, to move the left and right servo motor and high and low digital values to activate the vacuum cleaner fan.

## III. Result

In the results section of our study, we present the findings of several subsections, including the testing results of the Infrared (IR) obstacle avoidance sensor, the result of the test on the LM393 speed sensor, the result of the test on software functionality, and the result of the test on the $\mathrm{A}^{*}$ algorithm.

## A. Testing Result of IR Obstacle Avoidance Sensor

Based on the data from the test results, as shown in Table 1, the infrared sensor used was to get accurate test values. This result was based upon the data of the test that later on were compared to real size using rulers, showing the good results from sensor 1 , sensor 2 , and sensor 3 .

Table 1. Infrared Sensor Reading

| No. | Infrared Sensor <br> Reading |  |  | Actual <br> distance |
| :---: | :---: | :---: | :---: | :---: |
|  | $\mathbf{( 1 )}$ | $\mathbf{( 2 )}$ | $\mathbf{( 3 )}$ |  |
|  | 1 cm | 1 cm | 1 cm | 1 cm |
| 2 | 2 cm | 2 cm | 2 cm | 2 cm |
| 3 | 3 cm | 3 cm | 3 cm | 3 cm |
| 4 | 4 cm | 4 cm | 4 cm | 4 cm |
| 5 | 5 cm | 5 cm | 5 cm | 5 cm |

## B. The Result of the Test on the LM393 Speed Sensor

The accuracy of the distance with the input was discovered in eight experiments, according to the results of the test on the LM393 sensor in Table 2 from 10 times of testing. While, the remains obtained inappropriate results. These findings were because the influence of the number of pulse encoders required in experiments 4 and 6 was not appropriate with the number of pulses required. From the calculation results in the equation to seek the number of pulse encoders in Chapter 3, the number of pulses in experiment 4 exceeded the required number of pulses, i.e., 11. In contrast, in experiment 6 , the pulse number was fewer than the number of pulses required. This result caused the distance of the robot's mileage was not as appropriate as it should be.

Table 2. Infrared Sensor Reading

| Number <br> of <br> Attempt | Distance <br> measurement <br> results (cm) | Expected <br> Distance | Distance <br> Accuracy | Encoder <br> Reading <br> Data |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 30 cm | 30 cm | Ok | 11 pulse |
| 2 | 30 cm | 30 cm | Ok | 11 pulse |
| 3 | 30 cm | 30 cm | Ok | 11 pulse |
| 4 | 31 cm | 30 cm | Not ok | 12 pulse |
| 5 | 30 cm | 30 cm | Ok | 11 pulse |
| 6 | 29 cm | 30 cm | Not ok | 10 pulse |
| 7 | 30 cm | 30 cm | Ok | 11 pulse |
| 8 | 30 cm | 30 cm | Ok | 11 pulse |
| 9 | 30 cm | 30 cm | Ok | 11 pulse |
| 10 | 30 cm | 30 m | Ok | 11 pulse |



Fig. 3. Hardware components of the robot.


Fig. 4. Hardware block diagram.


Fig. 5. Encoder result.

## C. Result of the Test on Software Functionality

From the test results on the functionality in Table 3, the robot could do the basic functionalities such as moving forward and back, turning right and left, and changing the mode of the robot into the automatic mode. Fig. 6 depicted the application interface for the simulation.

The test on the response time was done to ob-

Table 3. The Results of the Test on the Functionality of System Software

| No | Command input | Expected condition | Real Condition | Suitability of <br> Conditions |
| :---: | :---: | :---: | :---: | :---: |
| 1 | Press the top <br> arrow button | Robot did the action <br> to move forward | Robot did the action <br> to move forward <br> in a stable and <br> straight condition | Proper |
| 2 | Press the bottom <br> arrow button | Robot did the action <br> to move back <br> in a straight line | Robot did the action <br> to move back <br> with a stable and <br> straight condition | Proper |
| 3 | Press the right <br> arrow button | Robot did the action <br> to turn around <br> clockwise | Robot did the action <br> to turn around <br> clockwise | Proper |
| 4 | Press the left <br> arrow button | Robot did the action <br> counter clockwise | Robot did the <br> action counter action | Proper |
| 5 | Press the automatic <br> button | Robot moved to <br> the automatic mode | Robot moved to <br> the automatic mode <br> and did the room <br> searching | Proper |

## Auto Pilot $\square$

Ukuran Bidang
Panjang Lebar
Response Time: 0.0 detik


Fig. 6. Application interface.
serve how long the time took when the users gave the command for the robot functionality through the smartphone. Response time was calculated when the smartphone sent the request for the command message to the device of nodeMCU. The Arduino Mega was then asked to process the command message request into a robot action, and nodeMCU delivered a confirmation message to the smartphone informing the user that the operation had been completed.

The test was done by managing the distance between the robot and smartphone in the range of 1 to 7 meters. Then, the messages were input by 30 times to obtain the average values of response time in each distance. The commands were input randomly based upon the actions of the robot such as moving forwards, backwards, left and right. Based on the results of the test as seen in the graph in Fig. 7, the distance between the robot and smartphone affected the values of the response time obtained.


Fig. 7. Application response time.
This outcome arose because the response time values were precisely related to the test distance. Fig. 7 illustrates that as the distance between robot and smartphone increases, so does the response time. In contrast, the response time decreases as the distance between the robot and smartphone decreases.

This limitation is a result of the network technology used to transmit data from the from the smartphone to the robot.

## D. Result of the Test on $A^{*}$ Algorithm

Nodes 1 and 2 were used to evaluate the robot's ability to explore varied locations, particularly $6 \times 5 \mathrm{~m}$ and $6 \times 6 \mathrm{~m}$. The first node at coordinate $(2,6)$ had the F -value of 12,3 .

$$
\begin{align*}
& g(n)=\sqrt{X n^{2}+Y n^{2}}=\sqrt{2^{2}+6^{2}}=6.3  \tag{4}\\
& h(n)=|1-2|+|1-6|=6  \tag{5}\\
& f(n)=6.3+6=12.3 \tag{6}
\end{align*}
$$

The second node at coordinate $(1,5)$ had the F-value of 9,1 .

$$
\begin{align*}
& g(n)=\sqrt{X n^{2}+Y n^{2}}=\sqrt{1^{2}+5^{2}}=5.1  \tag{7}\\
& h(n)=|1-1|+|1-5|=4  \tag{8}\\
& f(n)=5.1+4=9.3 \tag{9}
\end{align*}
$$

From the results (6) and (9), it can be found that the second node had the lowest F-value; thus, the position shifted to the second node. After moving, all new nodes around Tnow were calculated to obtain the lowest Fvalue as the path passed through Tnow to the initial point. It can be found that the traveling route from the last point to the destination expected was through the following coordinates $(1,5),(1,4),(1,3),(1,2)$, and coordinate $(1,1)$ as the coordinate of the initial storage of the robot. The processes for finding pathways in an imperfect maze using the $\mathrm{A}^{*}$ algorithm are explained in Tables 4 and 5.

Table 4. Calculation Results of Algorithm A* for Size 6x6

| 6 | $\begin{gathered} (1,6) \\ \text { LAST } \\ \text { POINT } \end{gathered}$ | $\begin{gathered} \hline(2,6) \\ G=6,3 \\ H=6 \\ F=12,3 \end{gathered}$ | $(3,6)$ | $(4,6)$ | $(5,6)$ | $(6,6)$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 5 | $\begin{gathered} (1,5) \\ \mathrm{G}=5,1 \\ \mathrm{H}=4 \\ \mathrm{~F}=9,1 \\ \text { Tnow } \end{gathered}$ | $\begin{gathered} (2,5) \\ G=5,4 \\ H=5 \\ F=10,4 \end{gathered}$ | $(3,5)$ | $(4,5)$ | $(5,5)$ | $(6,5)$ |
| 4 | $\begin{gathered} (1,4) \\ \mathrm{G}=4,1 \\ \mathrm{H}=4 \\ \mathrm{~F}=4,1 \\ \text { Tnow2 } \end{gathered}$ | $\begin{gathered} (2,4) \\ \mathrm{G}=4,5 \\ \mathrm{H}=4 \\ \mathrm{~F}=8,5 \end{gathered}$ | $(3,4)$ | $(4,4)$ | $(5,4)$ | $(6,4)$ |
| 3 | $\begin{gathered} (1,3) \\ \mathrm{G}=3,2 \\ \mathrm{H}=2 \\ \mathrm{~F}=5,2 \\ \text { Tnow3 } \end{gathered}$ | $\begin{gathered} (2,3) \\ G=3,6 \\ H=3 \\ F=6,6 \end{gathered}$ | $(3,3)$ | $(4,3)$ | $(5,3)$ | $(6,3)$ |
| 2 | $\begin{gathered} (1,2) \\ \mathrm{G}=2,2 \\ \mathrm{H}=1 \\ \mathrm{~F}=3,2 \\ \text { Tnow } 4 \end{gathered}$ | $\begin{gathered} (2,2) \\ \mathrm{G}=2,8 \\ \mathrm{H}=2 \\ \mathrm{~F}=4,8 \end{gathered}$ | $(3,2)$ | $(4,2)$ | $(5,2)$ | $(6,2)$ |
| 1 | $\begin{gathered} (1,1) \\ \mathrm{G}=1,4 \\ \mathrm{H}=0 \\ \mathrm{~F}=1,2 \end{gathered}$ <br> INITIAL <br> POINT | $(2,1)$ | $(3,1)$ | $(4,1)$ | $(5,1)$ | $(6,1)$ |
| X/Y | 1 | 2 | 3 | 4 | 5 | 6 |

First node at coordinate $(5,5)$ had the $F$-value of 15,1.

$$
\begin{align*}
& g(n)=\sqrt{X n^{2}+Y n^{2}}=\sqrt{5^{2}+5^{2}}=7.1  \tag{10}\\
& h(n)=|1-5|+|1-5|=8  \tag{11}\\
& f(n)=7.1+8=15.1 \tag{12}
\end{align*}
$$

Second node at coordinate $(6,4)$ had the F-value of 15,2.

Table 5. Calculation Results of Algorithm A* for Size 6x5

| 5 | $(1,5)$ | $\begin{gathered} (2,5) \\ \mathrm{G}=5,4 \\ \mathrm{H}=5 \\ \mathrm{~F}=10,4 \end{gathered}$ | $\begin{gathered} (3,5) \\ \mathrm{G}=5,8 \\ \mathrm{H}=5 \\ \mathrm{~F}=10,8 \\ \text { Tnow2 } \end{gathered}$ | $\begin{gathered} (4,5) \\ \mathrm{G}=6,4 \\ \mathrm{H}=7 \\ \mathrm{~F}=13,4 \\ \text { Tnow } 1 \end{gathered}$ | $\begin{gathered} (5,5) \\ \mathrm{G}=7,1 \\ \mathrm{H}=8 \\ \mathrm{~F}=15,1 \\ \text { Tnow } \end{gathered}$ | $\begin{gathered} (6,5) \\ \text { LAST } \\ \text { POINT } \end{gathered}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 4 | $(1,4)$ | $\begin{gathered} (2,4) \\ \mathrm{G}=4,8 \\ \mathrm{H}=4 \\ \mathrm{~F}=8,8 \end{gathered}$ | $\begin{gathered} (3,4) \\ \mathrm{G}=5 \\ \mathrm{H}=5 \\ \mathrm{~F}=10 \\ \text { Tnow } 3 \end{gathered}$ | $\begin{gathered} (4,4) \\ \mathrm{G}=5,7 \\ \mathrm{H}=6 \\ \mathrm{~F}=11,7 \end{gathered}$ | $\begin{gathered} (5,4) \\ \mathrm{G}=6,4 \\ \mathrm{H}=7 \\ \mathrm{~F}=13,4 \end{gathered}$ | $\begin{gathered} (6,4) \\ \mathrm{G}=7,2 \\ \mathrm{H}=8 \\ \mathrm{~F}=15,2 \end{gathered}$ |
| 3 | $\begin{gathered} (1,3) \\ \mathrm{G}=3,2 \\ \mathrm{H}=2 \\ \mathrm{~F}=5,2 \end{gathered}$ | $\begin{gathered} (2,3) \\ \mathrm{G}=3,6 \\ \mathrm{H}=3 \\ \mathrm{~F}=6,5 \\ \text { Tnow5 } \end{gathered}$ | $\begin{gathered} (3,3) \\ \mathrm{G}=2,2 \\ \mathrm{H}=4 \\ \mathrm{~F}=6,2 \\ \text { Tnow4 } \end{gathered}$ | $(4,3)$ | $(5,3)$ | $(6,3)$ |
| 2 | $\begin{gathered} \hline(1,2) \\ \mathrm{G}=2,2 \\ \mathrm{H}=1 \\ \mathrm{~F}=3,2 \\ \text { Tnow } 7 \end{gathered}$ | $\begin{gathered} (2,2) \\ \mathrm{G}=2,8 \\ \mathrm{H}=2 \\ \mathrm{~F}=4,8 \\ \text { Tnow6 } \end{gathered}$ | $\begin{gathered} (3,2) \\ \mathrm{G}=3,6 \\ \mathrm{H}=3 \\ \mathrm{~F}=6,6 \end{gathered}$ | $(4,2)$ | $(5,2)$ | $(6,2)$ |
| 1 | $(1,1)$ <br> INITIAL <br> POINT | $\begin{gathered} (2,1) \\ \mathrm{G}=2,2 \\ \mathrm{H}=1 \\ \mathrm{~F}=3,2 \end{gathered}$ | $(3,1)$ | $(4,1)$ | $(5,1)$ | $(6,1)$ |
| X/Y | 1 | 2 | 3 | 4 | 5 | 6 |

$$
\begin{align*}
& g(n)=\sqrt{X n^{2}+Y n^{2}}=\sqrt{6^{2}+4^{2}}=7.2  \tag{13}\\
& h(n)=|1-6|+|1-4|=8  \tag{14}\\
& f(n)=7.2+8=15.2 \tag{15}
\end{align*}
$$

From the results (12) and (15), it can be inferred that the first node had the lowest F -value in the room with the size of $6 \times 5$ meters; thus, the position was shifted to the first node. After moving, all new nodes around Tnow were calculated to get the lowest path passed by the Tnow to the initial point. It can be found that the travel route from the last point to the destination expected was through the following coordinates $(5,5)$, $(4,5),(3,5),(3,4),(3,3),(2,3),(2,2)$, and coordinate $(1,2)$ as the coordinate of the initial storing place of the robot.

## IV. Conclusion

From the results of this research, it can be concluded that the robot prototype successfully works automatically. It followed the rules of the ordered imperfect maze and the direction was determined. The robot can also perform floor cleaning and pass through all floor blocks from the initial points to the last points. The robot can also explore the room while illuminating using a UV light for sterilization. The system's performance from the response time parameter showed that the optimal distance between the robot and the smartphone was around 1 to 7 meters. The farther the distance between the robot and the smartphone, the larger the response time values. This research can be improved using hardware with higher specifications for better results. The use of other search algorithms or improving the $\mathrm{A}^{*}$ algorithm can also be used in determining the fastest path. The results can be compared to determine the most optimal algorithms.
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