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Abstract

Mobile users need lightweight devices with low energy
consumption, When applications are executed on remote
servers instead of locally on the end-user’s device, the
weight of the device can be reduced and battery lifetime
can be extended. Therefore, thin-clients are ideally suited
Jor mobile users. All calculation logic is removed from the
device and the communication with the application server
is accomplished by a remote deskiop protocol. Reactions to
user events can appear on the screen only after a two-way
path delay, so application responsiveness can decrease if
the user moves further away from his server. To enable ubi-
quitous thin-client computing with satisfying user respon-
siveness, the application should make a parallel movement
with the mobile user. This paper focusses on the handover
between two application servers. A model is presented for
the design of a thin-client network thar meets the require-
ments of moving users and the resulting number of hand-
overs is shown. Three mechanisms for the server handover
are presented. For each scenario, an estimation is made
for the timeframe during which the client does not receive
screen updates.
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1 Introduction

Mobility has become commonplace in today’s networks.
Nomadic and mobile users are highly interested in light
and easy-to-transport devices. They want to execute their
applications fast and reliable on every location worldwide.
Battery lifetime is another important issue. Thin-clients
can offer a solution to these challenges and are therefore an
eligible candidate to enable this ubiquitous computing.

Applications are executed on back-end centralized ap-
plication servers, instead of locally on the end user’s
device. Every client event (key strokes, mouse movements)
is transmitted over the network towards an application
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Figure 1: The application migrates along with the mobile
user to the closest available application server to guarantee
an acceptable delay at all times.

server which executes the commands, renders the appro-
priate screen updates and returns them to the client. The
communication is established by means of a dedicated
remote desktop protocol. Some well-known examples are
Citrix Independent Computing Architecture and Windows
Remote Desktop. All calculation logic is shifted from the
end-user towards application servers inside the network.
The client only decodes the received screen updates and
can thus be made as ‘thin’ as possible. By removing all
processing hardware, the device can be made lighter.

Performing the complex calculations on network servers
instead of locally on the end-user’s device decreases energy
consumption and extends the battery lifetime. Equiping
thin-clients with dedicated (lightweight) hardware might
further improve the energy balance. Although it should
be noted that the continuous (possibly wireless) network



connection with the server has a negative impact on
the energy balance, we believe that the total result can
be positive by using dedicated hardware and making a
well-considered trade-off between the functionality of the
user’s device and the application servers (i.e. the device can
execute lightweight applications locally). The concept of
‘Server-Based Computing’ brings a myriad of other advan-
tages. The user is released of the burden of daily software
and virus definition updates, since this can be offered by
the admin team of the application server farm. In corporate
environments, central management of the computer park
is sufficient and hardware updates become unnecessary,
which can result in economic savings. Employees can
easily access their regular home office desktop from every
affiliate worldwide.

Users expect the network to offer the same function-
ality and quality from each location worldwide. The
thin-client paradigm can inherently suffer from a high
latency, since reactions to user events can appear on the
screen only after a two-way path delay. If an employee
connects from an overseas affiliate to his home office, this
delay can become noticeable. A high degree of respon-
siveness can only be guaranteed by keeping the delay as
low as possible. As users travel throughout the world, their
applications should make a parallel movement and migrate
to the closest available application server. An example
use-case for mobile thin-clients is presented in Figure 1. At
¢ = 0 the user’s application is executed on a server nearby
his access gateway (AGW). At ¢t = 1, the user has moved
and is now connected to another access gateway, but the
same server can still fulfil the quality requirements of the
user. When the user moves further, this is no longer valid
and at ¢ = 2, another server will take over the job. The
application of the user migrates to the new server, where it
is restarted in exactly the same state as before. At¢ = 3,
the user reaches his destination. His application is migrated
and restarted at the application server of the company he
works for,

To enable process migration, sufficiently application
servers have to be installed across the network. An overlay
management platform will control the handovers between
two application servers. This control framework will assign
a server to new applications. Existing comnections are
monitored to guarantee the desired user experience. If
the connection quality drops below predefined thresholds,
a betier application server must be found. The user
session is migrated towards this new server and restarted.
All of this should happen without the user noticing, or
at least with a minimal down-time of the user’s applications.

The remainder of this paper is structured as follows. In sec-

tion 2 we survey related work in the area of process migra-
tion and TCP connection handovers. A model for desi gning
a thin-client network is presented in section 3. The number
of handovers is calculated for different values of the delay
and the results are compared. Section 4 elaborates on the
specifics of the handover mechanism. Three possible sce-
narios are presented and compared. For every scenario the
time is calculated during which the client does not receive
screen updates. Conclusion and future work are presented
in section 5.

2 Related Work

The concept of application (or process) migration between
servers was originally developed for load balancing in
a server cluster. Some examples are Condor [1] and
MOSIX [2]. With these techniques, only processes that do
not use inter-process communication or have open network
connections can be successfully migrated to another server.
Furthermore, migration is not fully transparent, since for
e.g. open files are not migrated, and the application at the
new server relies on the open files at the original server.
More recent process migration techniques like ZAP [3] have
solved these drawbacks, by inserting a visualisation layer
above the operating system. An application can be fully mi-
grated, including network connections and open files, with-
out leaving any residual state on the original server.

If an application with an open TCP connection must be
migrated, the tuple identifying the connection must be up-
dated. ZAP uses a virtual-physical address mapping mech-
anism [4]. Also MIGSOCK [5] is able to migrate an open
connection transparently 1o a new server. Messages are ex-
changed to inform the other (not moving) end of the net-
work connection about the connection migration. A com-
parison of the performance of ZAP and MIGSOCK is made
in [6].

The users we want to serve, are mobile. They can move
fast, e.g. by train or by car. In [7], research is done to assure
connectivity to fast moving users.

In this paper the presence of an effective process migration
mechanism is assumed and we focus on the actual handover
of the application image between application servers.

3 Application server switching
3.1 Formal Model Description

We developed a model for the design of a thin-client net-
work [8]. The model yields the optimal locations to install
sufficiently application servers to meet the delay constraints
of the used applications at the lowest possible cost. As
stated in the introduction, the user-server path delay should
be kept as low as possible. This delay is expressed as a



maximum hop count between the user’s AGW and the ap-
plication server, and may differ for each type of application.
The cost of opening a new server farm is separated from the
cost of installing a new server in an (existing) server farm.
The network is characterized by its set of I nodes and (uni-
directional) links:

= {n;} withi=0,1,..., ] — 1

1
L= {(n;,ny)} withi,i € N W

The set N is divided into three subsets. The first sub-
set S indicates the possible server locations, the second U
the access gateways (AGWs) and the third the intermedi-
ate routers. We assume that application servers cannot be
installed at the AGWs nor at the intermediate routers.

S={n;} withi=0,1,..,.X -1
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The parameters « en 3 denote respectively the cost to install
a new server (in an existing server farm) and the cost to
open a new server farm. The following objective function is
minimized:
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with S; the number of servers at location n;, loc; indicates
whether a server farm is installed at location n; or not, and
a;;5(t) indicates whether link (n;,n;) is used for rout-
ing the traffic corresponding with user j’s application k at
timestamp ¢ or not. User mobility is simulated by changing
the AGW through which they are connected. The delay con-
straint of the application is counted as the number of hops
between the AGW and the server. It is possible that multiple
servers can be reached from an AGW without exceeding the
maximum allowable delay (hop count). Therefore, a third
term is added to equation (3) to assure that in this case the
closest server (in terms of hopcount) will be chosen. Para-
meter vy is used as a weight factor, in order to have the value
of equation (3) be mainly determined by its first two terms.
The solution has to fulfil several constraints. The delay be-
tween the user and the server executing his application may
not exceed the maximum allowable delay. User-server traf-
fic should be routed along the links in the network with re-
spect to the link capacity. Other constraints are the fact that
a server can only be installed when a server farm is opened
at that location; all applications run on exactly one server
at every moment (but this server can vary throughout time);
and server farm capacity must be sufficient.

3.2 Number of handovers

We applied the model presented above to dimension in
a cost-effective way the large city network presented in

Figure 2. Two different user scenarios where chosen: train
and highway. In the train scenario 48 employees, equally
distributed among 6 trains, travel to the central station
(AGWI19 on Figure 2). From there, they spread out to their
offices, randomly chosen between AGW20-AGW30. In the
second scenario, highway, 50 users are travelling by car
to their office. They enter randomly the highway around
the city and take the nearest exit to their office. Both the
travelling direction (clockwise or counterclockwise) and
the office are randomly chosen.
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Figure 2: Representation of a city with 3 railroads to the
central station and a highway around the city. Users can
connect to the network via one of the AGWs. Servers can
be installed at every node n;.

We analysed the simulation results to have an idea of the
number of handovers in both scenarios. Figure 3 shows the
results as function of &/, We kept v = 1, 8 = 100.000
en varied « in equation (3). The infinity case corresponds
to @ = 100.000 and § = 0. In both scenarios, the global
trend in Figure 3 is an increase of the number of handovers
with «/ 3, for every value of the delay parameter. There
Is always a minimum amount of servers needed to satisfy
the demand. The greater /3, the less the relative cost of
opening a new server farm. As a result, equation (3) is
minimized by spreading the servers as much as possible
(since this does not come with significant extra costs),
in order 1o reduce the third term. This means that every
application is executed on a very near application server at
all times (see the third term in (3)}, although other servers
might be within the maximum delay constraint. This incurs
more handovers than necessary and explains the increasing
trend in Figure 3. The increase is slightly mitigated for a
delay of 1 hop and a delay of 5 hops. When only 1 hop is
allowed, every AGW to which users are connected, must
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Figure 3: Total number of handovers during the whole simulation time (t = 10).

have an application server available within T hop. Due to
this stringent delay requirement, the number of possible
server locations is limited. Regardless of the cost (and
hence the value of a/(3), the installation of the application
servers will not vary very much and hence also the number
of handovers will be quite constant. As for a delay of 5
hops, a server can service a lot of the surrounding gateways
and the servers can be greatly clustered. Few server
farms are opened and due to this clustering, an application
will remain on the same server for a longer time. The
cost-reducing effect of the clustering in the second term
of (3) stays large enough, even when opening new servers
becomes relatively cheap. Only with g = 0 this effect
disappears completely, which explains the huge increase of
the number of handovers.

The increasing trend is broken by & = 0. In that case,
installing new servers does not bring extra costs. Again,
the same effect will come into play. More servers will be
installed to minimize the third term in (3). This comes with
an increase of the number of handovers (more frequently
switching from application server).

A final remark can be made for a constraint of a 3 hops
delay. Normally, fewer handovers are required when the
maximum hop count is greater. The cases /8 =1, a/0 =
10 (highway scenario) and a/3 = oo (both scenarios) seem
to be an exception on this trend. We can explain this by
referring to the large solution space for an allowable delay
of 3 hops. More choices have to be made to select a server
out of the eligible server farms, since more servers can be
reached from the AGW than when only 1 hop is allowed.
The users in the highway scenaric make more movements
(i.e. a user moves to another AGW) than the users in the
train scenario, as can be seen in Table 1. The users in the
highway scenario can also connect to other AGWs than in
the train scenario. As a result, the locations of the server
farms differ between both scenarios. There are more server
farms opened in the highway scenario than in the train
scenario for the cases where «/F is I, 10 and co. These

extra server farms, together with the extra movements of
the users, the big solution space and the fact that no penalty
is included in the model for a handover, explain why in
these special cases, there are more handovers in our model
for the 3 hops constraint than for the 1 hop constraint.

Table 1: User movements and handovers for «/8 = 1 and
delay = 3 hops.

user avg. handovers | movements
movements /timestamp /handover
train
(48 users) 240 6.9 35
highway
(50 users) (£) 325 () 13.6 (£)24

The total number of handovers must be seen in relation to
the number of users movements (i.e. when a user changes
his access gateway). The results are presented in Table 1,
and are given for o/3 = 1 and delay = 3 hops. For the
highway scenario, only averages are shown, due to the
random nature of the scenario. In the first column, the total
number of user movements is given, the second column
gives the (average) number of handovers per timestamp
during the simulation. The third column shows the number
of user movements before a handover becomes necessary.
It might be no surprise that this number averages around
3. The presented results are for a 3 hops delay constraint,
so in most cases an application server switch might be
necessary after 3 movements . In the train scenario, this
number is slightly higher, due to the fact that all users arrive
at the central station. Their next hop is the office, which is
mostly more than 3 hops away from the central station. An
additional handover is necessary for their final movement.
In the highway scenario, this is less the case. The server to
which the user is connected when he leaves the highway
(which is nearby his office) is probably also within 3 hops
from the office, so no final handover is necessary.



We can conclude that in our model, a larger delay
(such that more server locations are reachable from an
AGW within the delay constraint) does not always result in
a decrease of the number of handovers.

4 Application server handover mechanism

From the results given in Table 1, we can conclude that a lot
of handovers are necessary in a thin-client network. Users
should not notice their running applications migrating to an-
other server. A handover mechanism with minimal duration
is needed.

4.1 Migration of thin-client applications

A process migration should leave no residual state at the
original server and the application must run independently
on the new server. An overview of existing migration archi-
tectures was presented in section 2. Several other problems
arise when migrating a thin-client application. A monitor-
ing platform should be deployed for the user-server connec-
tions. Triggers are fired when a connection deteriorates to
start the selection of a better application server and resource
reservations must be made. The process is checkpointed
and the process image is transmitted to a new server, where
the application is restarted. In this paper, we assume the
presence of a monitoring platform, decision algorithms for
the choice of a better application server for the client, a pro-
cess migration architecture and a resource reservation pro-
tocol. These problems are not inherent to the thin-client
architecture.

A thin-client and his server communicate over a permanent
connection via a remote desktop protocol. User events are
sent to the server, which renders and sends back the appro-
priate graphical output. In order to guarantee state consis-
tency, it is important that no user events are lost,. When a
process is checkpointed, a notice should be sent to the user
with the IP address of the new application server. The appli-
cation updates its connection status and future user events
are sent to the correct application server. Several examples
of connection status update mechanisms were given in sec-
tion 2.

User events can get lost in two ways: events sent just after
the process is checkpointed, but before the notice from the
(original) application server is received; and events, sent af-
ter notice reception, that arrive at the new application server
before the process image is restarted there. It should be
noted that most thin-client protocols run above TCP, so de-
livery of the user events is guaranteed. We believe that is
better not to rely on the TCP retransmit. Latency and re-
sponsiveness are of great importance in a thin-client envi-
ronment, so waiting on a time-out of the TCP timers intro-

duces unnecessary delays. Furthermore, time-outs trigger
the congestion control mechanism of TCP, which is a wrong
reaction since the data loss is not the result of a congestion
problem inside the network.

4.2 Handover models

Figure 4 presents 3 possible models for the handover. The
application migrates from server 1 to server 2. For all
situations, we calculate the down-time of the application
or, otherwise stated, the timeframe during which the client
does not receive any graphical updates from its application
server. It is assumed that the IP address of the next appli-
cation server is known at ¢ = 0. The user is continuously
sending events to the server. Other assumptions are the im-
mediate processing of incoming user events and immediate
availability of the graphical results to be sent back. Table
2 gives an overview of the used parameters. We assume
a symmetric one-way path delay between user and server.
Please note that 6; > &,, otherwise a handover would not
be necessary.

Table 2: Used parameters in the 3 situations of Figure 4.
The one-way path delay is assumed symmetric.

41 | one-way client - server 1 path delay
d2 | one-way client - server 2 path delay
d3 | one-way serverl - server 2 path delay

A | time to checkpoint, transmit and restart application

4.2.1 Event forwarding

Figure 4(a) shows the considered configuration. At ¢ = 0,
the process is checkpointed and the client receives its last
screen updates from server 1 at ¢ = &;. At the moment of
checkpointing, a notice is sent to the client to inform it of
the migration. This notice contains the IP of the new ap-
plication server. Events generated after notice reception are
sent to server 2. All user events, generated between the mo-
ment of checkpointing (¢ = 0) and notice reception (f = &)
are still sent to server 1, which immediately forwards them
to server 2. In worst case, the last forwarded user event ar-
rives at server 2 at ¢ = 24; + 3. The application is again
up and running on server 2 at ¢ = A. This results in a time-
frame of T' = max(26; + 83, A) + 8, — §; during which the
client does not receive screen updates.

In this scenario, a buffer must be provided at server 2 during
the handover. The period 7 = 2d; + d3 must be accurately
measured, since only after this period all user events are for-
warded by server 1. The first event directly sent to server 2
arrives at t = d&; + dg, but to guarantee state consistency,
these events may not be processed before the ones that were
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Figure 4: 3 handover models

forwarded by server 1. The measurement of 7 can probably
be accomplished with the well-known ping utility, although
the accuracy of this method should be verified. Based on the
measurement variation, one could introduce a safety margin
¢ and wait 7 + ¢ before processing the events directly sent
to server 2. Every additional delay however deteriorates the
responsiveness of the application.

4.2.2 Delayed checkpointing

Figure 4(b) shows the second scenario. At ¢ = 0, a notice is
sent to the client with the IP of the new application server.
The checkpointing itself is delayed till ¢ = 24, the last mo-
ment on which user events can arrive on server 1. We as-
sume that the graphical response to these events is sent back
to the client just before the checkpointing. These updates ar-
rive at the client at ¢t = 34;. The migrated application is up
and running on server 2 at £ = 2§; +A. The first user events
arrive at server 2 at ¢ = 8; + d5, so this server can sent back
graphical updates starting at ¢ = max(26, + A, 61 + &a).
The client doesn’t receive screen updates during an interval
T = max(20; + A, 61 + 62) + 62 — 39;. Since we as-
sumed §; > dg, this expression can be further evaluated to
T = A+ dy — 61.

If A + 8 < 81, the screen updates from server 2 arrive at
the client before the last ones from server 1. The graph-
ical output should be queued by server 2 for a period of
41 — A — 84 before being sent to the client. In this case, an
almost seamless handover between the application servers
might be accomplished. However, A can only be estimated,
since the exact duration of process migration depends on
the application state itself, which is continuously changing.
Another advantage of this scenario is that no user events
are forwarded between the servers, which makes it easier
to guarantee that no user events are lost. A drawback of
this approach is that a buffer must be reserved on the server
for an application that is not (yet) running on that server.
Sufficiently safety mechanisms are needed to avoid state
inconsistency and remove the buffer when application mi-
gration fails. Just as for the event forwarding scenario, the

challenge of accurate time measurements is faced. Due to
the delayed checkpointing, the total handover time may in-
crease. This increases further when a safety margin is in-
chided in the checkpoint delay.

4.2.3 Client buffering

This scenario is shown in Figure 4(c). The client keeps
a copy of every user event in a buffer queue, untill an
acknowledge message (ACK) is received. These ACKs are
generated by the server for every received user event and
normally events stay for 24; in the queue. If an event is not
ACKed within this timeframe, all non-ACKed events in the
queue are resent.

The checkpoint is taken at ¢ = §; and at the same mo-
ment a migration notice is sent to the client, probably
piggybacked with an ACK or a screen update. Upon
notice reception, all the following user events are added
to the end of the buffer queue, but are not sent to server
2. Direct transmission is only resumed upon reception of
a new ACK. The front of the queue contains the events
generated between ¢ = 0 and £ = 24;. These were not
yet ACKed, since the application was checkpointed before
they arrived at server 1. At ¢ = 244, the first event in the
buffer queue generates a time-out and is resent, this time
to server 2. It arrives at the server at t = 28; + d9. The
application is up and running on server 2 at ¢ = §; + A.
If 6 + 62 > A, the retransmitted event is received,
immediately processed and ACKed by server 2. The
first screen update arrives at the client at ¢ = 2§; + 2d,,
which means that no screen refreshments were received
during a timeframe of T = 28,. If §; + do < A,
(A — 8y —d2)/281)] retransmits of the user events are
necessary, where | X| denotes the smallest integer larger
than or equal to X. The first screen update arrives at
f o= 251 -+ {,r(.ﬁ& -y~ 52)/253]15 - 1) 251 + 2d,. Retrans-
mits oceur every 24; and the last retransmit is successfull.
This means that no screen updates are received during a
timeframe of T = ([{A — &; — 82)/26,] — 1) 25, + 265,



The drawback of this scenario is that an acknowledgement,
time-out and retransmit mechanism must be added to the
thin-client protocol. In section 4.1, we argued not to rely
on the TCP time-out mechanism, because the wrong actions
are taken by the protocol. However implementing this func-
tion at the application layer might be more efficient, ques-
tions can be raised by the presence of the same function at
two layers and the required modifications of existing thin-
client protocols.

Table 3: Summary of the results for the 3 scenarios of Fi-

gure 4.
scenario application downtime
event forwarding max(20; + 03, A) + 05 — &;
delayed .
checkpointing At =d
client buffering
51 -+ 52 > A 252
81+ <A (’—(A—51-52)/2511“1)251
+24,

5 Conclusion and future work

Thin-client user responsiveness can only be guaranteed if
the application is executed on a nearby application server.
Applications should make a parallel movement with the
mobile users and migrate from one server to another. In this
paper, the number of handovers resulting from our model,
was calculated for a city network. Results were presented
for both a highway and a train scenario. The conclusion
was drawn that in our model a greater allowable delay does
not necessarily lead to a decrease of the number of servers.
The precise location of the different application servers is
a determing factor. In order to minimize the number of
handovers, the model should be extended with an extra
term that introduces a penalty for each handover.

We only considered the hop count as a decisive parameter
to initiate a handover between two application servers. Of
course, other parameters also influence the experienced
user responsiveness. The introduction of these parameters
can be a second extension of the presented model.

Ideally, the user does not notice the application hand-
over. Three possible mechanisms were presented and
the time was calculated during which the client doesn’t
receive screen updates. These differ in terms of buffer
locations, forwarding of user events and timing of the
application checkpointing. An accurate time measurement
tool is necessary for the proper functioning of the presented
mechanisms.  Our future work will be mainly oriented
towards the development of a high performance decision
algorithm to choose an appropriate application server and
a protocol to reserve resources on the application server
previous to the migration.
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