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ABSTRACT 

Formal verification of real-time systems software is a complex and hard task, for 
several reasons. There are multiple works developed in the domain of formal verification of 
real-time systems behavior by model-checking, and some software tools were developed for 
this purpose. One of the most complex problems to be solved in the analysis of real-time 
controllers is the conversion of controllers programming languages in formal languages, for 
instance finite timed automata, in order to be used as inputs of the existing model-checkers. 
If the methodology of programming is well developed and known, this task can be improved 
in order to improve safety and reliability of the obtained controllers. Moreover, most real-time 
systems (especially embedded systems that we intend to study) are programmed in C 
language. This paper aims to establish the methodology of creating C code programs, from 
SFC specification formalism, taking into account the formal verification of desired properties 
for the system behavior, using the Model-Checking technique and the model-checker 
UPPAAL.  

Keywords: safe controllers, real-time systems, embedded systems, formal verification, 
specification formalisms 
 
 
INTRODUCTION 

A Real-time embedded real-time system is a system that has specific characteristics 
for specific applications always associated with temporal goals, reliability, safety, size and 
complexity of the coordination of tasks. These systems can be classified as critical and non-
critical, depending of associated specifications, requirements and applications. The 
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distinction between these two types of systems is made according the result that a failure 
may cause. For instance, some production systems, banking systems are non-critical real 
time systems. In the case of critical systems, the consequences of a malfunctioning could be, 
in some cases, devastating for human life or may involve high economic losses. For 
instance, flight control systems, control systems for nuclear power plants, control of satellites, 
and others of the same kind, can be considered as critical real-time systems. 

These systems are often complex and constantly interact with their environment by 
receiving input data, processing them in real time and generating outputs. Their behavior is 
constrained by temporal conditions, sometimes extreme, and they must generate a response 
in time, previously specified, related with expected or unexpected external behaviors. 

Response actions, in real-time embedded systems, follow a programmed sequence of 
specific activities, with fixed and predetermined periods of time. These periods of time are 
generally met when the system operates normally without any failures of components. The 
problem arises when some component fails involving, as consequence, placing the system in 
safe mode, and can, for instance, in the case of a satellite control, cause the loss of it, due to 
the delay in response when some unexpected external conditions happen.. 

According to Stankovic, (1996) [1] "A Real Time System (RTS) is the one in which his 
correctitude depends not only on the logic of computation, but also the fulfillment of time in 
delivering results." 

According to Shaw (in 2001) [2], a real-time system is composed by two parts: the 
control system, comprising the man-machine interface, and controlled system. The control 
system is responsible for responding to environmental stimuli in time. "It is said reactive 
because its primary task is to respond or react to signals from the environment." For 
instance, in an automated factory, the control system consists of a computer and man-
machine interfaces that manage it and coordinate the activities at the factory. The interfaces 
are the network communication between the control system and controlled system. 
Generally, they are sensors, actuators, receivers of radio signals, among others. The 
controlled system is the environment that interacts with the computer, for instance, assembly 
lines and its various parts [1]. It is essential that the plant shall conform to the response time. 
" 

In industrial automation some systems are really critical and some techniques are used 
to avoid damages. Among these techniques, the most important are Simulation and Formal 
Verification. 

 

Formal verification of algorithms has been studied in science in recent years [3] [4], and 
it has been applied successfully to analyze, for instance, digital circuits and software [5]. In 
the context of the software verification, the obvious purpose of verification is to verify that the 
control system satisfies a given set of requirements. These requirements can be formulated 
considering the control system, the controlled system or both. Several approaches that use 
formal verification for designing safe controllers can be found in the literature, see for 
instance [6] [7] [8] [9].They differ concerning the representation of the system and controller, 
the properties behavior for the system and computational techniques. 

This paper aims to propose a methodology for design of real-time embedded systems 
that are used in computers on board of satellites. 

The main goal is to use analysis techniques, used in industrial automation field, well 
known and well tested for obtaining safe controllers for aerospace systems. In order to 
accomplish the main goal of this paper, some sections are related. The next section presents 



International Conference 
2nd International Conference on Innovations, Recent Trends and Challenges 

in Mechatronics, Mechanical Engineering and New High-Tech Products 
Development 

MECAHITECH’10 
 

Bucharest, 23-24 September 2010 
 

 

 3

some particularities of aerospace systems. Further, it is presented a comparison between 
industrial systems and aerospace system, in order to illustrate how useful can be using some 
well structured formalisms (usually used in industrial automation field) to help structuring and 
obtaining the C program code, usually developed for real-time embedded systems, for 
aerospace applications. Finally, it is presented, and discussed, a coherent approach to be 
used for obtaining safe controllers, and further, some conclusions and future work are also 
presented.  

These preliminary studies are presented on the context of a research collaboration 
project being developed by researchers of CT2M, ALGORITMI and CCTC research centers 
of University of Minho (Portugal) and the Mechanical Engineering Department of 
Technological Institute of Aeronautics (Brazil). 

 
 

SPECIFICITY OF AEROSPACE SYSTEMS 

The development of software code for aerospace systems is a hard and complex task 
that involves a lot of human and financial effort. The reusing of parts of code, for similar 
applications, is usual and this practice can lead to catastrophic situations because some 
unexpected events may occur with new applications considering old parts of code.  

Several accidents have occurred on satellites due to specification errors or lacks [10]. 
On June 4, 1996, Ariane 5, on its inaugural flight, crashed 40 seconds after the start of the 
flight sequence in an altitude of 2700 meters. It was acknowledged in the report that the main 
cause of the accident was due to complete loss of guidance and attitude information at 37s 
after starting the engine ignition. The mentioned loss of information was due to specification 
errors in software development of the inertial reference system. The software had been 
reused from Ariane 4, and contained parts of code unnecessary for Ariane 5, which were 
also already unnecessary for Ariane 4.  

On April 3, 1999, Titan IV B-32/Centaur TC-14/Milstar-3 was launched from Cape 
Canaveral [11], whose aim was to put into geostationary orbit. Due to failure in software 
development the satellite lost attitude control deviating from its orbit by placing an orbit 
incorrect and unhelpful. 

As illustrated above, the software plays an increasingly essential role in aerospace 
systems. An inadequate development of software may cause catastrophic accidents. The 
reuse of code in aerospace systems is a reality, a reality which has its advantages and 
disadvantages. As mentioned above, Ariane 5 has exploded by misspecification in code that 
had been used in an earlier satellite, with functions that already existed in Ariane 4 but were 
not required in any of them. Good specifications that include requirements for traceability and 
reasoning are crucial to the design of complex control systems, especially where part of the 
code is reused. The specifications must be clear and easily understood by engineers and 
must allow a fast detection of possible errors or mistakes. 

In order to increase the reusability of code, specific information is left out of the 
specification or, if included, it is identified as aspects in order to change in future applications. 

It is also noted that code reusing is possible, only, because most of the satellites often 
require almost the same functions. 
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Programming in C 

The C programming language, created in the 70s and standardized by ANSI in 1983, is 
a medium level language, where the code can be low-level and also allows high-level bit 
manipulation instructions or memory. It is used to program microcontrollers and it is also 
used in most embedded systems. Although very general language, it is a little flexible 
language [12], with many maintenance problems and without any graphical structure. 
Beyond these disadvantages, there is another problem not least important, that is the 
absence of formal verification techniques as well as the lack of specification methods to 
structure C programs, even if this exist some Model-Checkers that accept C code as input 
language [13]. 

The C language, like others, allows deficient structuring of programs, difficulties in 
reusing of code and a lack of flexibility in programming, so it is necessary to use different 
formalisms that help obtaining the code for these control systems. 

Programming languages are based on sets of algebraic expressions such as those 
resulting from the combination of problems of combinatorial or sequential nature. But, in 
industrial automation, it is intended  the obtaining of algebraic expressions resulting from the 
translation of formal models defined when using rigorous and well known formalisms such 
as, for instance, the SFC [14], statecharts [15] or the Networks Petri [16] among others. 

 

 

INDUSTRIAL CONTROLLERS VERSUS AEROSPACE CONTROLLERS 

The Programmable Logic Controllers (PLCs) are increasingly used in several 
application areas, especially in critical safety areas. 

Like an embedded system, a PLC is programmed with a specific language. Embedded 
systems and PLCs have some similarity, both are programmable logic controllers, react with 
the external inputs and generate outputs according an internal program. They are also based 
on technologies of microprocessors, programmable logic with their limitations, such as 
limiting the frequency of internal operation. Based on these principles, some authors [17] 
begin to treat embedded systems like PLCs enjoying the available support tools to industrial 
automation systems, mainly some used formalisms. 

Taking into account aerospace systems, where the controllers’ programming language 
is C, one of the proposed challenges is the use of mathematical formalisms to support 
obtaining the C code. The first step is to choose a formalism and then to develop translation 
techniques from this formalism to C code. With the systematic methodology of translation of 
a formalism to C code, the reutilization of small parts of code and the organization of the 
program would be considerably improved.  

Some authors [18] tried, before, to use formalisms from the industrial automation field 
in order to develop some techniques of translation of these formalisms to the C programming 
language code. The translation that they have developed is from Sequential Function Chart - 
SFC [14] to the C programming language. This translation is based on mathematical 
concepts and eliminates some possible human mistakes when compared to doing this 
translation, without any associated methodology. One of the lacks of this work seems to be 
not considering the behavior of the controller device where the code is going to be 
introduced. It is not, only, necessary to translate the formalism, but to consider, too, the 
behavior of the controller where the code will be implemented. 
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USED FORMALISM 

The task of design of an automation system obeys to different rules and is independent 
of the used formalism. A possible methodology for designing an automation system is 
illustrated in Figure 1.. 

 

 

Figure 1: Phases of the design, implementation and verification of a command system for Industrial Automation 

 
A total reflection of needs (production goals, objectives of automation,J) allows a 

precise definition of the functional specifications of an automation system. It is possible to 
make the parallel study of the controller and the physical plant. Each of these studies leads 
to the existence of the specification, realization, implementation, testing and integration of the 
system.  

The integration of all steps of this study, in a coordinated way, and final testing of the 
set, allowing the automation system enter in the phase of exploitation. 

In an analysis of the existing formalisms for modeling the desired behavior for 
aerospace systems there are some, more or less used, by their nature: from the finite 
automata [20], Petri nets [16], SFC [14] Statecharts [15] it is concluded that any of these 
formalisms can be used in specific specification of the behavior of these systems. The choice 
of a formalism, in this context, is not important; the most important is to use one of them, in a 
correct manner. For example, the behaviors that can be modeled by finite automata or Petri 
nets are the same (if we choose the adequate class of automata), just changing the 
complexity and comprehensibility of the obtained model. Moreover, the obtained model can 
be more or less compact. The factor "time", very important in the analysis of real-time 
systems, can also be considered. The choice will lie with the formalism or formalisms that are 
better adapted, for instance, for the application of simulation techniques and formal 
verification, which is intended for obtaining safe controllers. 
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The finite automata are widely used for modeling and formal verification of safe 
systems, widely desirable for the software design which is important for any process control. 
In general, the software is closely connected with the system that must be controlled. 
Verification of this is done by building an abstract model of the system, and then checked 
whether it fulfills the desired requirements. Because there are many model-checkers that 
accept a state model as input, the tasks of verification would be facilitated if a controller is 
modeled with finite automata, but the major problem of using finite automata is the 
complexity of models that often are needed to describe more complex behaviors. Thus, the 
choice must lie in a formalism with a greater capacity for abstraction, which is graphical and 
easily understood and with an abstraction degree sufficiently close to implementation.  

Given the characteristics listed above, Petri Nets, Statecharts and SFC would be good 
choices. We believe that SFC formalism may be a slight advantage due to intuitive graphical 
interpretation and normalization, and it is also possible to consider and model the time [14]. 
In addition, there are some consolidated works dealing with translation of this formalism to C 
programming language [17]. Also, some consolidated works of translation of this formalism 
[21] [22] for the model-checker UPPAAL [23] are available, specially developed and 
designed for checking real-time systems. Thus, if developed a specification for these 
systems entirely in SFC and if is subsequently simulated and formally verified with UPPAAL 
model-checker and, further, if the formalism is systematically translated to C language, we 
can say that our software is reliable and safe. This exist also the possibility of verifying that 
software developed in C language, using model-checkers that accept C language as input 
[17]. 

 

 

SYSTEMATIC METHODOLOGY FOR DESIGNING AEROSPACE SYSTEMS 

The proposed methodology is divided in two main steps and has, as main goal, to 
obtain safe C program code from a SFC specification. In the first step (figure 2), some tools 
and techniques are used in order to assure the quality of the SFC specification and – after 
being sure that the obtained specification satisfies the intended behaviors for the system - on 
the second step (figure 3) the goal is to translate (in a systematic way) the safe SFC 
specification to C code.  



International Conference 
2nd International Conference on Innovations, Recent Trends and Challenges 

in Mechatronics, Mechanical Engineering and New High-Tech Products 
Development 

MECAHITECH’10 
 

Bucharest, 23-24 September 2010 
 

 

 7

 

Figure 2: Formal verification of specification SFC, considering models of the physical system: step 1 of 
the proposed systematic approach for obtaining safe controllers, reliable for aerospace systems 

The first step (Figure 2) consists of the formal verification of the SFC specification 
considering a model of the specification itself. This model is systematically translated to 
timed automata [21]. This verification must also consider formal models of satellites behavior 
and ground station. If there is certain, that safe properties must be verified without a plant 
model (where plant models are not considered), the Liveness properties, must be verified 
considering plant models [24].The desired behavior properties must be translated into Timed 
Computation Tree Logic (TCTL) [25]. 

Until the specification is correct - through successive use of Model-Checker UPPAAL 
and using simulation and formal verification techniques - the procedures, illustrated in figure 
2, must be followed. The specification must be changed as many times as necessary till 
obtaining a specification that accomplishes all desired behavior properties for the system, 
proved by formal verification. 

After the specification be correct the second step can occur (Figure 3) where a 
systematic translation of the specification [17] will origin a C code with high levels of reliability 
and safety. 
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Figure 3: Translation systematic specification SFC (formally verified the model-checker UPPAAL) to C 

code: Step 2 of the proposed systematic approach for obtaining safe controllers, reliable aerospace 
systems 

Thus, we think that it is possible to obtain high levels of reliability and safety of these 
programs. It is certain, however, that a subsequent formal verification of C code, itself, may 
further increase these levels but, despite the existing work in this area of verification of C 
code, there are still many difficult tasks related with formal verification of code [26]. 

The main advantage of doing formal verification on specification and not on the code is 
the detection of errors or mistakes earlier in the process of design of these controllers. The 
detection of an error, or mistake, only in the C program can imply high losses of time and, 
even, to compromise a mission. 

 

CONCLUSIONS AND FUTURE WORK 

In this paper it was presented a systematic approach for the design of safe controllers 
for aerospace systems. This is an on-going work and this approach seems to be promising. 

This paper corresponds to the preliminary studies carried out under a research 
collaboration between the centers CT2M, ALGORITMI and CCTC of University of Minho, 
Portugal, and Department of Mechanical Engineering Institute of Aeronautical Technology, 
Brazil, aiming the development and application of some techniques for obtaining real-time 
embedded controllers reliable and safe. Results of the application of the presented approach 
are becoming satisfactory, and these results are not here described or specified. They will 
be, so, in further publications. 

The use of well known formalisms and techniques allow us to obtain good results in 
order to obtain reliable and safe controllers for this specific application. 
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