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Abstract—This paper presents an experimental methodology of procedural con-
tent generation (PCG) for natural environments with a focus on game design and 
visualization. This approach allows us to define a set of instructions to shape the 
content generation to meet the requirements of game design and level design 
teams. For the validation process, we have discussed and analyzed a playtesting 
session. 

Keywords: PCG, Procedural content generation, Game Design, Open-world 
Adventure Game, Computer Game. 

1 Introduction 

Procedural Content Generation (PCG) refers to the practice of generating game content 
through an AI-processed procedural generation method. PCG has been used in the game 
and cinema industry since the 80’s for several different purposes. Some of the popular 
motivations are replayability, adaptability, and economics. Due to the amount and di-
versity of automatically generated content, it is possible to offer more refreshing game-
play each time the player starts the game, they will have a different experience. In a 
more advanced application, the PCG AI can be sensitive to the player skills, and the 
expected level of difficulty, to adapt the gameplay to their skill level. On the other hand, 
it is still possible to replace a somewhat time-consuming process in game development 
by automating the processes typically addressed by a Human that is easily performed 
by AI. This method is, for the reasons mentioned above, very often approached by in-
dependent studios that often do not contain the human, technological and sufficient 
funds to invest in manpower for these areas of video game design. Thus, with this 
method it is possible to use algorithms that are easily adaptable to various situations 
depending on the circumstances presented during content generation [1, 2]. 

Based on some of best practices identified in the community [3], this paper presents 
the development and playtesting of a third-person adventure game, using a procedural 
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content generation system using the Unity engine. With its debut in the early 1980s, in 
Richard Garriot's Akalabeth and River Raid [4], these techniques have evolved greatly, 
and can currently be seen in AAA games such as Left4Dead [5], Minecraft [6], Skyrim 
[7], Borderlands [8], Payday 2 [9], No Man's Sky [10], Don't Starve [11], and in several 
infinite runners, popular on tablets and cell phones. In addition to map generation, as 
in this game, PCG techniques can be used in the generation of narratives and visual 
assets, such as some of the missions in Skyrim, some of the weapons and rewards in 
Borderlands 2, or creating randomness in scenarios as in Payday 2.  

In this paper, we propose a novel system that uses biome seeds to create multiple 
biomes and populates them densely with specific assets. The research questions of this 
paper are the following: 

The research topics of this paper are the following: 
• Explore existing technical solutions and identify their main features, 

capabilities, and limitations. 
• Implement and test the algorithm presented in [3] in 3D open-world real game. 
• Carry out playtest sessions to evaluate the creation of PCG scenarios using the 

algorithm. 
• Gather feedback about the game and the PCG algorithm from a player's 

perspective. 
In addition to the current introduction, this paper is structured in three additional 

sections. Section 2 presents all the details of the implementation of the model. Section 
3 presents two playtesting sessions performed. The first one was carried out internally 
by members of the game's creation group, and the second was a blind playtesting type, 
in which players were invited to play independently and without assistance from the 
creative team. In the end, they would have to answer a survey that evaluated their ex-
perience in the game. Finally, the results are discussed, a conclusion to our research is 
given, and pointed future research directions. 

2 Implementation 

The term “open-world” has a specific connotation attached to it: composed of vast, free-
to-explore open environments, where spatial orientation and navigation are key to the 
interpretation of gameplay goals. As such, there’s an emphasis on “a large number of 
different verbal and nonverbal clues, which together form the guidance systems” of the 
game to induce the player’s awareness to use a specific path toward a goal [12]. Fur-
thering a sense of immersion, the sense of gameplay progress and even “in the plot of 
a digital game is equated with progress in spatial environments” [13]. So “features such 
as high points for a better overview, spectacular landscapes underscoring dramatic 
storylines, prominent locations serving as obvious landmarks, regularly distributed set-
tlements justifying the next resources to procure or missions to execute, and labyrinth-
like forests or towering high-rises, (...) [13] in a situation where the environment con-
taining e.g. train lines, with various entrances and exits, allows for variations that make 
the world less flat, empty or repetitive. The landscape stages multiple calls to action. 
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In this context, the development of the procedural content generation system, a 3rd 

Person Open-World Adventure Game, was made using the Unity game engine (Error! 
Reference source not found.) [14].  

Table 1. Executive summary 

Genre: 3rd Person Open-World Adventure Game 

Category: Single-player 

Plataform: PC 

Average duration: 10 hours 

Target audience: +12 Pegi a – Casual 

Reference list: The Legend of Zelda: Breath of the Wild, No Man's Sky, Astroneer, 
Journey, Hob, Valheim, Genshin Impact, Dark Souls. 

Key features: A large, procedurally generated game map; A biome with specific visual 
characteristics to it. 

Mechanics: 

The player will explore a world where he can find various regions, 
enemies and obstacles to overcome. The player will be able to find 
various items (e.g. swords, shields, magic potions) scattered around the 
world to help him on this journey. The player has several combat 
mechanics such as roll, dodge, heavy attacks, light attacks, jump, run, 
counterattack and even block attacks. 

Technology: The game will be made with the aid of the Unity game engine. For the 
assets: Photoshop, Blender [15] and others. 

a.Pegi 12 – “Video games that show violence of a slightly more graphic nature towards fantasy characters or non-realistic violence towards hu-
man-like characters would fall in this age category. Sexual innuendo or sexual posturing can be present, while any bad language in this category 

must be mild” [16] 

The PCG system uses the built-in Terrain tool to create a terrain object that will be 
automatically shaped by the main algorithm. For this, the system transcribes the pixel 
values of a texture from a Perlin noise map [17], created by Unity, to concrete values 
of elevation in a heightmap. Perlin noise is a pseudo-random pattern of fluctuating val-
ues normally generated in a 2D plane, but which can be generalized to three or more 
dimensions. Perlin noise is characterized by not generating a completely random value 
at each point. Instead, it generates noise in the form of "waves" whose values gradually 
increase and decrease along the pattern. This type of noise is used in various situations, 
from base to texture effects, but also in animation, generating terrain height maps and 
many other things. Unity has a PerlinNoise function that allows Generate 2D Perlin 
noise [18]. A new noise map is also created later for positioning objects and buildings 
on the terrain. The system then uses this noise map and a raycast projected to the ground 
in order to detect the terrain and, consequently, the correct locations to instantiate these 
objects according to the defined rules (e.g. noise map, height, building zones). 

Taking into account this relevance of exploring, cartographing and traversing an ex-
pansive world implied in the open-world genre in combination with adventure, where 
the player must carry out different missions of a strategic type to evolve and succeed, 
the enunciation of narrative through environmental storytelling, generating emergent 
narratives among players, rather than just embedding plot-driven events, further evi-
dences the importance of landscape variance that can be proposed through different 
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biomes.  A biome is a large area characterized by its vegetation, soil, climate, and wild-
life. There are five major types of biomes: aquatic, grassland, forest, desert, and tundra 
[19].  

To generate the biomes, first the terrain is divided into tiles and then the various 
biome seeds are released, which will germinate and create the biomes along these tiles. 
For the expansion of each of the biomes, a value of probability of spawning the tiles of 
this biome is assigned to each tile, which degrades according to the distance from the 
starting point and according to a value of “Decay”. In this way, it is less and less likely 
to expand to neighboring tiles as the distance increases, until reaching a point where it 
is no longer possible to expand. Thus, it is possible to create an environment with sev-
eral more natural biomes and with smoother transitions between them that provide a 
much more realistic environment to the game world (Fig 1). 

 
Fig. 1. Generated biome map. 

Finally, a slope map is generated (Fig 2) that will be used by the pathfinding AI, to 
generate the navmesh, so that it is not possible for the player to navigate on very steep 
slopes. 
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Fig. 2. Slope map generated by the PCG system. 

All rules defined by the level designer and programmer are passed to the algorithm 
through Scriptable Objects. (Fig 3) shows an example of a bush that is spread over the 
ground. In this case, the intensity varies from 50 to 100% of the possible spreading level 
in some regions of the map.  

 
Fig. 3. Setting a specific biome. 

These can be configured for each biome and for the terrain of the world in general, 
being able to define rules such as the “weight” of each biome, the value of “decay” of 
the respective biome, the number of biomes, among others (Fig 4). 
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Fig. 4. Different game biomes. 

The rules to apply to the terrain relief of each biome, the terrain in general, the posi-
tioning of assets, buildings, and textures, are passed to the algorithm through prefabs. 
Fig 5 shows some examples of HeightModifiers prefabs used to create a specific sce-
nario, in this case, bushes, grassy plaints, rain forest, scrub, and swamp.  These are 
HeightModifiers run in a specific order to apply your changes to the terrain. The Height-
Modifiers_Initial, as the name implies, is responsible for applying initial changes to the 
terrain in general. For example, when a specific biome has a higher starting height value 
than normal. We must apply this value in the HeightModifier_Initial so that this modi-
fication is applied first, and only then the others are applied. As for the HeightModifi-
ers_PostProcessing, it is responsible for applying minimal changes on top of other 
changes already made. For example, all terrains have a certain irregularity, this irregu-
larity is only applied after all other changes to make the terrain slightly more natural. 
The same can be done if we want to apply a "smooth" effect in some situations. The 
post-processing will take these values to give the "finishing touches" to the terrain mak-
ing slight changes in this sense. 

 
Fig. 5. Height modifier prefabs. 

Examples of some rules: height range that certain objects can be spawned, the maxi-
mum number of objects, whether a respective object can be spawned underwater or just 
above water, height range of biomes, from which height certain textures appear and 
disappear, among others. These prefabs are then applied as modifiers to scriptable ob-
jects. Then all these rules are passed to the main generation algorithm to shape the 
terrain and spawn the objects in the right place. In Figure 6 we have a similar interface 
to Figure 3, however, instead of using the bush biome it shows the swamp biome. 
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Fig. 6. General PCG configuration. 

This content generation process allows the Level Designer and the Programmer finer 
control in the creation of the worlds according to the design rules defined for the game. 
Thus, all these rules are passed to the procedural generator through these configurations 
so that it can create a more coherent world in relation to the ideas of our game and its 
universe, being possible to maintain good control over the procedural generation and 
effectively avoiding, let this one be quite random and chaotic. 

Fig. 7 shows an example of a world generated by the PCG system in edition mode 
and runtime.  

 
Fig. 7. Terrain with different biomes and assets. 

Fig. 8 shows an example in-game generated terrain by the PCG system in runtime with 
the player character ready to explore the world. 

The PCG success is mainly assessed in the playtesting phase, providing game de-
signers and developers important information regarding game options. 
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Fig. 8. In-game generated terrain. 

3 Playtesting 

Playtesting has been increasingly taken up as a standard step of the game design and 
development cycle. It is a commonly used approach in Games User Research (GUR) to 
improve both game usability and game user experience, essentially by gaining relevant 
player's feedback along the design and development cycle to inform the revision of the 
prototype being worked on. From the perspective of GUR, the aim is to provide game 
designers and developers new insights through a formative evaluation with potential 
users that allows the development team to better achieve their design intentions, check-
ing whether the game is meeting their goals, and discerning on how the game design 
can be improved [20] [21].  

Two types of playtesting were performed. The first playtesting took place internally, 
in which the game was carried out by the members of the game's creation group. This 
playtest aimed to see if the game was functional and presentable before moving on to 
the second playtest. The second playtesting was a blind playtesting type, in which play-
ers were invited to play independently and without assistance from the creative team. 
In the end, they would have to answer a survey that evaluated their experience in the 
game.  

This second playtest session took place on the 8th and 14th of June of 2022 in an 
online and autonomous way and was attended by 12 players, students, and teachers 
from a game design course and others. The playtesting feedback form was divided into 
several sections that asked the playtesters about: the game's tutorial, the game mechan-
ics, the game's art and visual effects (VFX), the game's user interface (UI), and proce-
durally generated scenarios. The form has two types of questions: multiple-choice ques-
tions and open questions/feedback. Fig. 9 shows the results of the playtest session, 
about the procedurally generated worlds to the multiple-choice questions. 
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The free feedback sentences/questions about the generation of worlds were as fol-

lows: 

─ Write a feedback about the scenario and give suggestions on changes or things we 
should add. 

─ If you could change the map, how would you do it? 

From the answers, it was evident that the algorithm at the operational level worked 
without problems. However, tended to create scenarios that were too dense or too 
empty, and the relief exaggeratedly uneven. There was no coherence between objects, 
textures and colors, or styles. Some objects such as bushes and vegetation appeared in 
a realistic style and trees and other objects in the scenery in a cartoon style. In this way, 
it was difficult to provide the aesthetics of the game which did not help in the player's 
emergence. It was not clear the way forward or the objective and was necessary to 
review collisions and the mechanics of interaction with chests. In this way and follow-
ing the suggestions obtained regarding the map, greater coherence between styles, tex-
tures, and colors was created. The relief was revised, and a more balanced scenario was 
created in which the character and the player emerged. The light and position of the 
camera were also revised to guide the player on his journey. 

These answers were helpful in fine-tuning the PCG system rules for world genera-
tion. The full results of the playtest form can be consulted in [22]. 

 
Fig. 9. Playtest session results.  
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4 Conclusions 

Procedural content generation can significantly reduce costs and development time of 
games. However, the systems are often not flexible enough to the requirements defined 
by the level designer. This paper showed how we approached the design and imple-
mentation of a ruled biome-based procedural content generation system, with attention 
to the requirements of the level design. The proposed system was designed to be used 
in a 3rd person open-world adventure game and was developed using the Unity game 
engine. 

During the development of the game, a playtesting session was held, from which it 
was possible to obtain positive feedback about the game, the procedural generation of 
the content, and the gameplay that it provides to the players. The responses among the 
various participants were quite consistent, pointing especially to the lack of coherence 
in some regions of the map. This feedback allowed us to adjust certain parameters of 
the algorithm with the aim of improving mainly the gameplay, the game experience, 
and its difficulty balance as the player progresses in the game. A point of improvement 
for the playtest could be a session with the development team in which it is possible to 
observe the players' reactions, which is not always possible to observe through the sur-
veys.  

In future work, we intend to carry out a new playtesting session to evaluate the 
changes made after the first playtesting. We also intend to apply L-systems [21] [25] to 
the modeling of plants, and a terrain painter based on a Fuzzy Logic controller that can 
be influenced by parameters [24] [25] or self-overlapping stencil [28]. 
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