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Resumo

A medicina personalizada visa fornecer cuidados adequados e individualizados aos pacientes
através, por exemplo, da adaptação dos registos de saúde eletrónicos às singularidades de cada
doença. Esta personalização é particularmente valiosa no caso de doenças crónicas raras. A fibrose
quística é uma doença genética rara que afeta as secreções do paciente. É uma doença altamente
complexa com múltiplas terapias em desenvolvimento, que requer um acompanhamento próximo
por equipas multidisciplinares de profissionais de saúde, exames médicos regulares, e numerosas
terapias farmacológicas e não farmacológicas.

Os sistemas de registos de saúde eletrónicos atualmente utilizados nos hospitais portugueses
são os mesmos para diferentes doenças. Esta falta de personalização não satisfaz as necessidades
de cuidados de saúde dos doentes com doenças raras, crónicas, complexas e multissistémicas, tais
como a fibrose quística. Por conseguinte, é essencial desenvolver um sistema de registos de saúde
eletrónicos personalizado que melhor se adapte às particularidades da fibrose quística.

Esta dissertação propõe o desenvolvimento de uma nova plataforma de registos de saúde
eletrónicos ajustada às necessidades específicas de cuidados de saúde da fibrose quística. Esta
plataforma deverá permitir aos médicos gerir os pacientes e os seus dados pessoais e de saúde,
consultas, e exames. Deve ser intuitiva e fácil de utilizar, tornando a entrada e o acesso dos reg-
istos de saúde eletrónicos pelos profissionais de saúde com pacientes com fibrose quística mais
eficiente, e permitindo uma maior qualidade dos cuidados de saúde.

A plataforma desenvolvida será testada, e pretende-se que seja implementada no Centro Materno-
Infantil do Norte (CMIN), um centro de referência nacional para a fibrose quística, com a possi-
bilidade de expansão futura para outros centros de referência nacional fibrose quística.
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Abstract

Personalized medicine aims to provide adequate and individualized care for patients through, for
example, adapting electronic health records to the singularities of each condition. This personal-
ization is particularly valuable in the case of rare chronic illnesses. Cystic fibrosis is a rare genetic
disorder that affects the secretions of the patient. It is a highly complex illness with multiple devel-
oping therapies, that requires close monitoring by multidisciplinary teams of physicians, regular
medical exams, and numerous pharmacological and non-pharmacological therapies.

The electronic health records systems currently used in Portuguese hospitals are the same for
different illnesses. This lack of customization does not meet the care needs of patients with rare,
chronic, complex, and multisystem diseases, such as cystic fibrosis. Therefore, it is essential to
develop a personalized electronic health records system that is better adapted to the particularities
of cystic fibrosis.

This dissertation proposes the development of a new electronic health records platform ad-
justed to the specific care needs of cystic fibrosis. This platform should enable physicians to
manage patients and their personal and health data, appointments, and exams. It should be intu-
itive and easy to use, streamlining the input and access of electronic health records by healthcare
professionals with cystic fibrosis patients, and allowing for a higher quality of care.

The developed platform will be evaluated, and aims to be implemented in Centro Materno-
Infantil do Norte (CMIN), a national reference center for cystic fibrosis, with the possibility of
future expansion to other cystic fibrosis national reference centers.

Keywords: personalized medicine; cystic fibrosis; electronic health records
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Chapter 1

Introduction

This dissertation proposes the development of an electronic health record (EHR) platform adapted

to the specific needs of patients with cystic fibrosis (CF). This introductory chapter gives an

overview of CF to better understand the needs of these patients and contextualize the dissertation’s

work, explains the motivation behind the work to be developed, and outlines its main objectives.

1.1 Context

CF is a rare chronic genetic disease of exocrine gland function that involves multiple organ sys-

tems. It mainly affects the lungs, with 90% of patients who survive the neonatal period showcas-

ing pulmonary involvement, and with end-stage lung disease being the leading cause of death.[18]

Chronic respiratory infections are common, as well as pancreatic enzyme insufficiency, involve-

ment of the liver, kidneys, and intestines, and other associated complications in untreated pa-

tients. Physical manifestations of the illness vary widely across patients and with the degree

of involvement of the disease and are dependent on several factors such as the patient’s age at

diagnosis.[18, 15]

CF is caused by a mutation in the cystic fibrosis transmembrane conductance regulator (CFTR)

gene.[15] With this protein malfunctioning, secretions such as sweat, digestive fluids, and mucus,

that should be thin become thick instead.[24] The diagnosis is usually made by a positive sweat

test paired with other risk factors or genetic testing. The median age of diagnosis is 6-8 months,

but it varies widely.[18]

There are no known cures for CF, but several treatment methods are used to manage symptoms

of the disease and to delay the deterioration in organ function. The main goals of these treatments

are to maintain lung function as normal as possible, avoid damage done by infections and thick-

ening of mucus, and manage complications.[18] Some of the possible treatments for different

complications are listed ahead.

1



Introduction 2

Mild pulmonary symptoms can be managed at home by increasing the frequency of airway

clearance, inhaled bronchodilator treatment, chest physical therapy and postural drainage, increas-

ing the mucolytic agent dornase alfa dose, and using oral antibiotics. Several medications can also

be used to treat CF, such as pancreatic enzyme supplements, multivitamins, anti-inflammatory

agents, mucolytics, and others. Additionally, certain respiratory or gastrointestinal complications

may require surgical therapy, and lung transplantation can be used in the case of end-stage lung dis-

ease. Besides these treatments, patients are also encouraged to practice healthy eating, adapted to

the specific needs caused by the illness, and an active lifestyle. Due to the variety of symptoms and

complex, individual nature of the illness, it is recommended that patients are followed at specialist

centers with multidisciplinary care teams, where treatment can be tailored to the individual.[18]

Furthermore, CF patients should be closely monitored by healthcare specialists, with appoint-

ments every 2 to 3 months. In these appointments, patients are subject to various screenings

and tests (such as pulmonary function testing and oxyhemoglobin saturation), and the healthcare

provider may prescribe new therapies and evaluate the results of current ones. Finally, the pa-

tient and their parents are educated about the disease and therapies and are provided support for

psychosocial issues.[18]

It is clearly shown that CF requires highly specific and personalized care due to its complex,

multisystemic characteristics and wide variety of physical manifestations across different patients.

1.2 Motivation

The previous subsection shows that CF requires particular and personalized care due to its com-

plex, multisystemic characteristics and the wide variety of physical manifestations across different

patients.

Being a chronic illness affecting mainly the respiratory and digestive systems, complications

of CF can have a significant impact on the quality of life of both the patient and their family by

limiting the individual’s ability to complete daily tasks. Even without complications, there is a

notable increase in the emotional stress of the patient and their family, and the time-consuming

nature of daily treatments that patients are subject to may further negatively impact their quality

of life.[17]

However, according to Rosenstein [16], "with appropriate support, most patients can make

an age-appropriate adjustment at home and school. Despite myriad problems, the educational,

occupational, and marital successes of patients are impressive.". The data shows that appropriate

treatment and support are crucial in minimizing the negative impact of CF on patients’ quality of

life.

Besides the already existing wide array of treatments for CF, there is ongoing research and

clinical trials for new therapies, such as gene therapy and CFTR modulator therapies. Medical

professionals must be up to date on newly available treatments to provide the best, most adequate

care for their patients.
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The motivation for the work developed in this dissertation comes from the clear impact that

adequate, personalized, specific care has on patients’ quality of life and prognosis. With CF being

a rare chronic disease that requires extensive clinical tests and has a substantial variety of possible

therapies (and new ones under trial), it is crucial for healthcare professionals to have a system that

allows them to easily access all of the necessary information and that is adapted to the specific

care needs of these patients, allowing them to provide the best possible care and improve patients’

quality of life.

The health information systems currently in use in Portugal are the same across all illnesses

and fail to meet the needs of patients with CF. It is crucial to develop a better system, that is able

to provide the aforementioned benefits.

1.3 Objectives

This dissertation proposes the development of an EHR platform for healthcare professionals work-

ing with CF patients. This work is to be developed in collaboration with Centro Materno-Infantil

do Norte (CMIN), a national reference center for CF.

The proposed system is adjusted to the specific needs of monitoring CF patients. It should

allow physicians to view and update patient data in an easy, organized, and intuitive manner,

providing a better user experience than the systems currently in use. Healthcare professionals

should be able to easily view and add patients, view and update their personal data, CF diagnosis

data, complications, exams, appointments, therapies, and medication.

The developed solution will then be tested and evaluated by its end users, the healthcare pro-

fessionals.

1.4 Document Structure

After describing the context and the motivation of the dissertation and explaining its primary ob-

jectives in Chapter 1, then this document explores the state of the art in Chapter 2. This chapter

analyzes the fundamental concepts related to the dissertation and discusses the existing technolo-

gies, related work, and other approaches to the same or similar problems.

Then Chapter 3 delves into the methodology used to develop the proposed project. It also goes

over the defined requirements, the technologies chosen for the development and reasoning behind

these choices, and how usability tests were performed.

Chapter 4 explains the features implemented, the project’s structure, and how developers may

add new features to the project in the future.

The results of the usability tests are exposed and analyzed in Chapter 5, discussing what these

results imply about the functionality of the developed platform.

Chapter 6 discusses what further improvements and additional features could be added in

future iterations of the project in order to increase the benefits offered by the platform and its

usability.
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Finally, Chapter 7 concludes this document, reflecting on the work done throughout this dis-

sertation, how it fulfilled the proposed objectives, and overviewing how it could improve in the

future.



Chapter 2

State of the Art

The present chapter explores the main concepts related to the dissertation’s work, and analyzes

which tools to solve a similar problem are currently in use.

2.1 Personalized Medicine

CF’s particular and complex nature calls for a personalized, individualized approach to care. Thus,

it is valuable to explore the concept of personalized medicine.

Personalized medicine aims to provide more adequate medical care adapted to each patient’s

individual needs, instead of using a standardized, "one-size-fits-all" approach. This concept is

currently in expansion, both in Portugal and internationally.

One of the ways to apply this approach is through adjusting EHRs to the singularities of an

illness, which is especially valuable in the case of rare chronic diseases such as CF, that require

the gathering and analysis of a vast amount of clinical data and have a wide selection of possi-

ble therapies, including ongoing clinical trials. Medical professionals can benefit from this EHR

adaptation since it helps them streamline their work, allowing them to spend less time looking

for and filtering through data and medical exams, and more time focused on the problem at hand,

therefore providing better care to the patient.

2.2 Related Works

There are existing tools that attempt to solve similar problems as to the one tackled by this disser-

tation. This section will analyze these tools, study their features, results, and setbacks.

2.2.1 Welldoc

Welldoc is an American privately held company that provides a platform for personalized, "AI-

powered" care of patients with chronic illnesses: they offer products that cater to the specific

5



State of the Art 6

needs of patients with type 1 or type 2 diabetes, hypertension, heart failure, and patients that want

to reduce the risk of developing type 2 diabetes.[2]

The BlueStar® System and the BlueStar® Rx System are the most well-known and awarded

Welldoc products. They are intended to be used by the patient on their mobile phones or personal

computers, but also in a professional healthcare context.[2] According to Welldoc’s website [2],

both systems include the following features:

• "secure capture, storage, and transmission of blood glucose data";

• support of medication adherence;

• analysis and report of blood glucose test results;

• "coaching messages (motivational, behavioral, and educational) based on real-time blood

glucose values and trends";

• information for the self-management of diabetes;

• "entry of other diabetes-related healthcare information";

• educational information.

Additionally, the BlueStar® Rx also provides an insulin dose calculator that calculates a dose

of insulin based on the patient’s prescription "for a given amount of carbohydrates and/or blood

glucose value". [2]

2.2.2 SONHO V2

SONHO - Sistema Integrado de Informação Hospitalar, is the system in use in 90% of the institu-

tions that are part of the Portuguese national healthcare system (Serviço Nacional de Saúde). It was

launched in 1994, with the main goals of managing patients’ administrative data, by monitoring

their flow in hospitals, and to access current and historical patient clinical data. Since the system

was to be used across the national healthcare system, it also allowed for easy information-sharing

between the various institutions.[3]

This system is divided into eight different modules [3]:

• Identification Module;

• Emergency Module;

• Hospitalisation Module;

• Outpatient Appointment Module;

• Operating Room Module;

• Day Hospital Module;
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• Archive/Statistics Module;

• Billing Module.

These modules are interconnected and allow for the registration, input, update, and access to

patient clinical data related to the context of the module. For example, the emergency module

registers, among others, the emergency location, specialty, type of accident, priority. It also allows

to, for example, admit the patient to the emergency room services and to transfer them to another

emergency care unit.[3]

Recently a new version of SONHO, SONHO V2, has been launched, and it is being gradually

implemented across Portuguese healthcare units. CMIN, where the solution proposed by this

dissertation is to be implemented, already uses this new version of SONHO. SONHO V2 intends

to upgrade some aspects of SONHO that have become outdated, solve data storage and security

issues, and introduce new features.[4] According to [4], the updates include:

• Improvements in the User Interface (UI);

• Migration to Oracle Database 11g R2;

• Development of service-oriented integration layer;

• Addition of a reporting database, so that management reports can be obtained without over-

loading the operational database;

• "Other small features, such as the possibility to use the national identity card [(Cartão do

Cidadão)] in the patient identification".

Even the updated version of the SONHO system still presents several issues that add delays

and obstacles when caring for patients, especially with patients with highly specific needs, such as

those with CF. One of the main issues is that clinical notes are a plain text field, not uniformized

or parsed. This implementation makes it difficult for doctors to complete crucial tasks such as

tracking the evolution of relevant clinical values or information across appointments or knowing

which information they have already collected in previous appointments. Clinical test results are

also difficult to access.

As mentioned before, this becomes particularly problematic in the case of an illness such as

CF, which requires the collection and analysis of extensive amounts of clinical data. The informa-

tion is not centralized or readily accessible in one place, which represents a setback in the work of

healthcare professionals, potentially having negative effects on the quality of care provided.



Chapter 3

Methodology

This chapter explains the methodology used for the project development, requirements definition,

and evaluation of the developed platform.

3.1 Design Science Methodology

The methodology used to develop this project was based on the Design Science methodology.

This methodology is mainly used in Computer Science and Engineering, and focuses on develop-

ing artifacts to attain defined goals and improve their functional performance.[23, 14] Since this

dissertation proposes to find and develop a solution for a practical, real-world problem and requires

frequent evaluation and validation by professionals in the healthcare field, this methodology was

deemed adequate for the project at hand.

The most commonly used design cycle in design science research is described by Takeda et

al. in Figure 3.1.[22] Kuechler and Vaishnavi also defined the processes that make up the design

cycle, based on Takeda’s proposal, as seen in Figure 3.2.[14]

3.1.1 Application to the Project

This project was developed together with physicians and a multimedia graduate student responsi-

ble for prototyping, through several iterations of the illustrated design cycle.

The design cycle begins with an enumeration of the problems and deciding which problem

should be solved by the project, in this case done through an initial meeting with the physicians

participating as specialists at CMIN. In this meeting, it was possible to interact with the EHR

systems in use, and discuss with healthcare professionals, the system’s end-users. This discussion

focused on understanding how physicians use EHR systems, identifying the problems posed by

working with the current EHR systems, and what features in an EHR platform would be the most

important to maximize performance.

Then, in the "Suggestion" phase, initial requirements were defined after discussion and ap-

proval by the specialists. These requirements represented an initial draft of what were to be the

8



3.2 Requirements 9

Figure 3.1: Design cycle in design science research.[22, 13]

final requirements of the developed platform. Since this method uses an iterative process, it is pos-

sible to refine the requirements and artifacts throughout the project’s progress.[14] Refinements

were firstly made following the first iteration of development, after which there was a better aware-

ness of technologies, time and technological constraints (such as the inability to integrate with the

EHR system used in Portuguese hospitals within the project’s time limits). There was a setting of

priorities and a more concrete definition of requirements.

The rest of the project’s development process was composed of several more iterations of the

design cycle, made possible by consistent communication between all parts involved. The physi-

cians would receive updates about the development and feedback about constraints or the need to

refine requirements. They would, in turn, collaborate in fine-tuning the requirements, set prior-

ities, and provide feedback about the development thus far, allowing evaluation and approval of

the solution. With the prototype being done parallel with the development, there was also constant

communication and exchange of ideas and feedback between these parties. The platform was de-

veloped following the prototype, and prioritizing physicians’ feedback when changes relative to

the prototype were necessary due to technological and time constraints.

In the final stage of the project, a final evaluation was performed, as described in Section 3.4.

3.2 Requirements

The requirements for the platform were initially defined after discussion with the physicians in-

volved in the project. They were subject to multiple iterations of changes throughout the project’s

development, as a result of an ongoing collaboration with the physicians, as described. The final

requirements are listed in the following subsections.
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Figure 3.2: Processes in the design cycle.[14, 13]

3.2.1 Functional Requirements

The functional requirements, that specify what the system must do, are listed below. The items in

this list represent what the users of the system should be able to do.

• View patients lists with main patient information, with patients separated by type - pediatric,

transition, and adult;

• Search patients by name;

• Switch patients’ type;

• View patients’ profiles, which should include personal and contact information, diagnosis

information, complications, and provide access to therapies, exams, and appointments;

• Edit patient personal data, such as contact information and mutation;

• Update patients’ complications;

• View and download exams;

• Add exams and upload the correspondent files;

• View appointments’ notes;

• Add appointment notes;

• View patients’ current non-pharmacological therapies;
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• Update patients’ current non-pharmacological therapies;

• Add patients’ pharmacological therapies;

• View patients’ current and historical pharmacological therapies;

• Cease patients’ current pharmacological therapies;

• Add a new patient;

3.2.2 Non-functional Requirements

The non-functional requirements, that describe more general properties related to how the system

should perform, are listed below.

• System should be designed primarily for desktops, but should be responsive and usable in

smaller screens, such as those of phones;

• Storage space should be large and/or expandable, due to increasing number of patients with

a large number of exam files for each;

• System should provide easy and intuitive navigation;

3.3 Technologies

After an initial definition and a better understanding of the project’s requirements, the most suitable

technologies were picked. This section discusses the technologies used to develop the platform

and the reasoning behind these choices.

For the several technologies, the following criteria were analyzed: adequacy to the project,

cost, and ease of use for the developers (which includes aspects such as the learning curve and

how widespread the technology is, since the larger a community around a technology is, the easier

it is to find information and help). The priority was picking technologies that were appropriate

to develop the proposed system and allowed for better performance, while minimizing costs and

development time. It was also taken into account that the project will be subject to further devel-

opments and future changes.

Firstly, the choice for the database was MongoDB which is a NoSQL, document-oriented

database program.[8] NoSQL uses dynamic schemas for unstructured data, allowing much more

flexibility than an SQL database.[19] Since there were going to be several iterations of the design

cycle throughout the project’s development, during which the requirements would often change, it

was essential to have a highly flexible database that allowed to add and remove fields and change

relations between elements easily. MongoDB also provides faster processing of large volumes

of data compared to SQL databases [19], which is significant considering the growing amount of

patients, each with growing amounts of associated information. Complex queries can be more

challenging to execute in MongoDB [19], but since most queries in the system will be simple
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(such as access by ID, retrieving all documents in a collection, or simple filtering queries), this is

not enough of a drawback to justify switching to SQL. Furthermore, MongoDB provides a free

tier ideal for the development stage of the project, with other low-priced serverless or dedicated

tiers to be used in later stages.[8]

Storing the exam files in MongoDB, however, posed some issues. Due to the growing and

possibly large number of patients and exam files per patient, storing all of these files directly in

the MongoDB database could create performance problems when scaling the system. This storage

would require high memory usage in the database, making queries slower. It would also signifi-

cantly increase the size of the database, making it more difficult to maintain and increasing costs.

Therefore, the decision was to store the exam files in a cloud storage, namely Azure Blob Stor-

age. Azure Blob Storage is a secure and scalable cloud storage, ideal for serving documents to

a browser and archiving data.[7] Like MongoDB, it offers cheap, pay-as-you-use pricing plans,

allowing for cost-efficient storage, and it is included as part of the "Office 365 A3 for students"

subscription offered by the University of Porto (UP), making it an adequate choice for the devel-

opment of this project.[1]

Secondly, Express.js, a web application framework for Node.js [5], was chosen to develop the

backend. Node.js code is written in Javascript [5], a language that is easy to grasp and makes

development more seamless when switching between the frontend (which is also developed in

Javascript, as explained below) and backend code. It also provides fast performance, a large de-

veloper community and support, and portability.[5] Express is a widely used Node.js web frame-

work, which provides support for features that Node.js does not have built-in support for, such as

handling different HTTP methods and routing. Both Express.js and Node.js are also open-source

and free to use under the MIT license.[5]

Finally, the frontend was developed using React.js, a frontend Javascript library [11], along

with several npm packages. Besides being easy to learn and use, React has efficient performance,

since it minimizes DOM changes through the use of a Virtual DOM. It does this by monitoring

the value of components’ states with the Virtual DOM, and when changes occur, it compares

the existing DOM state with the new one and updates it in the least costly way.[20] Its DOM

implementation and rendering optimizations make it faster than other platforms, such as Angular.

Other advantages of React.js include its broad community of users, the large number of existent

npm packages for React that significantly reduce development time and improve product quality,

and the fact that it is free and open-source.[20]

Three of the main npm packages used were React Bootstrap, React Router DOM, and Axios.

React Bootstrap is an adaptation of Bootstrap for React, where each component was rewritten

as a React component.[9] Bootstrap is a CSS framework for frontend development, that con-

tains templates for several interface components such as buttons, cards, typography, and layout.

Its templates reduce development time and allow for straightforward development of responsive

interfaces.[9] React Router DOM provides tools for client-side routing with React in web applica-

tions, without the difficulties of manually setting the routes.[10] Axios is a promise-based HTTP

client library that offers the possibility of making requests to a Node.js endpoint in a very straight-
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forward way: the function names match the HTTP methods, it works well with JSON data, and

it has default error handling.[6] Other packages used were React Hot Toast for toast notifications,

React Dropzone for the exam file upload interface, and Font Awesome for icons in the application.

3.4 Usability Tests

In the final stage of the project, the prototype was tested. This section explains how these tests

were performed.

The evaluation of the platform was done through usability testing with semi-structured inter-

views, where participants interacted with the application prototype. Since the prototype encom-

passed the features implemented in the web application and additional ones, the decision was to

perform the testing with the prototype to allow for more extensive feedback. The participants

were asked to perform specific tasks on the system and then encouraged to explore the prototype

independently. Qualitative feedback was given throughout the tests, after which the participants

were asked to fill in a form rating their experience with the prototype.

After the first question, where participants are asked their age, the form contains three sections.

The first one is based on the system usability scale (SUS) developed by John Brooke, a ten-item

Likert scale used to "[give] a global view of subjective assessments of usability".[12] A five-level

Likert scale is used, where 1 is "Strongly disagree" and 5 is "Strongly agree". SUS scores range

from 0 to 100, with higher scores indicating better usability. In the second section, participants are

asked to rate the difficulty of the performed tasks. Finally, in the third section, they are given open-

ended questions where they can comment on other aspects of the prototype and give suggestions.



Chapter 4

Implementation

This chapter describes the features effectively implemented in the platform and the project struc-

ture, outlining the different components of the system and how they interact with each other.

4.1 Platform Features

After the initial definition of requirements and picking the technologies, the platform started to

be developed. During the implementation process, it was factored in which requirements had the

highest priority, to ensure that a solid proof of concept was developed. This section outlines the

implemented features.

The web application implementation followed the created prototype for the interface design.

In the cases where it was not possible to follow the prototype, such as due to features not being

implemented at this stage of the project, the overall style, layout, and color scheme were fully

respected, maintaining a consistent look across the application. Throughout this process, usability

and a satisfying user experience were kept a top priority. Since the platform is to be used firstly by

physicians at CMIN, with the possibility of expanding to other Portuguese hospitals, the interface

is in Portuguese.

The interface was implemented using a desktop-first approach since this is physicians’ pri-

mary medium to access EHR applications. However, to increase the application’s flexibility and

make it usable on smaller screens, split-screen views, and mobile devices, most pages were made

responsive to screen size, as can be seen in Figure 4.1.

14
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Figure 4.1: Patient’s profile viewed on a mobile phone screen.

To improve the user experience, almost all user actions that involve changes to the data, such

as adding new data or editing existing data, are followed by feedback in the form of a toast notifi-

cation, as seen in the bottom of Figure 4.2. This toast contains information on whether or not the

operation was successful and the result of the action. This feedback keeps users informed about

their actions and helps them decide their next steps, creating a more reliable experience.
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Figure 4.2: Homepage, with a feedback toast indicating the successful addition of a new patient.

When the user first opens the web application, they are presented with the homepage, like

presented in Figure 4.2, but in this case without the feedback toast notification. On this homepage,

users can select if they want to view the list of patients, which can be separated by patient type

or include all patients. The patients can be pediatric (patients under the age of 16), transition

patients (patients over the age of 16 but that have not yet completed necessary exams to transition

into the adult category), and adults. They also have the possibility to add a new patient or a new

professional (physician) using the two purple buttons in the bottom row. To add a patient, the

user fills out the patient’s type, identifying information (such as name, process number, birthdate),

contact information, and CF mutation and diagnosis information in the form seen in Figure 4.3. To

add a professional, the user fills out the professional’s type, which can be doctor or nurse, name,

professional license number, and specialty in the form seen in Figure 4.4. After adding either a

patient or a professional, the user is redirected back to the homepage.
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Figure 4.3: Form to add a patient.

Figure 4.4: Form to add a professional.

The patient listing table, which can be viewed in Figure 4.5, shows basic patient information,

such as age and mutation, allowing the user to visit the patient’s profile by clicking the "Ver"

("View") button. There is also a dropdown in each row indicating the patient type that, when

clicked, can be used to change the patient’s type easily. This change is applied immediately,

moving the patient to the new corresponding table and removing it from the current one. To

avoid forcing the user to navigate to another page to undo their changes in case of a mistake, the
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toast displayed on success has the option to "Anular" ("Undo") this change, as seen in Figure 4.5,

undoing the action instantly. The user can also search for a patient by their name, and the results

on the table are updated as the user types.

Figure 4.5: List of adult patients, with one open patient type dropdown and a toast notification
indicating the successful transition of a patient.

On the patient profile, visible in Figure 4.6, the information related to the patient is categorized

in different cards, making for a more intuitive viewing. The top left card contains the patient’s

personal information, including name, age, birthdate, gender, hospital process number, European

Cystic Fibrosis Society (ECFS) registry number, phone contact and contact person (since a lot of

the patients are minors, the phone contact can belong to a parent or guardian). It also contains the

CF mutation type along with age at diagnosis and diagnosis type. The patient information on this

card can be edited by clicking "Editar dados" ("Edit data"), which turns the card into a form with

the corresponding fields, as seen in Figure 4.7. The medical complications card can be expanded,

as seen in Figure 4.8. It then shows a list of possible complications, each one of them next to

a toggle that represents whether or not the patient has that complication (green "Sim" toggle or

red "Não" toggle, respectively). The complications can be updated by clicking on their respective

toggles, and these changes are applied immediately without the need to save.



4.1 Platform Features 19

Figure 4.6: Patient profile page.

Figure 4.7: Form to edit patient data on patient profile page.
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Figure 4.8: Patient profile page with complications card expanded.

The exams card shows a list of all the patient’s exams that have been submitted to the platform.

It shows the date and name of each one, and the corresponding PDF files can be downloaded by

clicking on the name of the exam. When clicking on "Adicionar exame" ("Add exam"), the user

opens a modal in which they can add an exam to the current patient, by inputting the name of the

exam, date, and drag and dropping the PDF file or selecting it from the file explorer, as seen in

Figure 4.9.

Figure 4.9: Modal to add exam on patient profile page.

Notes from a patient’s previous appointments can be viewed by clicking on the eye icon on
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the "Diários" card. A list of the patient’s appointments is presented, along with the notes of the

most recent appointment shown by default, which can be seen on Figure 4.10. To view notes from

other appointments, the user should click on the corresponding date and time on the list. New

appointments can be added by clicking on "Adicionar entrada" ("Add entry") or by clicking on the

plus sign icon on the "Diários" card on the patient’s profile. On the page to add an appointment,

visible on Figure 4.11, the user selects the physician that is associated with it and writes the

appointment notes. The date and time of the appointment do not need to be selected, as they

default to the current date and time.

Figure 4.10: Patient’s appointments list.

Figure 4.11: Form to add a new appointment.
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Patients are subject to both non-pharmacological and pharmacological therapies to manage

the illness, which can be viewed on the "Therapies" page by clicking on the corresponding card

on the patient profile. On this page, seen in Figure 4.12, therapies are divided between non-

pharmacological, on a collapsible card at the top, and pharmacological (medication), on a table

at the bottom. The non-pharmacological therapies interface works in the same fashion as the

patient’s complications: the name of the therapy is preceded by the corresponding toggle that in-

dicates whether or not the patient is currently doing that therapy and can be clicked to change

that value, applying the changes immediately. The pharmacological therapies table shows current

and historical information about the patient’s medications. It shows the date when the patient

began that medication, the medication name, administration route (such as oral, inhalation, or

intravenous), frequency, dosage, and end date. The end date is an optional field in order to accom-

modate medications that are taken long-term or do not have a predetermined date for the end of

treatment. If the end date of a medication has not yet been reached or if it does not have an end

date, the user can cease the medication by clicking on the "X" button under the "Cessar" ("Cease")

column. This action updates the end date of the medication to be the same as the current date.

Figure 4.12: Patient’s therapies page.

To add a new medication, the user should press "Adicionar medicação" ("Add medication")

at the bottom of the medication table, which will open the modal visible in Figure 4.13. In this

modal, the user inputs the medication name, administration route, frequency, dosage, start date

(which defaults to the current date but can be changed), and the end date if applicable.
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Figure 4.13: Modal to add new medication.

4.2 Project Structure

This section describes the system’s architecture and the project file structure. It goes over the

different elements that make up the system and their interactions.

The project files are separated into two directories. The frontend directory contains the differ-

ent views, client-side routing, and Axios requests, and the backend directory contains the database

models and the Express application programming interface (API).

4.2.1 Backend

The file server.js, located at the root of the backend directory, imports the necessary libraries,

connects to Mongoose, defines the routers that should be used for the API requests depending on

the uniform resource locator (URL), and designates the port on which the server should run.

The backend contains two subdirectories: models and routes. The models directory has files

that define the Mongoose models used to interact with the documents in the MongoDB database.

There are three files defining three main schemas: professional, appointment, and patient.

The professional collection, used to store the physicians’ data, has a type, which can be doctor

or nurse, name, professional license number, and specialty, with all the fields being mandatory.

The appointment collection, used for data related to appointments, stores the IDs of the patient

and the professional involved in the appointment as a reference, the date, which defaults to the

current date, and notes, with all fields except the notes being mandatory.

The patient collection stores data related to the patients, with the mandatory fields being the

patient type (pediatric, transition, or adult), name, hospital process number, ECFS registry num-

ber, gender, birth date, contact, contact person, age at diagnosis, diagnosis type, and CF mutation.
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The patient also has arrays of therapies (referring to the patient’s current non-pharmacological

therapies names), medications (including current and historical medications), complications (pa-

tient’s current complications names), and secretion results. The medications, exams, and secretion

results each have their own subschema since, unlike the other fields that were represented by a

simple string or date, these have various parameters that define them. The exam schema stores the

exam name, date (defaulting to the current date), and file name, which is the name of the Azure

blob containing the exam PDF file. The medication schema contains the name, administration,

frequency, dosage, start date, and end date. The secretion results relate to a requirement that was

initially discussed but later dropped in favor of other higher priority requirements. CF patients

have to do secretions analyses regularly to monitor their illness, and this schema, which has the

date of secretion delivery, date of results, and the results as a string, would be used to store the

results of those analyses. Although this feature was not implemented, the schema was left in the

database to facilitate future implementation.

The other directory in the backend, routes, defines routes for handling HTTP requests using

Express Router middleware. These routes either respond to the request or handle the error, using

the default Express error handling by passing the error to the built-in next() function. The routes

are organized into three different files, each with their router, in accordance with the database

model files: professional, appointment, and patient.

The routes relating to professionals are presented ahead, with the corresponding HTTP verb

and URL path:

• GET professionals/ - returns all existing professionals.

• GET professionals/:id - returns the professional with the specified ID. It also returns

the appointments associated with the professional, but to avoid sending too much unneces-

sary information in the response, it only sends the IDs and dates of the appointments. The

notes of the appointments can then be retrieved using the appointments IDs.

• POST professionals/ - creates a new professional, with the type, name, license num-

ber, and specialty specified.

The routes relating to appointments are listed below:

• GET appointments/:id - returns the appointment with the given ID.

• POST appointments/ - creates a new appointment, with the specified professional (ID),

patient (ID), date, and notes.

Besides the routes, the patients file also deals with the exam file upload to Azure Blob Storage.

The frontend sends the file on the request with the encoding method of "multipart/form-data",

which supports file upload. Usually, the Multer middleware is used to handle this type of encoding

type with Node.js and Express.js; however, since Multer uploads the files to a directory in the

server, and the goal is to store the files on Azure, it was adequate for this project. Therefore, the

professionals/
professionals/:id
professionals/
appointments/:id
appointments/


4.2 Project Structure 25

npm package Multer Azure Blob Storage, which is a Multer engine for storage in Azure, was used.

To download exam files, the connection with Azure is made by creating a BlobServiceClient object

from the Azure Storage connection string. The container that stores the exam files is obtained

from the BlobServiceClient, and the containerClient is created. To store the files in Azure, a

Multer storage is created using the Azure container data, such as connection string, access key,

and container name. The routes defined in the patient file are as follows:

• GET patients/ - returns all patients, with the option to make a query by the patient name,

returning only patients whose name contains the searched name.

• GET patients/pediatric - returns all pediatric patients, with the option to make a

query by the patient name.

• GET patients/transition - returns all transition patients, with the option to make a

query by the patient name.

• GET patients/adults - returns all adult patients, with the option to make a query by

the patient name.

• GET patients/:id - returns the patient with the specified ID. It also returns the appoint-

ments associated with the patient, but to avoid sending too much unnecessary information

in the response, it only sends the IDs and dates of the appointments.

• PUT patients/:id/edit - updates the patient with the given ID so that its data is the

same as the patient data sent in the request body.

• POST patients/ - creates a new patient, with the specified type, hospital process number,

ECFS registry number, name, contact, contact person, birth date, gender, age at diagnosis,

type of diagnosis, and mutation.

• GET patients/complications - returns a pre-defined array with all possible medical

complications (not just the ones the patient currently has). This array is defined at the

beginning of the file.

• GET patients/therapies - returns a pre-defined array with all the possible non-pharmacological

therapies (not just the ones the patient is currently doing). This array is defined at the begin-

ning of the file.

• GET patients/:id/complications - returns the complications that the patient with

the specified ID currently has.

• PUT patients/:id/complications - receives an array of complications and updates

the complications of the patient with the specified ID to be the same as the given array.

• GET patients/:id/therapies - returns the therapies that the patient with the speci-

fied ID is currently doing.

patients/
patients/pediatric
patients/transition
patients/adults
patients/:id
patients/:id/edit
patients/
patients/complications
patients/therapies
patients/:id/complications
patients/:id/complications
patients/:id/therapies
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• PUT patients/:id/therapies - receives an array of non-pharmacological therapies

and updates the non-pharmacological therapies of the patient with the specified ID to be the

same as the given array.

• GET patients/:id/medication - returns the current and historical medications of the

patient with the specified ID.

• PUT patients/:id/medication - updates the medications of the patient with the

specified ID by adding a given medication.

• PUT patients/:id/medication/:med_id/cease - ceases the medication with the

given med ID belonging to the patient with the given ID, by updating its end date to be the

current date.

• PUT patients/:id/exam - adds an exam to the patient, with the given file, exam name,

and date. The file is uploaded using the Multer Storage as explained above. After uploading

the file to Azure, Multer makes file data available, such as the name of the blob it was

uploaded to. This blob name is stored into the database as the file name.

• GET patients/:id/exam/:filename - downloads the exam with that is stored in the

blob with the given name (filename) belonging to the patient with the specified ID. It obtains

the blob from the containerClient created initially, the downloads it.

• GET patients/:id/age - calculates and returns the age of the patient with the given

ID. The date is divided into two fields: months and years.

4.2.2 Frontend

The frontend directory has the package.json file at its root, which defines the project’s metadata

and npm dependencies, a public directory, which includes the web application’s favicon and the

index.html, and the src directory, with the project’s code.

At its root, the src directory has several files necessary for the overall function of the applica-

tion. The App.js file includes the header component and the toaster component from React Hot

Toast (needed to use toast notifications in the application) and will be a part of all the application

screens. The index.js file defines the application’s routes with React Router, defining which views

should be rendered for different URL paths. The App.css defines custom styling for the different

components, and there is also an images directory containing the application’s logo.

The rest of the frontend files are organized into three directories according to their function:

services, views, and components.

The services directory holds the Axios functions that send the HTTP requests to the API

endpoints. The functions are organized in the same way as the Express routes, divided between

appointments, professionals, and patients, and each function is responsible for one HTTP request.

The api.service.js file defines the base URL for the HTTP requests, which was localhost on the

port 5000 throughout this phase of development but may be changed in the future.

patients/:id/therapies
patients/:id/medication
patients/:id/medication
patients/:id/medication/:med_id/cease
patients/:id/exam
patients/:id/exam/:filename
patients/:id/age
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The views directory contains the different screens of the application. These are the React

components rendered by the routes, and each of them is a Bootstrap container that includes the

components that make up the screen organized in a grid layout. The views, or screens, are the

following:

• ProfessionalDashboard - The homepage, with the buttons to access different lists of patients

and to add a patient or physician.

• NewPatient - Contains the new patient form. The "submit" button is disabled until the data

entered in the form is valid, and after successful submission the user is redirected to the

homepage.

• NewProfessional - Contains the new professional form, which works in the same way as the

new patient form.

• PatientsList - Screen that shows a table with the patients, with a search field for the name.

The patients table is a separate component included here. The type of patients ("pediatric",

"transition", "adults", or "all") is passed as a prop to this component, and the request to get

patients from the API is made accordingly.

• PatientProfile - Shows the patient’s profile, with the ID of the patient passed as a URL

parameter. The identification, complications, and exams cards are their own components.

The patient profile has a state, "editPatientMode", that is true when the user has pressed the

button to edit the patient and false by default; when true, instead of rendering the regular

patient identification card, the edit patient form will be rendered.

• PatientAppointments - Shows the patient’s appointments, with the ID of the patient passed

as a URL parameter. The active appointment, that is the appointment whose notes are being

displayed, is managed by a state.

• NewAppointment - Contains the new appointment form. The ID of the patient that the

appointment will be created for is passed as a URL parameter. The form works in a similar

manner to the new patient and professional forms: the "submit" button is only disabled until

all the data is valid and successful submission redirects to appointments page.

• PatientTherapies - Screen with the patients’ non-pharmacological and pharmacological ther-

apies. These two types of therapies are shown in different components, and the patient ID,

passed as a parameter to PatientTherapies, is passed as a prop to these components.

The components directory includes React components that are used in the views. The decision

to separate these components from the views aims to improve code readability, minimize code

repetition, and facilitate development. The components are listed below:

• Header - Application header, with the logo that, when clicked, redirects the user to the

homepage.
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• PatientsListTable - Table with the patients, that receives the patients as a prop. When a

patient is updated due to the user transitioning them, the list of patients is immediately

updated using a callback function.

• EditPatientCard - Card with the form to edit patient information, with a similar layout to

the regular patient identification card. Like the other forms, the submit button is only active

when the data entered is valid.

• PatientComplicationsCard - Accordion component, with styling similar to the cards for

a uniform look, that contains the patient’s complications and the toggles to edit them. The

patient’s complications are managed by a state, updated every time a toggle is clicked. When

the complications state changes, a useEffect hook sends the Axios request to update the

patient’s complications on the database.

• PatientExamsCard - Card that lists the patient’s exams, which are received as a prop. When

the button containing the exam name is clicked, a new tab is opened to download the exam

file. The add exam modal can be opened by pressing the "Add exam" button.

• AddExamModal - Modal with the form to add an exam to the patient. A state on the patient

profile controls the visibility of the modal. The submit button is active when the name and

date have been entered and a file has been added to the Dropzone, either through dragging

and dropping it or the system file explorer.

• PatientsTherapiesCard - Accordion component open by default, styled to achieve the same

look as the cards, open by default, that contains the patients’ non-pharmacological therapies

and the toggles to edit them, in the same way as the complications.

• PatientMedicationsCard - Card that contains a table with the patient’s medications. When

the "cease" button is clicked, which is disabled unless the end date is non-existent or ahead

of the current date, the Axios request to cease the medication is sent.

• AddMedicationModal - Modal with the form to add a new medication to the patient. A state

on the medications card controls the visibility of the modal. The submit button is active

when all the data, except the optional end date, has been entered.

4.3 Addition of Features

The developed platform can be improved in future iterations through the addition of new features,

and this section explains how to do so.

Adding new models to the database or changing the fields of existing models is straightfor-

ward. New models can be added by adding new schemas, exported as Mongoose models, in new

files, to the models directory. Adding new fields to existing models, or removing or modifying

existing fields should be done directly in the model’s file. It is important to remember that when
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the models are updated, the API routes that interact with them and the respective Axios requests

should be updated as well. New routes should be added to the file corresponding to the model

that it relates to. When adding a new router, the app.use() function should define the base path to

which the new router middleware will be mounted, in the server.js file.

A new React component with a Bootstrap container is added to the views directory to add a

new screen to the interface. Separate components can be created to, for instance, break down long

blocks of code into smaller, more readable components, define components used multiple times,

or isolate blocks of code with complex functionality from the rest of the code. The route that

defines the path for the new view component should then be added to the index.js file.
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Results

In the final stage of the project’s development, usability tests were used to evaluate the fulfillment

of the project’s objectives, as described in Chapter 3. The tests were performed and their results

and feedback was then analyzed, as presented in this chapter.

There were three test participants, ages 46, 33, and 24. Two of them are physicians that work

with CF patients, and one of them is a university student. Testing the prototype with someone

outside of the health field allows to understand how it would be for a user without knowledge

about medical terms and EHR systems to use the platform, further showing its usability and ease

of use.

The results of the SUS-based section of the form are presented in Figures 5.1 to 5.10. The

SUS score of this section was 100. Taking into account that a result above 68 is considered above

average, as seen in Figure 5.11, this result is an extremely encouraging indicator.

The participants’ evaluation of the difficulty of the tasks they were requested to perform is

shown in Figure 5.12. A scale ranging from "Very difficult" (blue) to "Very easy" (purple) was

used. As can be seen, the tasks were mostly rated "Easy" or "Very easy", with two tasks being

evaluated by one participant as "Neutral" in difficulty. The performed tasks were the following

(listed in the order they are presented in Figure 5.12):

• View a patient’s profile.

• View a patient’s medical complications.

• Add exam results.

• Add a patient’s medication.

• Add appointment notes.

• Transition patient.

The last section of the form, with open-ended questions, received responses from one of the

participants. The questions and responses were as listed below:
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Figure 5.1: Results of the 1st SUS question ("I think that I would like to use this system fre-
quently").

• "Which aspects of FQ Tracker do you find the most positive?" - "The perfect symbiosis

between aesthetics and functionality.".

• "Which aspects of FQ Tracker do you find negative." - "Nothing to comment.".

• "Other suggestions/comments?" - "Possibly expanding the click area on small buttons and

removing the double click on the patient category.".

Some feedback was also given during the interviews as the participants interacted with the

prototype. These comments were always positive and focused mainly on the aesthetic appearance

of the prototype and the ease of use, with participants saying statements like "It is very intuitive"

and "I have used a lot of health platforms and none of them were this easy [to use]".
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Figure 5.2: Results of the 2nd SUS question ("I found the system unnecessarily complex").

Figure 5.3: Results of the 3rd SUS question ("I thought the system was easy to use").

Figure 5.4: Results of the 4th SUS question ("I think that I would need the support of a technical
person to be able to use this system").
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Figure 5.5: Results of the 5th SUS question ("I found the various functions in this system were
well integrated").

Figure 5.6: Results of the 6th SUS question ("I thought there was too much inconsistency in this
system").

Figure 5.7: Results of the 7th SUS question ("I would imagine that most people would learn to
use this system very quickly").
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Figure 5.8: Results of the 8th SUS question ("I found the system very cumbersome to use").

Figure 5.9: Results of the 9th SUS question ("I felt very confident using the system").

Figure 5.10: Results of the 10th SUS question ("I needed to learn a lot of things before I could get
going with this system").



Results 35

Figure 5.11: Guideline for interpretation of SUS score. [21]

Figure 5.12: Participants feedback on the difficulty of the proposed tasks.
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Future Work

The developed system and the feedback obtained from usability tests show that the proposed plat-

form may constitute a helpful tool in solving the problems outlined in Chapters 1 and 2. This

chapter explores which features and improvements could be implemented as future work to best

benefit the platform users. Some of the features outlined below have already been prototyped,

which should facilitate the development.

One of the top priorities for the project’s next iteration should be authentication as a physician.

Physicians should have personal, protected accounts on the platform, be able to log into their ac-

counts, and view and edit their information. The current form to add a physician should be a form

to register on the platform instead, with added authentication parameters. Physician authentication

would also simplify some operations, such as creating an appointment: it would not be necessary

to select the physician associated with the appointment since it would automatically be the one

that is logged in at the moment.

Listing secretions analysis results and signaling patients for transplants were two other unim-

plemented discussed with the project specialists. Patients regularly send their secretions for anal-

ysis, and their physicians should be able to note when secretions are delivered and when analysis

results are available. This feature should, at least, allow physicians to record a secretion delivery

of a patient and then, when results are available, log these results on the platform. The trans-

plant feature is necessary since a small but significant percentage of CF patients have to undergo

transplants, usually of the lungs. This feature should allow physicians to mark which stage of the

transplant process a patient is in, if the patient is going through one. It should also provide a list of

transplant patients, with the option to view only patients on a specific stage, which allows physi-

cians to see, for instance, the waiting list for transplants. Though further discussion is needed to

specify this feature better, the stages of the transplant process should, in principle, include at least

referral, waiting list, and post-transplant.

CF patients have various medical exams that must be performed periodically. To facilitate this

process, a feature that allows physicians to register these exams on the patient’s profile, and view

a list of how much time is left until they need to be performed again, should be implemented.

Appointment notes input should also be more personalized, which would allow physicians to
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more easily input data in an appointment and reduce human error. An input form with various

personalized fields also allows the creation of graphs, global or specific to the patient, that can

track several data, such as iron levels. This feature requires detailed and extensive discussion with

physicians to define the fields, and its necessary to consider that these fields will vary between

pediatric, transition, and adult patients. When submitting this appointment data, a plain text report

should also be generated, so that it could be duplicated into the hospital’s system.

A notification system can further improve the value of the features mentioned above. Physi-

cians can be notified of when patients deliver secretions, when analysis results are available, or

when a patient has an upcoming periodic exam.

The platform’s fundamental features should be available offline to improve the system’s us-

ability and availability. One of the ways this can be done is by implementing a client-side database

that periodically syncs with the server. With this implementation, information about the patients

should be available offline, and physicians should be allowed to view and edit this information

and add therapies and appointment notes without a connection. This way, if the connection fails

during or before an appointment, the physician can still register its notes and any relevant patient

updates, which will be synced with the server when a connection is available again.

For a more efficient experience, the platform should integrate with the hospital’s current sys-

tem. The data of the platform and the system in use should sync so that appointment notes, ther-

apies, and other information does not need to be inputted separately into the two systems. This

implementation would also allow physicians to view their appointment calendar on the platform

and schedule appointments that would then be officially scheduled on the hospital’s system. This

integration poses several bureaucratic and technological challenges and is expected to be a lengthy

process, due to which it was not implemented in this project iteration. Although ambitious and

challenging, this integration is expected to bring significant benefits to its users and create the

potential for many more features. Thus, it should be treated as a priority.

A web or mobile application for patients can be implemented in the future to complement the

functionality of the web application implemented for physicians. Patients could authenticate into

their account and view and update some of their data, report when they deliver secretions, and, if

the authentication with the hospital’s system is implemented, see a calendar with their future ap-

pointments. They could also chat with physicians between appointments, making communication

more efficient since it is centralized on one platform.
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Conclusions

This dissertation focused on creating a solution for the problem of non-personalized EHRs in

CF. Due to the complex and specific nature of the illness, a customized EHR system would sig-

nificantly streamline the data input and access work done by physicians, also allowing them to

provide better quality care.

To achieve this goal, the requirements were thoroughly discussed and defined with physicians,

a prototype for the application was designed, and a web application that followed the defined

requirements and prototype was implemented. The project’s initial scope was reduced in order to

guarantee an implemented proof of concept within the given time frame.

Consistent communication between all parties involved in the project was one of the critical el-

ements of its development. The knowledge of health professionals, especially those that work with

patients with CF and are aware of its specificities, was essential for the successful development of

the prototype and the web application.

The web application was implemented keeping in mind that there should be future iterations

of development. This way, the project’s code was structured in a way that aims to simplify future

development by being easily readable, understandable, and carefully organized.

After the development of the prototype and implementation of the web application, the pro-

totype was subject to usability testing. The feedback from these tests was highly positive and

encouraging.

The understanding of the context of the problem, discussion of requirements, prototyping, im-

plementation, and positive feedback received, shows that this dissertation can constitute a solid

basis and proof of concept for an EHR system that solves the current problems. Although future

work (including overcoming bureaucratic and technological challenges) is necessary for the ap-

plication to be entirely usable and integrated with the physicians’ day-to-day work, the usability

results showed great potential and enthusiasm for the project.

This dissertation succeeded in developing a proof of concept for an EHR system adapted

to the specific needs of patients with CF, validated by physicians. It is expected that, with the

continuation of the development of the project, the EHR system could be expanded to other CF
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centers, integrated with their systems, and even complemented by an application made for patients,

improving the quality of provided care.
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