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Abstract. According to the 2020-updated curriculum for the Norwegian lower 

middle school, algorithmic thinking and computer programming are necessary 

student skills that are to be implemented in the mathematics education. Despite 

the curriculum update, many mathematics teachers lack competence and experi-

ence in computer programming, and do indeed struggle to integrate algorithmic 

thinking in their teaching. Therefore, there is a need for specific teacher re-

sources, such as simple but efficient readily developed education programs that 

can easily be adapted, extended, and applied, either as whole or as inspiration for 

teachers in their own classrooms. The contribution of this article is twofold: 

Firstly, we present an education program that aims to introduce basic program-

ming concepts, such as loops and logical conditions, to lower middle school stu-

dents through their existing understanding of geometry. Secondly, we report on 

a pilot study where the education program was taught by three teachers in their 

respective classes over a period of three weeks in a Norwegian lower middle 

school. The students’ development in algorithmic thinking strategies and prob-

lem solving skills over the course of the education program was assessed with a 

generalized pre- and post-test. The results indicate that students with low to me-

dium test score in the pre-test achieved the greatest improvement (approximately 

100-300% increase in test score), whereas students with medium to high test 

score in the pre-test performed slightly worse after the education program. 

Keywords: Algorithmic Thinking, Computer Programming, Mathematics Edu-

cation, Geometry. 

1 Introduction 

Programming is becoming an increasingly important skill for young students when fac-

ing modern society problems [1]. Computational thinking is related to problem solving 

in an algorithmic manner, i.e., defining problems and breaking them up into smaller 

parts that are solved stepwise, much like the structure and purpose of a computer code 

[2, 3]. Several studies argue that programming can motivate students to study mathe-

matics and increase their problem solving skills [4, 5]. The need for including compu-

tational thinking in school curricula has led to the introduction of programming in ele-

mentary school in many countries, either as a separate subject or particularly as 
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integrated in mathematics or science education [1, 6, 7]. Norway is a part of this inter-

national trend and computational thinking was included in the primary and lower sec-

ondary school mathematics education after the curriculum renewal in 2020 [8, 9]. How-

ever, many teachers lack the proper competence and experience in computer program-

ming and may struggle to implement computational thinking in their teaching. 

Seymour Papert introduced a new way of working with geometry in the 1980s, 

which was called Turtle Geometry [10, 11]. Papert and his colleagues developed the 

programming language Logo, which has been used frequently and widespread in 

schools since the 1980s [12]. Logo is adapted to the use of children, as a mean for young 

students to explore advanced geometrical figures and patterns, through the control of a 

physical turtle robot, which could be programmed to move around on a piece of paper 

to create drawings. Students could relate their body motion to the motion of the robot 

and transfer this knowledge into the work of learning formal geometry, including the 

conceptualization of angles. 

In this paper, we propose a teaching strategy for computational thinking linked to 

geometric understanding and drawing of geometric figures via block-based program-

ming. The developed education program is inspired by Turtle geometry, although it has 

a somewhat inversed approach. Rather than using programming as a mean to explore 

geometry, we propose to use familiar geometric figures to learn about programming 

and computational thinking. Teachers may apply the education program as an entry to 

basic programming concepts through geometrical understanding already possessed by 

the students, before introducing formal, line-based programming. The developed teach-

ing program was tested in a pilot study, which consisted of three weeks of lecturing in 

three lower secondary classes. The programming was performed in Edublocks (directly 

in the browser), which allows for freely available block- and line-based programming 

in parallel, and it offers several languages, e.g., python [13]. Python was applied in the 

education program because it is open source, freely available, and it has a Turtle library 

[14].   

This article presents the developed education program and reports on the students’ 

development in programming and algorithmic thinking after participation in the educa-

tion program, which was assessed with a generalized pre- and post-test. The research 

questions these contributions attempt to answer, are:  

 

- RQ1: How can geometric understanding be utilized to learn basic programming 

concepts? 

- RQ2: How does the computational thinking of lower secondary school students 

evolve after receiving basic programming education? 

 

Related to RQ2, we use the definition of computational thinking proposed by [15], 

namely that it is a focused approach to problem solving, incorporating thought pro-

cesses that utilize abstraction, decomposition, algorithmic design, evaluation, and gen-

eralizations. 
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2 Method 

This article reports on a pilot study, where a newly developed education program, de-

signed for integrating programing in mathematics education, was carried out in a lower 

secondary school in Norway. The research team consisted of three experienced mathe-

matics teachers, Øyvind, Olav, and Anders, who taught a grade 8 class (13-14 years 

old), a grade 9 class (14-15 years old), and a grade 10 class (15-16 years old), respec-

tively, and one researcher, the author of this article. The education program was taught 

by the teachers in their respective classes over a period of three weeks, with approxi-

mately two to three lecturing hours on average per week. The research team had weekly 

project meetings where the content of the education program was assessed and im-

proved based on the classroom experiences from the previous week. The students had 

mixed (i.e., from none to some) programming experience, for example, from primary 

school programming introduction or from elective lower middle school programming 

courses.      

Data were acquired from the weekly project meetings, which were audio recorded, 

from classroom observations, and from students’ written material in the form of hand-

ins. In the students’ written material, the students are anonymized, and data has only 

been included in the study from those students who have given their written consent. 

This article mainly reports on the student hand-ins from grade 8 and 9. In this section, 

the education program and the tests for assessing the students’ ability of computational 

thinking are presented. 

  

2.1 Education Program 

A short presentation of the education program with emphasis on different geometrical 

figures and how they are suitable to demonstrate specific programming concepts, fol-

lows in this subsection. The education program consisted of presentations given by the 

teachers, typically in the beginning of each lecture and when introducing new concepts 

to the class, and group and individual student work where the students were allowed to 

assimilate their newly acquired knowledge through exploration, discussion among 

peers, and guidance from the teacher.  

 

Introduction. After giving the students information about the research project and the 

attached education program, the teachers started the first lecture by guiding the students 

through the process of setting up a new project in Edublocks. Thereafter, they explained 

the Turtle library, and that this library contains commands to move a robot object (an 

arrow by default) around the screen, and that a set of consecutive commands would 

eventually constitute a computer code, which could draw a desired geometrical figure 

on a virtual canvas when executed. At this stage, the students were allowed to make 

themselves familiar with the move forward and rotate commands, and actually experi-

ence that the arrow behaved accordingly. 

 The teachers instructed the students to work in two different tabs; one where they 

were to copy the teachers code with minor modifications, and the other to work in their 

own pace. The former pane had a twofold purpose; on the one hand, it served as a “safe 
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haven” to which the students could always return if they felt insecure about creating 

their own code, and on the other hand, it ensured that the students had an operative code 

where they could add new elements presented by the teacher, in case their own explo-

ration drifted off from the course of the teacher or caused the program to crash. The 

latter pane served as a playground where the students could try out new ideas or ad-

vance if they felt that the teacher’s progress was too slow. The teachers’ presentations 

were given very slowly and thoroughly to ensure that all the students could follow. 

 

The Square. The first geometric figure was the square, and the teachers initiated a 

discussion on how a square is defined and what commands they could use to make the 

arrow draw a square. After establishing that one could, for example, move forward the 

length of one side, turn 90° in one direction, move forward, turn, and so on, until the 

square is drawn, the classes tried to formalize this proposition into formal computer 

code.  

After this was achieved, the teachers initiated a discussion on patter recognition and 

repetition and used this as an entry to introduce the for-loop. The previously coded 

square is an example that illustrates the repetition of the same commands. In a demon-

stration, the teachers showed how a for-loop could be used to draw the same square by 

omitting several lines of code, and pointed out that programing is about formulating 

commands as compressed and concise as possible. Figure 1 shows an example of how 

the two different approaches can be represented in Edublocks. Note that the code con-

taining the for-loop is significantly shorter. 

 

 

Fig. 1. Two examples of block-based code that produces a square with 100 steps side lengths. 

The code to the left repeats all the commands, while the code to the right utilizes a for-loop to 

repeat the forward and turn command four times. The window to the right shows the resulting 

square. Source: Edublocks.org. 
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The Rectangle. In the second week of the education program, the teachers started to 

introduce logical conditions through the rectangle. As with the square, the teachers en-

couraged the students to define a rectangle, and how a drawing of a rectangle may be 

formalized with code. A rectangle consists, like a square, of a repetition of straight lines 

and right angles. However, since the length of the side lines are alternating in pairs, the 

forward and turn commands cannot be repeated four times in a simple for-loop. An easy 

but not so elegant way of obtaining a rectangle is to write out all the sequential forward 

and turn commands, i.e., with a brute force strategy. If one would like to solve this by 

using a four-times repeating for-loop, this can be done by utilizing an if-else statement 

that checks if the loop iteration is an odd or even number, and apply different side 

lengths accordingly. The teachers demonstrated the latter strategy as an entry to the 

topic of logical conditions. Figure 2 shows an example of how the two different ap-

proaches can be represented in Edublocks.            

 

 

Fig. 2. Two examples of block-based code that produces a rectangle with 100 and 50 steps side 

lengths. The code to the left repeats all the commands, while the code to the right utilizes a for-

loop to repeat the forward and turn command four times and an if-else-statement to alternate 

between long and short side lengths. The window to the right shows the resulting square. Source: 

Edublocks.org.  

Open Tasks. In the third week of the education program, the teachers demonstrated the 

use of nested for-loops to create repeating figures, e.g., a set of increasing squares 

placed outside of each other to illustrate similar figures. After this concept was prac-

ticed with a few examples, the students now possessed three powerful tools for creating 

geometrical figures and patterns, namely logical statements and single and nested for-

loops. Next, the students were encouraged to design their own code that would create a 

geometrical figure of their choice. The task was presented as a programming competi-

tion, where creativity and concise coding would be rewarded with a price to the winner, 
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as an attempt to motivate the students. After the students had made their own code, the 

codes were swapped among the students, and they were instructed to interpret and draw 

the outcome of a fellow student’s code.  

Programming is very suitable for investigating how the conditions in geometrical 

problems affect the solution. For example, by changing one or two variables in the 

square-code, such as the number of iterations combined with an increasing side length, 

the result is suddenly a square spiral. The teachers continuously challenged the ad-

vanced students by expanding the given tasks. For example, if a student easily managed 

to make the square, the teacher could encourage the students to make a pentagon, an 

octagon, or even a generalized code to make any desired regular polygon. 

 

2.2 Pre- and Post-Test 

The research team designed a written task with the objective of testing the students 

ability of computational thinking. The students were given the identical task before and 

after the education program (i.e., a pre- and a post-test, respectively) and had to solve 

it individually without receiving help from the teachers. The test was called Robot con-

trol (see Appendix for details), and as the name suggests, the students were to give 

specific commands to make a robot move in a given pattern. The task requires algorith-

mic thinking, as one has to give sequential commands while imagining how the robot 

moves around. The test requires no programming knowledge or specific language syn-

tax. On the one hand, there are some similarities between the education program and 

the test as geometrical figures are involved. On the other hand, the test is about moving 

a physical robot with written commands, while the education program is about moving 

an arrow around the screen with code blocks. Thus, the idea is that the students should 

solve the post-test with their acquired algorithmic thinking skills without directly asso-

ciating it with the education program.  

More specifically, the test consisted of two tasks. In the first task, the robot is sup-

posed to walk along a square with side length seven steps. In the second task, the robot 

should walk along three squares with side length three, five, and seven steps. The three 

squares are placed next to each other with some empty space between them, and their 

lower left corners are marked with the points A, B, and C, respectively (see Appendix 

for details). The students were allowed to give the robot the following commands; walk 

forward x steps (where x is a number of their choice), turn x degrees to the right or left, 

and jump to a specified point. They were also instructed to give the commands as simple 

as possible, i.e., with as little text as possible, and if they saw a repeating pattern in their 

commands, they could mark these commands with a star and omit the repeating text. 

A set of four assessment criteria for the test was decided by the research team: 

 

1. Can a human understand what kind of figures the student has instructed the 

robot to make? 

2. Can a machine reproduce the correct figures (if the right syntax and setup 

is neglected)? 

3. Are repeated commands omitted and marked with a star? There are two 

levels of repetition; firstly, the forward and turn commands may be repeated 
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four times to create a square, and secondly, the squares may be repeated 

three times with increasing side lengths in the second task. 

4. Does the student apply the jump command to make the robot move between 

the squares? 

 

Criteria 1-2 are inspired by Wing’s description of computational thinking as presenting 

problems and solutions in such a manner that humans and/or machines can execute the 

computing processes [16]. The tests were graded according to the criteria listed in Ta-

ble-1, and a maximum number of eight points could be obtained in each test.   

Table 1. Assessment criteria for the tests with maximum points indicated. 

Criterium Points Comments 

1. Explain human 2 -0.25 points for each missing side (task 1-2). 

2. Explain machine 2 

-0.25 points for excessive text, -0.25 points for repeating 

single commands (e.g., 4 forward, then 4 turn), and -0.25 

points for not specifying four repetitions (task 1-2). 

3. Repeat 3 
2 points for single repetition (task 1-2) and 1 point for dou-

ble repetition (task 2). 

4. Jump 1 Jump between squares (task 2). 

 

3 Results 

Out of the three participating classes, grade 10 was affected by several external disturb-

ances during the three weeks of lectures, such as an absent teacher due to illness, exam 

preparations, and mandatory courses for graduate students, which conflicted with the 

completion of the education program. Therefore, the test results from the 10th grade 

students are not considered in this study. However, the remaining two classes carried 

out the planned education program, and the students’ results from the pre- and post-

tests are presented in this section.   

 

3.1 Quantitative Perspectives 

Among the approximately 25 students in each class, 14 and 12 students gave their con-

sent to participate in the research project in grade 8 and 9, respectively. In grade 8, the 

lowest and highest achieved score was (0, 7) and (3, 7) for the pre- and post-test, re-

spectively. In grade 9, the corresponding lowest and highest scores were (1, 6.75) and 

(1.25, 6.75). Key figures of statistical average and dispersion are given in Table 2. The 

results of the grade 8 students are more dispersed than those of the grade 9 students in 

the pre-test, while the situation is opposite in the post-test, although the difference is 

less prominent here. However, the most striking result is that the grade 8 students im-

proved their results by a 48% increase in test score on average, whereas the grade 9 
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students did not develop much between the tests, with a 5% decrease in test score on 

average. Note that one grade 9 student decreased his or her score by 4.75 (from 6 to 

1.25) points between the two tests, which is a far greater decrease than any other, which 

influences the statistical average and dispersion.   

Table 2. Test results, where μ and σ symbolize mean and standard deviation, respectively. 

Grade σpre σpost μpre μpost μdifference [%] 

8 2.29 1.15 3.57 5.29 48 

9 1.39 1.71 5.38 5.10 -5 

 

In order to investigate the students’ different levels of understanding, the students are 

ordered in groups according to their pre-test results, independent of grade. Four groups 

with two score points bin size are made, and the students’ average score within the 

group are calculated and compared with the average post-test score of the same stu-

dents. The results are presented in Fig. 3. The groups, when arranged from lowest to 

highest score, contained 5, 4, 8 and 9 students, respectively. It is evident that the stu-

dents with the lowest score in the pre-test achieved the greatest improvement between 

the two tests (+2.95 points), followed by the students with the second lowest score in 

the pre-test (+2.56 points). The students with the second highest score obtained almost 

the same result on average in the two tests (-0.06 points), while the students with the 

highest score performed slightly worse on average in the post-test (-0.41 points). Note 

that the latter observation is affected by the outlier mentioned in the previous paragraph, 

and if the outlier is neglected, there is a slight improvement of +0.13 points on average 

between the two tests.    

 

 

Fig. 3. Grouped, average test results in two score points intervals from the pre-test (blue), and 

the post-test (red) from the same student groups. 
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3.2 Qualitative Perspectives 

As a general observation, most of the students were able to use the repetition command 

in the post-test. Some students marked the repetition with a star (as instructed in the 

assignment), while other wrote explicitly that some commands should be repeated. 

Both syntaxes were equally rewarded in the assessment process. Use of the repetition 

command is interpreted as the equivalent to for-loops in the following.  

 

Lowest Score. Hand-ins that were categorized in the lowest score group typically con-

tained uncomplete descriptions of the geometrical figures, such as “Walk forward 7 

steps turn 90° to the right and do it all the way around” in task 1. A human may be able 

to reason that this will eventually form a square, but the “do it all the way around” 

command is quite diffuse. A machine on the other hand, would not be able to interpret 

the latter command and would not know when to stop. There are no attempts on loops 

in this answer, and algorithmic thinking is sparse. Therefore, the following score was 

given in this example; explain human: 0.5, explain machine: 0.25, and repeat: 0. Other 

students in the same group gave repeated, direct forward and turn commands that would 

only form two or three sides of a square. Others again made up or mis-used the allowed 

commands, such as “Jump 7 steps forward”, which can be understood by a human, but 

not by a machine since jumping was only allowed to a specified point. 

 These students progressed a lot in terms of algorithmic thinking during the education 

program and their post-test hand-ins typically contained more or less successful at-

tempts on using single for-loops. In general, their language was more precise in the 

post-test compared with the pre-test. However, none of them thought about jumping 

between figures or applying double repetition in task 2. 

 

Second Lowest Score. Students who obtained the second lowest score in the pre-test 

were in general more precise than the students who obtained the lowest score. They 

often successfully described the correct geometric figure, at least in task 1, but few 

attempted to use for-loops. Like the previous group, these students significantly im-

proved their algorithmic thinking, and used single for-loops and an even more precise 

language in the post-test. For example, one student progressed from “Walk forward, 

turn 90°” to the more descriptive “Walk 7 steps, turn 90° left”. None of the students in 

this group applied the jump command or a nested loop in task 2.     

 

Second Highest Score. These students mostly used single for-loops in the pre-test. 

Their answers typically had some minor shortcomings compared with the highest score 

group, such as not specifying how many times the loop should be repeated, or applying 

the repetition twice, i.e., after the forward and the turn command ([forward]*, [turn]*) 

instead of applying the repetition once after both commands were given ([forward, 

turn]*). None of these students applied the jump command, but a couple of them 

showed tendences of thinking in the direction of a nested for-loop in task 2, either in 

the pre- or the post-test. One of the students wrote: “First walk forward 3,5,7 steps then 

turn 90° to the left and repeat 4 times”, and others gave similar answers. Three of the 

students had a slightly negative development (from -0.5 to -1.5 points) due to untidy 
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and less accurate second hand-ins compared with the first. For example, one of these 

marked the repetition correctly in the pre-test but incorrectly in the post test (see the 

example above).    

 

Highest Score. The students in this group used a precise language when applying single 

loops, and about half of them applied the jump command. Approximately 20% of the 

students in the group showed more advanced algorithmic thinking as they produced 

good attempts on nested loops in either or the pre- and post-test. An example of such 

an attempt is shown in Fig. 4, which translates: “(*4 times: [Walk 3 steps. Turn 90° to 

the L]. Jump to next point). Walk 5. Walk 7”. A circle is drawn around the commands 

that are placed inside the round brackets, which we interpret as “repeat this two more 

times, but replace three with five and seven steps”. A better answer would explicitly 

state that the actions inside the round brackets should be repeated three times. Never-

theless, this answer is still rewarded 1,5 out of 2 possible points for repetition. However, 

as seen in Fig. 3, the students in this group did not improve on average, but rather 

achieved a slightly lower score in the post-test.      

 

 

Fig. 4. An example of a students’ answer of task 2 in the post-test. The text translates: “*4 times. 

Walk 3 steps. Turn 90° to the L. Jump to the next point. Walk 5. Walk 7”. 

4 Discussion 

Although the students with low score in the pre-test developed their algorithmic think-

ing in a positive direction during the education program, the development of the stu-

dents with high score is unclear. According to the test, these students had a slight de-

crease in performance after receiving programming lectures. This observation has two 

possible explanations; either the education was not well adapted to students with some 

previous programming experience, or the test was not designed well enough to measure 

improvement of experienced students. In the former scenario, the education program 

should have lasted longer so that the complexity of the tasks would have increased 

enough to challenge the experienced students. This observation also argues for a com-

pulsive programming education as a separate subject in Norwegian lower middle 

schools, to ensure that all students have some experience in algorithmic thinking as a 

minimum. In the latter scenario, the test should have been designed as a spectrum of 
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tasks with varying difficulty. However, few of the students who obtained a high score 

thought in the direction of nested for-loops in task 2, which may indicate that the test 

was challenging enough for most of the students after all. In retrospect, we should have 

spent more time on nested for-loops during the education program and also indicated 

clearer in the assignment text that the repetition command could be used at several 

levels.   

The test was designed with the aim of objectively measuring the students’ level of 

algorithmic thinking without creating too close associations to the research program. It 

is difficult to assess whether the test was successful regarding this objective, but ap-

proximately 1/3 of the grade 8 students gave their answers in the form of drawn blocks 

that resembled the ones found in Edublocks in the post-test. An example of this can be 

seen in Fig. 4, which may suggest that the test contained too explicit references to the 

procedures taught in the class. However, none of the grade 9 students did this. Although 

the test may have a high validity for the type of tasks to which it is designed to test, it 

probably lacks applicability to other contexts of computational thinking. In hindsight, 

the test should have contained a variety of tasks to assess the students ability of abstrac-

tion, algorithmic thinking, decomposition and generalization without creating close as-

sociations to the lectures and at the same time without discriminating students who lack 

programming experience. Several tests with these aims are presented in the literature 

[17, 18], which could be used as a starting point and adapted to the level of lower middle 

school students. However, there is a limit to how extensive such a test can be before the 

students at this age lose their patience.   

During the education program, the teachers received several questions on why it was 

necessary to use if-else-statements to create a rectangle. The students argued that it was 

simpler to apply a series of direct forward and turn commands, i.e., a brute force strat-

egy, and that such a solution would not require more lines of code than a for-loop with 

an if-else-statement, which is correct deeming from Fig. 2. The rectangle was only used 

as a familiar entry to logical statements and if-else-statements. Besides, the rectangle is 

a logical transition from the square, and the students had no problems with learning the 

concept, and seeing the benefit of loops when working with squares and regular poly-

gons. However, the students had difficulties accepting the purpose of the if-else-state-

ment with regards to the rectangle. Therefore, it would make sense to use other exam-

ples to introduce logical statements. For example, if-else statements could be intro-

duced when working with nested for-loops as an entry to geometric similarity, e.g., in 

an assignment where several similar figures are to be made and one specific figure 

should be drawn with a different line color. This can only be reasonably achieved with 

an if-else-statement. Conditionals could also be motivated by including user inputs in 

the program which can be adapted to user wishes, e.g., whether a square should be filled 

or not, or whether to draw an equilateral triangle pointing upwards or downwards.   

The open task given in the education program was presented as a coding competi-

tion, as mentioned in Section 3.1, in an attempt to motivate the students, as competitions 

has been found to positively affect the learning quality when programming [19, 20]. 

According to the teachers, many of the students were also motivated and eager to win 

the price. However, some students expressed that they were stressed and anxious about 

the competitive element, because someone would then assess their performance and 
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discover potential errors and mistakes. This observation agrees with the findings of 

Cheng et al. [21]. The fear of social comparison may have caused these students to go 

for the simple but safe geometric figure, such as the square, because the teacher had 

already shown code examples for this figure which made them confident. The compe-

tition may be removed from the education program in the future, but the part where the 

students swap their codes with their classmate to interpret someone else’s code is a 

good exercise in error search and debugging.    

5 Conclusions 

In this article, an education program designed to enhance algorithmic thinking and pro-

gramming skills in the context of geometrical figures has been presented, where figures 

and patterns are created with sequential commands that eventually form a code. The 

students understood the concept and the necessity of for-loops when working with reg-

ular polygons due to the repeating nature of these figures. However, the students found 

less need for if-else-statements when working with rectangles, as this appeared more 

cumbersome to them than applying a series of direct commands (brute force strategy).  

The students development in algorithmic thinking was assessed through a general-

ized pre- and post-test, which was carried out before and after the lectures. It was found 

that the students who obtained a low score in the pre-test improved greatly (approxi-

mately 100-300% increase in test score) during the education program, and most of 

them progressed from applying repetitive direct commands to single for-loops and de-

veloped a more concise language. On the other hand, the students who obtained a high 

score in the pre-test had a slight negative development in test score on average, with 

some exceptions where the students started developing strategies for nested for-loops. 

Although self-explanatory, we emphasize the importance of challenging the more ex-

perienced students in parallel with the basic education of the beginners to stimulate all 

the students with different programming backgrounds.  
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Appendix – Robot Control 

You have been given a robot which you can command to move around on the floor. 

The only motions it is capable of doing, are: 

• walk x (x is a number you can choose) steps forward, 

• turn x degrees to the right or left, and   

• jump to a point of your choice.      
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How would you explain to the robot as simple as possible (with as little text as possible) 

that it should walk along the following lines? The robot always starts in point A. If you 

see a pattern in its motion, you can tell it to repeat the previous commands that you 

mark with a star, so that you don’t have to repeat the same commands.  

 

1. A square with side length 7 steps. 

 

 

 

2. Three squares with side lengths 3, 5 and 7 steps. 
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