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Universitat Politècnica de Catalunya
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Abstract

The concept of Web Applications and software in general is very present in our everyday
lives, and from the consumer perspective it might seem simple, as we only see the final
product. But, to develop this software, there is a lot going on behind the scenes that we
do not see, in fact, building software continuously and with a certain level of quality is a
very complex task and takes a lot of effort. In this project I aim to analyse and compare
existing application development security models and tools, focusing on how they are
applied to DevOps (Software Development and IT Operations). From the comparisons,
I will choose the best model according to my opinion and I will apply the model to the
implementation of web services and applications. After the implementation of the use
case. At the end, I will discuss possible improvements and changes for the approach used
to develop the application.
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1 Introduction

1.1 What is DevOps?

Web applications are a big part of today’s society. They have become a very common
and worldwide tool for providing digital services of all kinds, but the process behind the
development and maintenance of them is not simple. There are two main groups or teams
involved in the creation of such applications, the IT (information technology) team and
the software development team which worked separately in older work cultures or models.
In essence, the software development team was in charge of writing the application source
code, and the IT team was the one in charge of the deployment and support tasks.

Around 2007 a different approach called DevOps (Development Operations) gained popu-
larity, aiming at the integration of the two aforementioned disciplines into one continuous
process. The main objective of developers and IT operations teams working collabora-
tively through the whole software development lifecycle (SDLC), is to improve the speed
and quality of the software development and deployment.

1.2 DevOps principles

Though DevOps is a practical methodology, it is also fundamentally a mindset and cultural
shift in an organization. Several key principles or ideas characterize this philosophy [1]:

• Automation: Automate everything, such as workflows, testing new code, and how
your infrastructure is provisioned to avoid overworking.

• Iteration: Write small pieces of code at a time to support releases and sub-releases
that increase the speed and frequency of deployments.

• Continuous improvement: Continuously test, learn from failures, and act on
feedback in order to optimize performance, cost, and time to deployment.

• Collaboration: Unite teams, communicating and breaking down the barriers be-
tween development and IT operations.

These principles support an agile style of working with a great focus on automation and
the usage of tools to improve the efficiency of the development process. Meanwhile, its
iterative workflow allows for continuous development and integration of software. These
features help businesses to achieve a faster delivery of new features or software products
that are of higher quality, since they can release simpler or more early working versions
that have no errors at all and improve them along the way while the actual application
is already functional.

NOTE: Agile methodologies are iterative approaches to project management and software
development. Instead of delivering everything in one big release, agile workflows deliver
work in small, but consumable, increments. Requirements, plans, and results are evaluated
continuously so teams have a natural mechanism for responding to change quickly. The
most well known methodology is Scrum, but there are also others such as Kanban. [2]
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The DevOps workflow [3] can be different depending on who is implementing it but the
basic processes that usually take place in some way or another are:

• Planning: In this process, DevOps teams conceive, define and describe the features
and functionality of the applications and systems they will build. Tracking progress
both broadly and in detail, from single-product tasks to tasks that span portfolios of
numerous products. Creating backlog logs, tracking bugs, managing agile software
development and visualizing progress are some of the ways DevOps teams plan with
agility and visibility.

• Development: The development process includes all aspects related to program-
ming like writing and testing as well as compiling that code into artifacts that can be
deployed in various environments such as .jar files for Java based software. DevOps
teams seek to innovate quickly without sacrificing quality, stability or productivity.
To do so, they use highly productive tools, automate day-to-day and manual steps,
and iterate code in small increments through automated testing and continuous
integration.

• Release & Deployment: This stage refers to the process of deploying applica-
tions into production environments in a consistent and reliable manner. The release
phase also includes the implementation and configuration of the fully governed core
infrastructure that constitutes those environments such as container environments.
Also in this stage, teams define a release management process with clear manual
approval phases, as well as establishing automatic gates that move applications
from one phase to another until they are available to customers. Automating these
processes makes them controlled, scalable and repeatable. In this way, DevOps teams
can deliver with ease without unexpected mistakes.

• Operation: The operation process involves maintaining and monitoring the released
applications, as well as troubleshooting potential problems in production environ-
ments. Teams work to ensure reliability and high availability, with the goal of zero
system downtime, while strengthening security and governance. DevOps teams seek
to identify issues before they impact the customer experience and mitigate them
quickly as they arise. Maintaining this vigilance requires very comprehensive met-
rics, actionable alerts and full visibility into applications and the underlying system.

As a whole, the DevOps model has many benefits, such as the collaboration and trust
between the different teams involved in development, thanks to it being a communication
based approach. It also provides a faster and simpler approach to releasing software thanks
to the focus on using automated tools and predefined processes, which helps providing
more consistent results, and at the same time it facilitates the resolution of issues by
making the response time lower than other more ad-hoc methods of working.

9



1.3 Security in DevOps (DevSecOps & SecDevOps)

As applications become more complex they tend to process more data, which has advan-
tages such as services being more customized, but at the same time it creates a big target
for cyberattacks, since retrieving or stealing private information is one of the objectives
of cyberattackers. For this reason, security plays an important role in the development
process of an application, but it is not enough with applying patches to existing vulnerable
applications, instead, security has to be taken care of and applied throughout the whole
life-cycle of the application in each stage and process.

The agile workflow of the DevOps model helps having up-to-date secure applications and
processes, since changes can easily be made in different sprints and any new vulnerabil-
ity detected can be patched or fixed efficiently in a short period of time. This is a very
important feature since security vulnerabilities and other related aspects are in constant
evolution, for example, a development team might be used to working with or imple-
menting a third party library for their applications, but a new version is released by the
software provider and it contains a security bug that can consequently affect the final
product released if it’s not tested previous to its use.

1.3.1 DevSecOps:

This integration of security processes, active security audits and security testing into the
agile development workflow of DevOps is named DevSecOps [5], and rather than applying
security to the end product (application or software), aims to have security built into the
product by applying the concept of security by design, which means that security is taken
into consideration from the very beginning. From the tools that are used (adapting the
tool stack to introduce security features) to the design and implementation of the software,
security will be present throughout the whole life-cycle of the software we are developing.

The main objectives or propositions of this work model are:

• Accelerate the deployment frequency: When security is integrated into the
development pipeline, eventually the development will be much more agile due to
less errors/mistakes happening that can delay the deployment of products.

• Decrease time to remediate critical vulnerabilities: Due to security being
spread out throughout the whole SDLC, errors can be caught earlier and fixed
before they are harder to fix, like in pre-deployment environments where the whole
application is already built and changes are harder to implement.

• Improve the security posture: Including security as a feature from the start
saves a lot of time to security teams by eliminating benign issues or false positives
thanks to automated processes gating at every step of the SDLC.

DevSecOps has a similar workflow and life cycle as we saw previously for DevOps, but the
tasks or activities that each process or stage will take part on are going to be expanded
with the new security activities that will take place. Essentially we are adding an extra
layer of security activities on top of the DevOps cycle as shown in figure 1.
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Figure 1: DevSecOps development cycle [6]

These security activities refer to all the tools and techniques needed to design and build
software that resists attacks, as well as to detect and respond to vulnerabilities (or actual
intrusions) as quickly as possible. Some examples of these activities can be:

• During the planning phase, a threat modeling process can be implemented to be able
to know what are the possible threats the software can be faced against, and properly
create a good strategy to defend against those possible vulnerabilities during the
coding stage.

• Another process that is very important is, even after the testing stage of the appli-
cation, a test environment simulating the real one can be set up and execute pen
testing strategies to try and find any possible mistakes or vulnerabilities that were
not taken into account previously. This way organizations can be more certain that
it is indeed hard to attack the software and it’s ready to be released to the public.

1.3.2 SecDevOps:

Another approach to security in DevOps is SecDevOps [8]. This other security model is
slightly different in the way they intend to secure the software development life-cycle,
because, instead of introducing security activities as a new feature to the DevOps model
and have them like a separate team that still works collaboratively with the others, in this
model security comes first, and all decisions taken are from a security perspective. This
means that speed of release is not a priority anymore which can have a negative effect on
the development process due to focusing too much on security and not on the product
being released.

SecDevOps aims to ensure that security becomes a shared responsibility between all mem-
bers in the DevOps team across the entire application life-cycle, describing a mindset
where everyone involved in DevOps understands security. The difficult part about this,
is that finding people that are good at development but also have all the knowledge in
security is much harder to find. This is the drawback of not having a specialized team
in security, which is able to coordinate and guide the other teams on the security efforts
that need to be made. It is true that ultimately it would be ideal for every member of the
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DevOps team to be knowledgable in their security practices, but to expect that from the
beginning without some guidance from experts in the matter, is much more complicated
to achieve, reason why DevSecOps is more popular.
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2 State of the art

2.1 Model analysis

In this next section I am going to introduce and analyze two of the most important
models used by corporations and companies to structure and improve the way in which
they approach their software development from a security standpoint.

The two models I am going to analyze are the Software Assurance Maturity Model
(SAMM) [10] by OWASP and the Building Security In Maturity Model (BSIMM) [12]
by Synopsis, and later I am gonna make a comparison on some of the most important
features they have to see what are the differences between their approaches [15].

2.1.1 SAMM

Before starting with the model itself, I am going to talk about OWASP and how they came
to the point of developing this model. Open Web Application Security Project (OWASP)
is a non-profit organization that aims at improving the security of software through several
open source projects such as SAMM.

SAMM (Software Assurance Maturity Model) is an open framework that provides a sim-
ple, effective and measurable way to analyze and plan the security initiatives and infras-
tructure of all types of companies regarding their software. This initiative brought up by
OWASP wants to help organizations analyze their current software security practices and
build a properly secure Software Development Life Cycle (SDLC) in an iterative man-
ner, allowing for a progressive improvement that comes from the use of new or improved
security-related activities. And, because it is an open framework, anyone who wants to
use it can obtain the full benefits of the model without paying, opposed to other models.

The framework is descriptive, meaning that the organizations that are using this model
are only receiving recommendations and are not being forced to follow their scheme to
the last detail, since in this area of work, there is not a perfect single solution that works
for every use case. This is why SAMM was developed with flexibility in mind, to allow
their users to define what are their priorities in terms of security and adapt the model to
what they specifically need or want to focus on. Once they have designed their own action
plan, they can follow the recommended activities that lie in the different security practices
and areas of the model. To create a flexible model they opted for a generic description in
the different activities that does not necessarily depend on the specific technology that
different companies will use to perform them. But, although being generic, these solutions
or activities proposed, are provided with enough details and easy enough to follow even
for non-security personnel, with the objective of having a cohesive team that understands
the importance of these activities within the development of software.

Following the principle of flexibility that I was talking about, this model is made so that
it is not necessary to get the highest scores possible in every area or category, since some
activities may be more important than others for different organizations and in some cases
it might even not make sense to implement some of them either, because the resources
are limited or because the development cycle they have in place does not benefit from it.
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An example could be a company that only uses self developed components in their code,
versus another that does use third party components such as libraries. In the first of these
cases, it will not be as important to have a specific process to keep up with the updates
of these third party components, meanwhile, the second company will benefit from it to
make sure the software they are using from other sources is indeed secure and no bugs or
updates are reported. This goes to show that the model is built to be fitted to the needs
of the customer no matter the circumstances.

Structure:

The scheme of SAMM has 3 main levels to represent the different areas and practices in
which the proposed activities lie within. At the top and most general level we find Business
Functions, they represent the general aspects of the Secure Software Development Life
Cycle such as Design, Verification (basically testing) or Operations which is the area in
charge of maintenance and monitoring tasks. On a second level which they call Security
Practices, we have subgroups or subareas within each business function, such as Threat
assessment which is a security practice carried out in the design business function, and
there are three of these for each top level group. Finally, Security practices have the
activities grouped in logical flows and divided into two streams. Streams cover different
aspects of a practice and have their own objectives, aligning and linking the activities in
the practice over the different maturity levels.

Maturity levels are ranges in which the sets of activities of every Stream are divided
into, in such a way that activities in lower levels are normally the most basic or easier to
execute as well as requiring less formalization, in order to build a base for more mature
activities that come in superior levels. For each Stream in each Security Practice, SAMM
defines three maturity levels. Each level has a successively more sophisticated objective
with specific activities, and more strict success metrics.

In the end, the structure of this model is composed of 15 Security Practices grouped
into 5 different Business Functions. And, to obtain a measurable model, a maturity level
approach has been used for the framework, which evaluates the maturity within each of
the streams of activities.

Figure 2: SAMM structure [10]
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In the following image the overall structure of all the different business functions, security
practices and streams is represented in a diagram from OWASP’s SAMM presentation
page.

Figure 3: SAMM structure from [10]

In that top and most generic level, the five main Business Functions defined are: Gover-
nance, Design, Implementation, Verification, Operations.

• Governance: This function refers to all the processes and activities related to
the management of the software development plan. These processes include the
definition and management of metrics, the decisions regarding the strategies to be
followed by the development teams, or the definition and compliance control of
policies at both organizational level and industry level between others.

• Design: This concerns everything related to how an organization defines goals and
creates software within development projects. Normally, these processes include the
gathering of security requirements for development projects, high-level architecture
specifications and assessing the possible threats that the software being developed
may face, to define what specific countermeasures can be used.

• Implementation: The focus of this function is on the processes and activities re-
lated to how the software products are built and deployed, as well as all the logistics
involved with the management of the possible defects. The actual software develop-
ers are the ones most impacted by the activities and processes within this function,
including for example, the coding of the software and the integration of all the de-
pendencies, which at the same time need to be monitored in case a vulnerability
arises regarding one of them. The goal of this function is mainly to be as consistent
as possible in producing reliable and secure software and at the same time having
the capacity to react fast against defects.
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• Verification: In this group of processes we find everything related to how an orga-
nization checks and tests artifacts produced throughout the software development,
such as the final executable for an application, to try and find any possible mistakes
or vulnerabilities that were not accounted for in earlier stages of the development.
This typically includes quality assurance work, but it can also include other review
and evaluation activities such as compliance with the guidelines imposed by the
organization or the industry.

• Operation: This last business function, groups all the activities necessary to en-
sure that confidentiality, integrity, and availability are maintained throughout the
operational lifetime of the software and the data managed. This includes from the
management and monitoring of the production environments, to the adaptations
and actions that need to be carried out when disruptions and other changes in the
operational landscape happen. And last but not least, this group of activities also
includes the management of the legacy software and the secure retirement of their
active services.

Overall, the three main characteristics that this model is trying to achieve are to be
measurable, versatile and actionable as they mention. The measurability aspect comes
from the maturity model approach used, which gives certain levels of maturity depending
on what processes and how are they being performed, and based on that, we can extract
statistics of maturity in different areas of the SDLC. Next up, to tackle the versatility
aspect, the activities and processes proposed in every branch of the security model are
independent of the technologies or workflows that each organization may use, allowing
the model to be used by anyone, and finally, due to the clearly defined pathways obtained
with the use of streams of activities, paired with the maturity model, it is very easy to
define strategies and plans to improve the security efforts that are put into the Software
Development Life Cycle (SDLC).

2.1.2 BSIMM

BSIMM stands for Building Security In Maturity Model and it is an annually updated
framework developed by a Tech Company named Synopsis. The idea for this secure de-
velopment model started in 2008 with the intention of studying the security efforts that
were being put up by multiple organizations across many different industries, in order to
design a model that would help other organizations no matter the size, to start planning
and executing their own security initiatives.

As mentioned, the method they use to define and update the model in an annual basis,
consists essentially of partnering with some organizations, with the intention of studying
and observing what are their security initiatives and strategies to approach security in
the SDLC. Then, after the information gathering and documenting phase is finished,
they use this insight information to build their framework and the security activities that
are contained in it, therefore, making this a descriptive model, since they are basically
quantifying these activities carried out by their partner organizations and representing
them in what can be called a measuring stick to compare yourself against. Essentially, this
model is not focused on giving a roadmap designed by them for their users, instead, they
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aim at providing information and ideas with activities that come from real world security
initiatives, so that they can make their executive decisions based on those options.

When they began back in 2008 only 8 organizations were part of this observation stage,
but with time, in each iteration of the model more organizations have come along (around
130 in BSIMM version 11) until the last and present version, when according to their web
page more than 200 companies from areas like healthcare, financial services, software
vendors, and more have been studied.

On top of the actual results of an assessment using the framework, other features pro-
vided with the model include an annual report, with the analysis of the security initiatives
executed by the participating organizations. This feature is very useful, since the organi-
zations that have less mature security initiatives can compare themselves to other more
mature companies, to determine specifically what are the areas they should improve in
and how, according to what the rest of organizations in their same industry are doing.

Structure:

The structure of this model is composed of 121 total activities that are divided into 12
security practices which are also grouped into 4 major domains.

Similarly to what SAMM presents, there’s two greater levels in which activities are dis-
tributed, and to guarantee the measurability of the model they also make use of a maturity
model approach.

Their approach for the distribution of the activities in their corresponding maturity levels
is based on the frequency of observation for each of them during the study of the security
initiatives of the collaborating organizations, meaning that activities that are performed
with more frequency are going to be in lower maturity levels and the ones with less
frequency are going to be in higher levels of maturity, due to less frequent activities being
treated as harder to implement.

Figure 4: BSIMM model [13]
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The four main domains as can be seen in Figure 4 above are Governance, Intelligence,
SSDL Touchpoints (SSDL is the same as S-SDLC which is the more commonly used
abbreviation for Secure Software Development Life Cycle) and Deployment, each of them
with three different security practices that hold their corresponding activities.

• Governance: This governance domain has no major differences with respect to
SAMM, and as I explained in the previous model, includes all practice areas and
activities related to the management and organization of security initiatives as well
as being in charge of the development and guidance of the staff.

• Intelligence: Intelligence includes all the activities aimed at developing a set of
artifacts or material with the baseline security knowledge, that is going to be used
during the software development process. These artifacts can be things such as
attack models, which can be used to determine what threats a product can have in
order to think of security by design, instead of approaching security as another layer
on top of the software when it is already built. These artifacts also include proactive
security guidance for the developers, so that they understand the importance of
applying he security processes to their workflow.

• SSDL (Secure Software Development Lifecycle) Touchpoints: This domain
groups all the practices in charge of the testing and analysis of the software prod-
ucts before their deployment/release. Here we can find processes such as static and
dynamic code reviews or even quality assurance testing amongst others.

• Deployment: This last domain includes those practices that are involved with tra-
ditional network security and software maintenance, after the software is deployed
into a real environment. Tasks such as penetration testing, environment configura-
tion or defect/vulnerability management are really important to ensure the product
is properly running and vulnerability free during its whole lifespan.

2.2 Model comparison

2.2.1 Type of model

The first thing we can differentiate between the two models is the type of model or
the approach that they use to help the users of these frameworks. As I explained in
their respective descriptions, BSIMM uses a descriptive model, while SAMM opted for a
prescriptive model. In terms of which of the two is best there’s no right answer, they have
different ideas and purposes when it comes to guiding their users towards establishing
future security initiatives. The prescriptive model established by BSIMM is more helpful
when trying to compare against something that has already worked in the past, since the
activities proposed have been extracted from real organizations and do not extend further
than what has already been done. On the other hand the model proposed by SAMM
tries to guide the user towards a set of continuous goals and activities, that not only
propose what has already been proven to be working, but they strive towards proposing
and studying further possibilities that could improve the already existing maturity levels
of security.
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2.2.2 Measurability approach

Moving on, an area where the two models share a relatively similar approach is in their
measurability. Both frameworks are based on maturity models, but even though they both
use this idea of maturity models, their approaches are not implemented equally. Starting
with SAMM, there’s 3 levels of maturity from 1 to 3 and to represent a null maturity
in some areas they use the level 0. These levels are given to each stream in the model
scheme, so all the activities distributed within the different levels will be connected or lie
in the same security practice area. At the same time, this means that all the activities in
a certain stream will be directed towards the same process goal, but in lower levels this
goal will be achieved with more simple or less mature activities and as we go up in level
the complexity of the activities increases, improving also the results and performance of
the process. This is why each level is given a general meaning that go as follows:

• Level 0: No process is performed in the practice subarea (stream)

• Level 1: There’s a basic understanding of the process and it is performed in an
ad-hoc manner, meaning that it is not yet standardized in any way.

• Level 2: Increase efficiency and/or effectiveness of the security practice with the
use of standardization or formalization of the process.

• Level 3: Mastery of the security practice and further improvements such as au-
tomation of some processes.

To see an example of what these maturity levels mean, we can take a look at the Con-
figuration Hardening Stream from the Environment Management security practice. The
overall goal of this stream is to set up secure configurations for all the components of
the software environment. In the first level of maturity the activity recommended is to
identify which are the key components and use standard ready to use configurations to
secure them. On the second level, the activity evolves into a more custom configuration
that is applied using some guidelines that need to be defined within the organization to
meet the exact requirements of their environment. And finally, the third level proposes
an automatic monitoring of these configurations with things such as SIEMs, to check if
they are complying with the security guidelines.

Note: A Security Information and Event Management (SIEM) collects event log data
from a range of sources, identifies activity that deviates from the norm with real-time
analysis, and takes appropriate action. Essentially, it gives organizations visibility into
activity within their network so they can respond swiftly to potential cyberattacks and
meet compliance requirements

Now if we take a look at the approach used for BSIMM, they also use 3 maturity levels,
but, something important to notice is that their distribution of activities on the different
levels of maturity is based solely on the frequency of occurrence, this is based on the
thought that less implemented activities are going to be more complex or difficult to
implement, hence the lower rate of occurrence. Even though this might be a fairly valid
assumption, when talking about secure software development this can be erroneous, since
not all companies have the same security requirements and standards. This distribution
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approach in some cases will have problems when trying to generalize the model, because
if a security activity is very specific for a certain company or industry, it will belong to
a high level of maturity even if it is a really simple one. Another thing that I think is
not as well thought out as the approach that OWASP used is that the levels themselves
are not connected, meaning that activities from lower levels are not necessarily connected
or evolve into the ones in top levels due to the way they are distributed, so you can
be implementing top level activities without even completing the lower ones in a certain
security practice area.

2.2.3 Structural comparison

Structurally they are pretty similar, both have their main functions dividing more or less
the areas of management, design, implementation, testing and maintenance. In the ap-
proach designed for SAMM we see there are 5 business functions one for each of these
areas, meanwhile BSIMM has only four and makes less emphasis on the design and im-
plementation areas by merging them into one that is called Intelligence.

This difference at the top level of their structure continues when we get down to the
practices, because SAMM has what they call streams, which essentially add an extra
level of granularity compared to BSIMM. On the other hand, while SAMM has about
90 sets of activities, BSIMM in their last iteration presented around 122 activities. In
conclusion SAMM has opted for a more generic approach to their activities but with
a very thorough distribution, compared to BSIMM that has more activities with less
granularity in their division, which might not be as good as an approach when it comes to
specific measurability, since in SAMM you can measure down to the stream of activities
level, while in BSIMM the maturity measurement is at most calculated for each security
practice.

2.2.4 Conclusion

After putting these two models head to head in these different areas, I would say that
overall SAMM is going to be the better suited for most cases. This does not mean that
the approach used by Synopsis for BSIMM is not good at all, but in my opinion SAMM
has more development work behind when it comes to their activities, as they are better
distributed and in my opinion better defined for what can be seen, as each of the ac-
tivities in SAMM not only has the description, it also includes how to evaluate at what
maturity degree it is being performed. This fact has an impact on their update periods,
since BSIMM is updated on an annual basis and SAMM takes several years to update
their frameworks. It is important to mention that this is also a good thing on behalf of
BSIMM, since it is possible to have the latest changes faster in the very rapidly changing
environment that is software security.

Lastly, I want to mention what to me is the biggest point for BSIMM against SAMM,
which is that option to compare against the security efforts of the other partner organiza-
tions, which can be very useful, and even though It is not a must have, it can help speed
up the planning process behind these initiatives.
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Below there is a table that aims at comparing the different main features of each model
to put them side by side and have a clear image of what are their characteristics.

SAMM BSIMM
Type of model Prescriptive Descriptive

Maturity Levels

From 0 to 3 these levels
represent different stages
of the maturity status of
any stream, practice or
business function

From 1 to 3 these levels
represent whether a cer-
tain subset of activities is
performed or not

Structure

5 business functions with
3 security practices each
(2 complimentary streams
of several activities in each
practice)

4 domains with 3 practice
each and 7-12 activities per
practice

Comparison of re-
sults

SAMM does not provide a
result comparison platform
against other organizations
at the moment

BSIMM has a database
with the results from many
organizations that took
part in the development of
the model and are used
to compare against the re-
sults of new clients

Availability

SAMM is an open frame-
work so anyone can self-
assess their SDLC or pay
experts to do so

BSIMM is proprietary to
Synopsys. For an assess-
ment you should reach out
to them for cost and logis-
tics

Updates Every 2-3 years Annual

Table 1: Overall comparison between SAMM and BSIMM
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3 Methodology / project development:

In this section I aim to describe a scenario where SAMM or BSIMM could be used, in
order to show what would be the process of improving the security efforts in the SDLC.

The description of the scenario I am going to use is as follows:

A consulting company has no security initiatives at all when it comes to developing their
own applications and platforms. They want to start implementing security features and
processes into their SDLC, and with that they want to create an application that allows
their staff to store confidential information about the contracts with their clients securely.

Now, to guide us in this process of securing the SDLC, I will choose one model. In the
previous section I compared two very well known models by putting them side by side,
and the conclusion I got from it was that SAMM is a better model than BSIMM in most
aspects in my opinion. For this reason, I have chosen SAMM to perform this practical
section. On top of that, SAMM being an open framework has more detailed information
about the processes and activities which will help in their implementation.

Before even starting to think about anything related to building applications, in a real
scenario the first step would be to take the test prepared by OWASP to evaluate the
different areas of the SDLC according to the guidelines defined in SAMM. This test
has a series of questions that will determine in a level from 0 to 3 the maturity of each
category. In this practical case, because we assume that nothing regarding security is being
considered at all, the levels of each category evaluated which will be starting point I want
to improve upon are 0, but in a real scenario, this would provide us with a general baseline
maturity that would provide us with a clear picture of the weaknesses and strengths of
the SDLC to plan the further improvements.

Figure 5: Questionnaire example for the initial assessment using SAMM

In figure 5, you can see the excel sheet that is used to perform the maturity questionnaire,
where each category will have different questions with a set of predefined responses. Once
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the responses are set, the excel sheet shows the maturity level on a general table shown
below in figure 6.

Figure 6: SAMM questionnaire scorecard

Now that we know what is our starting point, the goal that I want to set for this section
of the thesis is to try and achieve the maturity level 1 in as many areas as I can. Since in
this scenario I do not have an actual company to organize, I will be mainly focusing on
the activities more closely related to the actual development of the software (specially the
more ad-hoc activities that are gathered in this first maturity level generally), aiming to
end up with a web application that has been developed using the guidelines from SAMM.

I am going to start off by going through all the security practice areas, to see what are the
actions that need to be performed in order to achieve the desired level of maturity. I also
need to take into account that for this practical case I will be going through all these areas
in order, resembling more or less the steps that are taken in the development of software,
from design to maintenance, but in a real scenario, these areas are not thought as a
linear process. Instead, the model is actually designed to work with agile methodologies,
meaning that all these activities can be performed simultaneously for different projects
during the software development life-cycle.

3.1 Governance

The first business function to address is Governance, which has three different practices:
Strategy & Metrics, Policy & Compliance and Training & Guidance. This function is
probably the least ”actionable” one for me in this practical example, because it is the
one most related to the organizational area of a company, the policies in place, strategical
decisions, etc. But, I will go through all these different practice areas and explain which
are the required activities needed to achieve our goal.
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3.1.1 Strategy & Metrics

As I explained in section 2.1.1, this practice area focuses on the planning and decision
making regarding the security strategy of the organization, as well as the further mea-
surement of success of these decisions. It is a very important area since this security
program/plan will be the foundation of the whole security initiative. Metrics are also a
very important part of this area because they will guide the organization into making
the right decisions and fixing the things that are not helping towards the end security
goal (basically what is called a metrics-driven approach to design and modify the security
plan).

The two differentiated areas of this security practice make for an easy separation in the
two respective streams. In stream A we will focus on the actual definition of objectives
and the strategy to achieve them, meanwhile, stream B is dedicated to the measurement
and the definition of security metrics that will help improve the security initiatives.

Stream A: Create and promote

To reach the maturity level 1 in this stream, the general criteria is to understand what
is the security posture of the organization. This entails gathering information regarding
your organization and the software in development or active, to investigate which are the
security risks that are being faced by means of interviews with the involved stakeholders
or other documentation that may exist about it. Once all the information is gathered,
it is meant to be stored in a document where all these risks are displayed in a way that
shows their importance based on the companies priorities.

This information is then used to establish the possible risks related to the industry and the
organization, determining which would be the impact if the organization is compromised,
as well as the opportunities coming from the security features of certain applications (For
example if a secure version of an app can help differentiate the company within a market).
All this data extracted from the information should be documented in a prioritised manner
where we can see what is the organizations most important factors or assets. The document
produced from this activity will essentially be used to help create risk profiles for the
different applications or software (low, medium or high for example), and based on them
different approaches could be applied.

In our example the organization is supposed to be a consulting firm, and the web appli-
cation is intended to store all the basic data from the different deals they have with their
clients, so this information should be categorized as sensitive, therefore is a high risk case,
because we do not want any of the information to be leaked. In this case, a more thorough
posture is applied, meaning that we will not allow for as many vulnerabilities to arise,
specially the more critical ones.

In less sensitive cases maybe having a few non critical vulnerabilities could be allowed to
make the product launch faster (obviously as long as these vulnerabilities are not harmful
to the user or the company).

In terms of opportunities, the fact of having a very secure infrastructure to store all
confidential data helps potential clients to see that in fact the company is trustworthy
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and they are invested in their security initiatives, so being able to ensure the confidentiality
of their agreements could help potentially to get more clients onboard.

Finally, the processes that should have been performed according to the model are:

• ”Capturing the risk appetite of your organization’s executive leadership”, which
refers to what are the risks that the organization is willing to take and which not. A
risk could be taken for example if it is marginal or not important, or if the resources
of the company are not enough to address them.

• ”The organization’s leadership vet and approve the set of risks”, refers to the ap-
proval of the security posture.

• ”Identification of the main business and technical threats to your assets and data”,
referring to the information gathered to build the security posture document.

• ”Document risks and store them in an accessible location”. These documents with
all the information, are then stored in locations where all the relevant personnel
such as developers and security engineers can have access to, in order to ensure that
they are being taken into account in the actual development of applications.

To evaluate if this is properly done, within the maturity level we can achieve a certain
percentage of it, so there are 4 stages in which these criteria could be set to:

• Not done.

• Only performed for general risks.

• Performed with specific risks to the organization.

• Performed for specific risks and opportunities.

Therefore, to achieve the full level of maturity, all the criteria should be met for both
organization-specific risks and opportunities.

Stream B: Measure and Improve

This second stream at level 1 has the goal of measuring the effectiveness and efficiency
of the security program. To achieve this goal, we have to define a set of metrics or mea-
surements that will provide insight information about the security program, these need to
indicate or bring out relevant points on the activities and processes of the SDLC, which
together indicate the efficiency and improvement of the security program.

According to the model, the measurements should cover three categories: Effort (i.e. num-
ber of applications scanned for vulnerabilities, hours spent fixing vulnerabilities, etc.),
Results (i.e. number of vulnerabilities identified, number of fixed problems, etc.) and En-
vironment, that measures the complexity of the work (Contextual metrics such as number
of applications existing, total lines of code, etc.).

When defining these metrics we need to focus on several characteristics that are brought
up by the model, these being:

• Measuring the values of the metrics consistently to avoid misalignment of the results.
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• Easy or inexpensive to gather.

• Expressed in defined units that can be expressed both in cardinal numbers or per-
centages.

• Together, metrics should help explain the tendencies of the results, for example,
maybe the number of vulnerabilities has dropped by a lot but the reason behind it
is that less vulnerability scans have been performed.

In conclusion, if we want to achieve the level 1 maturity, the previous guidelines need to
be followed in the definition process for all three categories, as well as documenting the
set of metrics with all the information needed to understand and use them. Furthermore,
the document has to be published so everyone in the organization that needs to know any
of the results can.

For the example in our use case, the metrics I am going to use to measure the performance
of my software development are the number of vulnerabilities I encountered after coding
the first version, the number of hours involved in the coding and the fixed vulnerabilities.
Due to obvious reasons, these will not have as much relevance as it would in a real scenario
because we are not using the agile methodology nor doing more than one application to
compare the improvement of the SDLC, but it will allow me to have a rough estimate of
the work that will have gone into the development and the mistakes that I have made.
In later stages I will also record the number of tests and type of tests I perform on the
application code and endpoint, to evaluate if all possible ends of the software are validated.

3.1.2 Policy & Compliance

In this second practice, the focus is on understanding and meeting external legal and
regulatory requirements while driving internal security standards to ensure compliance in
a way that is aligned with the business purpose of the organization.

These policies will ensure the proper methodology is used in the development of the
applications as well as enabling efficient audits that can be performed via automated
controls.

The two streams that we find in this practice are Policy & Standards and Compliance
Management. The first stream takes care of the definition and identification of the policies
and standards, while the second one, is in charge of setting up or defining which are the
compliance requirements for the Software Development Life Cycle (SDLC) processes.

Stream A: Policy & Standards

To achieve the maturity we want, the activity consists of putting together a set of policies
and standards that will serve as guidance in all the areas of the software development. To
do this, we can focus on already existing industry standards to extract the most relevant
sections that align best with the objectives of the organization.

The policies should refer to non-technology-specific aspects, focusing on more general
objectives of the organization to achieve security and integrity in the SDLC. Meanwhile,
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the standards should incorporate the requirements set by policies and establish more
technology-dependent guidelines.

If these defined policies and standards are applied to all the applications in the develop-
ment life cycle, the level 1 maturity in this stream will be achieved.

For this practical scenario, since this is a more organization oriented activity, I am going to
be leaning on standards developed by OWASP, since it is one of the leading organizations
in application security projects and standards. Some of the standards I am going to use
as reference for some of the later stages include the OWASP Top 10 [17], OWASP Cheat
Sheets or the Application Security Verification Standard (ASVS) [18] (which will help
guide us in the testing stage of the development).

Figure 7: OWASP Top 10 mapping from 2017 to 2021 version [17]

Another standard that I am interested on following is the CommonWeakness Enumeration
(CWE)[19] Top 25 Most Dangerous Software Errors[20] which compliments well with the
Top 10 vulnerabilities list from OWASP.

Note: CWE is a community-developed list of software and hardware weakness types. It
serves as a measuring stick for security tools, and as a baseline for weakness identification,
mitigation, and prevention efforts.
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Figure 8: CWE top 25 Most Dangerous Software Errors List [20]

Stream B: Compliance Management

In this second stream, the objective will be to define which are the requirements that
need to be met for certain specific applications. The risk type of the application and the
data handling will play a part in knowing which are the requirements to comply with.
These compliance requirements are going to be mostly related to security best-practices,
therefore they might already exist in the list of policies and standards created in the other
stream.

To achieve the desired maturity I will use as my policy and standard library the set of
requirements from the previously mentioned standards. The idea is that for coding and
building the application, I comply with the CWE Top 25 and OWASP Cheat Sheets that
provides guidelines focused more on coding, and for testing that the implementation is
correctly executed, I will be looking into ASVS which is focused on that.

3.1.3 Education & Guidance

In this practice the main objective is to guide and educate the development teams in
secure methodologies, and due to it not being directly involved in the actual process of
development I will not conduct any of these activities since I obviously do not have any
staff or team to educate.

3.2 Design

In this function we can find activities that will help in the process of defining and preparing
the security controls that will need to be implemented in the different software develop-
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ments of a company. The three practice areas differentiated in this function are: Thread
Assessment, Security Requirements and Security Architecture.

3.2.1 Threat Assessment

In the security practice of Thread Assessment, the aim is to understand the inherent
threats of the software we are building and its functionalities, to be aware of how they can
affect the organization. This information will help develop security mechanisms during the
coding phase, as well as determining which are the specific tests that need to be conducted
to validate the security controls put in place to mitigate these threats.

The two streams defined in this security practice are Application Risk Profile and Thread
modeling. The first one identifies the risks of every software development project as well as
determining their level of importance. This helps to later on automatically perform certain
actions depending on the level of risk without having to create development plans for each
and every project individually. Meanwhile, Thread Modeling helps with the evaluation and
mitigation of threats by defining the security controls and tests that are performed during
the different iterations of the design phase and in the later security assessment.

Stream A: Application Risk Profile

The main objective of this stream at level one is to establish a way of classifying the
different applications in different risk levels. As mentioned before, this helps automatize
the development process, since some actions should be essential for high risk applications
but not useful for low risk software. To reach the desired level 1 maturity, the premise or
minimum work that has to be done is to have a system that classifies the applications/-
software into the different risk levels and then, apply this assessment process for all the
applications that are being developed or in development.

As it is mentioned in Software Assurance Maturity Model (SAMM), a basic manner of
classifying the risk of certain applications is to create a questionnaire (5-10 questions long)
that helps us create a profile that will put the application in one of the three possible
levels of risk (low, medium, high).

For the purpose of this example I will create 5 questions that will ultimately determine
the level of risk of the application I am coding.

• Question 1: Does the application deal with confidential/sensitive data?

Response: Yes, the app deals with contractual data from the clients of the company.

• Question 2: Is the application open to the public or is it only for internal use?

Response: The app is for internal use, only staff of the company who deals with
contracts will have access to it.

• Question 3: Does it have any forms to collect data?

Response: Yes, the app collects data when the user wants to add a new contract
to the database.
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• Question 4: Are there restricted sections where user management is key?

Response: The application endpoint can be accessed by anyone in the company,
but only the ones with a user/password pair granted to them by the administrator
can have access to the data and the functionalities.

• Question 5: Does the application use third party libraries that could be subject to
vulnerabilities?

Response: To code the application the libraries that are going to be used are mainly
the ones derived from the Django application framework from python, but for some
functionalities other libraries may need to be used.

As we can see by the responses, we should probably classify this application in the high
risk category based on the fact that four out of 5 questions reflected a possible risk or
vulnerable functionality. To summarize, the app is critical mainly due to it dealing with
information that is confidential, and specially because it also serves as data manager,
since data can be entered and deleted from the database. Fortunately, the app is not for
open use to the general public and it is expected to be used in a private network that is
only accessible from within the company, so it will not be as exposed. But, this is not an
excuse to avoid securing the application, since an attacker could enter the network and
then try to attack the application.

To finish off, I want to reflect that in a real situation, this list of questions would be
longer in order to better understand the risks and functionalities of the software, also,
these questions should be aligned with the organization’s security objectives to customize
and have more information about the aspects that are more important to them.

Stream B: Threat Modeling

In this stream at level 1 maturity, the aim is to identify, evaluate and manage the possible
threats that all critical level applications may have. Note that at this lower level of matu-
rity, only critical applications are the ones which need to be evaluated, and it essentially
helps us understand what can go wrong in the security of an application and develop
mechanisms to fix or avoid these situations.

To simplify the threat modeling process, it is best to use simple checklists such as STRIDE
[21] or PASTA [22]. These models help us identify possible threats using different strategies
and for this use case, my focus will be on STRIDE since it is the one I know best. In the
STRIDE model they identify the following threat categories, that represent the different
areas that an application could be vulnerable to:

Threat Property Threat Definition
Spoofing Identity Authentication Pretending to be someone other than yourself
Tampering with
Data

Integrity
Modifying something on disk, network, mem-
ory or elsewhere

Repudiation Non-repudiation
Claiming that you did not do something or
were not responsible; can be honest or false
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Information Dis-
closure

Confidentiality
Providing information to someone not autho-
rized to access it

Denial of Service Availability
Exhausting resources needed to provide ser-
vice

Elevation of Priv-
ilege

Authorization
Allowing someone to do something they are
not authorized to do

Table 2: Table with the threat categories of the STRIDE model [23]

The idea for using STRIDE is that in this stage previous to coding the application, we
want to make sure that these general threats that our application could face are taken
into account during our app architecture design process.

For our use case, all of them could be potential threats, even though DDoS will be less
probable since the application is not open to the public internet. Meanwhile, the ones
that I expect to be more critical are Information Disclosure, Elevation of Privileges and
Spoofing, since the worst that can happen, is that someone logs without authorization
and does something with the confidential data that is being used by the application.

During the testing phase, we will come back to this model to test if these threats are
actually mitigated or could still lead to vulnerabilities within the web application.

3.2.2 Security Requirements

This security practice as the name says, is in charge of the definition of requirements
towards secure software, taking into account the functional objectives of the given appli-
cation. There is two categories of requirements that will be taken care of, the first type
comprises software-related requirements made to protect the core of the application and
the data used in the service. On the other hand, we have requirements that are imposed
to outside suppliers in case we have software being developed by another organization.
Note: the outsourced development does not account for third party libraries (Those will
be taken care of later on).

Stream A: Software Requirements

For this first stream, in the maturity level 1 we aim at defining a set of relevant security
requirements, that reflect the security objectives towards the application in development
(i.e. inputs need to be secured against possible code injections). The requirements should
not state how the objective is achieved, only the functional result (i.e. not mention the
specific technology). To define them, we can think of the application from the attacker
side and think about all the ways the application could be abused.

In our case I am going to define four requirements that I think are essential for the security
of our web application.

1. Checking all the input values to make sure XSS or other similar injection vulnera-
bilities cannot be exploited.
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2. Users should only be managed (created/eliminated) by an administrator.

3. The data used in the application has to be secured both in and out of the database.

4. The login should include a limited number of tries to avoid brute force attacks.

These defined requirements need to be measurable, so later on when the development
is more advanced, they can be checked easily or even build automated controls in more
mature stages, which will allow for a faster and more secure development. To help them
being measurable, it is best to be as specific as possible, since it will make it easier to
establish a certain control over it because it will not be ambiguous.

An example of a badly defined requirement could be, ”The application should protect
against the OWASP Top 10”, since it is too general, it will not relate to the application
as we want. Let’s say that one of the Top 10 vulnerabilities is not actually applicable to
our use case, then would we be able to ”tick” this requirement from the list at all? It is
unclear, and that is why simple and specific is the way to go.

Stream B: Supplier Security

In this use case since I am doing all the development of the web application myself, there
is no outside suppliers so this section of the model does not apply.

In case we had to, the aim of this section would be to perform assessments of the third
party vendors in order to assess their security policies. This is done to establish certain
requirements for the third party agreement in order to align the organization’s risk ”ap-
petite” and meet the requirements in that area. For this we need explain what we expect
from them explicit and discuss it clearly.

3.2.3 Security Architecture

This security practice has the objective of tackling all the security regarding the tools
and components of the application architecture. The first stream (Architecture Design)
deals with the components that are going to be used as a foundation of the application
and the second stream (Technology Management) is focused on the technologies that are
going to be supporting the development of the application and their security properties
(i.e. operating systems or development stacks/tools).

Stream A: Architecture Design

In the first level of this stream, teams are trained to use basic security principles during the
design of the software architecture. For this, we must define a set of security principles
that will form a short checklist that the technical staff will be able to follow. For this
particular situation, I focused on some of the main principles of software developments
like simplicity, securing weakest links, secure failure and least privilege.

• Simplicity: Thinking of simplicity, I decided to use as my base component to
develop the application the Django framework for python. Since it is a very straight
forward library, that already implements many security controls without requiring
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to manually implement them, it will help avoiding mistakes in the implementation
of those controls or security functionalities.

• Securing weakest links: The weakest link of the application in my opinion are the
forms used to input and store the contracts in the database. To ensure that section
is secure, I intend to implement sanitation controls for those inputs that look for
possible malicious code or formats that are not expected in order to avoid storing
them as code in the database and risking a breach.

• Secure Failure: Secure failure consists of trying to make a possible failure of the
application as secure as possible, so in my case, to avoid the standard error messages
of the application where all the info is shown about the files and other app infor-
mation, I aim to block those messages and instead a generic error should appear to
avoid information disclosure. This also applies to the login, where I do not want to
specify if the password or username are wrong, instead I will just use the message
”the introduced credentials are not correct” or a similar message that reflects a
neutral response.

• Least Privilege: To ensure that least privilege is taken into account I will only
allow admins to create new users in the application. That way we ensure that even
if an employee has a company account, unless the admin of the application creates
their account into this particular app, they will not be able to access the contracts
to modify them.

Stream B: Technology Management

This stream has the aim identifying and evaluating the risk introduced by the important
technologies and frameworks used to develop the application. In this regard, the main
technologies I use for the development of this web application are, python/Django frame-
work to code the application, GitHub to store the code files and application structure,
as well as maintaining a good version control and perform some security tests on top of
them, and finally I am gonna be using other applications such as ZAP to perform some
security tests in later stages.

In terms of vulnerabilities, the two most sensible components are Django/python and
GitHub, since they can be prone to having new vulnerabilities that could directly affect
how the application runs. In the case of Django, the risk for vulnerabilities can be more
sensitive since the application is running on that platform and any problem with it also
affects the application. Meanwhile, GitHub is basically storing the whole code infrastruc-
ture of the application, therefore, if anything is leaked it would be easy to know how the
app works and prepare custom attacks that may not have been protected against.

3.3 Implementation

After the design phase of the model we come into the Implementation stage. In this phase
we will be implementing and building the code of the application following the design
and guidelines that we have previously defined. On top of that we will also be taking
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care of and managing the defects that this code could have. The three security practices
introduced in this domain are Secure build, Secure Deployment and Defect Management.

3.3.1 Secure Build

In this first practice of the Implementation domain the general purpose is to standard-
ize the software build process. This will make the coding process much more repeatable
in a consistent manner to avoid possible human errors during the code writing. It obvi-
ously must be done using secure components and libraries since we do not want insecure
standardized code.

The first of the two streams in this practice focuses on the automation of the build process
with the use of automated build pipelines that include security checks along the way to
make sure no vulnerabilities appear in the process of building the application. Some
checks that can be performed can include SAST that evaluates the code in a static state
to detect possible vulnerabilities matching with databases such as CWE, but generally in
this process we are looking toward more functional testing, to ensure the application is
working so later we can perform more thorough testing. In cases where flags are raised, we
can stop the build process and fix the problems before going further into the construction
of the application.

Meanwhile, the second stream is in charge of overseeing the security of the software
dependencies used in the code of the application. To do this, there are Software Component
Analysis (SCA) checks that will report alerts when the security status of a component is
affected.

Stream A: Build Process

The goal at this first level of maturity will be to formalize the steps of the build process
so that any developer or ultimately an automated tool can follow them and perform
the build in a secure manner. Several things we need to take into account when making
this build pipeline are, that any tools featured in any of the steps have to be actively
maintained to avoid future security issues, and we also need to set up values or checks
that allow us to keep track of the integrity of the generated artifacts. Specifically in our
use case, this step is not as important since we are just doing a one time development of
an application and we will not need to build any more applications due to this not being
an actual organization, but, if I had to define a pipeline for the building process of the
code for applications using the same frameworks as I used, it would be something like the
following.

Since Django uses a pretty straight forward system for the views, I would set up different
views and functions that served as baseline for different types of pages (i.e. lists, login,
logout, forms). These examples would be examples that should be modified for the task in
mind and would already include the security features, therefore the only thing a developer
would need is to change the view to match the application in hand.

Once the code is written, it would be pushed into the corresponding test Git branch.
In this branch I would activate a pipeline that consisted of several tests, first somo unit
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testing to evaluate the functional aspects of the application using tools such as Sonarqube,
and then some security tests involving SAST and SCA. If any of these tests reported
a vulnerability above low risk, I would cancel any further build processes. In case the
test came out successful, the next step would be to generate an artifact containing the
application itself so that it can be taken into deployment stages later on. A very popular
tool to define and execute these pipelines is Jenkins [24], which allows us to integrate
different programs or applications to perform the different steps automatically.

Stream B: Software Dependencies

For the second Stream the aim at level one is to gather and keep a record of all the
dependencies used in the application in its production environment. To do it, we will
create a list with the following information for each dependency:

• Name of the dependency

• Version

• What is it used for?

• Source Information (repository, author, etc.)

• Status

In this case the only dependency we really need to monitor and make sure that it is indeed
secure is the Django module from Python, and the information about the version I used
is as follows.

Name Django
Version 4.0.5

What is it used for?
This dependency is the framework used to implement
the web application

Source Information (repos-
itory, author, etc.)

Repository: https://github.com/django/django
Author: Adrian Holovaty, Simon Willison

Status
Secure (All the major security vulnerabilities are ad-
dressed by the security features of the dependency)

Table 3: Information about the dependency used to implement the web application

3.3.2 Secure Deployment

This stage of the implementation domain takes care of the security during the deployment
of the software/application to ensure that the delivered product is secure and has no
integrity breaches after its build.

In the first stream we will be focusing on the deployment process and its formalization,
aiming at the removal of any manual human error by trying to automatize it as much
as possible. To make sure the deployment is successful a set of expected outcomes and
checks are also defined. Meanwhile, in the second stream the focus will be less towards
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the processes involved in the deployment, instead, we will be protecting the privacy and
integrity of the sensitive data that is required for the application to work in a production
environment.

Stream A: Deployment Process

As already mentioned, the aim for this first stream will be to limit the risk introduced by
possible human errors when carrying out the processes of the deployment manually. As
we did for the Build, in this case we have to define step by step all the processes of the
deployment, and break it down into a set of activities or instructions that will follow the
person in charge of the deployment.

On top of the guide to deploy the software securely, we also need to list the tools used in
the process, since securing them and making sure they are up to date will also be a very
important activity, that will be tackled in the Operations domain.

In this use case, the deployment to a production environment is not performed since
I do not have access to any real servers where the application can be deployed without
paying, but some tools that are very popular for this purpose are Jenkins, Atlassian, AWS
(Amazon Web Services), GitLab, Ansible (to automatically create the environments to
deploy the application), etc.

Stream B: Secret Management

Following the first stream, one thing that is very delicate when deploying applications
into production environments is the management of secrets such as tokens, passwords,
hashes, etc. This is very important to guarantee the integrity of the application, and in
this first maturity level the objective is to define the access controls to these production
secrets.

Some things we need to have in mind when defining these secrets and their access rules
is that they should be separated and independent of any secrets used in the testing
environments, since these are usually a lot less secure and not as much care goes into
securing these secrets. On top of that, all production secrets should be stored in a secure
location with the proper access controls (i.e. RBAC), there are several tools that help
implement the management and control of secrets, such as Vault which has been developed
by a company by the name of HashiCorp [25].

The importance of a proper access control is reflected in the security principle named
minimize the attack surface, which refers to the fact that if a developer for example has
access not only to development environment data but production secrets too, if the account
is compromised and the production secrets are accessible, the problem can be much larger
than it should. Instead, ideally the developer should not have access to these secrets, to
avoid unwanted accesses and manipulations, therefore, applying the least privilege security
principle.

Further up in higher levels of maturity these secrets will be automatically generated to
avoid possible issues coming from the manual generation of these.
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In this particular use case I am tackling, the production environment is out of my scope
since I do not have any public server where I can deploy my application or free cloud
service. But in terms of secrets, the only ones generated by me are the actual users
that can access the application in its test environment, which essentially is a virtual
environment in my local computer. Since the admin user is the only one that can manage
the users and their passwords because there is no registration functionality, there was no
real need for using vault, because the database of the application is the one that manages
these.

Vault would be useful if for example we had an API service that for security reasons
required a certain key to access the data. In that case, this key could be stored in Vault
and accessed directly by the application so it does not have to be hard coded.

3.3.3 Defect Management

This last practice of the implementation domain deals with all the processes related to
the collection, analysis of the defects and its management for all the software projects of
the organization. These are more often activities that are performed when a version of the
application is already in the production environment and a new vulnerability has risen in
one of the components for example, even though if any vulnerability or defect is detected
in previous steps, it is also dealt with by the team in charge of this practice too.

One thing to be noticed is that this practice does not account for the fix of the vulnera-
bilities or defects found in applications, this job is dedicated to the developers.

The practice’s first stream is focused on the process of handling and managing defects
to ensure released software has a given assurance level. On the other hand. the second
stream focuses on enriching the information about the defects and deriving metrics to
guide decisions about the security of individual projects and of the security assurance
program as a whole.

Stream A: Defect Tracking

To achieve the level 1 maturity in this first stream we have various objectives. Firstly we
want to have a listing of the possible security defects and the ways to identify them. This
will help when performing the right security tests to have a guide of things to test for. On
top of that, we also should define a classification of these defects to rank them in terms
of risk, which is important to manage these defects once they are reported, because if a
higher risk defect is detected, it should be given priority.

To create this list I used the OWASP Top 10 vulnerability list and CWE top 25 most
dangerous weaknesses to take the ones that are applicable to this web application and
rank them in three levels of risk ranging from low to high with a medium level in the
middle.
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Security Defect Description
Detection
Method

Risk
Level

Cross site request
forgery (CSRF)

The web application does not, or can not,
sufficiently verify whether a well-formed,
valid, consistent request was intentionally
provided by the user who submitted the re-
quest.

SAST, DAST,
Pen. Testing

High

Inadequate En-
cryption Strength

he software stores or transmits sensitive data
using an encryption scheme that is theoreti-
cally sound, but is not strong enough for the
level of protection required.

Manual Review of
the code

High

Improper Au-
thentication

When an actor claims to have a given iden-
tity, the software does not prove or insuffi-
ciently proves that the claim is correct.

SAST, DAST,
Pen. Testing

High

Improper Input
Validation

The product receives input or data, but it
does not validate or incorrectly validates that
the input has the properties that are required
to process the data safely and correctly.

Fuzzing tech-
niques, DAST,
Pen. Testing

High

Table 4: List of possible defects (some of them) that can affect the application in
development

Stream B: Metrics & Feedback

As mentioned, this stream strives towards the improvement of the security initiatives
put in place for the SDLC. To do so, periodically several metrics such as the number
of tests, the number of reported defects, the number of fixed defects, etc, are evaluated
to determine the different areas of improvement and prioritize the application of more
security activities in those areas.

Hera are some metrics and the information that can be extracted from them as stated in
the OWASP SAMM model definition for this stream:

• Total number of defects versus total number of verification activities: This
parameter could give us an idea of whether we are performing enough tests to find
defects or not. If we see that the total number of defects has decreased, but the
frequency is also lower it could mean that we are under-performing in intensity of
tests. Meanwhile if the tests frequency stays the same and the defect rise, it could
mean two things, we are either making more mistakes or the tests are becoming
more accurate and therefore finding new defects that were neglected before, but, in
either case we need to review the design and implementation phases.

• The software components the defects reside in: This indicates where the
defect was detected (i.e. configuration of a deployment tool, application code, etc)
and allows us to direct our attentions to the area where security flaws might be
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more likely to appear in the future again. Knowing this we can focus our resources
towards the improvement of the security in those affected areas.

• The type or category of the defect: This metric suggests areas where the de-
velopment team need further training.

• Severity of the defect: This can help us in activities like thread modeling and risk
profiling since we can observe the applications and the defects that arise with each,
helping the team understand the software’s risk exposure and improve the design
phase of the development life-cycle.

3.4 Verification

In this stage, the model defines all the processes and activities that are related to the
validation and testing of the different artifacts that result from the implementation and
build of the application before deploying them into a production environment.

Within this Domain we will see three different security practices named Architecture
Assessment, Requirements-driven Testing and Security Testing.

3.4.1 Architecture Assessment

This security practice is in charge of making sure that all the proper security and compli-
ance requirements have been followed when building the application and its infrastructure,
as well as testing if the identified security threats are properly mitigated or not.

The two streams differentiated in this practice are Architecture Validation and Architec-
ture Mitigation. In the first stream the focus is towards the verification of compliance
with the requirements that have been set up in the Policy & Compliance and Security
Requirements practices. Meanwhile, the second stream is more focused on reviewing the
effectiveness of the security controls put in place against the most typical threads as well
as the ones identified in the Thread Assessment security practice.

Stream A: Architecture Validation

Overall, the objective for this stream at maturity level one is to have a clear understanding
of the infrastructure of the applications and its components as well as the relevant security
measures that should be applied.

At first to get a good view of how everything is built, having a schematic model of
the overall software architecture, is very helpful when trying to see how the software
components interact and what functionalities they have.

Once we know the general structure, we can start to test for some of the general security
mechanisms such as authentication, data protection, access management, etc, and observe
if they are provisioned or not as defined in the requirements. These mechanisms do not
only apply to the core application, but also the components surrounding it that provide
services that help the application run, such as databases, and other support elements.
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Figure 9: Technical architecture of a Django web application

Figure 10: Application functional architecture diagram

In our case we will have the database where users and confidential data is stored, I will
also take a look into how the application communicates with it and what are the security
mechanisms applied by the Django module to secure this end of the infrastructure. In
figure 10 I show how the application interacts with the database and the form templates
set up for the different views. The login for example, contains a form used to request
access to the application using a set of credentials. This form is protected using the best
practices guidelines by Django since it is the main line of defense to gain access to the
website. In the new contract view, protecting the form has also been an important feature
since we are modifying the database by inserting data, therefore we need to make sure we
are secure against any kind of injection attack.
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Following the guidelines from OWASP to protect a web application (which I set as com-
pliance standard for this project), I tried to evaluate if the necessary measures have been
implemented and their quality.

To put an example of this process, I will explain how I did it for the new contract page,
which basically contains the form that will gather the data fields for the new entry in the
database. There are 5 fields in this form, the name of the client, the budget, the type of
client, the expiration date and a brief description of the contract and the related project.
It is obvious that in this situation the most applicable security feature to test is the input
validation security, since it is the security feature that can protect the application from
injection attacks and other input related attacks. To ensure that only the expected inputs
are introduced, in several fields I opted for a closed option input, in which I define the
only values that can be introduced and the user selects one of them (i.e. the expiration
date is a selection calendar, not written manually or the type of client is either tech or
non-tech). In other inputs it was trickier because the description for example cannot be
predefined, so here I used character escaping to avoid the insertion of code in the request
and only have it as plain text.

Stream B: Architecture Mitigation

In the previous stream the objective was to verify if a certain security mechanism is in
place and its quality, but now that we know what are the security controls in place, in
this next stream, the objective will be to ensure that the mechanisms in place are indeed
protecting against the threats that can affect our application or if there is some part of
the architecture that has been left unprotected.

Essentially what I want to achieve in this stream, is to evaluate if the security controls in
place are enough or not, and evaluate possible threats that the application architecture
is not protected against.

The first thing we will do in this practice is to identify the software architecture model that
was previously defined for the particular application. Once we have it, a team of technical
staff will analyse the architecture to evaluate if all the threats that could be affecting the
application and its environment are being addressed and executed properly. The people
in charge of the analysis should be knowledgeable in application security, since they are
going to need to identify the possible threats that may have been overlooked by other
non-security teams that are offering support such as the architecture or the development
teams.

In my case, there is one part that I have actually not taken into account when protecting
the application, I have been focusing mainly on the application level, where I can apply the
different features provided by Django to protect the application and the communications
with the database, but, I have not talked about the communications between the browser
and the server on a network level. Some examples of measures that could be applied at
this level are the use of a load balancer, a proxy or firewall that protects against attacks
such as DDoS, etc.
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3.4.2 Requirements-Driven Testing

This practice of the validation domain is focused on evaluating the correct implementation
and performance of the security controls that have been put in place by the development
team, following the security requirements defined in the Security Requirements practice.

In here we will observe what is called negative and positive testing:

• Positive Testing: This type of testing will pay attention and verify the compliance
of the integrated security controls with the security requirements and validates if
they work properly.

• Negative Testing: In this other type of testing the aim is not about the correct
functioning of the security controls, instead, we are looking to evaluate the quality
and performance of the implementation for that control. Essentially we want to
find out if the security control has flaws that could lead to a faulty service of the
mechanism and therefore cause a security vulnerability/breach.

The positive testing will be addressed in the first stream called Control Verification, while
negative testing will be performed in the second stream called Misuse/Abuse Testing.

Stream A: Control Verification

As mentioned, this stream aims to verify the effectiveness of the security controls inte-
grated into the application, but, for the level one that we are aiming for, we only need to
test the standard controls.

The tests that we perform mainly refer to access control, authentication, input validation,
encoding, encryption and escaping data (showing the data output securely). To perform
these tests we could use manual methods, but using DAST (Dynamic Application Security
Testing) tools we can analyze the behaviour of these controls when the application is
running in a test environment. A DAST tool will essentially look for vulnerabilities in
your running application from the outside without accessing any of the source code.

It is important that these tests are performed periodically to ensure that the application
is still secured, but most important when some controls are changed, to make sure the
overall control structure of the application has no vulnerabilities that could be potentially
exploited.

To perform these tests I used a free open source tool from OWASP called ZAP [26]. This
tool as well as doing other types of analysis, also has a DAST functionality that will help
us test the behaviour of the standard security controls. The results of these tests will be
addressed later on in section 4.

Stream B: Misuse/Abuse Testing

In this second stream we are still trying to evaluate the performance or behaviour of the
security controls, but in this case we are going to use what are called fuzzing techniques.
Fuzzing in this context essentially means to pass invalid, random or unexpected data to
an input within the application. This will allow us to see if the security controls deal

42



with the use of such data properly or if this unexpected input value can trigger a strange
response that might lead to a vulnerable application.

ZAP is also a tool that allows us to perform such testing and for this application I targeted
the log in input, since I expect it to be the most dangerous because it is the page where
anyone can access. If this layer does not fail the inner application forms should not be
as critical in my opinion since the people managing them will already be authenticated
users. As in the previous stream, the results of this testing process will also be commented
in section 4.

3.4.3 Security Testing

Security testing is also involved with performing tests related to the security controls
integrated into the application, but in this case we do not want to just verify if the ones
in place are properly working, we also want to detect or find the vulnerabilities that
can be found in the application in general, because in the design phase we might have
left off other security features that might have a certain importance for the application.
Essentially the idea is to double check if the security of the application is complete or has
flaws. Mainly we can perform this tests two ways, manually or automatically.

The main benefits of the manual approach is that it will be more in-depth and personalized
to the application on hand, but it has its downsides such as being a slow method of testing
and requiring an expert in manual security testing. On the other hand, Automated testing
is usually more consistent with its results, and even though they might not be as in-depth,
the results are also obtained much faster than manually.

In the first stream called Scalable Baseline, we will see all the automated related testing,
while in the second named Deep Understanding, the focus will be towards manual testing
and how/when it is performed.

Stream A: Scalable Baseline

The aim of this stream at the first level of maturity is basically to identify or detect the
vulnerabilities of the applications that are in both development and production. Since
we are still at low maturity levels the evaluation will be basic and will target the main
vulnerabilities. To reach this goal, we have to rely on the use of automated tools that per-
form both Static Application Security Testing (SAST) and Dynamic Application Security
Testing (DAST), to evaluate both the source code and the behaviour of the application,
which will result in a more efficient security testing process that produces results that are
more reliable and of better quality.

In general terms, when performing SAST analysis, we will be looking at the source code
of the application and try to find any vulnerabilities that arise from bad practices when
coding ore the misuse of components. On the other hand, DAST analysis will serve as
black-box testing, where we will not be looking or providing any source code to the tool,
instead, the tool will perform tests that will try to discover any bugs or unexpected
insecure behaviours that the application may have.
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Since this use case does not have any budget to acquire any tools that are build for this
purpose in a professional environment, I will be using ZAP for the DAST testing, which
is an open source tool by OWASP as explained in the previous practice. But, to perform
SAST analysis I had to find another tool and ended up deciding to use an open source
tool integrated withing GitHub that goes by the name of CodeQL [27]. This tool can be
integrated as part of the pipeline when code is pushed into the main branch, meaning that
when any piece of code is pushed, an automatic analysis of the code will be performed,
according to a set of guidelines that we can program to make a custom test.

Stream B: Deep Understanding

In this stream, similar to the previous one, the aim is to identify the vulnerabilities, but
in this case we want to try and dig deeper than what automatic tools can, and discover
further vulnerabilities in the most critical components of the application.

Essentially what we want to do is complement the data obtained from testing with au-
tomated tools, which are useful but can never replace the full value of a thorough expert
manual review. These tests will usually be performed to the components that have been
identified as most critical since they will be the most important to secure. Another reason
for selective testing is that manual reviews are usually very costly when it comes to time
and resources, so being selective in this process will help with the agility of development.

For this testing phase ideally we want to have a set of criteria that is used to review these
components, and finally, the results obtained should be addressed in alignment with the
defect management policy as well as all the other activities performed in this verification
domain.

In this particular use case, since I am not an expert in manual reviews, I decided not to
implement this stream, mainly because I think that even if I test these features I think
are most critical, the value of the results I could obtain is still similar or less than what
the automatic tool ZAP can provide.

3.5 Operations

This last domain is the one that deals with all the security aspects revolving the software
in its production state, here we will see activities such as tools and environment hardening,
incident management or decommissioning of the applications.

Since this stage requires the application to be in a production stage to perform its ac-
tivities, I am not going to take it into account for our use-case, because the aim of this
section was to build a web application that was secure and ready to be deployed, but
I will go through all the practice areas and their streams to put some examples of how
these activities could be performed.

The security practices that I am going to go through in this domain are: Incident Man-
agement, Environment Management & Operational Management.
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3.5.1 Incident Management

In this first security practice, the aim is to cover all the activities involved in the de-
tection and response of incidents that can affect the security of our application, to try
and maintain the application operative constantly without any problems. Some relevant
examples of incidents that are most common are: Denial of Service attacks, that aim to
create a bottleneck in the application traffic to reduce or block the service they provide,
or injection attacks, that aim at inserting malicious code within the application for other
users to execute it whenever they load the application.

In the first stream we will deal with the detection of these incidents, while in the second
one we will focus on the actions to be taken as countermeasures, to respond to an incident
and try to reduce as mush as possible the effects of the incident.

Stream A: Incident Detection

To achieve a level one maturity in this stream, the general objective is to be able to detect
the most obvious security incidents. To achieve this goal, we need to focus on capturing as
much data regarding the logs of the application and its traffic as possible, this information
will help us understand what is the usual workflow, therefore, allowing us to observe any
changes from the normal logs that could indicate an incident has happened. This process
ideally should be performed using automatic tools to improve the detection time, due to
the trouble of analyzing the data manually in big applications with lots of log volume.

Some examples of applications that could be used for this purpose are Azure’s monitoring
tool or SolarWinds security event manager.

On top of this, one thing to take into account when dealing with logs, is that they should be
treated as high priority data, therefore stored in secure locations where only the necessary
accesses are granted and following the log data retention guidelines.

Stream B: Incident Response

In this second stream the objective will be to solve the most common security incident
as efficiently as possible. The first thing we would need to do is identify who are the
stakeholders that are going to be responsible of resolving the different types of incidents.
Since we are at a very low level, at first it is not necessary to have a specific team dedicated
to this task, but the participants for this activity should be defined beforehand to improve
the response time.

Finally, to make the response process repeatable and more analyzable, all actions per-
formed to resolve an incident should be documented, this way we can maintain a certain
level of efficiency since incidents of the same origin will be solved much faster knowing
how it was resolved in previous situations. This will also help the team understand and
learn how to recover from these incidents, as well as improve the efficiency of the solutions
applied.
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3.5.2 Environment Management

In the Environment Management security practice, the focus is on the maintenance of the
elements and components of the operational applications. This is important since regular
patches and new versions of these components come out regularly and having the latest
most updated versions it is normally the most secure way of acting, since these versions
will be the most supported and improved.

Another process that is performed as part of this practice is the secure configuration of
the environment elements, as some components might not be secure by default and they
are dependant of their proper configuration. On top of that, the teams in charge of this
practice should be monitoring the vulnerabilities that may arise in the different versions
of these components to make sure the one in use is secure and stable.

The two streams in this practice are called Configuration Hardening and Patching & Up-
dating. In stream A the hardening of the configurations for the components is performed,
while in stream B the focus is on the Patching and updating of the components to the
most suitable and secure versions.

Stream A: Configuration Hardening

The aim of this first stream at level one is to have hardened basic configurations for all
the components. To achieve this, we would need to apply secure configurations coming
from available sources and standardized by vendors. These sources will serve as secure
guidelines that will be followed during the configuration definition.

The process to define these configurations will start with the identification of the different
stack components and looking for the guidelines (such as OWASP’s open project) that
will be used to define a secure baseline configuration. With these components we will
make a list where all the version info on the components is going to be stored, in my
case these would be the Django framework version 4.0.5, and the rest of the components
that will be used to run the application like the operating system, which in my case is
MacOS 12.0 Monterey or the container tool we might be using to deploy the application
(i.e. kubernetes), and even the IDE we use to run the code could be added to the list. As
components we could also look at the servers, but they included as part of the Django
framework.

In further steps we would use the guidelines and our own knowledge and experience to
build a set of custom security configurations for each component, but since we are aiming
for level one, we only want to configure these components securely in an ad-hoc manner
without standardizing anything or storing any formal configuration process.

Stream B: Patching & Updating

Complementing the first stream, this second one aims at mitigating all well-known issues
that can affect third-party components such as operating systems, code libraries, etc. The
activities related with this stream are performed in an ad-hoc manner, meaning that they
do not need to be detailed and documented processes, instead they are performed for each
component stack separately without centralizing the work.

46



The development teams are the ones who choose when the components should be updated
or patched, except in situations where a vulnerability has been published for a certain
component and it causes a security issue (In these cases it is required to act on it and
patch it or update to another more secure version).

Finally, periodical reviews of vulnerabilities should be performed in order to stay updated
on what is going on in the industry and be able to react fast to any problems that may
arise in this regard.

3.5.3 Operational Management

In this last security practice of the whole model, the focus revolves around the protection
of operational support tasks that involve components such as databases, operating systems
and the data itself. These are tasks that are not performed by the application, but that
are key for the security of the application, because using old operating systems, or storing
the data insecurely in a database could be detrimental for the application’s security even
if the application itself is secure.

Some of these tasks could be for example, administration of applications and decommis-
sioning, database administration or data backups between many others.

The two streams I am about to talk abut are called Data Protection and System Decom-
missioning/Legacy Management and as their name suggest, in stream A the aim will be
towards functions protecting data and stream B will go towards the management and
decommissioning of applications and systems.

Stream A: Data Protection

The objective in stream A is to understand the sensitivity of the data used throughout
the organization as well as the application of some quick measures to secure it.

The first step would be to figure out what are the different levels of sensitivity that the
data is associated to in your organization, to do this, we can gather information from all
around the organization in case this classification is performed in an ad-hoc manner for
each application. Once this is set, the data within each application should be protected
using the proper guidelines, according to the highest sensitivity level, without worrying
about the lower levels to simplify the protection process.

Remembering from earlier security activities, we defined three levels of risk (low, medium,
high) and for this we will follow the same approach for sensitivity, where our data in this
use case would correlate to the high sensitivity level.

To secure the data, we could follow standard regulations and guidelines such as the General
Data Protection Regulation (GDPR), which for example in Article 32 mentions that
personal data should be masked or encrypted when it is processed in any way [28].

Stream B: System Decommissioning / Legacy Management

In this last Stream the aim of the processes performed is to identify the unused software
components, to do this at low maturity levels the identification process can be just a
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periodical review of the assets or even observations by chance, but when a component out
of use is found, it should be noted and a formal process for its decommissioning should
be filed, making sure that the development teams are really not using it anymore and are
informed that it should be securely decommissioned.

Following this identification, we also need to take into account that in this lower maturity
levels we may have many people across the organization using different versions for some
components, and it is also the aim of this stream to discontinue or remove the older
versions of some of these components that might not be secure enough, and manage the
migration to more updated versions.

This stream is obviously not gonna be very useful in our use-case since this is a one
time development that will not be released publicly and this is more focused towards a
continued development environment such as the one in a real case scenario, where more
time will pass and the software used initially may get to the point of being outdated or
obsolete.
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4 Results

In this section of the thesis I want to explain in depth how the web application turned
out, some of the security controls I think are most important in the implementation, and
the results of security validation testing stage as well as the actions I took as consequence
of those security tests.

If you want to have a look at the code of the application before reading this next section,
it is accessible in the following git repository: https://github.com/enric-carrera/
WEBTFMgit

4.1 Web Application

I will start with the presentation of the Web Application, its functionalities and the
different pages it has.

First of all, as I have explained during the design phase of the model in the beginning
of section 3, the scenario or objective of the application was to fill in the need of a
hypothetical consulting company to have a place for managing and storing the data of
the contracts they had with their clients about specific projects.

To fill in this gap, the description of the application that I used as baseline for the design
was: Simple website that could only be accessed by certain people and that would have a
place to add and remove contracts from a list.

Since the application had to be simple, I decided to define only 3 main pages including
the login, the contract list display, and the new entry form page.

Login page:

This page its pretty self explanatory, but I do want to mention that Django was very
helpful when creating it, since the main functionalities and methods needed to operate
this functionality were already set up. The only thing I really had to do in this scenario
was to create the endpoint and the HTML page with the form, to link them directly to
what they call the registration module or sub-application, that takes care already of all
the data management and access control. This was helpful since I did not have to bother
in adding any extra security features as the module already had them from scratch.

Figure 11: Web Application login page screenshot
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Client/Project list page:

This page as I mentioned before, had the objective of displaying a listing of all the con-
tracts in the database to be able to see their basic information and remove any contract
if necessary. Here, I also added a sub-view to observe the more in depth data about a
specific contract, since the list would not be very clean looking and clear if all the data
was listed in the main page.

Since this sub-view was not modifying the database or had any important functionality,
the only feature that I had to address was how to make the query to the database, to
make sure that if a malicious entry was leaked into the list of contracts, it would not be
able to execute any actions on the database (essentially how to correctly retrieve data
from the database and show it without risk of code execution).

On the main list, I also had to make sure the data retrieval and display was performed
correctly, and even though this main list could modify the database because contracts
could be deleted from here, I could not really do much about it, because if an account
is compromised there is no way of knowing for sure if that person is who he or she says
without complicating the functional features of the application. One option that could
have been implemented if there had been time and resources is a two factor authentication,
to ensure that the person deleting the contract is actually them, since they would need
some other authentication method in case that the account is compromised (i.e. an SMS
with a code).

Figure 12: Web Application contract list page screenshot
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Figure 13: Web Application detailed contract page screenshots

New entry form page:

This page is the one that contains the form to add a new contract to the list. In this case
I did really need to think about the security features more thoroughly, since we are going
to be adding information to the database, which is a very sensitive action.

In section 3.4.1 I explained in a simpler way what are the different data fields involved in
one contract entry, but I am going to try and go a bit deeper here.

• Client name: This is a CharField of a maximum length of 100 characters that
represents the name of the company that requested the project. I limited the length
of this entry following the security principle of minimization, which explains that
the size and complexity of the data we want to protect should be the minimum
possible.

• Description of the project: This is a TextField without a defined maximum
length, since there is no way of knowing how much space it will take to describe
different projects. In this case, to protect against possible injection attacks, character
escaping was necessary, this way we can protect against Cross Site Scripting (XSS)
for example.

• Budget: This is an IntegerField that represents the available money to spend in the
project. In this case, to protect the field I opted for only accepting Integer values,
therefore it will be very hard to inject any code through it because it only allows
numbers to be introduced.

• Expiration date: This is a DateField that represents the predicted expiration
date of the project. For this field, I used a similar method as with the budget,
to minimize the type of entries that can be made, I limited the values by using a
calendar interface where you can only choose a value from the list of dates.

• Type of contract: This field was created to differentiate between tech-related
projects and non-technological projects, to add an image that helps identifying them.
Since there is only 2 types, I limited the field to two options to choose from, that
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way I avoid having to protect it in other ways since I am dictating what are the
exact entries available.

This field essentially stores depending on the option the locations of the two images
linked to each type. Since the images are in a static folder within the application
because there was no server to store them dynamically, when the web application is
not in debug mode the images will not be accessible by the application for security
reasons, but in debug mode they will show.

On top of the security features I explained previously, following the OWASP cheat sheet
to protect against Cross Site Request Forgery (CSRF) [29] I used the CSRF Token, which
makes it impossible for attackers to create valid requests to the back-end server, since the
server will check if there is a token and its validity, but the attacker does not have this
value.

On top of it, other cheat sheets from OWASP that I looked at for this section included, the
Cross Site Scripting (XSS) related one [30] and the one related to Injection [31]. Finally,
following the documentation for the Django framework I also used their documents about
forms and input validation [32].

Figure 14: Web Application new contract entry form page screenshot

4.2 Validation and Testing of the Application

Once the application was built, to perform the security verification/test I used mainly
two different tools. As mentioned previously in other sections, I opted for an automatic
approach to test the security of my application, to simplify the process as well as to make
sure that every area of the application was covered and properly tested, since manual
testing could produce misleading results in my case due to lack of deep knowledge.

The two tools I used were ZAP (developed and maintained as an open project from
OWASP) and CodeQL, which is a tool integrated into the GitHub Security Actions
pipeline.
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• ZAP: To perform the Dynamic Application Security Testing (DAST) I chose this
tool mainly because it is an open source tool, and had the ability to customize the
tests with some functionalities such as fuzzing testing for inputs. In a real scenario
where there is a budget to aquire licenses for other more professional tools, I could
have used for example programs such as BurpSuite, Veracode or Fortify [33].

• CodeQL: This second tool is focused on Static Application Security Testing (SAST),
so we will be checking the actual code for any malformed piece of code or missing
security features. The reason for choosing this tool is the same as ZAP, as they are
both open source tools that do not require to pay for a license. This second tool
comes as a feature within the GitHub security capabilities, where we can set up a
pipeline with different tools that perform actions when something happens. In this
case, I set it up in a way that every time a piece of code is pushed into the main
branch, an analysis of the repository is executed and I can later on see the results
in the security tab of the repository.

CodeQL analysis results:

I will Start off with the analysis I did using CodeQL since it reported no signs of vul-
nerabilities when I executed the test. To perform the test, the main configuration was as
follows:

Figure 15: Trigger configuration for CodeQL

In figure 15 we can see the piece of code that defines when these tests need to be performed,
in this case, as I said, it is set so that the test runs when either the code is pushed or a
merge request is made. On top of that I added one last feature that allows me to run the
test manually whenever I want from the web application interface.

Figure 16: Programming language configuration for CodeQL
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In figure 16 we can see another part of the configuration that is essential. This list of
programming languages determines for which code language the test is going to be per-
formed, in this case the test will be performed for Python and JavaScript, as they are
the ones used in the project. HTML is not there because it is not one of the languages
accepted by the tool.

The final result of this analysis can be seen in the following image, which shows that the
alerts reported by the analysis tools are 0, meaning that no vulnerabilities where found.

Figure 17: Results of the Static Application Security Testing (SAST) performed with
codeQL

Following these results, I am now going to explain the results I obtained when performing
the Dynamic Application Security Testing (DAST) using ZAP. In this case I did find some
vulnerabilities that I will show now.

ZAP analysis results:

The usage of ZAP did not require much configuration since it is already set up for basic
testing, and in our use case to reach level 1 maturity in most validation practices we only
addressed the main security issues. To perform the test, I set up the tool to test against all
the possible endpoints of the application as can be seen at the top section of the following
image, and below there is another sector with the result I obtained. In figure 18 you can
see that in this test 3 security issues were raised.

Figure 18: Results of the Dynamic Application Security Testing (DAST) performed with
ZAP
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Missing Content Security Policy (CSP) Header:

When coding the web application I did not properly set up the CSP Header. This header
is a specification from the standardization organization World Wide Web Consortium
(W3C), that offers the possibility to instruct the client browser from which location and/or
which type of resources are allowed to be loaded when the different pages of the web appli-
cation are accessed. To define a loading behavior, the CSP specification uses “directives”
where a directive defines a loading behavior for a target resource type.

This vulnerability is identified in the medium risk level range, so it is fairly important to fix
this and properly configure this header. In figure 19 you can see the detailed information
that ZAP gives about this detected vulnerability.

Figure 19: Detailed information on the Missing CSP header vulnerability

To integrate this into the application, following Django’s documentation [34] I added
the CSP middleware to the list of components for the application, which allowed me to
configure the directives from the main configuration file of the web application, as can be
observed in the following images.

Figure 20: List of middleware components located in the main configuration file for the
web application
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Figure 21: Directives configuration for the CSP middleware component

In figure 21 you can see how I defined the directives. Apart from using the ”self” directive
which only allows the browser to load elements coming from the domain of the actual
web application, I had to add several extra domains since I used some premade styles
and scripts that helped with the visual part of the web application. If I did not add these
domains to the directives, those style sheets and files coming from a different domain
would not have been loaded, as can be observed in figure 22 where there are four elements
that where stopped from loading.

Figure 22: Blocked components by the CSP header

Due to configuring the directives with this domains as exceptions, it means that we are
trusting them for the security of our application, and that is why in the next analysis
I did (to see if the CSP vulnerability was actually fixed this time) reported a new CSP
alert. In this case referring to these exceptions I configured (figure 23 and figure 24). Since
I trust this sources, for my use case this was actually a false alarm and I did not have to
perform any actions to fix it.

Figure 23: New alerts reported in the DAST analysis
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Figure 24: Detailed information on the CSP wildcard directive vulnerability

HTTP Only Header:

This Vulnerability was detected by ZAP because it could find that the cookie where the
CSRF token was stored was accessible using JavaScript code. This is very dangerous since
data from the session could be obtained if malicious JavaScript code is introduced into
the web application, which should not happen thanks to other security controls, but it is
better to make sure that this cookie is protected.

Figure 25: Detailed information on the no HttpOnly vulnerability
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To fix this vulnerability, I simply added the line shown in figure 26 to the main configu-
ration file of the web application, which meant that the HttpOnly header was activated
for the CSRF Token cookie.

Figure 26: HttpOnly Header configuration

Once I fixed the issue, we can observe now that the result of testing again with ZAP did
not report any alerts regarding this vulnerability anymore.

Figure 27: Results of the analysis with ZAP after fixing the HttpOnly header
vulnerability

Timestamp Disclosure: This last alert was reported because the analysis uncovered
that the server was disclosing a timestamp in the header section of its responses. This
could be a problem if the data which the timestamp is referring to can be aggregated to
disclose exploitable patterns. But since I could not find a solution for this problem and
the vulnerability is classified as low risk, I decided to leave it as it is and carry on with
the project.

Figure 28: Detailed information on the timestamp disclosure vulnerability
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5 Budget

In this section, the costs of developing this project are presented and explained. To finish
it, I worked around 10 to 20h/week and I had a teacher advisor that worked around
1h/week, and the total duration of the project was around 6 months from March to
September approximately. If this was a real project, the budget to pay the stakeholders
involved would be as follows more or less, taking into account that I would be categorized
as a Junior Engineer receiving around 11€/hour.

Table 5: Staff budget

# people salary/hour Hours Salary Taxes(30%) Subtotal

Student(Junior Engineer) 1 11 360 3 960 1 188 5 148 €

Teacher Advisor(UPC) 1 50 24 1 200 360 1 560 €

TOTAL 6 708 €

When it comes to tools used, regarding hardware, I had my own computer with a cost of
around 1500 € and an expected life of around 4 to 5 years as presented in Table 6. When
it comes to software, everything used to develop the application was free, and no costs
were added on that end. Some of the tools include, Visual studio (IDE), GitHub, Django
framework, OWASP SAMM framework and ZAP for testing purposes.

Table 6: Hardware budget

Computers initial purchase value 1 500 €

Residual value (25%) 375 €

Equipment life expectancy 5 years (60 months)

Equipment amortization (monthly) 6.25 €

TOTAL amortization (5 months) 31.25 €
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6 Conclusions and future development:

In this section I aim to do a recap on some of the most important things I have explained
and done in this masters thesis and I will try to give some personal conclusions on some
of the topics.

6.1 Model Comparison:

regarding the model comparison between BSIMM and SAMM, In my opinion if I had to
choose between SAMM or BSIMM, the clear winner would be SAMM. to me, it makes
much more sense the way they distributed the activities and how maturity levels are cal-
culated within each stream, to make sure that the further the level is, the more proficient
the organization is in a more specific practice, contrary to BSIMM where the model is not
as granulated and activities with different objectives that lie within the same practice are
mixed for the measurement of the maturity level.

Nevertheless, BSIMM has good features too, like the database/pool of information, regard-
ing the security initiatives of many companies that have been involved in the definition
of the model, which is very helpful when trying to compare the results with other orga-
nizations of the same industry as yours. In fact, it is something that SAMM has started
to come up with too, as they have made available an open project to gather assessment
data from different organizations that use their model, in order to be able to establish a
comparison platform too.

On top of this, by working and going in more detail through all the practices of the
SAMM, in my opinion some improvements or changes could be made in them framework.
There are two main changes I think could be applied, the first is related to the validation
business function, and the second one is related to the governance business function.

6.1.1 Validation

In my opinion, the way they have separated the different practices within the business
function is a bit confusing. When I was reading them and trying to understand each one,
I felt like they were over-complicating the testing phase and repeating the same processes
with slight changes of objective between them.

In general there are 4 main areas of testing: Code testing, Behaviour Testing, Component
Testing and Environment/Configuration Testing. From my point of view, a much better
approach would be to divide the validation business function depending on the types of
test I just mentioned, in such way that Code Testing is referring to Static Application
Security Testing (SAST) (or testing from the inside, since we are reviewing the code
and internals of the application), in Behaviour Testing we would be addressing Dynamic
Application Security Testing (DAST) (or testing from the outside, since we will test how
the software behaves against a set of actions) and other manual testing such as penetration
tests, in Component testing the focus would be on Software Component Analysis (SCA)
and finally in environment testing we would talk about all the reviews regarding the
environment components and tools that are going to maintain the application operative
(i.e. Configuration file review for docker containers or image testing)
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The problem in my opinion comes from the fact that several practices and activities within
the validation domain can be performed with the same tool. One example of this was the
ZAP tool I used for DAST, because at first, it detected that I did not have the CSP
header in place, therefore the security control was missing, but later when I added the
control, it also detected that a possible faulty configuration was present. This essentially
covered various of our practices, since it was used to evaluate if a security control was in
place, but also to observe the quality of it and to verify if there were more vulnerabilities
that were not accounted for. This is the reason why in my opinion it is more suitable to
use the types of testing as the different practices, since we will be able to focus more on
each test and the level of complexity that it is performed with, in order to evaluate the
maturity of the initiatives in a more meaningful way.

6.1.2 Governance

In this regard, It is not as big of a change as the previous, but I think that having security
training as a practice within governance does not fit the overall objective of the business
function. Instead, I think it should be a separate business function that has its own
practices such as evaluation of security knowledge and planning for security awareness.
The reason for this is that governance is more focused on the planning of the SDLC and
the processes involved in the development of the software and training is one of those
processes/domains in my opinion that should be treated with the same intent as any
other business function, since having a development team that knows how to do things
properly is essential, because if they are not able to follow the guidelines that are set up
in terms of security, the security controls will not be properly integrated and the security
of the web application will be always compromised.

6.2 Practical work:

When it comes to the development of the web application, I accomplished the objective
set in the beginning of the thesis, where I aimed at developing a web application that did
not report any critical vulnerabilities when tested by security review tools. Initially we had
some vulnerabilities, specially one of medium risk level that was successfully fixed. Even
though I successfully built the web application, there are lots of improvements that could
be made to both the security functionalities and the methodologies applied to develop it.

When addressing the initial objectives for the use case, I opted to only apply the first
level of maturity across the processes of the whole development, which tends to be the one
that is most ad-hoc in most practices, therefore the one most adapted for this practical
example. But, the model can be much more complex than what has been presented.

In real environments, specially in organizations that develop software as one of their main
activities, more mature initiatives would be expected, therefore a level 1 would not be
enough as we want to start integrating more automatic features that standardize the
development process and provide more consistent results, using tools such as Jenkins [24]
(for pipeline definition and execution) or more complex testing tools such as Fortify [33]
for DAST and SAST. Another tool that would be more interesting in less ad-hoc situations

61



is JIRA [35], which works as a ticketing service that can be used as defect management
tool, to report the defects and send them to the responsible person in charge of fixing it.

Even though the Software Assurance Maturity Model (SAMM) allows this next level of
maturity, for the use case of this project it did not make much sense to try and perform
some of those next level activities, since I was only developing one web application, and
automating many of the processes would have required much more work that would not
have been useful, because I will not be making more web applications following this one
or continue its development in any way.

This goes to show that models like these are not really made for situations where we
just want to develop one application, instead they are very useful in the use cases I just
mentioned, when organizations need a way of producing better, faster and more secure
software in a continuous manner.
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