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1. Introduction 

Open-source platforms are getting more attention in various areas, including education. The advantages and 

disadvantages of Arduino based open source platform in embedded system education were analysed in recent review [1]. 

The review study concluded Arduino based engineering education is promising to address the current challenges (i.e. 

student-related, lecture-related, content-related, and instructor-related challenges) faced by embedded engineering 

education [1]. This is in agreement with [2] who reported that the use of a Arduino Nano Board and USB powered 

portable instrumentation devices in laboratory exercises positively affected student confidence and improved the 

retention of students who took the course. Besides, various open source software and cloud platforms were evaluated in 

teaching Internet of things (IoT) course [3]. Even though various real-time IoT experiments and applications were 

Abstract: Distance learning has become a crucial alternative in education system worldwide since the Covid-19 

pandemic happened. An affordable and accessible solution is essential to enable a quality remote teaching and 

learning experience for each student. Real-Time Embedded System (RTES) is about applying real-time system in an 

embedded system (e.g., microcontroller) in ways that both logical and temporal requirements are fulfilled. A special 

attention shall be on the temporal response analysis so that students can have a clear distinction between 

microcontrollers with and without real-time system. Since there is a lack of accessible traceable studies about how 

to utilize the open-source platform in introducing the key RTES concepts, this study aims to evaluate the feasibility 

of an integration of open-source resources (i.e., SimSo simulator, Arduino platform and FreeRTOS API) in teaching 

RTES remotely and to provide real-time learning experience about RTES concepts without additional components 

or wiring out of school. First, each student was introduced to the ways to integrate existing open-source resources so 

that each of them could develop RTES in their places using a FreeRTOS compatible microcontroller. RTES concepts 

of task, hyperperiod, task scheduling, pre-emption, static-priority scheduling algorithms, and mutual exclusion in 

resource sharing were delivered using the proposed infrastructure. Results show that an obvious context switch could 

be observed when pre-emption happened. Finding indicates that the proposed integration was useful for students to 

understand the complex RTES concepts e.g., task scheduling, pre-emption, and mutually exclusion. Since positive 

responses were received from students in two consecutive semesters, the proposed infrastructure is an affordable and 

accessible distance learning alternative in assisting students to understand RTES concepts. 
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developed and explored [3], the focus was on IoT instead of the temporal analysis and key concepts of real-time system 

that were not provided.  

Real-Time Embedded System (RTES) is about applying real-time system in an embedded system (e.g., 

microcontroller) in ways that both logical and temporal requirements are fulfilled. In most studies, the term of “real-time” 

was used without reporting the temporal requirements of a system. This kind of “real-time” may refer to the time in users’ 

perspective (e.g. a measured value with respective measurement time in each second [4]) instead of RTES that aims not 

only to produce a desired output but also to meet its temporal requirements. RTES focuses on both temporal and logical 

correctness in optimizing the energy efficiency and effectiveness of an embedded system. Thus, various low-cost 

innovative academic approaches in improving the teaching and learning of real-time embedded system related concepts 

with simpler infrastructure were studied. For instance, ARM7 microcontroller-based hardware-in-the-loop (HIL) 

environment was proposed to overcome the space and cost needed to deliver real-time and embedded control course [5]. 

This is considered bulky and expensive when it is compared with the existing popular open-source platform. Particularly, 

the uses of Arduino open-source platform in teaching embedded system related courses have been reported in numerous 

recent works. The benefits of Arduino platform in education were demonstrated by Peter Jamieson in exposing students 

to various complex and challenging embedded system topics via various Arduino based activities [6]. Nevertheless, 

challenge for educators is about how to identify what was done by a student as there are plenty of reusable designs in 

open source community [6]. This may be addressed by a proper instruction that requires students to highlight their 

contribution against the existing similar works [1]. Despite various Arduino based studies were published, there is a lack 

of traceable studies about how to further utilize the advantages of open-source platform (i.e., affordable and accessible) 

to introduce the key RTES concepts to students in terms of hyperperiod, pre-emption, tasks scheduling, and resource 

sharing. Even though there was a challenge to apply Arduino to teach embedded operating systems [1], an open source 

real-time operating system of FreeRTOS may address this challenge. 

Recently, Hee et. al. reviewed three types of embedded operation systems (OS) i.e. super loop embedded OS, 

cooperative OS (e.g. Contiki and TinyOS), and real-time OS (e.g. commercial RTOS-μC/OS-III, FreeRTOS, eCos, 

embOS, Nucleus RTOS, ThreadX) [7]. Among these real-time OS, both FreeRTOS and eCos are distributed under open-

source license. Since FreeRTOS real-time kernel or scheduler has a massive ported microcontrollers selection, this can 

simplify the product development as various complex software modules are available [7]. Other recent review on internet 

of thing (IoT) OS (e.g. Tiny OS, Contiki OS, FreeRTOS, and RIOT) can be found at [8][9][10]. In general, each OS has 

its own advantages and limitations. Among these open-source OS, FreeRTOS appears to be the most suitable OS for 

RTES learning due to its de facto standard and accessible resources. Additionally, FreeRTOS is commonly used RTOS 

for Unmanned Aerial Vehicles (UAV) (e.g. flapping-wing flying robotic bird [11])  due to its small storage space support 

for various high real-time requirement embedded platforms [12]. FreeRTOS was also used to enable multi-tasks control 

system that outperformed traditional control system in designing a motor control driver [13].  

Various traceable works that used FreeRTOS in teaching and learning activities are reported as follows. FreeRTOS 

was studied to enhance students’ practical experiences in five key real-time concepts i.e. task management, queue 

management, interrupt management, resource management, and memory management [14]. However, the design used 

for users to interact with the microcontroller with FreeRTOS were not reported. This concern has been addressed by 

recent study that depicted their proposed hardware and software infrastructure that could enhance the learning process of 

real-time scheduling in undergraduate courses using Arduino, FreeRTOS, and some MATLAB scripts [15]. The proposed 

Arduino and FreeRTOS in real-time system introductory course was relatively affordable compared to previous related 

works that used commercial or expensive platforms [15]. Nevertheless, an external RAM (SRAM chip) with SPI interface 

wiring were needed for data logging in the proposed solution. This may increase financial barrier for implementing a 

distance learning. 

Distance learning is a new norm now since the Covid-19 pandemic happened globally. The awareness and readiness 

of students have strong influence on the adoption of distance learning [16]. Recent study shows that there is a need to 

improve the delivery of online teaching and learning in Malaysia e.g. make the learning to be interesting and innovative 

[17]. Since project-based learning has been reported as an effective way in enhancing the knowledge and capability of 

students in solving real-world engineering problems using embedded systems design concepts [18], an affordable and 

accessible solution is urgently needed to enable a quality remote teaching and learning experience for each student. Since 

a real-time experience about how the tasks (or threads) were scheduled is vital to enhance students learning experiences 

about important real-time system concepts e.g., pre-emption and task scheduling, there is a need to design and develop 

an alternative that provides a real-time experience for students with a minimal cost. Thus, this study aims to evaluate the 

feasibility of an integration of Arduino platform and FreeRTOS in teaching RTES remotely and in providing real-time 

learning experience about RTES concepts on the fly using a single Arduino microcontroller without additional 

components or wiring out of school. 

 

 

 

 

 



Kim Seng Chia et al., Int. J. of Integrated Engineering Vol. 14 No. 6 (2022) p. 194 - 205 

 

 

196 

2. Methods and Materials 

3. Background of the Course 

Real-Time Embedded System (RTES) is a final year course that offered by Faculty of Electrical and Electronic 

Engineering, Universiti Tun Hussein Onn Malaysia to students who enrolled the Bachelor Degree of Electronic 

Engineering (with Honour) – “This programme is accredited by the Engineering Accreditation Council (EAC) which 

comprises five stakeholders namely Board of Engineers Malaysia (BEM), the Institution of Engineers Malaysia (IEM), 

Industry Employers, Malaysian Qualification Agency (MQA) dan the Public Service Department (JPA).” Students are 

required to complete a pre-requisite course of computer programming so that they are ready to learn about real-time 

concept in embedded system using C programming. This is a three credit hours course (three lecture hours per week) that 

aims to equip students with the knowledge and ability to solve RTES problems and develop RTES for electronic 

engineering applications. Four main topics were covered i.e., embedded system, real time operation system, scheduling, 

and resource sharing. The assessment tools of quiz (15%), assignment (20%), test (15%), and final exam (50%) were 

used to evaluate the performance of students. At the end of the course, all students were invited to fill-in anonymous 

feedbacks about their learning experience for continuous quality improvement (CQI). 

 

3.1 Distance Learning Infrastructure 

The proposed distance learning infrastructure consists of three main components i.e., an Arduino board that 

supported FreeRTOS library (www.freertos.org); a computer with Arduino integrated development environment (IDE) 

(www.arduino.cc); and a USB cable to connect both hardware. Due to the simplicity of the proposed infrastructure, the 

financial and technical barriers in implementing the proposed infrastructure were minimized. With the assumption that 

all learners were equipped with a basic internet support and a computer, the additional cost that was needed to implement 

the proposed infrastructure was only having a microcontroller that is compatible with Arduino platform and FreeRTOS. 

Since students can reuse their existing compatible microcontrollers from previous courses (e.g., Integrated Design 

Project) or concurrent courses (e.g., Final Year Project), the cost that is needed to implement the proposed remote learning 

infrastructure is negligible for these students. The list of required open-source software that students were required to 

install in their computer is tabulated in Table 1. This software is free and accessible via the given links. Since the proposed 

distance learning is a combination of open-source resources that are available for each student, students are expected to 

actively engage their learning in deeper understanding about RTES. 

 
Table 1 - The list of open-source technologies that needed to perform the proposed low-cost portable Learning 

technology for real-time embedded system learning 

Open technologies  
Hardware or 

Software 
Price Purpose 

One Arduino and FreeRTOS 

compatible microcontroller and a 

suitable USB cable 

Hardware <20 USD 

To execute the C programming to 

perform a real-time application in an 

embedded system. 

    

FreeRTOS real-time operating 

system kernel 

(https://www.freertos.org/) 

Software Free 

To schedule tasks according the 

assigned priority and period in the 

microcontroller. 

    

Arduino IDE 

(https://www.arduino.cc/en/software) 
Software Free 

To program a compatible 

microcontroller; and to acquire the 

response of the microcontroller via 

serial communication. 

    

SimSo [19] 

(http://projects.laas.fr/simso/) 
Software Free To simulate real-time scheduling 

    

 

3.2 The Design of the Proposed Distance Learning 

First, students were introduced about Arduino platform by having few basic tasks e.g. LED blinking and logic control 

tasks using the Online Circuits Simulator provided by http://tinkarcad.com so that students had sufficient time to purchase 

or prepare an Arduino and FreeRTOS compatible microcontroller e.g. UNO and ESP32. After that, an open source real-

time scheduling simulator - SimSo 0.7 [19], and the task state transitions diagram [20] were used to visualize the transition 

of the tasks among the ready, running, and blocked states. In SimSo simulator, worst case execution time (WCET) was 

used as the execution time model that was the processing load in this study. The scheduler of simso.schedulers.FP and 

simso.schedulers.RM were selected for fixed priority (FP) and rate monotonic (RM) scheduling simulation. One 
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processor was used and the assigned priority, period, deadline, and processing load were key-in to the SimSo. In this 

simulator, the higher the priority level, the larger the priority value. Even though SimSo simulator can be used for 

multiprocessor real-time systems [21], uniprocessor setting was used for this introductory course. After that, the proposed 

Arduino-based FreeRTOS distance learning infrastructure was introduced and demonstrated to further enhance students 

learning experience. A combination of a simulator and a microcontroller pedagogical method is expected to achieved 

better outcomes than a traditional learning method as that was applied in embedded system learning [22]. Additionally, 

an assignment was designed to guide students to compare and analyse the outputs of SimSo simulator and the 

microcontroller, and to relate them to the RTES concepts of task scheduling, pre-emptive multitasking, and resource 

sharing.  

 

3.3 The Implementation of the Proposed Infrastructure 

A RTES consists of multiple tasks that can be defined as Ti = (pi, ei, di), in which, pi, ei, and di denote the period, the 

processing load, and the relative deadline of i-th task. Fig. 1 illustrates the implementation of the proposed distance 

learning infrastructure that was used to enrich the learning experience of students. There were five steps, from introducing 

the RTES concept theoretically, simulating the system using SimSo simulator, developing the system using the de facto 

standard of FreeRTOS Application Programming Interface (API), acquiring the outputs of developed system, to 

comparing the outputs among the theory, simulated, and developed system. These five steps were repeated to introduce 

different RTES concepts. 

 

 
 

Fig. 1 - The implementation of the proposed distance learning (DL) infrastructure for RTES course that enables 

each student to have first-hand experiences that related to RTES out of school 
 

First, a RTES with three tasks of T1 = (10, 1, 7), T2 = (5, 1, 5), and T3 = (20, 4, 10) was used to study pre-emptive 

multitasking task scheduling i.e., temporal properties in two hyperperiods with different static priority scheduling 

algorithms e.g. FP and RM using the SimSo simulator. This RTES is schedulable because more than one feasible schedule 

are available for this system [23]. In order to produce a real-time learning experience for students, the time values used 

were in seconds instead of milliseconds. The serial monitor of Arduino IDE with “Show timestamp” function was used 

to show the real-time responses of the tasks scheduling from the microcontroller. FreeRTOS functions of xTaskCreate() 

and vTaskDelayUntil() were used to create the required tasks and to fix the period of each task, respectively. Since the 

focus was on the real-time properties, a finite loop was used as processing load in the microcontroller. Additionally, the 

above system was used to study resource sharing in terms of mutual exclusive (Mutex) using xSemaphoreCreateMutex(), 

xSemaphoreGive(), and xSemaphoreTake(). Based on the time values that appear on the serial monitor of Arduino IDE, 

Equation (1) and Equation (2) are used to estimate the period and processing time of Task i-th at k instance when no task 

is pre-empted. The scheduling sequence between the output of the proposed infrastructure and SimSo simulator was 

analysed. Each student was required to propose different system, in which, at least one of three tasks was pre-empted 

once. This unique requirement aims to avoid students recycle previous similar works directly. Equation 3 is used to 

estimate the deadline in each period in which the release time can be computed using Equation 4. 

 

Period of Ti(k) = Time of Ti begins(k+1) - Time of Ti begins(k)    (1) 
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Processing time of Ti(k) = Time of Ti end(k) - Time of Ti begins(k)    (2) 

 

Deadline of Ti(k) = Release Time of Ti(k) + Assigned relative deadline of Ti   (3) 

 

Release Time of Ti(k) = Release Time of Ti(k-1) + Assigned Period of Ti    (4) 

 

In this paper, Arduino NodeMCU ESP32 board (i.e., ESP-WROOM-32 module) was used as an Arduino and 

FreeRTOS compatible microcontroller. In the Arduino IDE (version 1.8.14), FireBeetle ESP32 mainboard (by DFRobot 

DFRDuino version 0.0.6) was installed and used to load the compiled code to the microcontroller. Unlike other Arduino 

FreeRTOS compatible microcontroller (e.g., Arduino UNO), it is unnecessary to include FreeRTOS header file to call 

FreeRTOS API. Since ESP32 has two processors, xTaskCreatePinnedToCore() was used to ensure all tasks were 

scheduled in the same processor only. Both SimSo and FreeRTOS have the same priority value and priority level 

relationship, i.e., the higher the priority level, the larger the priority value. Serial communication with 115200 baud rate 

was used to acquire the real-time response from the ESP32 board. The start delay of each task was zero as all tasks were 

created and released without any delay.  

 

3.4 The Evaluation of the Learning Experience 

An online survey was used to evaluate students’ distance learning experiences in this study. The proposed 

infrastructure was evaluated in year 2021 and 2020 for session-semester of 2020/2021-2 and 2020/2021-1, respectively. 

A total of 42 and 25 students enrolled the course in 2020/2021-2 and 2020/2021-1, respectively. All students who enrolled 

the course were invited to voluntarily complete the online survey form after they completed their final exam at the end 

of the semester. The survey form was developed using Google Forms. In 2020/2021-1, students were required to provide 

their email address in the survey form; while in 2020/2021-2, all participates were anonymous. Descriptive statistics were 

used to analyze the received responses about the usefulness of the proposed infrastructure in terms of learners’ 

perspectives.  

 

4. Results and Discussion 

4.1 Simulated Task Scheduling 

Fig. 2 illustrates the Gantt charts that were generated using SimSo simulator when RM and FP scheduling algorithms 

were used. Task 3 was pre-empted when RM scheduling algorithm at time of 5s by Task 2 as Task 2 was assigned a 

higher priority than Task 3 (Fig. 2 (a)). On the other hand, no pre-emption happened when FP scheduling algorithm was 

used with the priority level of Task 3 > Task 2 > Task 1 as depicted in Fig. 2 (b). Consequently, different time delay and 

response time for each task were produced when different scheduling algorithms were used. Since the hyperperiod of this 

system is 20s, the task scheduling pattern of this system is repeated in each 20s despite different scheduling algorithms 

were used. This system is schedulable with a total load of 50% that could be computed using a simple test (i.e., total load 

equals to the summation of the ratio of processing load to the period of all tasks, i.e., 1/10 + 1/5 + 4/20). Both scheduling 

algorithms are expected to produce a feasible schedule for this RTES as all tasks are completed before their deadlines 

[23]. 

 

4.2 Task Scheduling Without Pre-Emption 

Fig. 3 illustrates that the acquired outputs in the serial monitor output of Arduino IDE from the RTES in two 

hyperperiods when FP scheduling algorithm was used. No pre-emption was observed when FP scheduling (i.e., the 

priority level of Task 3 > Task 2 > Task 1) was used. The outputs that appear in real-time on the Arduino IDE serial 

monitor produced on the fly real-time scheduling experience as the outputs were directly acquired from the 

microcontroller using the USB cable and serial communication. Additionally, the time values could be used to evaluate 

the temporal properties of the RTES, in which, the processing load (also known as execution time) of a task can be 

approximated using the difference between the begin time and the end time of the task (Equation 2); and the period of a 

task can be approximated using the difference between the time begins and the consecutive time begins of the task if the 

time delay of the task is zero (Equation 1). For instance, the estimated period of Task 3 was 20s, in which, the time begins 

and the consecutive begin time of Task 3 were 11:56:20.344 and 11:56:40.340, respectively. On the other hand, the 

estimated processing load of Task 3 was 4s (i.e. the difference between 11:56:24.381 and 11:56:20.344). The expected 

periods and processing loads were found for the Task 1 and Task 2 using the Equation 1 and Equation 2 in any instance. 

These outputs and the scheduling sequence are the same as that simulated using SimSo simulator in Fig. 2 in each 

hyperperiod. This shows that the proposed infrastructure can produce the real-time response in a microcontroller as that 

simulated in SimSo simulator when no pre-emption happens. Thus, FP scheduling algorithm with a suitable priority 

assignment can produce a feasible schedule to ensure all tasks meet their deadlines. 
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a 

 
 

b 

 
 

Fig. 2 - The Gantt charts from the RTES (i.e., T1 = (10, 1, 7), T2 = (5, 1, 5), and T3 = (20, 4, 10)) in two 

hyperperiods when the scheduling algorithms were (a) Rate Motonotic Scheduling algorithm, and; (b) fixed 

priority scheduling (the priorities of Task 3 > Task 2 > Task 1). The green, blue, and yellow denote the 

processing time of Task 1, Task 2, and Task 3, respectively 

 
 

Fig. 3 - The serial monitor output of Arduino IDE from the RTES (i.e. T1 = (10, 1, 7), T2 = (5, 1, 5), and T3 

= (20, 4, 10)) in two hyperperiods when FP scheduling algorithm (i.e. the priorities of Task 3 > Task 2 > 

Task 1) was used, where the timestamp is in hour:minute:second:millisecond format 
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4.3 Task Scheduling with Pre-Emption 

Fig. 4 depicts the serial monitor output of Arduino IDE from the same RTES (i.e., T1 = (10, 1, 7), T2 = (5, 1, 5), and 

T3 = (20, 4, 10)) in two hyperperiods when RM scheduling was used. The response time of Task 3 was apparently longer 

compared to that simulated using SimSo simulator. This is because it was pre-empted by Task 2 twice and Task 1 once 

when the RTES was tested using the microcontroller. Since the only difference was the priority assignment in the 

xTaskCreatePinnedToCore() (or xTaskCreate()) when RM instead of FP scheduling algorithm was used, this suggests 

that the context switches due to pre-emption affected the response time of low priority task (i.e. Task 3 in this case). 

Consequently, these outputs were different compared to that simulated using SimSo simulator as the overhead of context 

switches are not considered in the simulator. Nevertheless, the number of each task execution was the same in each 

hyperperiod as that simulated using SimSo simulator; and the hyperperiod was the correct i.e., 20s that was the difference 

of 12:26:33.140 and 12:26:53.160, for instance. Additionally, the period of the highest priority task (i.e., Task 2 in this 

case) was scheduled correctly i.e., Task 2 was started at time of 12:26:33.140, 12:26:38.138, 12:26:43.150, and 

12:26:48.171 with a period of approximately 5s. This indicates that FreeRTOS based RTES was able to ensure the task 

with highest priority to meet its the temporal requirement.  

 

 
 

Table 2 tabulates the transition state and time interval of the RTES system. Task 3 was pre-empted by Task 2 twice 

and Task 1 once. Consequently, the response time of Task 3 was 11.106s that was longer than that simulated by SimSo 

simulator as the overhead of context switch was not considered. This is in agreement with a recent work that reported the 

temporal analysis of FreeRTOS context switch overheads [24]. Particularly, task switching (i.e. vTaskSwitchContext that 

has three steps of store, select, and load process) is the greatest source of time variation in the FreeRTOS context switch 

algorithm [24]. This indicates that there is a need to avoid unnecessary pre-emption in a periodic system to avoid 

unnecessary context switch overhead. In other words, FP scheduling algorithm is better than RM scheduling algorithm 

in this RTES. Nevertheless, the periods of all tasks (i.e., Task 1, Task 2, and Task 3) and the execution time of both Task 

1 and Task 2 were approximately same as that assigned. In other words, the overheads of the pre-emption context switch 

significantly affected the processing load of the lowest priority task of Task 3. Since the response time of Task 3 was 13s 

 
 

Fig. 4 - The serial monitor output of Arduino IDE from the RTES (i.e. T1 = (10, 1, 7), T2 = (5, 1, 5), and T3 = 

(20, 4, 10)) in two hyperperiods when RM scheduling was used – a black rectangular line is used to indicate a 

hyperperiod of the RTES 
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(i.e., 12:26:46.295 – 12:26:33.140) that more than its deadline of 10s, RM scheduling algorithm is not feasible when it 

was applied to the RTES system using the proposed infrastructure. 

 

Table 2 - The transition state and time interval of the RTES (i.e., T1 = (10, 1, 7), T2 = (5, 1, 5), and T3 = (20, 4, 

10)) when RM scheduling was used 

Time 

(seconds) 
Activity Comment 

Time 

interval 

State 

 

Task 1 Task 2 Task 3 

35.189                          Task3 begins Task 3 is executed. 0 Block Block Running 

       

38.138              Task2 begins 
Task 3 is pre-empted 

by Task 2 
2.929s Block Running Ready 

       

39.161             Task2 ends 

Task 2 is completed 

and Task 3 is 

restored. 

1.023s Block Block Running 

       

43.150            Task2 begins 
Task 3 is pre-empted 

by Task 2 
3.989s Block Running Ready 

       

44.179            
Task2 ends 

Task1 begins 

Task 2 is completed. 

Task 1 is executed 

immediately. 

Task 3 is pre-empted 

by Task 1. 

1.029s Running Block Ready 

       

45.165 Task1 ends 

Task 1 is completed 

and Task 3 is 

restored. 

0.986s Block Block Running 

       

46.295                           Task3 ends Task 3 is completed 1.130s Block Block Block 

  Total processing time 11.106s 0.986s 
2.052s (1.023 

+ 1.029) 

8.048s (2.929 

+ 3.989 + 

1.130) 

       

 

4.4 Resource Sharing: Mutex 

RTES concept of resource sharing is unable to be demonstrated by SimSo simulator. This shows the feasibility of 

the proposed infrastructure to introduce more RTES topics as a real RTES is used. In this study, a mutual exclusive 

(Mutex) function was used to avoid Task 3 to be pre-empted by Task 2 when RM scheduling algorithm was used. This 

could minimize the number of context switch as Task 2 would be in block state until Task 3 was completed, and vice 

versa, as that illustrated in Fig. 5. Results show that the hyperperiod was the same i.e., 20s from time 17:56:28.208 to 

17:56:48.195. Next, due to the use of Mutex that prevents the pre-emption on Task 3, the period of Task 3 was the same, 

i.e., 20s from time 17:56:30.263 to 17:56:50.252. Nevertheless, the processing load of Task 3 was increased from 4s to 

5.65s (i.e., from time 17:56:30.263 to 17:56:35.917). This suggests that the context switch overhead was around 1.65s. 

This context switch overhead was high because it was one pre-emption that happened on Task 3. Task 3 was pre-empted 

by Task 2 once when Task 2 was released. Since the Mutex was hold by Task 3, Task 2 went to Block state immediately 

until Mutex was released by Task 3. Consequently, Task 3 was able to be completed without any further pre-emption as 

Task 2 could only back to Ready state when Task 3 was completed. The operation was unable to be observed in Fig. 5 

as each task only sent a signal when it was started or completed. Nevertheless, by analysing this temporal information, 

the task scheduling mechanism of a RTES can be deduced. 

Since all tasks (i.e., T1 = (10, 1, 7), T2 = (5, 1, 5), and T3 = (20, 4, 10)) were released at the same time in each 

hyperperiod, all tasks met their relative deadline of 7, 5, and 10s, respectively. For time release of a hyperperiod of 

17:56:28.208, the Task 1 deadline were 17:56:35.208 and 17:56:45.208; the Task 2 deadline were 17:56:33.208, 

17:56:38.208, 17:56:43.208, 17:56:48.208, and 17:56:53.208; and the Task 3 deadline was 17:56:38.208. These deadlines 

were calculated using Equation 3. These results show that RM scheduling algorithm coupled with Mutex in minimizing 

the number of pre-emption is feasible in this RTES as all tasks were completed before their deadlines. 
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4.5 Students Feedbacks About Their Learning Experience 

In 2020/2021-2, all 42 students were invited to voluntarily provide anonymous feedbacks that were collected and 

analysed to evaluate the effectiveness of the proposed learning and teaching method. Table 3 tabulates a descriptive 

analysis of the received feedback. A total of nine responses were received from the 42 invited students (response rate = 

21%). A low response rate indicates that the students were not interested in taking survey as they might be overwhelmed 

by various online surveys and activities during the semester. Nevertheless, this response rate is within a typical online 

survey response rates of 5 to 30% [25]. A better way to increase the number of responses shall be studied e.g., conducting 

the survey before their final exam or at the end of the last lecture session. With nine responses (i.e., sample size) from 42 

students who enrolled the course (i.e., population size) and the response distribution of 50%, the confidence interval (also 

known as margin of error) would be 29.31% with a confidence level of 95%. The margin of error was calculated using 

the sample size calculator at http://www.raosoft.com/samplesize.html. Table 3 shows that 100% of the responses agreed 

that the use of Arduino platform and FreeRTOS was useful (or very useful) as learning tools or methods in helping them 

understand the RTES. The score of question 1 (i.e., Assignment with SimSo) was slightly higher than question 2 and 3 

(i.e. Assignment with Arduino Platform and FreeRTOS) could be due to the graphical user interface (GUI) platform that 

is relatively easier to be used and understood compared to the use of C programming, FreeRTOS, and serial 

 
 

Fig. 5 - The serial monitor output of Arduino IDE from the RTES (i.e. T1 = (10, 1, 7), T2 = (5, 1, 5), and T3 = 

(20, 4, 10)) in two hyperperiods when RM scheduling and Mutex were used 
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communication to display the real-time output. Nevertheless, the same score was achieved to question 4 (i.e., Demo with 

Arduino Platform) that was about the teaching method that used the proposed infrastructure to demonstrate RTES key 

concepts. These results are in agreement with another survey that was conducted in 2020/2021-1. A total of 14 responses 

were received from the 25 invited students (response rate = 56%). Three incomplete responses were excluded in the 

analysis in Table 4. A relatively more responses were received might be due to the survey form design that required 

students to provide their email address in 2020/2021-1 instead of anonymous that did 2020/2021-2. With 11 responses 

from 25 students who enrolled the course and the response distribution of 50%, the confidence interval would be 22.57% 

with a confidence level of 95%. Slightly higher mapped mean value in 2020/2021-1 might be due to a larger scale of 1-

5 that provided a “Neutral” option that contributed a mapped score of 1.8; while “Agree” and “Very agree” options denote 

mapped scores of 2.4 and 3, respectively. Nevertheless, the proposed learning infrastructure received positive responses 

in two consecutive semesters, i.e., the “mean – confidence interval” score of each survey question was more than 1.5 

with a confidence level of 95% as that tabulated in Table 3 and Table 4. This indicates that the use of proposed learning 

infrastructure was useful in helping students understand RTES complex concepts. 

 

Table 3 - Descriptive analysis of 9 responses from 42 students who were invited voluntarily participated the 

survey after they completed the RTES course in 2020/2021-2 with a score of 1 (No useful), 2 (Useful), and 3 

(Very useful) 

No 

Question: Rate the usefulness of the following 

learning tools/methods in helping understand the 

Real-Time Embedded System 

 

Score (1-3) 

Min Max Mean ± CI 
Standard 

deviation 

1 Assignment with SimSo  2 3 2.56 ± 0.75 0.50 

       

2 Assignment with Arduino Platform  2 3 2.44 ± 0.72 0.50 

       

3 FreeRTOS  2 3 2.33 ± 0.68 0.47 

       

4 Demo with Arduino Platform  2 3 2.56 ± 0.75 0.50 

       

Note: CI denotes confidence interval. 

 

Table 4 - Descriptive analysis of 11 responses that received from 25 students who were invited voluntarily 

participated the survey after they completed the RTES course in 2020/2021-1 with a score of 1 (Strongly 

disagree), 2 (Disagree), 3 (Neutral), 4 (Agree) and 5 (Strongly disagree) 

No Question:  

Score (1-5)  Mapping to scale (1-3) 

Min 
Ma

x 

Mea

n 

Standar

d 

deviatio

n 

 Min Max Mean ± CI 

Standar

d 

deviatio

n 

1 
SimSo is useful to 

understand RTES 
 3 5 4.45 0.87  1.8 3 2.67 ± 0.60 0.49 

            

2 
FreeRtos is useful to 

understand RTES 
 3 5 4.36 0.83  1.8 3 2.62 ± 0.59 0.49 

            

3 
Arduino is useful to 

understand RTES 
 3 5 4.18 1.05  1.8 3 2.51 ± 0.57 0.59 

            

Note: CI denotes confidence interval. 

 

5. Conclusion 

This study evaluated an alternative way to integrate existing open-source hardware and software platforms that 

enabled students to have a deeper understanding about RTES when they were required to learn from home. Several 

temporal analyses were conducted to compare the proposed infrastructure and the simulator. Particularly, the potentials 

of the existing open-source software and hardware (i.e. an Arduino and FreeRTOS compatible microcontroller and 

Arduino IDE) were explored to avoid redundant facilities. This is crucial during pandemic period to minimize 

unnecessary financial burden to learners. By conducting a temporal analysis of the proposed Arduino based FreeRTOS 

infrastructure, students would have a real-time experience about key RTES concepts, particularly, how RTES guarantees 

the task with the highest priority to fulfil its timing requirement. The proposed infrastructure can show that the sequence 

of scheduled tasks in a hyperperiod was the same as that simulated in SimSo simulator when pre-emption did not occur. 
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When pre-emption happened, on the other hand, the task with lower priority had longer response time due to context 

switches could be observed using Arduino IDE serial monitor. As a result, the proposed infrastructure produced an output 

that is different with that simulated in SimSo simulator. Initially, this was confusing for the students. However, 

eventually, this led students to further understand the abstract concept of context switch overhead. Thus, the optimal 

algorithm of the RTES that used in this study was FP scheduling algorithm with a suitable priority assignment that 

avoided unnecessary pre-emption to prevent avoidable context switches when Arduino ESP32 was tested. Additionally, 

the proposed integration is able to demonstrate complex RTES concept of Mutex as a real RTES is used to show the real-

time response. Since positive responses were received in two consecutive semesters, the proposed infrastructure is an 

affordable and accessible distance learning alternative in assisting students to understand RTES concepts of hyperperiod, 

task scheduling, fixed priority scheduling, context switch, pre-emption, and Mutex. Nevertheless, a way to teach other 

RTES complex topics e.g., dynamic scheduling strategy of Earliest Deadline First and Counting Semaphore shall be 

developed and evaluated using the proposed infrastructure in the near future.  
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