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Abstract 

This paper we present the architecture and tools used in the development a 2D game that 

works on both Android and IOS. To do this we use the Cocos2DX, this tool allows to 

development 2D game with portability and power required to run on these two mobile 

environments used. It is important to note that the article also shows how modeled and 

implemented in Cocos 2DX a game, called 2D Labyrinth, this serves to illustrate how 

Cocos2DX handles all processing OpenGL graphics and thus no problems when running 

submitted in various mobile devices. And finally, we show the game operation using the 

proposed architecture and tools 
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Resumen 

El presente artículo muestra la arquitectura y las herramientas usadas en el desarrollo de un 

juego 2D que funciona tanto en Android y IOS. Para ello se usa la herramienta Cocos2DX la 

cual permite el desarrollo de juegos 2D que tienen la portabilidad y potencia necesaria para 

ejecutarse en estos dos ambientes móviles. Es importante anotar que el artículo también 

muestra cómo se modeló e implementó un juego, llamado Laberinto 2D, en Cocos 2DX, esto 

sirve para ilustrar cómo Cocos2DX se ocupa de todo el procesamiento de gráficos OpenGL y 

de esta forma no se presenten inconvenientes al ejecutarse en diversos dispositivos móviles. 

Al final se muestra el funcionamiento del juego aplicando la arquitectura y las herramientas 

propuestas  

Palabras clave: Juegos 2D, Cocos2DX, Juegos móviles. 

1. Introduction 

Today, mobile applications are becoming increasingly important [1], which has led to the 

development of many mobile applications dedicated to games [2]. This does not mean that any 

application for being mobile is entertaining [3], but there are applications that, because they are 

game type, should be entertaining. In the market there are a number of languages that come 

and go and that are analyzed about their future, past and present [4] [5] [6]. However, 

depending on the type of game, it is better to follow a specific type of architecture [7], that is, 

not all games that run on mobile devices have the same architecture [8]. It is necessary to 

evaluate multiple aspects before planning to select a tool [9] [10] [11]. The advantage of 

developing applications for mobile devices is that in the case of university students, it becomes 

a topic of great interest that covers various areas [9], not only the IT areas [12] and in the case 

of pedagogy, games are a useful pedagogical tool [13] [14] [15] in the case of 2D games on 

mobile devices, there are aspects so particular that they differentiate them from other games, 



 

which makes it a good idea to present an architecture that allows other people to know the 

essential elements to develop this type of software. The reason why showing an architecture is 

important is because it shows the important design decisions that are inherent in a system [16] 

[17], this makes it easier for society to advance in the development of these types of 

applications. A concrete example of this type of issue is the animation of script-based 

fragments, which are more appropriate for 2D games [18]. It is also important to note that 

designs can sometimes be improved based on experimentation with existing designs [3], for 

this reason, the article shows the architecture for this to be taken as a basis when developing 

new games and it is humanity that validates it. 

On the other hand, the construction of 2D games requires the use of various tools to achieve a 

moderately acceptable game in terms of both performance and graphical interface [19], by way 

of illustration, the article presents the tools used in the construction of a labyrinth. 

For the construction of the game presented in this article, the Cocos2DX tool was used, which 

is an environment widely used by 2D game developers. It should be noted that this is not the 

only existing environment for the development of 2D games, there are others such as Corona 

SDK [20], libGDX [21], Agk app game Kit, 2D Toolkit, Gideros Mobile, Shiva, Moai, BatteryTech, 

V-Play. 

The paper begins a short explanation about the architecture implemented by the Cocos2DX 

APIs. Then an architecture is proposed that serves as the basis for the construction of 2D 

games on the Cocos2DX platform, This architecture was coded in the Objective-C language 

included in Cocos2DX, which is a language that has elements of C, C ++ and Objective-C. In 

addition, from Cocos2DX they were used as: Sound, Sprites [22], particles and fonts built with 

the sfxr tools for Windows, Texture Packer, Particle Designer and Glyph Designer, respectively. 

Then the execution of the application is shown where you can see that it works both on 



 
 
 

Windows, iPhone, and smartphone. Finally, some conclusions are presented on the work 

carried out. 

2. The architecture of Cocos2DX 

In the architectural figure of Cocos2DX (see figure 1), it can be seen that the architecture of the 

framework for the development of Cocos2DX games is quite robust in the sense that it allows 

the execution of games on the operating systems iOS, Android, OSX (from the company Apple 

Inc), Windows and Ubuntu. 

Figure 1: Based on [23] Cocos2DX Architecture 

 

To achieve the desired portability in the execution of games, a series of intermediate layers are 

implemented that are responsible for communicating between the game code and the device 

on which the software is running. It also has a series of interesting utilities such as Box2D, 

which is a 2D rigid body simulation library, written in portable C language. It also brings another 

simulation tool called Chipmunk in which it allows game objects to behave like real life objects, 

this means that it incorporates properties such as elasticity, rebound shock and other properties 

that allow real behavior. 

In the programming part, Cocos2DX includes support for linking with programs written in C ++ 

language and this is achieved with Cocos2d-x lua [22]. The power of Cocos2DX even allows 

you to execute JS code and this is achieved because it includes in its architecture a scripting 



 

component that refers to the SpiderMonkey virtual machine [2], which is the Firefox virtual 

machine. 

Incorporating and working with sounds can be done using additional tools like sfxr, however, 

regardless of whether these sounds are developed in external tools, some Cocos2DX own 

effects can be added to enrich the listening experience of users in games [17]. Among these 

APIs contained in cocos2DX, is the CocosDenshion API which is responsible for reproducing 

the sounds incorporated with other tools and has a series of optional effects that can be 

included or not depending on the needs of the programmer. 

Finally, the Cocos2DX platform incorporates elements that allow its execution in various 

operating systems and for this, makes use of adapters and a library called "3rd libs", that 

communicates with the specific operating system depending on the portability needs.  

3. Methodology 

Most 2D game engines are currently developing functionalities to develop 3D games [22] [24], 

And in the case of mobile gaming apps, interactivity is something to look for in any app for 

mobile devices [25], and obviously, games cannot escape this concept [26]. 

It is important to note that architectures and designs must be convergent and general to make 

these architectures work for various specific programming languages [27] [28]. Although 

Cocos2D provides a series of functionalities to model the 2D game, this article implements an 

architecture to other development environments such as Unity3D, Adobe Flash this is reflected 

in the prototype where these other two platforms are integrated, this to prove that the 

architecture was sufficiently applicable to these environments. This was done only as a test 

since the main objective is to continue with the development of 2D games in the Cocos2DX 

development environment. 



 
 
 

Figure 2: Architecture implemented in the labyrinth using Cocos2DX

 

The architecture of the game "Labyrinth" (see figure 2) is based on the concepts of "container", 

"node", "scene", "layer", "sprite" [16], "director", "particle" and " event. A more complex game 

might require the use of additional elements, however a traditional game such as a mobile 

labyrinth only required the concepts mentioned above. Figure 2 shows how most classes in 

Cocos2DX are based on the CCNode class, which is the way to designate almost any class in 

Cocos2D. Scenes in Cocos2DX are the most appropriate way to make functional divisions in a 

game-like application, because they allow separating the moments of action with respect to the 

screenshots shown on the various mobile devices. It is possible for the entire application to be 

rendered as a scene, but this is architecturally undesirable. The game "2D labyrinth", presents 

an initial menu for the user to start the game, a recommended practice [17], in this first scene 

the user is shown the name of the application. The second programmed scene is properly the 

game scene where the labyrinth is shown and finally the third scene is where the possibility of 

seeing the authors and making some configuration to the game is shown. 

The architecture of the labyrinth (see figure 2) was built from the implementation of a 

methodological process of construction of software adapted to mobiles [19] that allowed us at 



 

first to make an analysis of the possible tools that can be used and analyzed the pros and cons 

of implementing them in the 2D labyrinth. 

4. Results 

It starts from the theory that it is necessary to delve into the tools that are going to be used to 

exploit them to the fullest and in this way make applications that take into account the real 

needs of the user [17], that have an impact at the level of usability on the user [5] and that allow 

to improve the way in which the first version of the prototype is developed from the experiences 

of the initial users of a system [14]. In this sense, a study was made of what tools could be used 

to improve the user experience in the development of 2D games and it was concluded that it 

was necessary to work with Cocos2DX, because it is a powerful tool with high performance for 

the development of this type of games. Some good tools were analyzed for this purpose like 

Unity3D [13], but in the end, it was concluded that tools natively based on Objective-C take 

better advantage of the characteristics of the processors provided in mobile devices [3]. 

The task of understanding the way of programming in Objective-C was undertaken, since it is 

a paradigm that, although it includes some aspects of the C language, has great differences 

that can confuse programmers of languages like C ++ [20]. There are countless types of 

applications that are based on this language and that have been widely accepted among people 

for their high performance [7]. In summary, it can be said that it is a language with a great future 

[10]. By its nature, the Objective-C language will be extremely popular in the future and based 

on this language, a variety of design tools will continue to be developed due to its high 

efficiency, especially in environments with few resources such as mobile devices [ 4]. 

Because OpenGL is a widely used technology in the case of innovative mobile applications and 

with user interfaces it is surprising [10] [16] [17], It was being searched whether to use a tool 

that directly manipulates OpenGL language, and it was concluded that it does not matter if 



 
 
 

another tool generates it, the important thing is to have a tool that allows total interaction with 

this type of language [8],[18], because it is a language that continues to prevail due to its high 

performance [11], [12],[15]. This was another reason that strengthened the selection of the 

Cocos2DX platform.  

If you want to get the most out of and improve the end-user experience of a game, you can take 

advantage of the advantage that Cocos2DX has of incorporating elements of the game made 

with other tools. This part of the paper shows the main environment used by Cocos2DX and 

the other tools that were used to add high-quality elements to the game that improve the user 

experience.  

The cocos 2DX tool was used as the central axis of the development, where all the objects 

created with other tools are referenced. In this tool, all the classes of the labyrinth architecture 

were programmed with Objective-C (see figure 2). 

The development environment allows the creation of canvases (see figure 3) which is a 

graphical distribution of the elements in the scenes where their positions are programmed. The 

development environment shown in figure 3 shows a screenshot of the development 

environment while programming the labyrinth. 

Figure 3: The Cocos2DX development environment

 

 



 

The game developed in Cocos2DX can be run even in non-mobile environments like Windows 

(see figure 4) thanks to all the interoperability support provided by the “3rd libs” libraries 

Figure 4: Running the game in a Windows environment 

 

Sfxr is the program that was used to make sound effects to be incorporated into computer 

games. With this program you can do many things including: modify the waveform to apply 

effects to the sounds, harmonic and compression filters can be applied to remove glare from 

game sounds, it incorporates a powerful mixer and can be reversed to synthesizers. 

Figure 5: The environment for creating Sfxr sounds 

 



 
 
 

Sprites are important to improve the performance of a system [1]. A sprite sheet is an image 

file that contains multiple graphics in a mosaic-style grid. These graphics are loaded by 

applications such as cocos2DX and allow the game to dynamically display each of the images 

separately as an animation. The advantage of this type of technique refers to the memory 

loading of the images, because all the images are loaded at the beginning of the game and as 

required the images are loaded to give an animation appearance when it is being shown is a 

part of the image file. 

The following graphic shows a part of the sprite created for the development of the 2D game 

Figure 6: Sprite created for the game 

 

The tool used was "Texture Packer" and the fundamental reasons were: it reduces memory, 

not quality, when there are too many sprites you can handle this complexity with something 

called multipack, allows exporting to a large number of frameworks for performing games and 

automation tasks with command lines. 

Another powerful reason for choosing the “Texture Packer” tool is that it is a framework that 

allows exporting to other frameworks such as: Corona SDK [1], libGDX [6], Agk app game Kit, 

2D Toolkit, Gideros Mobile, Shiva, Moai, BatteryTech and V-Play. Particle system effects help 

a lot to give a pleasant experience to game users in general [10] and for this reason it was 

decided to incorporate these elements into the game. The tool used was "Particle Designer", 

and the fundamental reasons for its choice are given by the following functionalities it offers: 

creating particle effects from pre-set test effects and then incorporating them into the game, 



 

allows the generation of animation, alpha-channel, and even coded particle effects, all through 

a timeline. Loop-like effects can be created.  

Fonts can be created by hand; it is possible that the time spent doing this type of thing has been 

seen and the need to use specialized software is seen. Some possibilities for the development 

of this type of typeface were being analyzed, among which were analyzed: FontForge, 

Robofont, FontLab, FontoGrapher and Glyphs. Initially, the game was developed using Glyphs, 

although, once the game was developed, it was possible to see that there are other possibilities 

that will most likely be considered for the development of game improvements. Among these 

future possibilities, FontForge will be considered, since it has an advantage over the rest of the 

possibilities analyzed and this basically lies in being a free tool of good quality and open source. 

With the use of the previous tools, the application shown in figure 7 has been developed, where 

the interoperability of the applications with Cocos2DX is high, because the graphical interface 

does not change its appearance in any of the devices for which it is designed 

Figure 7: Initial screenshot of the 2D Labyrinth application on an iPhone 

 

The game consists of showing a doll that the user can move either by using the finger or by 

moving the cell phone making internal use of the gyroscope provided by the mobile devices 

(see figure 8). 

 



 
 
 

Figure 8: 2D Labyrinth game in action 

 

5. Conclusions  

It can be concluded that the decision on the use of additional tools to the central tool with which 

a 2D game is made is final for the success of a game project on mobile devices, as even though 

the various tool manufacturers auxiliaries promise full interoperability at the time of practice, 

they are not without drawbacks 

When the realization of a game is required for a specific technology such as Android, it would 

first be thought that the most recommended thing is to do this development in an environment 

specialized in Android, however this decision that would seem natural is not the best for several 

reasons, The first reason is that although it seems strange the development environments for 

the realization of games on Android are not adapted to the specific needs of 2D games and the 

development environments Unity3D, Cocos2DX, Marmalade or even Adoble Flash are 

environments that allow compiling for different platforms they turn out to be better choices since, 

although they present wear at the time of making the translation to the specific platform, It is 

also true that they have so well developed the specific functions of physics and 2D games that 

they generate a more efficient code than if these specific functionalities are included from 

scratch. The way in which the logic of a 2D game is implemented from scratch for a specific 

platform would have to be developed and studied quite a lot. On the other hand, the other 

reason why it is not a good choice to develop for a specific platform is that most companies that 



 

implement 2D game logic do so with multiple platforms in mind and this is how platforms for 2D 

games are based on a specific platform are almost nil and the trend is not aimed at this 

development. Finally, an important reason that supports the idea of developing for multiple 

platforms, is that the probability that a development is required to start running on different 

platforms increases in the sense that it is not clear at this time if a platform is going to be 

imposed. over the other and multiple current platforms are expected to continue to endure into 

the future. 

Once the decision to develop on a multi-platform framework is made, the question that comes 

is: Was the best decision made when Cocos2D was chosen as the cross-platform framework 

for 2D game development? The conclusion is that the choice that was made to take Cocos2D 

as a multiplatform framework was good depending on the improvement needs that are required 

to be made on the developed labyrinth. For example, if the labyrinth game that was developed 

does not require major improvements, it can be assured that the decision to develop the game 

in Cocos2D was not necessarily the best option in the sense that the same game and with the 

same quality could most likely be achieved it has developed faster with Adobe Flash 

technology. However, if the needs of the game grow, it is possible that the performance of the 

maze will be seriously affected and in this sense the effort to learn Objectivo-C is rewarded with 

improvements in performance when the game takes on special complexity and becomes more 

computationally expensive. Another way of reasoning would show that the question asked may 

or may not be related to the need to do open source. If there is no need to run open source, 

the decision to choose Cocos2D, Flash, Unity3D or Marmalade, is indifferent in this sense, but 

if the decision is made thinking that it is a necessity to develop for open source, without a doubt, 

the best choice in this regard is Cocos2D in the sense that it is the most complete open-source 

platform at the moment and totally free. So much so that after developing the labyrinth it has 

been possible to see the possibility of making multiple improvements to the labyrinth that 



 
 
 

include improvements in the handling of physics based on free APIs that are found as one 

delves into the Cocos2D development environment. The possibilities for improving the labyrinth 

game are many and there is the possibility of continuing to improve it while maintaining the 

condition of development based on open source. 

In the medium and long-term future, it cannot be concluded that Cocos2D continues to be the 

platform par excellence, in the sense that competitions such as Flash, Marmalade and Unity3D 

are expanding their functionalities and are still in the future battle. 

However, of all these rivals, what can be concluded is that the most serious rival of all that 

Cocos2D has is Unity3D and in this sense it is not clear whether one or the other will prevail in 

the future. These two options are likely to remain. At this time, it can be concluded that the 

comparisons between Cocos2DX and Unity3D have not been objective, in the sense that 

almost always the comparisons found in the texts are comparisons of experts in one or another 

technology and it is not easy to find experts. in the two technologies that make more objective 

comparisons about the two technologies. It is concluded then that more experts in these two 

technologies are required in the world to make comparisons closer to reality on these 2D game 

development platforms. 
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