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Abstract

In the development of modern Cyber-Physical Systems, Model-Based Test-
ing of the closed-loop system is an approach for finding potential faults and
increasing quality of developed products. Testing is done on many differ-
ent abstraction levels, and for large-scale industrial systems, there are several
challenges. Executing tests on the systems can be time-consuming and large
numbers of complex specifications need to be thoroughly tested, while many
of the popular academic benchmarks do not necessarily reflect on this com-
plexity.

This thesis proposes new methods for analyzing and generating test cases
as a means for being more certain that proper testing has been performed on
the system under test. For analysis, the proposed approach can automatically
find out how much of the physical parts of the system that the test suite has
executed.

For test case generation, an approach to find errors is optimization-based
falsification. This thesis attempts to close the gap between academia and in-
dustry by applying falsification techniques to real-world models from Volvo
Car Corporation and adapting the falsification procedure where it has short-
comings for certain classes of systems. Specifically, the main contributions
of this thesis are (i) a method for automatically transforming a signal-based
specification into a formal specification allowing an optimization-based falsifi-
cation approach, (ii) a new collection of specifications inspired by large-scale
specifications from industry, (iii) an algorithm to perform optimization-based
falsification for such a large set of specifications, and (iv) a new type of cover-
age criterion for Cyber-Physical Systems that can help to assess when testing
can be concluded.

The proposed methods have been evaluated for both academic benchmark
examples and real-world industrial models. One of the main conclusions is
that the proposed additions and changes to the analysis and generation of
tests can be useful, given that one has enough information about the system
under test. The methods presented in this thesis have been applied to real-
world models in a way that allows for higher-quality products by finding more
faults in early phases of development.

Keywords: Testing, Simulation-Based Verification, Formal Requirements,
Falsification, Optimization, Test Coverage, Cyber-Physical Systems.
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CHAPTER 1

Introduction

When we as humans create something, it is usually a process of trial and error.
“Rome was not built in a day”
that great things take a long time to finish, but perhaps also that there will
be mistakes made along the way. Developing software is no exception, which
means that we need to systematize how to catch faults so that they do not
exist in the final product.

This thesis tackles the problem of testing software. Specifically, techniques
to increase the level of automation in the testing of Cyber-Physical Systems
(CPSs) [1], to find bugs or faults without creating much additional work effort
for the engineers designing the system. A CPS is, as the name suggests, a
system that consists of both cyber and physical components — meaning that
there is some software interacting with actual physical components. Some
examples of CPSs are cars, industrial robots, and advanced medical devices.
A CPS is considered a hybrid system in the sense that it contains both discrete

is a proverbial saying that can suggest both

and continuous elements.

To efficiently develop modern CPSs, a common design paradigm is to use
models. A model in this case is a mathematical description of the inner work-
ings of the CPS, and the model can be defined for different levels of abstrac-
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tion. For example, a simple model of a car could define how a point mass
accelerates forward as a function of how hard the driver pushes the gas pedal.
However, a more detailed model could take into account the friction between
the car tires and the road, the weight of the passengers in the car, the weather
and air resistance around the car, and many other characteristics that deter-
mine how the car moves. Performing testing on models is naturally called
Model-Based Testing (MBT) [2], and there are many methods to apply MBT
to CPSs [3]-]6].

MBT typically involves much automatic testing and is becoming more and
more useful as the software size in cars is increasing rapidly, which means that
relying too much on manual testing does not scale well enough time-wise to
be viable for the future. For example, Figure [I.1] shows the historical down-
loadable software size in certain Volvo cars. This motivates the introduction
of more automated testing as a complement to manual testing that is usually
already in place in the development of modern CPSs.

104
T
1.5} .
=
g
<
0.5 .
S80 XC90  S80
o 15MB  5MB 11MB
1998 2002 2006 2011 2015 2020

Year

Figure 1.1: A bar chart of the downloadable software size in certain Volvo car
models during the years 1998 - 2020.

To test the components that are being developed, one must define what
needs to be tested. This is done by defining a speciﬁcationﬂ i.e., the desired
behavior of the system. A specification can be written in natural language,

INote that in this thesis, the terms specification and requirement are used interchangeably.
In the appended papers, it is also the case that both terms indicate the same concept.



e.g. “The car’s velocity should be lower than 150 km/h”, or in some more
mathematical way, e.g. “v < 150”. The output of the system given a certain
input, a test case, can then be evaluated against the specification to see if the
test case has passed or failed.

An important and difficult question is how to create new test cases for
the System Under Test (SUT). Generating a test case for a model of a CPS
typically means coming up with inputs to a simulation of the closed-loop
system including both software and the simulated physical components of the
system. In the end, the tests are created to find faults if they exist in the
system. Testing can never prove the absence of faults in the system, but there
are different approaches to guide the generation to this end. One approach is
to consider code coverage of the software being tested.

As an example, consider the pseudo-code below.

if a then
r=z+1
else
r=z—1
end if

If one wants full statement coverage of the given code, all statements need
to be executed, meaning that a needs to take on both values true and false.
There are many notions of coverage [7] other than statement coverage, for ex-
ample, branch coverage and decision coverage, but the main idea of a coverage
criterion is to give a number indicating how much of the code that has been
tested.

Another approach to generating new test cases is via falsification of CPSs.
The goal of falsification is to find a counterexample where a given specification
does not hold. It is common for the specification to be expressed in a formal
language like Metric Temporal Logic (8] or Signal Temporal Logic 9], [10]
(STL), where one can measure how “far” a specification is from being falsified
by a test case. Whenever falsification is mentioned in this thesis, it refers
to the method of finding counterexamples to temporal logic specifications of
CPSs [11].

In short, this thesis distinguishes between testing, falsification, and op-
timization-based falsification as different levels of ensuring software quality
where more exhaustive methods like model checking are not applicable. The
relations between the different levels are shown in Figure [I.2]
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Testing

Falsification

Optimization-based falsification

Figure 1.2: An overview of how testing, falsification and optimization-based fal-
sification are related. Optimization-based falsification is a subset of
falsification, which itself is a subset of the broader area of testing.
This thesis focuses mainly on optimization-based falsification.

No matter which test method is considered, it is clear that testing attracts
many practitioners from both academia as well as industry. It is however also
clear, as in most research areas, that methods developed in academic contexts
are not always found in industry. In other words, there is a discrepancy in
methods developed by researchers and methods used in industry. This thesis
attempts to diminish this discrepancy by adapting academic methods to be
suitable for industrial models as well as academic ones.

1.1 Testing in industry

Testing in an industrial context often becomes difficult because of the sheer
scale of software development. When several hundred engineers work together
to develop (a part of) a CPS, for example, a component in a car, there are
typically different levels of testing performed. It is also common to introduce
different automatic methods for faster and more reliable software development.
One of these methods is Continuous Integration (CI) [12], which is detailed
later in this section.

When testing in industry, the SUT can have different characteristics as
well. For some systems, we can have access to the source code, while for some
systems, the only thing available for tests are pre-compiled binary files. In the
latter case, there is no choice but to consider the system a black box, where
we can only access input and output values. This also means that in general,
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to be able to apply new testing methods to industrial systems, the methods
need to be able to handle systems that are completely or partially black-box.

Levels of testing

As part of a Model-Based Design approach, the testing levels can include, but
are not limited to:

¢ Model-in-the-Loop (MIL): The software component(s) to be tested
are modeled and simulated (meaning that no explicit code is written,
rather the software components are created using a modeling language,
for example, Modelica [13] or Simulink [14]). The plant, i.e., the physical
part of the system that the software interacts with, is also simulated.

¢ Software-in-the-Loop (SIL): The modeled software (or controller) is
code-generated, and then this generated code is tested against a simu-
lated plant.

o Hardware-in-the-Loop (HIL): Some component(s) of the actual hard-
ware are used in the testing, while some parts of the plant are still
simulated.

The final stage of testing is to physically test the entire system, for example
by driving the finished car and trying to evaluate whether all the requirements
on the system are fulfilled. The earlier testing phases presented here are the
ones that are cheapest and easiest to scale. For MIL and SIL testing, since
everything is simulated, the only limiting factor in creating and evaluating
new test cases is computational power. For HIL testing, since there is an
actual hardware component interacting with the software, the testing needs
to be performed in real-time, typically also with additional safety measures
since parts could potentially catch fire or be part of similar hazards.

In this thesis, the main focus is on testing environments where the whole
system is simulated, e.g. MIL and SIL testing. It should still be noted that
all different testing environments are vital for complete testing of the CPS,
as MIL and SIL testing for example cannot capture any hardware problems.
Similarly, for a car, certain aspects can only be tested by actually driving the
car and not in HIL testing.

There is also another aspect of testing in the software development process.
When a software component is created, typically the software developer will
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create unit tests to assert that the component works as expected by itself.
When several software components are created, the next step is for them to
be connected as part of the functionality of the system. Now testing needs
to be performed to validate that the interface and interaction between the
components work as expected — this is called integration testing. When all
different parts of the final system are connected, the final testing stage is
called system testing. Figure [I.3] shows how MIL, HIL, and SIL testing can
be related to unit, integration, and system testing in an interpretation of the
V model of software development [15].

System System
requirements tests
Software Integration
. B
requirements tests
Software Unit
architecture tests MIL

Implementation

Figure 1.3: An illustration of how MIL, SIL, and HIL testing can be related to
unit, integration, and system testing in the V model of software de-
velopment. Even though each of the testing levels comes sequentially
in the testing process, there is not a 1:1 correspondence between (for
example) MIL/Unit, SIL/Integration, or HIL/System.

Continuous integration

A common way to incorporate testing in industry is to use Continuous Inte-
gration (CI) |12]. CI is the practice of automatically integrating changes of
developed code often, to frequently find smaller faults rather than having to
fix large faults with many potentially complex causes at larger time intervals.
An overview of a typical CI workflow is shown in Figure [I.4]
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Figure 1.4: A flowchart including typical elements of continuous integration (CI).
When a developer pushes their code, the code needs to be built and
pass both unit tests and other automated tests before being pushed to
the master branch. If the code does not build, or if it fails any tests, the
developer will be notified and needs to change the code before trying
to push again. In the context of this figure, pre-build tests could be
unit tests, while post-build tests could be integration tests.
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A sketch of the desired effect of CI, in terms of time spent finding and
correcting faults in the developed software, can be seen in Figure [[.5] It
is clear that in the ideal case, it is easier to find faults when there are few
of them and there are not many different versions of the software to check
against. However, implementing CI also requires the writing of automated
tests and a general change in the way of working (compared to not using CI).
As this thesis is focused on automated testing, it can be seen as part of making
a CI chain work.

Traditional
—— Continuous Integration

Technical debt

Delivery Delivery Delivery

Time

Figure 1.5: A sketch of intended technical debt over time using traditional devel-
opment methods versus continuous integration. Committing the devel-
oped code with a high frequency typically also means that the faults
are easier to find and less time-consuming to fix.

1.2 Research questions

The goal of the research performed leading up to this thesis can be sum-
marized in four research questions, all connected to Model-Based Testing of
Cyber-Physical Systems. The research questions did not originally all exist as
they are presented here, they were rather developed and matured during the
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progress of the performed research. As such, the research questions are not
in any sort of “chronological” order; instead, they are presented in a way that
arguably makes them easiest to understand in relation to each other.

Research Question 1. How can specifications expressed in industrial mod-
eling tools be used for optimization-based falsification of Cyber-Physical Sys-
tems?

One piece of this puzzle is attempted to be solved in Paper [A] The main
issue is that tools for falsification require specifications written in formal logic,
but engineers in industry typically do not have the expertise necessary to
write correct specifications in these frameworks. The solution of automatically
transforming specifications from Simulink into logic specifications is one of the
main contributions of this thesis.

Research Question 2. How can the optimization-based falsification process
be changed to require fewer simulations when considering a single requirement,
in the context of large-scale industrial systems?

As the research area of optimization-based testing is quite close to industrial
applications, the practical aspects are deemed important. Paper [B| presents
comparisons between using different optimization problem solvers and quan-
titative semantics for STL to better understand how falsification can be im-
proved for real-world systems.

Research Question 3. How can the optimization-based falsification process
be changed to require fewer simulations when considering multiple require-
ments at once?

This question is the basis for Paper where we present an algorithm
for Multi-Requirement Falsification. An evaluation of the industry-inspired
specification benchmark from Paper [C]illustrates the differences between the
classical single-requirement and the new multi-requirement approaches. This
adjustment of the falsification process to consider many requirements at once,
together with global sensitivity analysis to provide engineers insight into large
systems by use of STL robustness values, is a further step towards bringing
academic methods to industrial models.

Finally, when there is a set of generated test cases (no matter the method),
there is a need to know how to evaluate them concisely, without losing too
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much information about the test cases themselves. These thoughts are sum-
marized in the final research question.

Research Question 4. How can we evaluate how well testing of Cyber-
Physical Systems fulfills structural coverage criteria, and how can we then use
these criteria to assess when testing is considered finished?

Paper [E] tackles this question. More specifically, a new kind of coverage
criterion is presented which is defined based on the dynamical equations of
the CPS model. This novel mode coverage is calculated both for a simple illus-
trating example, as well as for a use case (a model at Volvo Car Corporation).
The conclusion is that a mostly automatic approach can be used to analyze
how thoroughly the physical behavior of the model has been tested.

The paper makes it clear that both code coverage and mode coverage can be
useful, but for different purposes. Code coverage (MC/DC) is typically used
as a minimum requirement for evaluating whether a test suite (a collection
of test cases) has exercised the SUT enough. As such, MC/DC is given as a
percentage, and testers seldom reflect over why a certain degree of MC/DC
is fulfilled or not fulfilled. On the other hand, mode coverage is more to be
used as a basis for further analysis, especially when the mode coverage is not
100%, since the testers then should investigate the physical behaviors in the
modes that are never visited by the test suite. In this way, mode coverage
typically requires more work from a tester after the automatic analysis has
been performed, in contrast to the established MC/DC code coverage criterion
that is just used as a check that the test suite fulfills some basic properties.

1.3 Methodology

The purpose of the research presented in this thesis is to create a further un-
derstanding of the testing problem for Cyber-Physical Systems. The research
has been experimental, as is common for research in this area, where the
basis for evaluation of the research typically consists of different mathemati-
cal models of systems (benchmark models). The aim was to address the more
practical research problems, which is especially clear in the formulations of re-
search questions 2 and 3. An overview of the research methodology is shown
in Figure [[.6] This also corresponds closely to suggested research models in
systems engineering [16], where it is clear that industrial research originates
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from an industrial problem and then evolves towards both an industrial goal
and academically viable research.

Research idea

Industrial
maturity Demonstrator

Product
& Use

Figure 1.6: An overview of the research methodology used in this thesis. A re-
search challenge is combined with an industrial need to produce a re-
search idea. After some research has been performed, a demonstrator
illustrates how to bridge the gap between academia and industry. Fi-
nally, the research can result in a product that may be used in real
industrial applications as the project grows more mature.

As the research area of testing CPSs is tightly connected to applications,
it has been an important goal to conduct research that applies to large-scale
systems and not only smaller, simpler systems. While smaller systems have
the merit that they are typically easier to analyze and present, the potential
negative effect is that they do not always correspond very well to actual sys-
tems found in industry. With this in mind, one of the motivations for the
conducted research has been to work with methods that scale well for indus-
trial systems, but also to present the results in such ways that the issues of
large-scale systems are clearly shown by the use of smaller examples.

Even though most of the results are applied to either previously available
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smaller benchmark models or proprietary models that we cannot disclose de-
tails of, we have also presented new specification models inspired by industrial
examples that allows for the greater research community to develop methods
more relevant to industrial use cases. While we cannot discuss exactly how the
specification benchmark in Paper [C] was procured, it is obvious that the com-
plexity and number of specifications presented give a novel way of evaluating
specification-related algorithms.

The research questions were deliberately designed throughout the project.
In the same way that the problems themselves were designed based on the need
at Volvo Car Corporation, so were also the research questions posed based on
how the industrial solutions could positively affect the research community.

Method

To be able to carry out meaningful research, the academic state-of-the-art was
investigated in an extensive literature review. In the research area of testing
of CPSs, there are many works that present tools, algorithms, and extensions
to previous works that increase testing capabilities using new approaches.
The decision to first focus on coverage, the subject of Paper [E] was due to a
need to analyze a set of test cases for a model already existing at Volvo Car
Corporation. The model in question was also included in the paper as a case
study.

Similarly, the reason for choosing falsification of CPSs as a method to fur-
ther develop and adapt for industrial models was that there was a need from
the industrial perspective to automatically generate new test cases for mod-
els present at Volvo Car Corporation. When the falsification approach was
applied to several models, we noticed shortcomings of parts of the procedure,
which led to subsequent research, and which also led to papers[A] [B] [C] and

For all the papers appended to this thesis, the goal of tables and figures with
results have always been to illustrate as many aspects of the treated problem
as possible. In Paper [E] the experiments were performed using OpenMod-
elica [17] and the programming language Python, with test cases previously
created by TestWeaver [18]. The experiments in all remaining papers were
performed using MATLAB [19].

From the research project’s point of view, the models to be tested at Volvo
Car Corporation were chosen beforehand, as they are the models being de-
veloped at the particular part of the organization where the research takes
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place. However, for the academic evaluation of research results, the bench-
mark models had to be chosen somehow. Since there at the start of the project
was no concrete set of benchmarks used by the whole research community, sev-
eral different models were picked from different publications in the field. The
benchmark models used for evaluation in the appended papers have appeared
in several different papers. As for the smaller examples in the appended pa-
pers, they were created to highlight the contribution of the paper as clearly
as possible, to hopefully make the paper easy to read and understand.

The structure of the results presented in the papers, such as the tables of
falsification rates and cactus plots over optimization solver performance, were
typically chosen with respect to how other papers in the field typically present
their results. As an example, it is common to present falsification rates and
the number of simulations (sometimes with both mean and median values),
but not as common to include, e.g., measures for statistical significance and
hypothesis tests. It would be possible, at least theoretically, to improve the
statistical significance of the presented results, e.g., by having more repeti-
tions of the experiments or by generating more examples (like automatically
generated STL formulas to falsify). However, generating more repetitions
of the experiments was usually too time-consuming, and automatically gen-
erating more STL formulas would go against the goal of the thesis to keep
experiments and evaluations as relevant as possible to large-scale industrial
systems.

Analysis

As all research aims to be reproducible, that has also been our main goal
in the content presented in the appended papers. However, since several of
the use cases presented in the papers (particularly the dog clutch model in
Paper [E} and the Volvo models discussed in Paper are proprietary, exact
reproducibility is impossible and the scientific integrity of the author has to
be trusted. In the cases where there is a use case from Volvo Car Corporation
included, there is also a simplified example included to motivate the reasons
for the approach presented in the specific paper.
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Limitations of the methodology

Choosing methods that are relevant for industrial problems might not result
in the research that is the most appealing from a theoretical point of view,
however, it is still interesting for the research area in question since the field is
in its nature close to application. Choosing falsification as a means of assuring
correct behavior of simulations of CPSs has the drawback that falsification and
testing never guarantees the absence of faults. However, falsification is still
widely accepted as a reasonable strategy for quality assurance since it scales
well for complex systems.

1.4 Thesis outline

The thesis is divided into two parts. In the first part, an overview is presented
to give the reader the understanding needed for the papers appended in the
second part.

Chapter 2 contains a brief overview of why to perform testing for the
software that is part of CPSs. There are also presentations of coverage criteria
(needed for understanding Paper and random testing (needed for Paper [A)).

Chapter 3 is about optimization-based falsification of CPSs. In this chap-
ter, the falsification process is detailed, including a definition of Signal Tem-
poral Logic for discrete-time signals. These definitions are useful for under-
standing papers [A] [B] [C] and

Chapter 4 summarizes the content of the appended papers as well as the
contributions of the thesis.

Chapter 5 contains a conclusion of the work presented in the thesis and
an outlook on the future work to be done.
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CHAPTER 2

Testing of Cyber-Physical Systems

This chapter gives a short insight into what testing is, and the different kinds
of testing that are related to this thesis. Section [2.I]presents details on Cyber-
Physical Systems and the requirements of such systems. In Section there
is a brief discussion about why testing is a reasonable approach to assert-
ing the wanted behavior of CPSs. Section discusses coverage criteria for
testing and how these are used in industry. In Section [2.4] random testing
is presented, and in Section [2.5] the falsification problem is introduced. Fi-
nally, in Section there is a discussion on the alternative approach of using
Reinforcement Learning for falsification.

2.1 Cyber-Physical Systems

Cyber-Physical Systems are systems that interact with the physical environ-
ment through the use of sensors (for acquiring information) and actuators (for
affecting the physical surroundings) [20]. The main differences from mecha-
tronic systems are that a CPS can be connected to and communicate with
other CPSs, and a CPS consists of several different integrated subsystems [21].
As systems get larger and more complex, a CPS can be seen as part of the
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transition chain going from first a mechatronic system, then to a CPS, and
then to a cloud-based system. As an example from the automotive domain, a
drivetrain for a vehicle is considered a mechatronic system, while an entire car
is considered to be a CPS. In the typical block diagram of a feedback system,
as seen in Figure this thesis considers testing all parts of the system. This
includes the plant, so while the software in the controller is part of the system
under test, the testing in the thesis can also be used to find, e.g., errors in
how the plant is modeled in a simulated environment.

Disturfances
47“:@—€> Controller — Plant !
Ym
Measurements

Figure 2.1: A block diagram of a typical feedback system. In this thesis, the entire
system is considered as the system under test, meaning that we do not
only consider the software as the goal system of the testing activities
presented, but also the plant to be controlled.

Requirements of CPSs

CPSs are typically safety-critical, meaning that a failure in the operation of
the system can result in serious damage or injury. Therefore, there is much
focus in research to make sure that CPSs conform to safety requirementsﬂ [22].
However, it is not trivial to formulate the requirements to be put on CPSs.
As an extended example, consider a hypothetical requirement on a specific
CPS, namely a car. This is to help illustrate the kind of requirements that
could exist in industry and therefore also inspire the transformation approach
used in Paper [Al However, as real industrial requirements are proprietary,

INote that requirement and specification typically refers to the same thing. However, the
word requirement is typically used in industrial contexts, and the word specification is
typically used to denote more formal or mathematical objects in academic contexts.
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only a discussion on hypothetical requirements can be included in this thesis.
Consider therefore that we have the following requirement for the car:

Requirement 1. The car should be comfortable to drive.

This requirement is very abstract. On one hand, many would be able to
evaluate whether or not this requirement holds after driving the car for a
few hours. On the other hand, it is unclear how to formally specify this
requirement, and specifically, it is impossible to test that parts of the system,
e.g. certain software, fulfills its part of the requirement.

To make the requirement testable, it needs to be broken down into sub-
requirements. Of course, a requirement like the one presented can be inter-
preted in many different ways and will be considered fulfilled in different ways
depending on who is asking. Now, different attempts at breaking the require-
ment down into sub-requirements will be performed; an overview of how the
different requirements relate to each other is shown in Figure 2.2] The first
refinement follows in Requirement 2:

Req.

(Req. B3

Req. 3] [Req. @} {Req. Eﬂ

Figure 2.2: A tree describing how different sub-requirements are related. Each
node is a refinement of its parent.

Requirement 2. To be considered comfortable (and therefore fulfill Require-
ment , the car should fulfill all of the following:

2.1 The car seats should be ergonomic;

2.2 The inside of the car should reach a comfortable temperature quickly
after starting, and
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2.8 When the driver presses down the accelerator pedal, the car should re-
spond quickly.

It should be clear that Requirement [2] is for most people not enough to
describe that a car is comfortable, but this analysis is limited to the three sub-
requirements presented, to keep the example short enough for presentation.
The refinement will continue only for the requirements that can be considered
control-related, as those are the ones that could be used as specifications in
a simulation-based testing environment where finding faults in the control
system is the main goal (such as the testing environment used in most of this
thesis).

Requirement is not control-related; it is rather an issue to solve with the
hardware of the car. However, in a modern car, both Requirement and
Requirement [2.3] are likely control-related. For them to be testable, they need
to be more clearly defined, so that a simulation environment can somehow
evaluate whether the requirement has been fulfilled or not. Another level of
refinement is applied, which results in requirements [3] and [4

Requirement 3. When the car starts,
3.1 The inside of the car should reach 21°C within 2 minutes, and
3.2 The inside temperature of the car should never reach above 23°C.

Requirement 4. To feel like the car responds quickly to desired acceleration if
the angle of the accelerator pedal is larger than or equal to 70° and the current
speed is lower than or equal to 200 km/h, the gear must be shifted correctly
within 0.5 seconds and then the maximum acceleration force must be felt by
the driver within another 2 seconds. Otherwise, if the angle of the accelerator
pedal is lower than 70° or the current speed is higher than 200 km/h, the
behavior of acceleration is defined by another requirement.

The requirements can be refined even further, but the main point of the
refinement process has been shown: the further a requirement is refined, the
clearer it is which signals of the system that must be included to evaluate
the requirement. It is also typical that to check whether a requirement has
been fulfilled by a specific test case, a set of prerequisites have to be fulfilled.
These prerequisites correspond to different entries in the tables of formulas
discussed in the transformation of specifications in Paper [A] For example, for
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Requirement [4 one precondition would be that the angle of the accelerator
pedal is larger than or equal to 70° and that the current speed is lower than
or equal to 200 km/h.

2.2 Formal verification versus testing

Formal verification includes approaches such as model checking (23], |24] and
deductive verification [25], [26] to verify correctness of models. If there is an
error with regards to a specification in the model, these methods will find
them and provide counterexamples to the specification. If there are no errors,
the methods provide formal proof of correctness for the specification. While
this sounds appealing, formal verification techniques have limitations and are
not possible to use for general industrial CPSs. In fact, the general problem
of verifying properties for hybrid systems, i.e., systems with both discrete
and continuous dynamics, is undecidable |27]. This means that it has been
proven that in the general case, no algorithm can decide whether a certain
property for a hybrid system holds or does not hold. In addition to this, while
formal verification methods are very useful for models without the limitations
discussed here, there are several other obstacles to overcome [2§] for model
checking to be viable in industry (the most notable being a lack of experience
in industry in formalizing the models and specifications to be checked).

With this in mind, we turn to testing instead. Testing is non-exhaustive,
meaning that no matter how long we test, we can not prove the absence of
faults, but testing can still raise confidence in the correctness of the final
product. Testing is scalable and usable for complex industrial-sized systems,
making it suitable for the research presented in this thesis which is close to
application.

2.3 Coverage criteria

Testing the inner structure of the SUT is called white-box testing while testing
the system behaviors without considering the inner workings of the SUT is
called black-box testing. If the scope is to perform white-box testing, one may
be interested in looking at different code coverage criteria for evaluating if the
test cases have tested the system appropriately or not. For examples of some
common coverage criteria 7], consider the simple example below.
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1: if (a and b) or ¢ then
2 r=x+1
3: else
4: r=z—1
5: end if

To fulfill statement coverage, every statement needs to be executed by the
test suite. To fulfill branch coverage, every branch of the program needs to be
executed. In this case, there are two branches; the “if” branch (row 2) and
the “else” branch (row 4), which means that “(a and b) or ¢” has to evaluate
to true at least once and false at least once in the test suite.

Fulfilling decision coverage is sometimes defined as fulfilling branch cov-
erage, and sometimes as making sure that every point of entry and exit in
the program has been invoked at least once as well as that every decision in
the program has taken all possible outcomes at least once [7]. A decision is
a Boolean expression composed of conditions and zero or more Boolean op-
erators, whereas a condition is a Boolean expression containing no Boolean
operators. In the given example, “(a and b) or ¢” and “a and b” are decisions,
while “a”, “b” and “c” are conditions.

Another coverage criterion that covers more than the ones mentioned above
is Modified Condition/Decision Coverage (MC/DC). MC/DC is especially in-
teresting because it is used widely in industry to validate test suites, and
because MC/DC is highly recommended for ASIL D (the highest classifica-
tion of Automotive Safety Integrity Level) in ISO 26262 [29]. MC/DC requires
all of the following:

1. Every point of entry and exit in the program has been invoked at least
once.

2. Every condition in a decision in the program has taken all possible out-
comes at least once.

3. Every decision in the program has taken all possible outcomes at least
once.

4. Each condition in a decision has been shown to independently affect
that decision’s outcome. A condition is shown to independently affect
a decision’s outcome by varying just that condition while holding fixed
all other conditions.
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Below is a short analysis of what is needed to fulfill each of the points of
MC/DC for the given code example.

1. To fulfill the first point, branches of the if-statement need to be exited,
meaning that “(a and b) or ¢” needs to evaluate to true at least once,
and false at least once.

2. To fulfill the second point, each condition (a, b, and ¢) must be true at
least once, and false at least once.

3. To fulfill the third point, it is enough for this example to fulfill the same
things as the first point since there is only one decision present.
4. To fulfill the fourth point is the trickiest. Consider the two cases below
a = true, b = true, ¢ = true
a = false, b = false, ¢ = false
These inputs fulfill the first three points, but they do not fulfill the fourth
point. The reason is that for both of these cases, none of the conditions a,
b, or ¢ independently affect the decision’s outcome. Instead, an example
of cases required to fulfill MC/DC is shown below (where conditions in

bold can b