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Abstract

The present thesis aims to make an in-depth study of Multiobjective optimization

(MOO), Multiobjective algorithms and Radar Pulse Compression. Following the approach

of bacteria foraging technique, a new MOO algorithm Multiobjective Bacteria Foraging

Optimization (MOBFO) has been proposed in this thesis. We compared the performance

of our proposed algorithm with existing algorithms Nondominated Sorting Genetic Algo-

rithm (NSGA-II) and Multiobjective Particle Swarm Optimization (MOPSO) for differ-

ent test functions. In radar signal processing Pulse Compression is used for high range

resolution and long range detection. The classical methods for Pulse Compression of

the received signal use matched filter and mismatched filter. For improving the perfor-

mance of pulse compression, a new problem formulation has been constructed that uses

constrained function optimization with the help of Particle Swarm Optimization (PSO).

Artificial Neural Network (ANN) is being used for Pulse Compression that achieves a sig-

nificant supression of the sidelobes. Functional Link Artificial Neural Network (FLANN)

has been proposed for better sidelobes reduction than Multi Layer Perceptron (MLP)

network with both lower computational and lower structural complexity. MOO approach

has been proposed to use with Radial Basis Function (RBF) for Pulse Compression that

improves the accuracy and complexity of RBF network.

v
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CHAPTER 1

INTRODUCTION

1.1 Background

Most real-world search and optimization problems are naturally posed as multiobjective

optimization problem (MOP). The majority of engineering optimization is the MOP,

sometimes it need to make multiple targets all reach the optimal in a given region, but it

is regrettable that goals are generally conflicting. A MOP differs from a single-objective

optimization problem because it contains several objectives that require optimization.

When optimizing a single objective problem, the best single design solution is the goal.

But for MOP, with several (possibly conflicting) objectives, there is usually no single

optimal solution. Therefore, the decision maker is required to select a solution from

a finite set by making compromises. A suitable solution should provide for acceptable

performance over all objectives.

Many fields continue to address complex real-world MOPs using search techniques

developed within computer engineering, computer science, decision sciences, and opera-

tions research. The potential of evolutionary algorithms for solving MOPs was hinted as

early as the late 1960s by Rosenberg [1.1]. However, the first actual implementation of

a multiobjective evolutionary algorithm (MOEA) was produced until the mid-1980s by

David Schaffer in his doctoral dissertation [1.2]. Since then, a considerable amount of re-

search has been done in this area, now known as evolutionary multiobjective optimization

(EMOO).

To improve the performance in pulse radar detection, pulse compression technique

[1.3], which involves the transmission of a long duration wide bandwidth signal code, and

the compression of this received signal to a narrow pulse, is always employed. In practice

1



CHAPTER 1. INTRODUCTION

two different approaches are used to obtain pulse compression. The first one is to use a

matched filter; here codes with small sidelobes in their autocorrelation function (ACF)

are used [1.3, 1.4]. The second approach to pulse compression is to use inverse filters

of two kinds, namely, non-recursive time invariant causal filter [1.5] and recursive time

variant filter [1.6]. Two different approaches using a multi-layered neural network, which

yield better signal-to-sidelobe ratio (SSR) (the ratio of peak signal to maximum sidelobe)

than the traditional approaches have been reported in [1.7-1.9]. In the first, a multi-

layered neural network approach using back-propagation (BP) as the learning algorithm

is used [1.7, 1.10]. Whereas in the second approach, Radial Basis Function (RBF) network

approach, using supervised selection of centers learning strategies, has been used [1.11].

1.2 Motivation

The main motivation for using MOEAs to solve MOPs is because MOEAs deal simul-

taneously with a set of possible solutions (the so-called population) which allows us to

find several members of the Pareto optimal set in a single run of the algorithm, instead

of having to perform a series of separate runs as in the case of the traditional mathemat-

ical programming techniques [1.12, 1.13]. The Pareto-optimal front can be exploited to

select solutions appropriate for each particular application without having to weight the

objectives in advance or reduce the multiple objectives in some other way. Additionally,

MOEAs are less susceptible to the shape or continuity of the Pareto front ( e.g. , they

can easily deal with discontinuous and concave Pareto fronts), whereas these two issues

are known problems with mathematical programming.

Artificial Neural Networks (ANNs) are computational tools inspired by biological ner-

vous system with applications in science and engineering[1.14 - 1.17]. This work is about

a kind of ANN for applications in multivariate nonlinear regression, classification and

times-series called Radial Basis Function (RBF) Network [1.14, 1.18]. Although ANNs

have usually achieved good performances in several domains, those performances and the

ANN training process are directly influenced by an appropriate choice of the network ar-

chitecture. Unfortunately, the space of network architectures is infinite and complicated

and there is no general purpose, reliable, and automatic method to search that large

space. When the Trial and Error method [1.19, 1.20] is employed, different values for

the network parameters must be selected, trained and compared before the choice of an

ultimate network. The disadvantage of this method becomes more apparent if, after the

choice of the best values, the patterns set is changed, making necessary to restart the

design process. This search can be done more efficient if heuristics are used to guide it.

Multiobjective optimization approach is one of the standard techniques of searching in

2



CHAPTER 1. INTRODUCTION

complicated search spaces [1.21]. So one of the reasons to apply MOGAs to the RBF Net-

works is due to the complex nature of their optimization which involves aspects of both

numerical and combinatorial optimization with two objective functions, one for accuracy

and other for complexity of network [1.22].

1.3 Present Work

This thesis is organized in such a way that its contents provides a general overview of

the field now called evolutionary multiobjective optimization (EMO), which refers to

the use of evolutionary algorithms to solve multiobjective optimization problems. We

have proposed a new MOO algorithm Multi Objective Bacteria Foraging Optimization

(MOBFO), following the approach of bacteria foraging technique. We have compared the

performance of our proposed algorithm with existing algorithms NSGA-II and MOPSO

for different test functions. For improving the performance of pulse compression in Radar

detection, we have constructed a new problem formulation that uses constrained function

optimization with the help of Particle Swarm Optimization (PSO). Traditionally, Artificial

Neural Network (ANN) is being used for Pulse Compression that achieves a significant

suppression of the sidelobes. Functional Link Artificial Neural Network (FLANN) has

been proposed by us for better sidelobes reduction than Multi Layer Perceptron (MLP)

network with both lower computational and lower structural complexity. We have also

proposed the use of MOO approach to use with Radial Basis Function (RBF) for Pulse

Compression that improves the accuracy and structure complexity of RBF.

1.4 Thesis Organization

Chapter-1 Introduction

Chapter-2 Multiobjective Optimization

Most multi-objective optimization methods use the concept of domination in their

search. Thus, in this chapter, we have presented definitions for domination, a non-

dominated set and a Pareto-optimal set of solutions.

Chapter-3 Multiobjective Evolutionary Algorithms

In this chapter, we have reviewed two most popular multiobjective optimization algo-

rithms, NSGA-II and MOPSO. Here, we also proposed a new multiobjective algorithms

based on the bacteria foraging technique, named Multiobjective Bacteria Foraging Opti-

mization (MOBFO).

3



CHAPTER 1. INTRODUCTION

Chapter-4 Performance Evaluation of Multi-objective Evolutionary Algo-

rithms

In this chapter we evaluated the performance of multiobjective algorithms (NSGA II,

MOPSO, and proposed MOBFO) based on computational time, convergence metric and

diversity metric for the different standard test functions.

Chapter-5 Application : Radar Pulse Compression

This chapter presents the basic concept of the pulse compression for the long range

detection as well as for high range resolution in the radar detection technique. Our work

on Pulse Compression using PSO and FLANN has been discussed. Then we compared

our proposed methods with classical methods and with ANN subsequently in this chapter.

Chapter-6 Pulse Compression using RBF Network : A Multiobjective ap-

proach

This chapter deals with the multiobjective concept using structure selection of RBF

network used for Pulse Compression of transmitted coded signals with different lengths.

We have discussed the result of comparison of this scheme with fixed centered RBF Net-

work.

Chapter-7 Conclusion and Scope for Future Work

The overall conclusion of the thesis is presented in this chapter. It also contains some

future research topics which need attention and further investigation.
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CHAPTER 2

MULTIOBJECTIVE OPTIMIZATION

2.1 Introduction

Most real-world engineering optimization problems are multiobjective in nature, since

they normally have several (possibly conflicting) objectives that must be satisfied at the

same time. The notion of ‘optimum’ has to be re-defined in this context and instead

of aiming to find a single solution, we will try to produce a set of good compromises or

trade-offs from which the decision maker will select one.

Due to increasing interest in solving real-world multiobjective optimization problems

using evolutionary algorithms (EA), researchers have developed a number of evolutionary

multiobjective algorithms (EMO) based on real parameters. The presence of multiple

objectives in a problem, in principle, gives rise to a set of optimal solutions (largely

known as Pareto-optimal solutions), instead of a single optimal solution. In the absence

of any further information, one of these Pareto-optimal solutions cannot be said to be

better than the other. This demands a user to find as many Pareto-optimal solutions as

possible. Classical optimization methods (including the multi-criterion decision-making

methods) suggest converting the multiobjective optimization problem to a single objective

optimization problem by emphasizing one particular Pareto-optimal solution at a time.

When such a method is to be used for finding multiple solutions, it has to be applied many

times, hopefully finding a different solution at each simulation run. Over the past decade,

a number of multiobjective evolutionary algorithms (MOEAs) have been suggested [2.1 -

2.4]. The primary reason for this is their ability to find multiple Pareto-optimal solutions

in one single simulation run. Since evolutionary algorithms (EAs) work with a population

of solutions, a simple EA can be extended to maintain a diverse set of solutions. With an
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emphasis for moving toward the true Pareto-optimal region, an EA can be used to find

multiple Pareto-optimal solutions in one single simulation run.

2.2 Definitions

In order to develop an understanding of MOPs and the ability to design MOEAs to solve

them, a series of formal non-ambiguous definitions are require. These definitions provide

a precise set of symbols and formal relationship that permit proper analysis of MOEA

structures and associated testing and evaluation. Moreover, they are related to primary

goals for a MOEA [2.5]:

• Preserve nondominated points in objective space and associated solution points in

decision space.

• Continue to make algorithmic progress towards the Pareto Front in objective func-

tion space.

• Maintain diversity of points on Pareto front (phenotype space) and/or of Pareto

optimal solutions - decision space (genotype space).

• Provide the decision maker (DM) “enough” but limited number of Pareto points for

selection resulting in decision variable values.

2.2.1 Single Objective Optimization

General Single Objective Optimization Problem

Definition 1 (General Single Objective Optimization Problem): When an opti-

mization problem modeling a physical system involves only one objective function, the

task of finding the optimal solution is called “ single objective optimization”.

A general single objective optimization problem is defined as minimizing (or maximiz-

ing) f(x) subject to gi (x) ≤ 0, i = {1, . . . ,m}, and hj(x) = 0, j = {1, . . . , p} ,x ∈ Ω. A

solution minimizes (or maximizes) the scalar f(x) where x is a n-dimensional decision

variable vector x = (x1, . . . , xn) from some universe Ω.

Observe that gi(x) ≤ 0 and hj(x) = 0 represent constraints that must be fulfilled

while optimizing (minimizing or maximizing) f(x). Ω contains all possible x that can be

used to satisfy an evaluation of f(x) and its constraints. Of course, x can be a vector of

continuous or discrete variables as well as f being continuous or discrete.

7
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Definition 2 (Single Objective Global Minimum Optimization): Given a func-

tion f : Ω ⊆ ℜn → ℜ,Ω 6= φ, for x ∈ Ω the value f ∗∆f(x∗) > −∞ is called a global

minimum if and only if

∀ x ∈ Ω : f(x∗) ≤ f(x) (2.1)

x∗ is by definition the global minimum solution, f is the objective function, and the set

Ω is the feasible region of x. The goal of the determining the global minimum solution(s)

is called the global optimization problem for a single objective problem.

Although single objective optimization problems may have a unique optimal solution,

MOPs (as a rule) present a possible uncountable set of solutions, which when evaluated,

produce vectors whose components represent trade-offs in objective space.

2.2.2 Multiobjective Optimization

The Multiobjective Optimization Problem (also called multi-criteria optimization,

multi-performance or vector optimization problem) can then be defined (in words) as the

problem of finding [2.6]:

“A vector of decision variables which satisfies constraints and optimizes a vector function

whose elements represent the objective functions. These functions from a mathematical

description of performance criteria which are usually in conflict with each other. Hence,

the term “optimize” means finding such a solution which would give the values of all the

objective functions acceptable to the decision maker.”

The mathematical definition of a MOP is important in providing a foundation of under-

standing between the interdisciplinary nature of deriving possible solution techniques (de-

terministic, stochastic); i.e.,search algorithms. The following discussions present generic

MOP mathematical and formal symbolic definitions.

The single objective formulation is extended to reflect the nature of multiobjective

problems where there is not one objective function to optimize, but many. Thus, there

is not one unique solution but set of solutions. This set of solutions are found through

the use of Pareto Optimality Theory [2.7]. Note that multiobjective problems require a

decision marker to make a choice of x∗
i values. The selection is essentially a trade-off of

one complete solution x over another in multiobjective space.

More precisely, MOPs are those problems where the goal is to optimize k objective

functions simultaneously. This may involve the maximization of all k functions, the

minimization of all k functions or a combination of maximization and minimization of

8
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these k functions. A MOP global minimum (or maximum) problem is formally defined in

definition 3 [2.5-2.8].

Definition 3 (General MOP ): A general MOP is defined as

Minimizing(orMaximizing) F(x) = (f1(x), . . . , fk(x))

subject to gi(x) ≤ 0, i = {1, . . . ,m}
and hj(x) = 0, j = {1, . . . , p} (2.2)

A MOP solutions minimizes (or maximizes) the components of a vector F(x) where x

is a n-dimensional decision variable vector x = (x1, . . . , xn) from some universe Ω. It is

noted that gi(x) ≤ 0, and hj(x) = 0 represent constraints that must be full filled while

minimizing (or maximizing) F(x) and Ω contains all possible x that can be used to satisfy

an evaluation of F(x).

Thus, a MOP consists of k objectives reflected in the k objective functions, m + p

constraints on the objective functions and n decision variables. The k objective functions

may be linear or nonlinear and continuous or discrete in nature. The evaluation function,

F : Ω → ∧, is a mapping from the vector of decision variables (x = x1, . . . , xn) to output

vectors (y = a1, . . . , ak). Of course, the vector of decision variables xi can be continuous

or discrete.

Pareto Terminology

Having several objective functions, the notation of “optimum” changes, because in

MOPs, the aim is to find compromises (or “tradeoff”) rather than a single solution as in

global optimization. The notion of “optimum” most commonly adopted is that originally

proposed by Francis Ysidro Edgeworth and later generalized by Vilfredo Pareto.

Definition 4 (Pareto Optimality ): A solution x ∈ Ω is said to be Pareto opti-

mal with respect to (w.r.t.) Ω if and only if there is no x′ ∈ Ω for which v = F(x′) =

(f1(x
′), . . . , fk(x

′)) dominates u = F(x) = (f1(x), . . . , fk(x)). The phrase Pareto opti-

mal is taken to mean with respect to the entire decision variable space unless otherwise

specified.

In words, this definition says that x∗ is Pareto optimal if there exists no feasible vector

x which would decrease some criterion without causing a simultaneous increase in at least

one criterion (assuming minimization).

The concept of Pareto optimality is integral to the theory and the solving of MOPs.

Additionally, there are a few more definitions that are also adopted in multiobjective
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optimization [2.4-2.7]:

Definition 5 (Pareto Dominance): A vector u = (u1, . . . , uk) is said to dominate

another vector v = (v1, . . . , vk) (denoted by u � v) if and only if u is partially less than

v, i.e.,

∀i ∈ {1, . . . , k} , ui ≤ vi

∧∃i ∈ {1, . . . , k} : ui < vi (2.3)

Definition 6 (Pareto Optimal set): For a given MOP, F(x), the Pareto Optimal

Set, P∗, is defined as:

P∗ := {x ∈ Ω|¬∃ x′ ∈ Ω F(x′) ≤ F(x)} (2.4)

Pareto optimal solutions are those solutions within the genotype search space (deci-

sion space) whose corresponding phenotype objective vector components cannot be all

simultaneously improved. These solutions are also termed non-inferior, admissible, or

efficient solutions, with the entire set represented by P ∗. Their corresponding vectors

are termed nondominated ; selecting a vector(s) from this vector set (the Pareto front set

PF ∗ implicitly indicates acceptable Pareto optimal solutions, decision variables or geno-

types. These solutions may have no apparent relationship besides their membership in

the Pareto optimal set. They form the set of all solutions whose associated vectors are

nondominated; Pareto optimal solutions are classified as such based on their evaluated

functional values.

Definition 7 (Pareto Front): For a given MOP, F(x), and Pareto Optimal set, P∗,

the Pareto Front PF∗ defined as:

PF∗ := {u = F(x)|x ∈ P∗} (2.5)

When plotted in objective space, the nondominated vectors are collectively known as

the Pareto Front. Again, P ∗, is a subset of some solution set. Its evaluated objective

vectors form PF ∗, of which each is nondominated with respect to all objective vectors

produced by evaluating every possible solution in Ω. In general, it is not easy to find

an analytical expression of the line or surface that contains these points and in most

cases, it turns out to be impossible. The normal procedure to generate the Pareto front

is to compute many points in Ω and their corresponding f(Ω). When there is a sufficient

number of these, it is then possible to determine the nondominated points and to produce

10



CHAPTER 2. MULTIOBJECTIVE OPTIMIZATION

0 0.5 1 1.5 2 2.5 3 3.5 4
0

0.5

1

1.5

2

2.5

3

3.5

4

4.5

Cost

E
ffi

ci
en

cy

 

 

Figure 2.1: An example of a MOP with two objective functions: Cost and Efficiency
.

the Pareto front. A sample Pareto front is shown in the Fig. ??. The Pareto front or

trade-off surface is delineated by a curved surface.

Although single objective optimization problems may have a unique optimal solution,

MOPs usually have a possibly uncountable set of solutions on a Pareto front. Each

solution associated with a point on than Pareto front is a vector whose components

represent trade-offs in the decision space or Pareto solution space.

Figure 2.2: MOP Evaluation Mapping

The MOPs evaluation function, f : Ω → ∧, maps decision variables (x = x1, . . . , xn)

to the vectors (y = a1, . . . , ak). This situation is represented in Fig. ?? for the case

n = 2,m = 0, and k = 3. This mapping may or may not be onto some region of objective
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function space, dependents upon the functions and constraints composing the particular

MOP.

Note that the DM is often selecting solution via choice of acceptable objective per-

formance, represented by the Pareto front. Choosing an MOP solution that optimizes

only one objective may well ignore solutions, which from an overall standpoint, are “bet-

ter”. The Pareto optimal set contains those better solutions. Identifying a set of Pareto

optimal solutions is thus key for a DM’s selection of a “compromise” solution satisfying

the objectives as “best” possible. Of course, the accuracy of the decision marker’s view

depends on both the true Pareto optimal set and the set presented as Pareto optimal.

2.3 Summary

This chapter contains the basic definitions and formal notation that are adopted through-

out this thesis. Formal definitions of the general multi-objective optimization and the

concept of Pareto optimum are provided. Other related concepts such as Pareto optimal

set, Pareto front are also introduced.
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CHAPTER 3

MULTIOBJECTIVE EVOLUTIONARY

ALGORITHMS

3.1 Introduction

Evolutionary algorithms (EA’s) mimic natural evolutionary principles to constitute search

and optimization procedures. EA’s are often well-suited for optimization problems in-

volving several, often conflicting objectives. Real world engineering optimization prob-

lems involve multiple design factors and constraints and consist in minimizing multiple

non-commensurable and often competing objectives. In recent years, many evolution-

ary techniques for multiobjective optimization have been proposed [3.1]. In this chapter,

we will present two popular Multiobjective evolutionary algorithms, Nondominated Sort-

ing Genetic Algorithm-II (NSGA-II) [3.4] and Multiobjective Particle Swarm Optimiza-

tion (MOPSO) [3.7], and one proposed “Multiobjective Bacteria Foraging Optimization

(MOBFO)” algorithm.

3.2 Nondominated Sorting Genetic Algorithm-II

Genetic algorithms (GA’s) are search and optimization procedures that motivated by the

principles of natural genetics and natural selection [3.3]. In this section multiobjective

optimization problems solved by an evolutionary algorithm, called Nondominated Sort-

ing Genetic Algorithm [3.2, 3.4]. It is a fast nondominated sorting approach with low

computational complexity. It’s come in to category of Elitist multiobjective evolutionary

algorithm [3.6]. As the name suggest, an elite-preserving operator favors the elites of a
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population by giving them an opportunity to be directly carried over the next generation.

In this way, a good solution found early on in the run will never be lost unless a better

solution is discovered.

3.2.1 Fast Nondominated Sorting Approach

The dual objectives in a multiobjective optimization algorithm are maintained by using

a fitness assignment scheme which prefers non-dominated solutions. In the fast nondom-

ination approach, the population is sorted based on the nondomination. Each solution is

assigned a fitness (or rank) equal to its nondomination level (1 is the best level, 2 is the

next-best level, and so on). For the population size of N and for M objective functions,

in the following paragraph we describe a fast non-dominated sorting approach [3.4].

First, for each solution we calculate two entities:

1) Domination count, np the number of solutions which dominate the solution, and

2) Sp, a set of solutions which the solution p dominates.

An Nondominated Sorting Approach:

Step 1 For each solution p ∈ P , np = 0 and initialize Sp = Φ. For all q 6= p and q ∈ P ,

perform Step 2 and then proceed to step 3.

Step 2 If p � q, update Sp = Sp ∪ q. Otherwise, if q � p, set np = np + 1.

Step 3 If np = 0, keep p in the first non-dominated front F1. Set a front counter i = 1.

Step 4 While Fi 6= Φ, perform the following steps.

Step 5 Initialize Q = Φ for storing next non-dominated solutions. For each p ∈ Pi and

for each q ∈ Sp,

Step 5a Update nq = nq − 1.

Step 5b If nq = 0, keep q in Q, or perform Q = Q ∪ {q}.
Step 6 Set i = i+ 1 and Fi = Q. Go to step 4.

Steps 1 to 3 find the solutions in the first non-dominated front and require O(MN2)

computational complexity. Steps 4 to 6 repeatedly find higher fronts and require at most

O(N2) comparisons.

3.2.2 Diversity Preservation

It is desired that an EA maintains a good spread of solutions in the obtained set of

solutions. In the proposed MOGA, with a crowded-comparison approach that eliminates

the above difficulty to some extent.
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Figure 3.1: Crowding-distance Calculation

Density Estimation

To get an estimate of the density of solutions surrounding a particular solution in the

population, we calculate the average distance of two points on either side of this point

along each of the objectives. In Fig. ??, the crowding distance of the ith solution in its

front is the average side length of the cuboid (shown with a dashed box).

The algorithm as shown below outlines the crowding-distance computation procedure

of all solutions in a nondominated set I.

Step 1: Call the number of solution in I as l = |I|. For each solution i in the set,

first assign di = 0.

Step 2: For each objective function m = 1, 2, . . . ,M , sort the set in worse order of

fm or, find the sorted indices vector: Im = sort(fm, >).

Step 3: For m = 1, 2, . . . ,M , assign a large distance to the boundary solutions, or

dIm
1

= dIm
l

= ∞, and for all other solutions j = 2 to (l − 1), assign

dIm
j

= dIm
j

+ (f
Im
j+1

m − f
Im
j−1

m )/(fmax
m − fmin

m ) (3.1)

The index Ij denotes the solution index of the j-th member in the sorted list and the

parameters fmax
m and fmin

m are the maximum and minimum values of the mth objective

function.

A solution with a smaller value of this distance measure is, in some sense, more crowded

by other solutions. This is exactly what we compare in the proposed crowded-comparison

operator, described below.

Crowded-Comparison Operator

The crowded-comparison operator (�n) guides the selection process at the various stages

of the algorithm toward a uniformly spread-out Pareto optimal front. Assume that every
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individual i in the population has two attributes:

1) Nondomination rank (irank)

2) Crowding distance (idistance)

We now define a partial order as:

(i �n j)

{
if (irank < jrank)

or (irank = jrank)

That is, between two solutions with differing nondomination ranks, we prefer the

solution with the lower (better) rank. Otherwise, if both solutions belong to the same

front, then we prefer the solution that is located in a lesser crowded region.

Figure 3.2: NSGA Procedure

3.2.3 Main Loop

Initially, a random parent population P0 is created. The population is sorted in to dif-

ferent non-domination levels. Each solution is assigned a fitness (or rank) equal to its

non-domination level (1 is the best level, 2 is the next-best level, and so on). Thus, mini-

mization of fitness is assumed. Binary tournament selection (with a crowded tournament

operator), recombination, and mutation operators [3.5] are used to create an offspring

population Q0 of size N . The NSGA-II procedure is outlined in the following (Fig. ??):

Step 1: Combined population and offspring and create Rt = Pt ∪Qt. Perform a non-

dominated sorting to Rt and identify different non-dominated fronts Fi, i = 1, . . . ,etc.

Step 2: Set new population Pt+1 = φ. Set a counter i = 1. Until |Pt+1| + |Fi| < N ,

perform Pt+1 = Pt+1 + Fi and i = i+ 1.

Step 3: Perform the Crowding-sort (Fi,�n) procedure and include the most widely
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spread (N − |Pt+1|) solutions by using the crowding distance values in the sorted Fi to

Pt+1.

Step 4: Create offspring population Qt+1 from Pt+1 by using the crowded tournament

selection, crossover and mutation operators.

3.3 Multiobjective Particle Swarm Optimization

Multiobjective Particle Swarm Optimization (MOPSO), an approach in which Pareto

dominance is incorporated into particle swarm optimization (PSO) in order to allow this

heuristic to handle problems with several objective functions. Here it uses a secondary

(i.e., external) repository of particles that is later used by other particles to guide their

own flight.

Kennedy and Eberhart [3.8] initially proposed the swarm strategy for optimization.

Particle swarm optimization (PSO) is a stochastic optimization technique that draws

inspiration from the behavior of a flock of birds or the collective intelligence of a group

of social insects with limited individual capabilities. In PSO, individuals, referred to as

particles, are “flown” through hyper dimensional search space. Changes to the position

of the particles within the search space are based on the social psychological tendency

of individuals to emulate the success of other individuals. A swarm consists of a set of

particles, where each particle represents a potential solution. The position of each particle

is changed according to its own experience and that of its neighbors. PSO has been found

to be successful in a wide variety of optimization tasks [3.8], but until recently it had

not been extended to deal with multiple objectives. PSO seems particularly suitable

for multiobjective optimization mainly because of the high speed of convergence that

the algorithm presents for single objective optimization [3.8]. Here, we represent, called

“multiobjective particle swarm optimization” (MOPSO), which allows the PSO algorithm

to be able to deal with multiobjective optimization problems [3.7]. These are precisely

the main motivations that led us to apply PSO for multiobjective problems [3.10].

3.3.1 Description of the Algorithm

PSO using a Pareto ranking scheme [3.11] could be the straightforward way to extend the

approach to handle multiobjective optimization problems. The historical record of best

solutions found by a particle (i.e., an individual) could be used to store nondominated

solutions generated in the past (this would be similar to the notion of elitism used in

evolutionary multiobjective optimization). The use of global attraction mechanisms com-

bined with a historical archive of previously found nondominated vectors would motivate
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convergence toward globally nondominated solutions. Flow-chart of the MOPSO is shown

in Fig. ??.

Figure 3.3: MOPSO Flow Chart

3.3.2 Main Algorithm

The algorithm of MOPSO is the following.

1) Initialize the population pop.

2) Initialize the speed of each particle vel.

3) Evaluate each of the particles in pop.

4) Store the positions of the particles that represent nondominated vectors in the reposi-

tory rep.

5) Generate hyper cubes of the search space explored so far, and locate the particles using

these hyper cubes as a coordinate system where each particle’s coordinates are defined

according to the values of its objective functions.

6) Update the memory of each particle (this memory serves as a guide to travel through
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the search space. This memory is also stored in the repository).

7) WHILE maximum number of cycles has not been reached.

DO

a) Compute the speed of each particle using the following expression:

vel[i] = w ∗ vel[i] + r1 ∗ (pbest[i] − pop[i]) + r2 ∗ (rep[h] − pop[i]) (3.2)

where w represents inertia weight, r1 and r2 are random numbers in the range [0, 1],

pbest[i] is the best position that the particle i has had, rep[h] is a global best position

that is taken from the repository, the index h is selected in the following way: those

hyper cubes containing more than one particle are assigned a fitness equal to the result

of dividing any number x > 1 by the number of particles that they contain. This aims to

decrease the fitness of those hyper cubes that contain more particles and it can be seen

as a form of fitness sharing. Then, we apply roulette-wheel selection using these fitness

values to select the hypercube from which we will take the corresponding particle. Once

the hypercube has been selected, we select randomly a particle within such hypercube.

pop[i] is the current value of the particle i.

b) Compute the new positions of the particles adding the speed produced from the

previous step

pop[i] = pop[i] + vel[i] (3.3)

c) Maintain the particles within the search space in case they go beyond their bound-

aries (avoid generating solutions that do not lie on valid search space). When a decision

variable goes beyond its boundaries, then we do two things: 1) the decision variable takes

the value of its corresponding boundary (either the lower or the upper boundary) and 2)

its velocity is multiplied by (−1) so that it searches in the opposite direction.

d) Evaluate each of the particles in pop.

e) Update the contents rep of together with the geographical representation of the

particles within the hyper cubes. This update consists of inserting all the currently

nondominated locations into the repository. Any dominated locations from the repository

are eliminated in the process. Since the size of the repository is limited, whenever it gets

full, we apply a secondary criterion for retention: those particles located in less populated

areas of objective space are given priority over those lying in highly populated regions.

f) When the current position of the particle is better than the position contained in

its memory, the particle’s position is updated using

pbest[i] = pop[i] (3.4)
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The criterion to decide what position from memory should be retained is simply to apply

Pareto dominance (i.e., if the current position is dominated by the position in memory,

then the position in memory is kept, otherwise, the current position replaces the one

in memory, if neither of them is dominated by the other, then we select one of them

randomly).

g) Increment the loop counter

8) END WHILE

3.3.3 External Repository

External repository (or archive) is to keep a historical record of the nondominated vectors

found along the search process [3.8].It consists of two main parts: the archive controller

and the grid.

Figure 3.4: Archive Controller

The Archive Controller

In this approach, archive controller is decide whether a certain solution should be added

to the archive or not. The decision-making process is the following:

The nondominated vectors found at each iteration in the primary population of our

algorithm are compared (on a one-per-one basis) with respect to the contents of the

external repository which, at the beginning of the search will be empty. If the external

archive is empty, then the current solution is accepted (see case 1, in Fig. ??). If this new

solution is dominated by an individual within the external archive, then such a solution
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is automatically discarded (see case 2, in Fig. ??). Otherwise, if none of the elements

contained in the external population dominates the solution wishing to enter, then such

a solution is stored in the external archive. If there are solutions in the archive that are

dominated by the new element, then such solutions are removed from the archive (see

cases 3 and 4, in Fig. ??). Finally, if the external population has reached its maximum

allowable capacity, then the adaptive grid procedure is invoked (see case 5, in Fig. ??).

Figure 3.5: Adaptive Grid

The Grid

For the diversity preservation of the solutions, our approach uses a variation of the adap-

tive grid proposed in [3.8]. All the solutions that are nondominated with respect to the

contents of the archive, stored in the external archive. Into the archive, objective function

space is divided into regions as shown in Fig. ??. The adaptive grid is a space formed by

hyper cubes, have as many components as objective functions. Note that if the individual

inserted into the external population lies outside the current bounds of the grid, then the

grid has to be recalculated and each individual within it has to be relocated . The main

advantage of the adaptive grid is that its computational cost is lower than niching [3.8,

3.11]. In such a case, the computational complexity of the adaptive grid would be the

same as niching [i.e., O(N2)].

3.4 Multiobjective Bacteria Foraging Optimization

The social foraging behavior of Escherichia coli bacteria has been used to solve opti-

mization problems [3.12]. In the last decade, approaches based on Bacteria Foraging

Optimization (BFO) have received increased attention from the academic and indus-

trial communities for dealing with optimization problems that have been shown to be
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intractable using conventional problem solving techniques. Natural selection tends to

eliminate animals with poor foraging strategies through methods for locating, handling,

and ingesting food and favors the propagation of genes of those animals that have success-

ful foraging strategies, since they are more likely to obtain reproductive success [3.13].

After many generations, poor foraging strategies are either eliminated or re-structured

into good ones. Since a foraging organism/animal takes actions to maximize the energy

utilized per unit time spent foraging, considering all the constraints presented by its own

physiology, such as sensing and cognitive capabilities and environmental parameters (e.g.,

density of prey, risks from predators. physical characteristics of the search area), natural

evolution could lead to optimization.

It is essentially this idea that could be applied to Multi-objective optimization prob-

lems. The optimization problem search space could be modeled as a social foraging

environment where groups of parameters communicate cooperatively for finding solutions

to difficult engineering problems.

3.4.1 Bacterial Foraging

Bacteria have the tendency to gather to the nutrient-rich areas by an activity called

chemotaxis. It is known that bacteria swim by rotating whip like flagella driven by a

reversible motor embedded in the cell wall. E. coli has 8-10 flagella placed randomly on

a cell body. When all flagella rotate counterclockwise, they form a compact, helically

propelling the cell along a helical trajectory, which is called run. When the flagella rotate

clockwise, they pull on the bacterium in different directions, which causes the bacteria to

tumble. A brief outline of each of these processes is given in this section.

(1) Chemotaxis: An E. coli bacterium can move in two different ways; it can run

(swim for a period of time) or it can tumble, and alternate between these two modes of

operation in the entire lifetime. In the BFO, a unit walk with random direction represents

a tumble and a unit walk with the same direction in the last step indicates a run. In

computational chemotaxis, the movement of the ith bacterium after one step is represented

as

θi(j + 1, k, l) = θi(j, k, l) + C(i)∆(j) (3.5)

where θi(j, k, l) denotes the ith bacterium at jth chemotactic, kth reproductive and lth

elimination and dispersal. C(i) is the length of unit walk, which is a constant in basic

BFO and ∆(j) is the direction angle of the jth step. When its activity is run, ∆(j) is

same as ∆(j − 1) , otherwise, ∆ is a random angle directed within a range of [0, 2π].

If the cost at θi(j+1, k, l) is better than the cost at θi(j, k, l), then the bacterium takes
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another step of size C(i) in that direction otherwise it is allowed to tumble. This process

is continued until the number of steps taken is greater than the number of chemotactic

loop, Nc .

(2) Reproduction: After all Nc chemotactic steps have been covered, a reproduction

step takes place. The fitness values of the bacteria are sorted in ascending order. The

lower half of the bacteria having higher fitness die and the remaining Sr = S/2 bacteria

are allowed to split into two identical ones. Thus the population size after reproduction

is maintained constant.

(3) Elimination and Dispersal: Since bacteria may stuck around the initial or

local optima positions, it is required to diversify the bacteria either gradually or suddenly

so that the possibility of being trapped into local minima is eliminated. The dispersion

operation takes place after a certain number of reproduction process. A bacterium is

chosen, according to a preset probability ped , to be dispersed and moved to another

position within the environment. These events may help to prevent the local minima

trapping effectively, but unexpectedly disturb the optimization process. The detailed of

this concept is presented in [3.13].

This foraging technique we have applied for the optimization of multiple objectives.

Instead of getting single optimal point, in multiobjective optimization large number of

nondominated points are the final optimal solutions. The flow chart of the complete

algorithm is shown in Fig. ??.

3.4.2 MOBFO Algorithm

The main goal of the BFO based multi-objective algorithm is to find the non-dominated

optimum values of the given functions J = (f1, . . . , fn). Here, φi(j, k, l) is the position of

a ith bacteria in the population of N at the jth chemotactic step, kth reproduction step,

and lth elimination−dispersal event. The main steps of MOBFO given below:

Step 1: Initialize parameters p,N,NC , Ns, Nre, Ned, Ped, C(i), i = (1, . . . , N), φi where,

p: Dimension of the search space,

N : The number of bacteria in the population,

NC : Chemotactic steps,

Nre: The number of reproduction steps,

Ned: The number of elimination−dispersal events,

Ped: Elimination−dispersal with probability,

C(i): The size of the step taken in the random direction specified by the tumble.

Step 2: Elimination−dispersal loop: l = l + 1.

Step 3: Reproduction loop: k = k + 1.

Step 4: Chemotaxis loop: j = j + 1.
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Figure 3.6: MOBFO Flow-chart

[substep a] For i = 1, 2, ..., N , take a chemotactic step for bacterium i as follows.

[substep b] Compute fitness function, J(i, j, k, l), where J = (f1, f2, . . . , fn) set of all

objective functions.

[substep c] Let Jlast = J(i, j, k, l) to save this value since we may find a better cost

via a run.

[substep d] Tumble: generate a random vector ∆(i) ∈ ℜp with each element ∆m(i),m =

1, 2, . . . , p, a random number on [−1, 1].

[substep e] Move: Let

φi(j + 1, k, l) = φi(j, k, l) + C(i) ∆(i)√
∆T (i)∆(i)

This results in a step of size C(i) in the direction of the tumble for bacterium i.

[substep f] Compute J(i, j + 1, k, l).

[substep g] Swim.
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(i) Let m = 0 (counter for swim length).

(ii) While m < Ns (if have not climbed down too long).

Let m = m+ 1.

If J(i, j + 1, k, l) � Jlast (if dominated), let Jlast = J(i, j + 1, k, l) and let

φi(j + 1, k, l) = φi(j + 1, k, l) + C(i) ∆(i)√
∆T (i)∆(i)

and use this φi(j + 1, k, l) to compute the new J(i, j + 1, k, l) as we did in [substep f].

Else, let m = Ns. This is the end of the while statement.

[substep h] Go to next bacterium (i + 1) if i 6= N (i.e., go to [substep b] to process

the next bacterium).

Step 5: If j < NC , go to step 3. In this case, continue chemotaxis, since the life of the

bacteria is not over.

Step 6: Reproduction:

[substep a] For the given k and l, and for each i = 1, 2, ..., N , let

J i
health = J i

best

where J i
best represent best fitness value of ith nondominated bacteria according to given

objective functions, which is selected randomly from all nondominated Chemotaxis fitness

values of ith bacteria.

[substep b] Sort bacteria according to nondomination and the crowding distance op-

erators. Less crowded bacteria, in objective space, are selected for the reproduction and

chemotactic parameters C(i) is find out with [3.14]

C(i) = average

{
Ji

health

(Ji
health

+lamda)

}

where lamda is a constant parameter.

The selected Sr bacteria with the best values split into two bacteria(this process is

performed by the copies that are made are placed at the same location as their parent).

Step 7: If k < Nre, go to [step 3]. In this case, we have not reached the number of

specified reproduction steps, so we start the next generation of the chemotactic loop.

Step 8: Elimination−dispersal: For i = 1, 2, ..., N , with probability Ped, eliminate and

disperse each bacterium, which results in keeping the number of bacteria in the population

constant. To do this, if a bacterium is eliminated, simply disperse one to a random location

on the optimization domain. If l < Ned, then go to [step 2], otherwise end.
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3.5 Summary

The attractive feature of multiobjective evolutionary algorithms is their ability to find a

wide range of nondominated solutions close to the true Pareto optimal solutions. Because

of this advantage, the philosophy of solving multiobjective optimization problems can

be revolutionized. Evolutionary algorithms process a population of solutions in each

iteration, thereby making them ideal candidates for finding multiple trade-off solutions

in one single simulation run. In this chapter, we have presented three multiobjective

evolutionary algorithms, which can be used to find multiple nondominated solutions close

to the Pareto optimal solutions.
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CHAPTER 4

PERFORMANCE EVALUATION OF

MULTIOBJECTIVE EVOLUTIONARY

ALGORITHMS

When a new and innovative methodology is initially discovered for solving a search and

optimization problem, a visual description is adequate to demonstrate the working of the

proposed methodology. MOEA’s demonstrated their working by showing the obtained

nondominated solutions along with the true Pareto-optimal solutions in the objective

space. In these studies, the emphasis has been given to demonstrate how closely the

obtained solutions have converged to the true Pareto-optimal front [4.1, 4.2].

4.1 Performance Metrics

With the existence of many different MOEA’s , it is necessary that their performance be

quantified on a number of test problems. There are two distinct goals in MOO:

• Discover solutions as close to the Pareto-optimal solutions as possible.

• Find solutions as diverse as possible in the obtained nondominated front.

In some sense, these two goals are orthogonal to each other. The first goal requires a

search towards the Pareto-optimal region, while the second goal requires a search along

the Pareto-optimal front, as depicted in Fig. ??. The measure of diversity can also be

separated in two different measures of extent (mean along the spread of extreme solutions)

and distribution (meaning the relative distance among solutions).
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(a) Two goals for multiobjective opti-
mization

(b) Ideal non-dominated solutions

Figure 4.1: Nondominated Pareto Front

Many performance metrics have been suggested [4.1-4.4]. Here, we define two perfor-

mance metrics that are more direct in evaluating each of the above two goals in a solution

set obtained by a multiobjective optimization algorithm.

4.1.1 Convergence Metric

The first metric Convergence Metric ‘γ’ measures the extent of convergence to a known

set of Pareto-optimal solutions [4.3]. Since multiobjective algorithms would be tested on

problems having a known set of Pareto-optimal solutions, the calculation of this metric

is possible. This metric explicitly computes a measure of the closeness of a set Q of N

solutions from a known set of the True Pareto-optimal set P ∗. Convergence Metric finds

an average distance of Q from P ∗, as follows

γ =

∑N

i=1 di

N
(4.1)

where the parameter di is the Euclidean distance (in the objective space) between the

solution i ∈ Q and the nearest member of P ∗:

di =

|P ∗|︷︸︸︷
min︸︷︷︸
k=1

√√√√
M∑

m=1

(f
(i)
m − f

∗(k)
m )2 (4.2)

where f
∗(k)
m is the mth objective function value of the kth member of P ∗.

When all obtained solutions lie exactly on P ∗ chosen solutions, this metric takes a

value of zero. In all simulations performed here, we present the average γ and σγ variance

of this metric calculated for solution sets obtained in multiple runs.
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4.1.2 Diversity Metric

Although above metric alone can provide some information about the spread in obtained

solutions, Deb [4.3] suggested different metric, called Diversity Metric, to measure the

spread in solutions obtained by an algorithm directly. The Diversity Metric ‘∆’ measures

the extent of spread achieved among the obtained solutions given by:

∆ =

∑M

m=1 d
e
m +

∑N

i=1 |di − d|
∑M

m=1 d
e
m +Nd

(4.3)

where di an be any distance measure between neighboring solutions and d is the mean

value of these distance measure. The parameter de
m is distance between the extreme solu-

tions of P ∗ and Q corresponding to mth objective function. However, a good distribution

would make all distances di equal to d and would make df = dl = 0 (with existence of

extreme solutions in the nondominated set). Thus, for the most widely and uniformly

spread out set of nondominated solutions, the numerator ∆ of would be zero, making the

metric to take a value zero. For any other distribution, the value of the metric would be

greater than zero.

4.2 Multiobjective Test Problems

In multi-objective evolutionary computation, researchers have used many different test

problems with known sets of Pareto-optimal solutions. For the comparison of the mul-

tiobjective algorithms, we choose popular test functions. These test problems are given

below.

4.2.1 Schaffer’s (SCH) problem

It is proposed by J. D. Schaffer [4.5].

SCHMinimize :






f1(x) = x2,

f2(x) = (x− 2)2,

−1000 ≤ x ≤ 1000.

4.2.2 Kursave(KUR) problem

Our second test function was proposed by Kursawe [4.6].
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KURMinimize :






f1(x) =
∑2

i=1[−10 exp(−0.2
√
x2

i + x2
i+1)],

f2(x) =
∑3

i=1[|xi|0.8 + 5sin(x3
i )],

−5 ≤ xi ≤ 5, i = 1, 2, 3.

4.2.3 DEB-1 problem

This test problem proposed by the K. Deb. [4.7].

Deb− 1Minimize :






f1(x) = x1,

f2(x) = g(x2)/x1,

where g(x2) = 2.0 − exp
{
−(x2−0.2

0.004
)2
}
− 0.8 exp

{
−(x2−0.6

0.4
)2
}

0.1 ≤ x1, x2 ≤ 1.0.

4.2.4 DEB-2 problem

It is proposed by K.Deb [4.7].

Deb− 2Minimize :






f1(x) = x1,

f2(x) = g(x1, x2).h(x1, x2),

where

g(x1, x2) = 11 + x2
2 − 10.cos(2πx2),

h(x1, x2) = 1 −
√

f1(x1,x2)
g(x1,x2)

if f1(x1, x2) ≤ g(x1, x2), otherwise 0

0 ≤ x1 ≤ 1,−30 ≤ x2 ≤ 30.

4.3 Comparison of Multiobjective Evolutionary Al-

gorithms

With the availability of many multiobjective evolutionary algorithms, it is natural to ask

which of them (if any) performs better when compared to other algorithms on various test

problems. Here, we compare mainly three algorithms, NSGA-II, MOPSO and proposed
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MOBFO, for given test problems which are commonly used. For the following test prob-

lems the NSGA-II was run using a population size of 100, a crossover rate of 0.8 (uniform

crossover was adopted), tournament selection, and a mutation rate of 0.1. MOPSO used

a population of 100 particles, a repository size of 100 particles, a mutation rate of 0.5 and

30 divisions for the adaptive grid. Various parameters used in the simulation study for

MOBFO are Sb = 100, Ns = 2, Nc = 4, Nre = 10, Ned = 2 − 5, Ped = 0.1, C(i) = 0.05

and lamda = 400. These parameters were kept for all the test problems and we only

changed the total number of fitness function evaluations but the same value was adopted

for all the algorithms in each of the test problem presented next. In all the following test

problems, we report the results obtained from performing 100 independent runs of each

algorithm compared.

4.3.1 SCH Problem

In this example, the total number of fitness function evaluations was set to 10,000.

Fig. ?? show the graphical results produced by our MOBFO,the NSGA-II, and

MOPSO in the SCH test function chosen. The true Pareto front of the problem is shown as

a continuous line. Tables ??, ?? and ?? shows the comparison of results among the three

algorithms considering the metrics previously described. It can be seen that the average

performance of MOBFO is slightly below NSGA-II and better than MOPSO with respect

to the diversity metric. With respect to convergence metric it places slightly below the

NSGA-II and the MOPSO, but with best value than the MOPSO. Also, it is important

to notice the very high speed of MOBFO, which requires almost one third of the time

than the MOPSO and one tenth of the time than the NSGA-II in this test problem.

Computational Time NSGA-II MOPSO MOBFO

Best 15.40 4.98 1.51
Worst 26.64 6.26 1.96
Mean 17.91 5.57 1.78

Variance 5.6329 0.0820 0.0091

Table 4.1: Computational Time (in sec) required by each Algorithm for the SCH Test
Function

4.3.2 KUR Problem

In this example, the total number of fitness function evaluations was set to 20,000.

Fig. ?? show the graphical results produced by NSGA-II, the MOPSO, and our

MOBFO in the KUR test function chosen. The true Pareto front of the problem is shown
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Figure 4.2: Nondominated Pareto Front for SCH problem

Convergence Metric NSGA-II MOPSO MOBFO

Best 0.0066 0.0070 0.0068
Worst 0.0089 0.0091 0.0095
Mean 0.0079 0.0079 0.0081

Variance 1.79E-07 1.96e-07 2.31E-07

Table 4.2: Results of the Convergence Metric for the SCH Test Function

as a discontinuous line. Tables ??, ?? and ?? show the comparison of results among the
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Diversity Metric NSGA-II MOPSO MOBFO

Best 0.3467 0.5112 0.4379
Worst 0.5140 0.7168 0.6425
Mean 0.4243 0.5938 0.5477

Variance 0.0012 0.0015 0.0019

Table 4.3: Results of the Diversity Metric for the SCH Test Function

three algorithms considering the metrics previously described. It can be seen that the

average performance of MOBFO is considerably worse with respect to the convergence

and diversity metric, but it have best value of these metric in comparison to others. Also,

note that MOBFO is 8 times faster than the NSGA-II in this test function.

Computational Time NSGA-II MOPSO MOBFO

Best 28.46 2.32 3.26
Worst 40.15 3.21 4.09

Average 29.63 2.43 3.73
Variance 5.1621 0.0082 0.0345

Table 4.4: Computational Time (in sec) required by each Algorithm for the KUR Test
Function

Convergence Metric NSGA-II MOPSO MOBFO

Best 0.0449 0.0515 0.0349
Worst 0.0559 0.0725 0.2968

Average 0.0516 0.0608 0.0634
Variance 5.72E-06 1.51E-05 9.10E-04

Table 4.5: Results of the Convergence Metric for the KUR Test Function

Diversity Metric NSGA-II MOPSO MOBFO

Best 0.7248 0.6800 0.7203
Worst 0.7939 0.7582 0.8648

Average 0.7597 0.7193 0.7709
Variance 0.0002 0.0003 0.0004

Table 4.6: Results of the Diversity Metric for the KUR Test Function

4.3.3 DEB-1 Problem

In this example, the total number of fitness function evaluations was set to 15,000.
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Figure 4.3: Nondominated Pareto Front for KUR problem

Fig. ?? show the graphical results produced by our MOBFO, the NSGA-II, and

MOPSO in the DEB-1 test function chosen. The true Pareto front of the problem is

shown as a continuous line. Tables ??, ?? and ?? show the comparison of results among

the three algorithms considering the metrics previously described. It can be seen that the

average performance of MOBFO does considerably worse than the NSGA-II and MOPSO

with respect to convergence, but plays second with respect to the diversity metric. With

respect to computational time, MOBFO is 30 times faster than the NSGA-II and 1.5

times faster than MOPSO in this test function.
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Figure 4.4: Nondominated Pareto Front for DEB1 problem

Computational Time NSGA-II MOPSO MOBFO

Best 20.56 0.95 0.64
Worst 29.26 2.09 1.85

Average 21.47 1.37 1.55
Variance 2.0839 0.0429 0.070

Table 4.7: Computational Time (in sec) required by each Algorithm for the DEB-1 Test
Function
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Convergence Metric NSGA-II MOPSO MOBFO

Best 0.0021 0.0021 0.0022
Worst 0.0041 0.0034 0.5301

Average 0.0028 0.00269 0.0083
Variance 1.57E-07 6.54E-08 0.0028

Table 4.8: Results of the Convergence Metric for the DEB-1 Test Function

Diversity Metric NSGA-II MOPSO MOBFO

Best 0.3344 0.4803 0.4242
Worst 0.7825 0.6413 0.8911

Average 0.4399 0.5602 0.5558
Variance 0.0059 0.0013 0.0060

Table 4.9: Results of the Diversity Metric for the DEB-1 Test Function

4.3.4 DEB-2 Problem

In this example, the total number of fitness function evaluations was set to 25,000.

Fig. 4.5 show the graphical results produced by the NSGA-II, the MOPSO and our

MOBFO in the DEB-2 test function chosen. The true Pareto front of the problem is

shown as a continuous line. Tables ??, ?? and ?? show the comparison of results among

the three algorithms considering the metrics previously described. It can be seen that the

average performance of MOBFO is the better than the MOPSO but slightly below NSGA-

II with respect to the diversity metric, and it is better than the NSGA-II but slightly below

MOPSO and have best value with respect to the convergence metric. Again, it is 10 times

faster than the NSGA-II for this test problem.

Computational Time NSGA-II MOPSO MOBFO

Best 30.64 0.75 3.31
Worst 46.48 4.62 4.34

Average 33.82 2.09 3.98
Variance 16.3501 0.4590 0.0366

Table 4.10: Computational Time (in sec) required by each Algorithm for the DEB-2 Test
Function

4.4 Conclusion

We have presented a proposal to extend BFO to handle multiobjective problems. The

proposed algorithm is relatively easy to implement and it improves the exploratory ca-

pabilities of BFO by introducing adaptive step size whose range of action varies over
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Figure 4.5: Nondominated Pareto Front for DEB2 problem

Convergence Metric NSGA-II MOPSO MOBFO

Best 0.0148 0.0093 0.0093
Worst 0.9578 0.1569 1.3668

Average 0.2096 0.0259 0.0607
Variance 0.1236 0.0008 0.0378

Table 4.11: Results of the Convergence Metric for the DEB-2 Test Function

time. The results indicate that our approach is a viable alternative since it has an av-
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Diversity Metric NSGA-II MOPSO MOBFO

Best 0.5104 0.6947 0.5136
Worst 0.7904 1.3575 1.0059

Average 0.6425 0.8582 0.6983
Variance 0.0053 0.0282 0.0102

Table 4.12: Results of the Diversity Metric for the DEB-2 Test Function

erage performance highly competitive with respect to other multiobjective evolutionary

algorithms.

The exceptionally low computational times required by our approach make it a very

promising approach to problems in which the computational cost is a vital issue (e.g.,

engineering optimization). One aspect that we would like to explore in the future is the

use of a some modified crowding operator to improve the distribution of nondominated

solutions along the Pareto front. This would improve the capabilities of the algorithm

to distribute uniformly the nondominated vectors found. We are also considering the

possibility of extending this algorithm so that it can deal with dynamic functions. Finally,

it is desirable to study in more detail the parameters fine tuning required by the algorithm,

as to provide a more solid basis to define them.
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CHAPTER 5

APPLICATION : RADAR PULSE

COMPRESSION

5.1 Introduction

Radar is a contraction of the words radio detection and ranging. Radar is an electromag-

netic system for the detection and location of objects such as aircraft, ships, spacecraft,

vehicles, people, and natural environment. It operates by transmitting a particular type

of waveform, a pulse modulated sine wave example, in the space and detecting the the

echo signal reflected from the target.

The basic principle of radar is simple [5.1 - 5.2]. A transmitter generates an electro-

magnetic signal (such as a short pulse of sine wave) that is radiated into space by an

antenna. A portion of the transmitted signal is intercepted by a reflecting object (target)

and is re-radiated in all directions. It is the energy re-radiated in back direction that is

of prime interest to the radar. The receiving antenna collects the returned energy and

delivers it to a receiver, where it is processed to detect the presence of the target and

to extract its location and relative velocity. The distance to the target is determined by

measuring the time taken for the radar signal to travel to the target and back. The range

is

R =
cTR

2
(5.1)

where TR is the time taken by the pulse to travel to target and return, c is the speed of

propagation of electromagnetic energy (speed of light). A radar provides the good range

resolution as well as long detection of the target.
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High range resolution, as might be obtained with a short pulse, is important for many

radar applications. There can be limitations, however, to the use of a short pulse. Since

the spectral bandwidth of a pulse is inversely proportional to its width, the bandwidth of

a sort pulse is large. Large bandwidth increase system complexity, make greater demands

on the signal processing and increase the likelihood of interference to and from other users

of the electromagnetic spectrum. Wide bandwidth can also mean less dynamic range in

the receiver because receiver noise power is proportional to bandwidth. Also, a short

pulse waveform provides less accurate radial velocity measurement than if obtained from

the Doppler-frequency shift.

A serious limitation to achieving long range with short-duration pulses is that a high

peak power is required for a large pulse energy. The transmission line of a high peak

power radar can be subject to voltage breakdown, especially at the higher frequencies

where waveguide dimensions are small. If the peak power is limited by breakdown, the

pulse might not have sufficient energy for long detection.

So that there are trade-off between the range resolution and long range detection for

a given length of pulse. To solve the dilemma between these two, Pulse Compression

technique is used in the pulse radar detection [5.1-5.2]. The technique of using a long,

modulated pulse to obtain the range resolution of a sort pulse, but with the energy of a

long pulse, is known as pulse compression.

5.2 Pulse Compression

Pulse compression is a signal processing technique mainly used in radar and sonar to

augment the range resolution as well as the signal to noise ratio. Pulse compression allow

a radar to utilize a long pulse to achieve large radiated energy, but simultaneously to

obtain the range resolution of a short pulse. It accomplishes this by employing frequency

or phase modulation to widen the signal bandwidth. A short pulse has a wide spectral

bandwidth. A long pulse of width T can be have the same spectral bandwidth as a short

pulse if the long pulse is modulated in frequency or phase. The modulated long pulse with

its increased bandwidth B(>> 1/T ) is compressed by the matched filter of the receiver to

a width equal to τ ≈ 1/B. This achieves the benefit of high range resolution with out the

need to resort to a short pulse, where B is the modulated-phase spectral bandwidth. Pulse

compression is attractive when the peak power required of a short-pulse radar cannot be

achieved with practical transmitters.

Pulse compression is a method for achieving most of the benefits of a short pulse while

keeping within the practical constraints of the peak-power limitation. There are many

types of modulations used for pulse compression, but one that seen wide application is
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the phase-coded pulse.

Phase-coded pulse compression: In this form of pulse compression, a long pulse

of duration T is divided into N sub-pulses each of width τ as shown in Fig. ??. An

increase in bandwidth is achieved by changing the phase of each sub-pulses. The phase

of each sub-pulse is chosen to be either 0 or π radians. The output of the matched filter

will be a spike of width τ with an amplitude N times greater than that of long pulse

[5.2]. The pulse-compression ratio is N = T/τ ≈ BT , where B ≈ 1/τ = bandwidth.

The output waveform extends a distance T to either side of the peak response, or central

spike. The portions of the output waveform other than the spike are called time side-lobes.

(a) 13 element Barker Code
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(b) Auto-correlation Output

Figure 5.1: Pulse Compressed Signal

Barker codes: The binary choice of 0 or π phase for each sub-pulse may be made

at random. However, some random selections may be better suited than others for radar

application. One criterion for the selection of a good “random” phase-coded waveform

is that its autocorrelation function should have equal time side-lobes. The binary phase-

coded sequence of 0, π values that result in equal side-lobes after passes through the

matched filter is called a Barker code. An example shown in Fig. ??. This is a Barker
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code of length 13. The (+) indicates 0 phase and (−) indicates π radians phase. The

auto-correlation function, or output of the matched filter, is shown in Fig ??. There are

six equal time side-lobes to either side of the peak, each of label −22.3 dB below the peak.

The longest Barker code length is 13. When a larger pulse-compression ratio is desired,

some form of pseudo random code is usually used. To achieve high range resolution with-

out an incredibly high peak power, one needs pulse compression.

Matched filter: Under certain conditions maximizing the output peak-signal to noise

(power) ratio of a radar receiver maximizes the detectability of a target. A linear network

that does this is called a matched filter. It has a frequency response function which is

proportional to the complex conjugate of the signal spectrum.

H(f) = GaS
∗(f) exp(−j2πftm) (5.2)

where Ga is a constant, tm is the time at which the output of the matched filter is

a maximum (generally equal to the duration of the signal), and S∗(f) is the complex

conjugate of the spectrum of the (received) input signal s(t), found from the Fourier

transform of the received signal s(t) such that

S(f) =

∫ ∞

−∞

s(t) exp(−j2πft) dt (5.3)

A matched filter for a transmitting a rectangular shaped pulse is usually characterized

by a bandwidth B approximately the reciprocal of the pulse with τ or Bτ ≈ 1. The

output of a matched filter receiver is the cross-correlation between the received waveform

and a replica of the transmitted waveform.

5.3 Pulse Compression Using Particle Swarm Opti-

mization

5.3.1 Particle swarm optimization (PSO)

The PSO is motivated from the simulation of social behavior [5.5]. In evolutionary com-

putational algorithms, evolutionary operators are used to manipulate the individuals. But

in PSO these individuals are evolved through generations by cooperation and competition

among the individuals. Each individual in PSO flies in the search space with a velocity

which is dynamically adjusted according to its own as well as its companions’ flying ex-

periences. Each individual is treated as a volume-less particle in a D-dimensional space.
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The ith particle is represented as Xi = [xi1, xi2, . . . , xiD]T . The position giving the best

previous value is called the best previous position of any particle and is represented as

Pi = [pi1, pi2, . . . , piD]T . The rate of change of position for ith particle is represented as

Vi = [vi1, vi2, . . . , viD]T . The overall best location (global) obtained so far by the particles

is also tracked by the optimizer and is represented by Pg = [pg1, pg2, . . . , pgD]T . The ve-

locity and position of the dth element of ith particle at (k+1)th search from the knowledge

of previous search are changed according to (5.4) and (5.5) respectively.

vid(k + 1) = H(k) ∗ vid(k) + c1 ∗ r1 ∗ (pid(k) − xid(k)) + c2 ∗ r2 ∗ (pgd(k) − xid(k)) (5.4)

xid(k + 1) = xid(k) + vid(k + 1) (5.5)

The acceleration constants c1 and c2 in (5.4) represent the weighting of the stochastic

acceleration terms that pull each particle towards their best and global best positions.

Low values allow particles to roam far from target regions while high values results in

abrupt movement towards or past target regions. The acceleration constants are usually

taken to be 2.0 for almost all applications. The inertia weight, H has characteristics that

are reminiscent of temperature parameter in the simulated annealing. A large inertia

weight facilitates a global search while a small inertia weight facilitates a local search. By

linearly decreasing the inertia weight from a large value (close to unity) to a small value

through the course of PSO run, the PSO tends to have more global search ability at the

beginning of the run while possessing more local search ability near the end of the run.

The inertia weight is chosen [6.22] according to the relation

H(k) = H0 ∗
(Ho −H1) ∗ k

I
(5.6)

where k = search number,

I = maximum number of iterations,

The PSO is similar to a genetic algorithm (GA) in that the system is initialized with

a population of random solution. But unlike in GA, each potential solution in PSO is

assigned a randomized velocity and the potential solutions, called particles are then flown

through the problem space. Each particle keeps track of its coordinates in the problem

space which is associated with the best solution (fitness) it has achieved so far and is

denoted by Pi.

The steps in implementing the PSO algorithms are:

1. Initialize a population of particles with random positions and velocities on D-

dimensions in the problem space (the problem consists of D variables).

2. For each particle, evaluate the fitness function in D variables.
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3. Compare the fitness value of each particle with that obtained from the personal best

value. If the current position, Xi provides better fitness value than provided by Pi,

then it is made equal to the current value and the previous location is updated to

the current location in D-dimensional space.

4. Compare each fitness value with that given by overall best value,Pg of the popu-

lation. If the current value is better than that offered by Pg then reset Pg to the

current best position vector.

5. Update the velocity and position of each particle according to (5.4) and (5.5) re-

spectively.

6. Loop to step (2) until a pre-specified criterion is met for example the minimum

mean square error (MMSE) is achieved or all the particles attain a common best

position.

5.3.2 Problem Formulation

In this section, the optimal weights of the mismatch filter is find out with the help of evolu-

tionary technique, called Particle Swarm Optimization (PSO). A constraint optimization

problem is formed for reduction of the side-lobe levels. The constrained optimization

problem is usually written as [5.6]

Maximize f(~x)

Subject to gj(~x) ≤ 0, j = 1, 2, ..J

h(~x) = 0, k = 1, 2, ..K (5.7)

In the above problem, f(~x) is the objective function. There are n variables ~x =

[x1, x2, x3, . . . , xn], J less than equal to type inequality constraints g(~x) and K equality

constraints h(~x).

A single pulse whose carrier is phase coded, is often used in pulse radar system to

increase range resolution and accuracy when energy requirements dictate a pulse length

substantially in excess of the desired resolution. For a given binary sequence

S = {s0 = ±1, s1, . . . , sN−1}

where N is the number samples of binary sequence. The output of the matched filter is
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the autocorrelation, whose values are given by

Ck(S) =

N−|K|−1∑

i=0

si si+|k| (5.8)

for −(N − 1) ≤ k ≤ (N − 1)

For the mismatch filter formulation, the filter elements are taken as

H = {h0, h1, . . . , hM−1}

where the weights are real and M(≥ N) shows the filter length. For both symmetry and

mathematical convenience M will be assumed to be odd if N is odd and even if N is even.

The output of the mismatch filter are given by

Bk(S,H) =
M−1∑

i=0

hi si−k (5.9)

for −(N − 1) ≤ k ≤ (M − 1)

Here we assume si = 0 if i < 0 or i > N − 1. The constraint function is defined as

MaximizeH f = Bk|k=(M−N
2

)

=
M−1∑

i=0

hisi−(M−N
2

)

Subject to

∣∣∣∣∣

M−1∑

i=0

hi si−k ≤ 1

∣∣∣∣∣ (5.10)

for −(N − 1) ≤ k ≤ (M − 1), k 6= M−N
2

where f is the objective function, which shows main lobe level, which to be maximized.

The inequality condition restricts the all side-lobes to be less than and equal to one in

absolute value. After optimization process, with the help of PSO, the solutions of the

swarm are the optimized weights of the mismatched filter.

5.3.3 Performance Evaluation

This section illustrates the performance of the constraint based mismatch filter with the

ACF and LS method. In all case we consider the 13-element Barker code and 35-element

combined Barker code. For the least square method, filter length is taken same as length

of input barker sequence. Parameters of the PSO for the optimization process is taken as

Population = 200
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Maximum iteration = 1000

C1 = C2 = 0.7

H0 = 0.4, H1 = 0.9

Signal to Side-lobe ratio (SSR)

The SSR is defined as the ratio of the peak signal amplitude to maximum side-lobe

amplitude. The results of the investigation are depicted in Table ??. It shows that the

proposed constraint based mismatch filter approach achieved higher output SSR compared

to other approaches.

Algorithms SSR (dB)
13-element
Barker code

35-element
Barker code

ACF 22.27 13.97
LS 24.00 16.61
PSO 25.46 18.05

Table 5.1: PSO : Comparison of SSR (in dB)

Noise Performance

Noise is an unwanted random signal which interferences with target echo. If the noise is

large enough, it can mask altogether the true target echo so that performance examining

the noise rejection ability of Pulse Compression can not be neglected. The input signals

used to evaluate the noise robustness are by 13-elements barker code and 35-elements

combined barker code and both of them are perturbed by the additive white Gaussian

noise (AWGN) with different SNR (5, 20, 40, 60), respectively. The noise performance

comparison results of the ACF, LS and constraint based mismatch filter on SSR with

different noise environments are shown in the Table ?? for 13-element Barker code and in

Table ?? for 35-element combined Barker code.

Algorithms SSR (dB)
SNR = 5 dB 20 dB 40 dB 60 dB

ACF 12.25 19.39 22.03 22.24
LS 14.18 20.61 23.94 23.99
PSO 14.87 20.89 25.28 25.44

Table 5.2: PSO : Comparison of SSR (in dB) for 13 element Barker code for different
noisy condition
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Algorithms SSR (dB)
SNR = 5 dB 20 dB 40 dB 60 dB

ACF 10.22 13.36 14.00 13.97
LS 11.67 16.34 16.68 16.60
PSO 12.76 16.91 17.79 18.03

Table 5.3: PSO : Comparison of SSR (in dB) for 35 element Combined Barker code for
different noisy condition

5.3.4 Conclusion

This section has proposed a novel PSO algorithm for the Pulse Compression in radar

system. Peak side-lobe level, SSR with the help of PSO is given better result than the

LS and ACF. In this section, it is shown that PSO performs well in minimizing the side-

lobes in different noise conditions. The success is due to the formulation of the constraint

problem in comparison to the LS, where least square method is used. Simulations have

demonstrated that the side-lobe level at the output of mismatch filter can be significantly

decreased.

5.4 Development of Functional Link Artificial Neu-

ral Network (FLANN) Model for Radar Pulse

Compression

5.4.1 FLANN Structure

Pao originally proposed FLANN and it is a novel single layer ANN structure capable of

forming arbitrarily complex decision regions by generating nonlinear decision boundaries

[5.7,5.8]. Here, the initial representation of a pattern is enhanced by using nonlinear

function and thus the pattern dimension space is increased. The functional link acts on

an element of a pattern or entire pattern itself by generating a set of linearly independent

function and then evaluates these functions with the pattern as the argument. Hence

separation of the patterns becomes possible in the enhanced space. The use of FLANN

not only increases the learning rate but also has less computational complexity [5.9].

However, it is structurally simple and involves less computations compared to those of

MLANN [5.10]. The nonlinear input is generated by functionally expanding the input

vector in a nonlinear manner. Different nonlinear expansions may be employed. These

are trigonometric (sine and cosine), Chebyshev and power series. In this chapter the

trigonometric expansion based FLANN model is developed for pulse compression as it

50



CHAPTER 5. APPLICATION : RADAR PULSE COMPRESSION

offers better performance compared to when other expansions are used. The proposed

model consists of three basic processes.

Figure 5.2: FLANN Structure

The proposed FLANN model for Pulse Compression is shown in Fig. ??, where the

block labeled ‘Functional Expansion’ denotes a functional expansion. Here we use a set

of N basis functions ψ(Xk) = [φ1(Xk), φ2(Xk), . . . , φN(Xk)]
T to functionally expand the

input signals Xk = [x1k, x2k, . . . , xnk]
T . These N linearly independent functions map the

n-dimensional signal space into anN -dimensional space, that is ℜn → ℜN for n < N . This

mapping transforms the linearly non separable problems in the original low-dimensional

signal space into separable one in a high-dimensional space.

Several mapping functions have been used to achieve this purpose, such as Legendre,

Chebyshev, and trigonometric polynomials. Among these choices the Fourier series being

composed of the linear combination of trigonometric harmonics is generally recognized as

one of the best approximating functions. A set of basis functions for the trigonometric

polynomial Fourier series can be written as

{1, cos(πu), sin(πu), cos(2πu), sin(2πu), . . . , cos(Nπu), sin(Nπu)}. The linear combi-

nation of these function values can be presented in its matrix form,

Sk = ψ(Xk)Wk (5.11)

where Wk = [w1k, w2k, . . . , wNk]
T is the 1 × N dimensional weighting matrix. The

matrix Sk is fed into a bank of identical nonlinear functions to generate the equalized

output yk

yk = ρ(Sk) (5.12)

Here the nonlinear function is defined as ρ(.) = logh (.).
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5.4.2 Learning Algorithm for FLANN Structure

During training process, each expanded input pattern Xk = [x1k, x2k, . . . , xnk]
T is applied

to the model sequentially and the desired compressed value is supplied at the output.

Given the input, the model produces an output dk which acts as an estimate of the

desired value,which is 1 when all element of code is present at input [5.11]. The output

of the linear part of the model is computed as

Sk =
N∑

i=1

wik φi(Xk)

= Wk ψ(Xk) (5.13)

where Wk = [w1k, w2k, . . . , wNk]
T represent weight vector and

ψ(Xk) = [φ1(Xk), φ2(Xk), . . . , φN(Xk)]
T is trigonometric expansion of the input vector.

This output is then passed through a nonlinear function (a sigmoid function) to produce

the estimated output

ρ(Sk) =
1 − exp−Sk

1 + exp−Sk
(5.14)

The error signal ek is the difference between the desired response and the model output

and is given by

ek = (dk − yk) (5.15)

The error ek and the input vector Xk are employed to the weight update algorithm to

compute the correction weight vector ∆Wk. Let the reflected error is given by

δk = ek ρ(Sk)
′ = ek δk

where δk represents the derivative of the activation function given in (5.14). Then the

updated weight vector is given by

∆k = δk (ψ(Xk))
T

Wk+1 = Wk + µ∆k + γ∆k−1 (5.16)

where δk = (1− y2
k)ek. In these equations µ is the learning factor and γ is the momentum

factor that helps to accelerate the speed of convergence of algorithms. When the training

process is complete, the connecting weights of the model are frozen to their final values.

The model so developed is then used for testing with known input codes, used for pulse

compression.
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5.4.3 Simulation Studies

The performance of the approach was studied using the FLANN structure shown in Fig.

??. The input patterns to the FLANN used for training it were the time-shifted sequences

of the three codes, 13 element barker code, 21 element optimal code and 35 element

combined barker code, assuming there are strings of zeros on either side of the given

input code. This makes (2 ∗N − 1) input patterns, including a null sequence where N is

the length of the given Barker code. The desired output when the correct Barker code at

the input is 1, and 0 when the input is any other time shifted sequence. But using only

these (2 ∗ N − 1) input patterns made convergence very difficult, as there was only one

input pattern among these input patterns whose desired output was 1; the rest being 0.

To overcome this problem, we trained this model for 500 iterations. The performance of

the proposed network is compared with the direct auto correlation function and Multi-

layer Perceptron (MLP) with 13-3-1 structure using back prorogation learning algorithm

[5.12, 5.13].

Convergence performance

As shown in Fig. ??, the convergence speed of the BP algorithm is inherently slow. The

proposed approach based on FLANN has much better convergence speed and very low

training error compared to BP algorithm for the 13 element barker code.

Figure 5.3: FLANN : Mean Square Error Plot

Signal-to-sidelobe ratio performance

The SSR is defined as the ratio of peak signal amplitude to maximum sidelobe amplitude.

Fig. ?? shows the compressed waveforms of 13-element Barker code using ACF, MLP

and FLANN approach. The results of the investigation are depicted in Table ??. It
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shows that the proposed FLANN approach achieved, higher output SSR compared to

other approaches in all the cases.
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(b) Using MLP
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(c) Using FLANN

Figure 5.4: FLANN : Peak Signal to Side-lobe Ratio (SSR) for the 13 element barker code

Noise performance

In the radar target detection, the signal from the target is corrupted by noise, it is impor-

tant to test the algorithm by adding noise to the pulse. The input signals are corrupted

by white Gaussian noise with different signal to noise ratio (SNR). The performance of
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Algorithms SSR (dB)
13-element
Barker code

21-element
Optimal code

35-element
Barker code

ACF 22.27 20.42 13.97
MLP 41.82 43.27 41.03
FLANN 49.59 52.41 50.79

Table 5.4: FLANN : Comparison of SSR (in dB)

the ACF, MLP and FLANN for the noisy case is shown in Tables ?? - ??. From these

tables, it is clear that the performance of FLANN is much better than any other approach

accept for some SNR 3, 5 dB for 35 element combined Barker code. As shown in Fig. ??,

FLANN have better side lobe reduction than the other methods in 3 dB noisy condition.

Algorithms SSR (dB)
SNR = 0 dB 3 dB 5 dB 10 dB 30 dB

ACF 4.42 9.71 12.65 17.07 21.69
MLP 17.11 35.67 39.27 42.48 41.91
FLANN 20.56 41.18 45.82 49.11 49.66

Table 5.5: FLANN : Comparison of SSR (in dB) for 13 element Barker code for different
noisy condition

Algorithms SSR (dB)
SNR = 0 dB 3 dB 5 dB 10 dB 30 dB

ACF 6.08 10.35 11.96 15.06 19.77
MLP 6.53 19.57 27.55 38.37 42.94
FLANN 26.11 36.41 41.19 48.19 52.75

Table 5.6: FLANN : Comparison of SSR (in dB) for 21 element Optimal code for different
noisy condition

Algorithms SSR (dB)
SNR = 0 dB 3 dB 5 dB 10 dB 30 dB

ACF 7.98 9.81 10.88 12.21 13.78
MLP 22.91 35.17 40.58 43.40 41.30
FLANN 25.30 34.58 38.83 45.09 50.42

Table 5.7: FLANN : Comparison of SSR (in dB) for 35 element Combined Barker code
for different noisy condition
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(b) Using MLP
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(c) Using FLANN

Figure 5.5: FLANN : Noise performance for the 13 element barker code for 3 dB SNR

Range resolution

The range resolution is the ability to distinguish between two targets solely by measure-

ments of their ranges in radar systems. The network should be able to distinguish between

two close-by targets and should be able to resolve two overlapped targets. To make the

comparison of the range resolution ability, we consider 13-element Barker code with two

n-delay apart (DA) overlapping sequences having same magnitude ratios. The results

in Tables ?? clearly indicate the superior performance of FALNN over other techniques

accept at 5 delay. Fig. ?? show the examples of compressed waveforms of overlapped
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(c) Using FLANN

Figure 5.6: FLANN : Compressed waveforms of overlapped 13 element barker code with
7 delay apart

13-element Barker codes using ACF,MLP and FLANN approach.

Doppler shift performance

To check the Doppler tolerance of the pulse compression algorithms in this work, we

consider 13-element Barker code. By shifting phase of the individual elements of the

phase code, the Doppler sensitivity is caused. In the extreme, if the last element is
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Figure 5.7: FLANN : Correlated output for Doppler Shift

Algorithms SSR (dB)
1 delay 3 delay 5 delay 7 delay 15 delay

ACF 22.27 22.27 22.27 16.90 22.27
MLP 39.95 38.24 41.83 39.54 41.83
FLANN 40.19 39.93 38.70 40.23 43.39

Table 5.8: FLANN : Comparison of SSR (in dB) for 13 element Barker code for Range
Resolution of two targets

shifted by 1800, the code word is no longer matched with the replica. That is, the used
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sequence of pulse compression is changed from {1, 1, 1, 1, 1,−1,−1, 1, 1,−1, 1 − 1, 1} to

{−1, 1, 1, 1, 1,−1,−1, 1, 1,−1, 1 − 1, 1}. The results of comparison of all algorithms are

shown in Fig. ??. Results show that RBFN has significant advantage of robustness in

Doppler shift interference. From Fig. ??, it is observed that the MLP, and ACF are more

sensitive to the Doppler shift produced by a moving target than the FLANN. Form Table

??, we conclude that FLANN gives better Doppler Shift performance in comparison to

other methods.

Algorithms SSR (dB)
13-element
Barker code

21-element
Optimal code

35-element
Barker code

ACF 11.28 13.53 13.46
MLP 14.95 38.91 41.05
FLANN 30.46 44.38 50.77

Table 5.9: FLANN : Comparison of SSR (in dB) for Doppler shift

5.4.4 Conclusion

The section proposed a new method to obtain high range resolution and Doppler tolerance

for various codes using low complexity FLANN method. The results are compared with

these obtained by the standard ACF and BP based methods. Extensive simulation study

indicates that the new method is not only simple but also efficient than the BP and ACF

methods.
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CHAPTER 6

PULSE COMPRESSION USING RBF

NETWORK : A MULTIOBJECTIVE

APPROACH

6.1 Introduction

Pulse Compression has important roles in a radar system to achieve long detection range

and high range resolution. For the long range detection, the long pulse is transmitted.

But to achieve the high range resolution, shorter pulses are employed. So that there

are trade-off between the range resolution and long range detection for a given length

of pulse. To solve the dilemma between these two, Pulse Compression technique is used

in the pulse radar detection. In this technique the long pulses are transmitted which

provides high energy to detect long distant target and before detection process, the echo

pulses are shortened as short pulses, which gives high resolution.

Artificial neural networks are widely used as model structures to learn a nonlinear

mapping based on the training data set in many kinds of application field due to their

powerful nonlinear mapping ability [6.1]. The primary importance in applying neural

networks to the Pulse Compression is in selecting its structure rather than the connection

weights learning algorithms. Network structure is characterized by number of hidden

layer, the number of hidden layer’s unit and the response function. Several approaches

to Pulse Compression using artificial neural networks have been proposed in last two

decades, but a general method to determinate the structure of neural network has been

established. This caused by the dilemma about the neural architecture complexity [6.2].
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If a structure is complex, the generalization ability is low because of high variance error.

Conversely, if a structure is simple then it can’t represent the relation for input and

output enough because of high error. So that design involves the optimization of two

competing objectives, namely, the maximization of network capacity and minimization of

neural architecture complexity. So in this chapter we show the approach to obtain the set

of trade-off structures of RBF networks based on multiobjective optimization [6.3]. We

use 13 element barker code, 21 bit optimal code and 35 element combination barker code

for the training and testing of RBF networks. By this method, Pareto optimal solutions,

using multi-objective algorithm, are obtained which are giving superior performance with

less structure complexity compared to fixed center RBF network [6.2].

If the parameters of RBF networks i.e. the number of basis functions and the widths

and centers of each basis function, are determined, output layer weights can be calculated

with the training data with the help of pseudo inverse matrix (linear square method)

[6.4]. The designers will be able to select one structure of RBF from the Pareto optimal

structure set obtained by the proposed method according to their use or specific criteria.

6.2 Multiobjective Algorithm: Binary Nondominated

Sorting Genetic Algorithm (BNSGA)

In this study BNSGA is used as the multiobjective computation [6.5]. BNSGA is well

known as a multiobjective genetic algorithm which can maintain diversity on the Pareto

front well. The chromosomes in this study are binary strings. The procedure of BNSGA

is explained below:

At first initialize a population P0 (a set of chromosomes by assigning binary strings).

Then population P0 is sorted based on nondomination in to front. The first front shows

nondominant set in the current population and the second front being dominated by the

individuals in the first front only and the front goes on. Each individual in each front

are assigned rank (fitness) values. Individuals in the first front are given a rank 1 and so

on. In addition to fitness value a new parameter called crowding distance is calculated

for each individual. The crowding distance is a measure of how close an individual is

to its neighbors. Large average crowding distance will result in better diversity in the

population. Parents are selected from the population by using binary tournament se-

lection, based on the rank and crowding distance. An individual is selected if the rank

is lesser than the other. For individuals of same rank, individual with greater crowding

distance have priority, and it will selected. The selected population generates offspring Q0

from binary single point crossover and bit reversal mutation operators. The population
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R0 generated by merging the current population P0 and current offspring Q0, is sorted

again based on nondomination and only best N individuals are selected, where N is the

population size. This is repeated until the end condition is met.

6.3 Radial Basis Function (RBF) Network

A RBF network can be regarded as a special two layer network which is linear in the

parameters by fixing all RBF centers and non-linearity in the hidden layer [6.4]. Thus the

hidden layer performs a fixed non-linear transformation with no adjustable parameters

and it maps the input space on to a new space. The output layer then implements a linear

combiner on this new space and the only adjustable parameters are the weights of this

linear combiner. These parameters can be therefore being determined using the linear

least square method which is an important advantage of this approach. However the

performance of an RBF network critically depends upon the chosen centers. In practice

the centers are often chosen to be a subset of input data set. Typically the Gaussian

function is used for the basis function in RBF network. It is defined as

φ(||x, cj||) = exp(− m

d2
max

||x − cj||2), j = 1, 2, . . . ,m (6.1)

Here, dmax is the maximum distance between these selected centers and m is the

number of centers. In effect, the standard deviation (i.e., width) of all the Gaussian

radial basis functions is fixed at

σ =
dmax√

2m
(6.2)

This formula ensures that the individual radial basis functions are not too peaked or

too flat, both of these two extreme conditions should be avoided. As an alternative , we

may use individually scaled centers with broader widths in areas of lower data density,

which requires experimentation with the trained data.

A schematic of RBF network with M inputs and one output is depicted in Fig. ??.

Such a network implements a mapping fr(x) : ℜM → ℜ according to

fr(x) = w0 +
N∑

j=1

wjφ(||x − cj||) (6.3)

where ||.|| denotes the Euclidean distance, wj, 0 ≤ j ≤ N are output layer weights.

By providing a set of the input x(t) and the corresponding desired output d(t) for t = 1 to

n, the values of the weights wj can be determined using the linear LS method. A straight

forward procedure for updating the weight vector, is to use the pseudo inverse method

(Broomhead and Lowe 1988). Updating equation given by
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Figure 6.1: Radial Basis Functions (RBF) Network

w = φ+d (6.4)

where d is the desired response vector in the training set. The matrix φ+ is the pseudo

inverse of matrix φ; that is

φ+ = (φTφ)−1φT (6.5)

In practice, the centers are normally chosen from the data points {x(t)}n

t=1. The key

question is therefore how to select center appropriately from the data set. In order to

achieve a given performance, an unnecessarily large RBF network may be required. This

adds computational complexity. Alternatively, the multi-objective algorithm can be select

centers so that adequate and parsimonious RBF network can be obtained.

6.4 BNSGA based RBF Neural Network for Pulse

Compression (Pareto RBF Network)

6.4.1 Genetic representation (Structure selection of RBF net-

work)

BNSGA is used for the selection of centers for the RBF network. For the selection of

network, initialize binary chromosome of BNSGA with the same length of the training data

set. The chromosomes of BNSGA population indicate that each data point is employed

as a center of basis functions or not. That is “1” in chromosome represents that a center

of basis function is located at the corresponding training data point, as shown in Fig. ??.
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Figure 6.2: Chromosome - Center representation

In the chromosome, the position of gene value “1” indicate the center position of the

basis function (selected center) and number of “1” genes in chromosome indicates the

number of basis functions (number of centers). The training dataset is formed with the

time shifting of barker code. For the length of N elements barker code, the number of

input data set becomes 2N − 1. So for this we pad zeros to the barker code. For different

input data point there are different outputs. So we take the length of chromosomes same

as input dataset applied to RBF network.

6.4.2 Multiobjective fitness evaluation

The ANN design is cost as an MOO problem where a number of objectives such as

training accuracy and degree of complexity are specified. The conflicting objectives of

maximizing network capacity and minimizing network complexity is manifested in the

trade-offs between training and test accuracy. The two objectives we consider in our

multi-objective approach are first minimization of number of centers in the hidden layer

(f1), indicates the complexity of RBF network and second, the minimization of MSE

(f2), defined as

MSE =
1

n

n∑

i=1

(di − d̂i)
2

=
1

n

n∑

i=1

(
di −

(
N∑

j=1

wjφ(||xi − cj||) + w0

))2

(6.6)

here di is desired output and d̂i estimated output during the training of RBF network.

di is 1 when all elements of barker code present at the input nodes of RBF network,

otherwise it become zero.
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6.5 Performance Comparison

In this section, the proposed Pareto RBF network applied for the pulse compression in

radar system and evaluated by numerical experiments. We dealt with the 13 element

barker code, 21 bit optimal code and 35 element combine barker code. The performance

of the proposed network is compared with the direct auto correlation function and fixed

structure RBF network using supervised learning strategies where the number of hidden

nodes fixed to 7 and take radius of attraction r=1 around the training patterns [6.6].

Parameters chosen for BNSGA is shown in Table ??.

Population Size 100
Chromosome Type Binary Number Representation

Selection Binary Tournament Selection
Crossover Method Single Point Binary Crossover

Crossover Probability 0.8
Mutation Method Bit Reversal Mutation

Mutation Probability 0.2
Generation 200

Table 6.1: Parameter Setting for BNSGA

6.5.1 Training of Pareto RBF network and Convergence Perfor-

mance

For the training of proposed network, we use 13 element barker code, 21 bit optimal

code and 35 element combined barker code. We plot the Mean square error (MSE) vs

Number of Centers plot for all codes in Fig. ??. These are represent the Pareto Fronts.

That shows, for increasing the number of centers, MSE going down, but at some number

of centers, it may be increases, so that the multiobjective algorithm did not take these

centers. By this unnecessary complexity of network is solved.

6.5.2 Testing of Pareto RBF network

In this part, The Pareto RBF with 5-centers and 7-centers have taken for performance

comparison. In the testing part, we use same signal of 13 element barker code, 21 element

optimal code and 35 element combined barker code for performance comparison of peak

signal to side-lobe ratio. There is the noise performance, to check the how much the

given network is robust for different noisy condition. We find out the range resolution

and Doppler shift ability for the given network.
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(a) MSE vs Centers plot for 13 element Barker code
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(b) MSE vs Centers plot for 21 element Optimal code
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(c) MSE vs Centers plot for 35 element Combined
Barker code

Figure 6.3: PRBF : Pareto Fronts

Signal to peak side-lobe ratio (SSR)

It is define as the ratio of the peak signal to the maximum side-lobe amplitude. In the

testing part, SSR performance comparison results of the ACF, RBFN and Pareto RBF

are shown in Table ?? for 13 element barker code, 21 element optimal code and 35 element

combined barker code. From table, Pareto RBF with 5 centers given better SSR ratio

than the fixed centers RBF network (with 7-centers), so from this we can say that, Pareto

RBF have less structure complexity and gives better result than the other methods.
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Algorithms SSR (dB)
13-element
Barker code

21-element
Optimal code

35-element
Barker code

ACF 22.27 20.42 13.97
RBFN (7-Centers) 64.90 60.18 71.70
PRBF (5-Centers) 85.53 126.25 196.87
PRBF (7-Centers) 94.23 132.11 213.09

Table 6.2: PRBF : Comparison of SSR (in dB)

Noise performance

For different noise condition, we added the White Gaussian noise to the input signal with

different signal to noise ratio (SNR). Table ?? - ?? shows the robustness of all three

algorithms against the different noise environment. We take the five different SNR =

2, 5, 10, 20, 30 respectively. Pareto RBF given better side-lobes reduction in comparison

two other method for all given different noisy condition. As shown in Fig. ??, for the 13

element barker code with SNR = 5 dB, our proposed method is given better side-lobes

reduction in comparison to other two method.

Algorithms SSR (dB)
SNR = 2 dB 5 dB 10 dB 20 dB 30 dB

ACF 8.09 12.65 17.07 20.48 21.69
RBFN (7-Centers) 18.09 25.45 33.71 38.71 39.15
PRBF (5-Centers) 44.20 53.26 63.16 76.01 86.31
PRBF (7-Centers) 45.11 54.22 65.16 76.21 86.65

Table 6.3: PRBF : Comparison of SSR (in dB) for 13 element Barker code for different
noisy condition

Algorithms SSR (dB)
SNR = 2 dB 5 dB 10 dB 20 dB 30 dB

ACF 9.10 11.96 15.06 18.47 19.77
RBFN (7-Centers) 20.04 25.27 32.74 45.00 45.54
PRBF (5-Centers) 70.23 90.69 107.02 111.87 120.54
PRBF (7-Centers) 72.80 91.32 109.08 113.49 121.14

Table 6.4: PRBF : Comparison of SSR (in dB) for 21 element Optimal code for different
noisy condition
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Figure 6.4: PRBF : Noise performance for the 13 element barker code for 5 dB SNR

Range Resolution ability

Range resolution is defined as the ability to separate two targets of similar reflectivity.

Due to very nearly object, the echo pulses are overlapped. So to find out the ability of
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Algorithms SSR (dB)
SNR = 2 dB 5 dB 10 dB 20 dB 30 dB

ACF 8.50 10.66 12. 42 13.49 13.82
RBFN (7-Centers) 25.01 32.56 41.92 45.29 45.82
PRBF (5-Centers) 141.98 152.25 155.35 165.82 176.11
PRBF (7-Centers) 143.56 153.92 158.66 167.88 177.53

Table 6.5: PRBF : Comparison of SSR (in dB) for 35 element Combined Barker code for
different noisy condition

range resolution, take mixture of two same pulses with Q delays apart as input to the

network. The added input waveform of two equal magnitude 13-element barker codes

of 4-delay apart is shown in Fig. ??. The comparison of algorithms taken overlapped

two 13-element barker code with same magnitude with different delays shown in Table

??. The compressed wave form is shown in the Fig. ??. The corresponding comparison

with overlapped two 35-element combined barker code shown in Table ??. The results

in Tables ?? and ?? clearly indicate the superior performance of Pareto RBF over other

techniques.

Algorithms SSR (dB)
4 delay 5 delay 8 delay 10 delay 15 delay

ACF 16.90 22.27 16.90 16.90 22.27
RBFN (7-Centers) 27.25 24.67 31.36 30.63 37.14
PRBF (5-Centers) 42.25 46.31 64.92 74.99 92.65
PRBF (7-Centers) 44.04 48.05 67.42 78.14 94.23

Table 6.6: PRBF : Comparison of SSR (in dB) for 13 element Barker code for Range
Resolution of two targets

Algorithms SSR (dB)
4 delay 5 delay 8 delay 10 delay 15 delay

ACF 9.54 13.97 10.62 10.62 13.97
RBFN (7-Centers) 25.69 28.36 29.51 31.59 35.14
PRBF (5-Centers) 45.20 43.89 64.99 77.56 103.75
PRBF (7-Centers) 46.88 45.74 68.33 79.05 105.86

Table 6.7: PRBF : Comparison of SSR (in dB) for 35 element Combined Barker code for
Range Resolution of two targets

Doppler Shift Performance

Due to the moving target, echoes returning from the target are processed to measure the

frequency shift between carrier cycle in each pulse and the original transmitted frequency.
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(c) Added input waveform

Figure 6.5: Input waveform on additional of two 4-delay-apart 13-element Barker sequence
having same amplitude

This implies the presence of Doppler- shifted signal. It can be accounted by the shifting

in phase of individual elements of the phase code. To examine the Doppler tolerance

71



CHAPTER 6. PULSE COMPRESSION USING RBF NETWORK : A

MULTIOBJECTIVE APPROACH

0 5 10 15 20 25 30 35 40 45
−2

0

2

4

6

8

10

12

14

Delay Time

A
ut

o 
C

or
re

la
te

d 
O

ut
pu

t

(a) Using ACF

0 5 10 15 20 25 30 35 40 45
−0.2

0

0.2

0.4

0.6

0.8

1

1.2

Delay Time

C
or

re
la

rd
 O

ut
pu

t

(b) Using RBFN

0 5 10 15 20 25 30 35 40 45
−0.2

0

0.2

0.4

0.6

0.8

1

1.2

Delay Time

C
or

re
la

te
d 

O
ut

pu
t

(c) Using PRBF

Figure 6.6: PRBF : Compressed waveforms of overlapped 13 element barker code with 15
delay apart

of Pulse Compression with different algorithms, taken extreme condition, in which the

last element of code is shifted by180o, so that the code word is no longer matched with
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Figure 6.7: PRBF : Doppler Shift Performance for 13 element barker code

the replica. That is, used 13- element barker code {1, 1, 1, 1, 1,−1,−1, 1, 1,−1, 1,−1, 1}
changed to {−1, 1, 1, 1, 1,−1,−1, 1, 1,−1, 1,−1, 1}. Comparison between all algorithms

shown in Fig. ?? for 13-element barker code. The simulated result is shown in Table ??
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for all three codes. Results show that Pareto RBF has significant advantage of robustness

in Doppler shift interference. From Fig. ??, it is observed that the ACF and RBFN are

sensitive to the Doppler shift produced by a moving target.

Algorithms SSR (dB)
13-element
Barker code

21-element
Optimal code

35-element
Barker code

ACF 11.28 13.53 13.46
RBFN (7-Centers) 21.24 25.22 41.90
PRBF (5-Centers) 41.27 84.21 167.09
PRBF (7-Centers) 41.28 84.19 167.01

Table 6.8: PRBF : Comparison of SSR (in dB) for Doppler shift

6.6 Conclusion

A method of structure selection of RBF network from a viewpoint of multiobjective op-

timization for the pulse compression has been presented and extensive simulation have

been carried out investigate the performance of the approach. By applying the proposed

algorithm, wide variety of RBF network structures, in the sense of the Pareto optimum

solution, are obtained and the availability of the proposed approach is shown by numeri-

cal simulation results. This new approach has a much superior output signal to sidelobe

ratio than those of the traditional approaches such as the conventional ACF approach

and the inverse filters and the fixed center RBF network. It has better range resolution

and robustness in Doppler shift interference. This approach has higher SSRs in different

adverse situations of noise.
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CHAPTER 7

CONCLUSION AND SCOPE FOR

FUTURE WORK

In this thesis, we have presented a new multiobjective optimization algorithm based on the

bacteria foraging strategy. In contrast to most other MOO algorithms, for reproduction

MOBFO select solutions with a probability that is dependent on the amount of domination

measured in terms of the crowding distance between the solutions in the objective space.

The approach is able to produce results similar or better than those generated by other two

algorithms that are representative of the state of the art in evolutionary multiobjective

optimization. The approach proposed uses a very simple mechanism to optimize test

functions and our results indicate that such mechanism, despite its simplicity, is effective

in practice. Therefore, we can conclude that bacteria foregoing optimization (BFO) can

be effectively used to solve multiobjective optimization problems in a relatively simple

way.

There are several ways in which the proposed MOBFO algorithm may be extended

in future. In the MOBFO, the main part is step size, in future we can use adaptive step

size in chamotactic loop for foraging purpose. We also believe that, given the features of

foraging strategy, an extension of this paradigm for multiobjective optimization may be

particularly useful to deal with high dimensional test functions and that is precisely part of

our future research. We are also interested in analyzing alternative mechanism to maintain

diversity and to achieve better distribution of solutions along the Pareto front, which is

a current weakness of the approach proposed in this thesis. We are also considering the

possibility of using spatial data structures to store and retrieve nondominated solutions

in a more efficient way.
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CHAPTER 7. CONCLUSION AND SCOPE FOR FUTURE WORK

We have introduced a novel FLANN based structure for pulse compression in radar

signal processing. Because of its single layer structure, the FLANN offer advantages over

MLP as less computational complexity. The performance of the FLANN is found to be

the best in terms of MSE level, convergence rate and signal to sidelobe ratio (SSR) for

sidelobes reduction over a wide range of SNR. FLANN structure is also less sensitive to

Doppler shift in comparison to other methods. Because of computational advantages the

FLANN may be used in other signal processing applications.

In another chapter, a multiobjective evolutionary approach to ANN design is proposed.

In this study, we have shown a method of obtaining a Pareto optimal RBF network based

on multiobjective evolutionary algorithm. Then we have constructed an ensemble net-

work by the Pareto optimal RBF networks applying them to pulse compression, and a

performance of the ensemble network as a nonlinear system model has also been consid-

ered. MOO approach used for facilitating the exchange of neuronal information between

candidate neural network designs and adaptation of the number of basis functions for

each individual, based on a geometrical approach in identifying hidden-layer basis func-

tions to prune. BNSGA efficiently obtain a set of Pareto solutions from initial solutions,

which can be used for selecting number of centers of RBF network for pulse compression

problem with few interactions among parameters. Numerical simulation results indicate

that the ensemble network has an ability to reduce MSE with number of basis functions

in RBF network. While we have demonstrated the effectiveness of our proposed approach

for pulse compression, we believe that the methods , we have employed in this thesis are

sufficiently flexible and robust to be extended to handle complexity and accuracy of RBF

network. The proposed method has applicability to sidelobes reduction of received signal.

To find the users preference for tradeoff and appropriate settings of the ensemble

weights are the further issues. These may depend on the application field or the purpose

of pulse compression. Reduction of the computational cost, improvement of the ensemble

technique and comparison to the conventional approaches are also the future works and

they are under investigation.
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